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Caro leitor,

Tendo em vista o elevado nimero de listagens de programas presente neste livro, bem co-
mo o tamanho individual de cada uma delas, a Editora Ciéncia Moderna Ihe oferece a possi-
bilidade de adquiri-las todas em dois disquetes de 5 1/4" (360 K) ou um disquete de 3 1/2" (720
K) - a opg&o de um disquete de 5 1/4" com 80 trilhas (720 K) também esta disponivel. Para
tanto, responda ao cupom(order form) que acompanha este livro.

Além das listagens-fonte dos programas apresentados,a Editora Ciéncia Moderna oferece com
exclusividade os seguintes programas de autoria de Eduardo Barbosa:

Top Pirate Ii- O melhor copiador ja inventado para o MSX. N&o existe um tnico progra-
ma que este coplador nfo reproduza. Entre as suas caracteristicas, temos:

* Ambiente dirigido por menus.

* Utilizag&o da Megaram, permitindo a cépia de um disquete de 720 K com apenas quatro tro-
cas de disquete, se vocé estiver usando um s6 drive.

* Configuragéo total das operagdes executadas, incluindo corregao de erros, tipo de cépia,
drive-fonte, drive de destino, nimero de tentativas, etc.

* Alta velocidade: copia um disquete de 360 K em apenas 42 segundos.

* Seguranga: a copia gerada é exatamente igual ao disquete original.

Top Format - Trata-se de um fomatador incrementado para o0 MSX. Entre as suas carac-
teristicas, temos:

* Total compatibilidade com os sistemas MSX-DOS e MS-DOS (IBM-PC).

* Rapidez : formata um disquete de 360 K em 42 segundos, @ um disquete de 720 K em 1 mi-
nuto e 15 segundos.

* Verificag@o da integridade do disquete.

* Definigéo do interleave : esta opgao permite que voca acelere a leitura dos arquivos normais
(.COM, .BAS, .BIN, etc.) em até 60 %, sem perder a compatibilidade com o MSX-DOS e com
o MS-DOS.

* Reformatagao do disquete sem perda de dados.

* Possibilidade de mudar o interleave do disquete sem perder dados.

Top Erase - Trata-se de um programa que literaimente torna virgem os disquetes j4 for-
matadoes. |deal para ser utilizado em outros copiadores n3o tio inteligentes quanto o Top Pi-
rate II. '

Lembre-se: A Editora Ciéncia Moderna é a Unica empresa cadastrada pelo autor para a
venda dos programas acima. Se vocé adquirir os programas por intermédio da Ciéncia Moder-
na, recebera um certificado que lhe garantira o direito de substituir as suas versdes atuais dos
programas por novas versdes langadas, pagando apenas uma Fragdo do custo destes
langamentos.



Prego de cada produto:

Produto Prego

Listagens dos Programas-fonte 20 BTNS
Top Pirate Il 25 BTNS
Top Format 20 BTNS
Top Erase 20 BTNS

Todo Conjunto  (Top Pirate Il, Top
Format, Top Erase e
Listagens dos Programas-
Fonte) 75 BTNS
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INTRODUCAO

O SUCESSO DA NOVIDADE

Desde a sua chegada ao Brasil, no Natal de 1985, o sistema MSX tem provado ser o mais
racional sistema de 8 bits existente. Vejamos os motivos: Ao fim de quatro anos, os dois re-
presentantes desta linha no Brasil ainda mostram um félego invejavel, principalmente se le-
varmos em conta que os seus concorrentes diretos j4 ndo sao sequer fabricados. Qual tera
sido a razdo de tamanho sucesso, que provocou a retirada de computadores famosos do mer-
cado? Acho que todos os usudrios do MSX sdo unanimes em afirmar que a principal vanta-
gem do sistema esta na relagao prego/bensficio. Dentre as inimeras vantagens, podemos
destacar o som em trés canais, a imagem em alta resolugdo com 16 cores, que nao requer
monitores especiais, 0 microprocessador Z-80 com toda a sua ampla biblioteca de softwares,
o melhor BASIC entre as méaquinas de 8 bits, a utilizagao do CP/M como sistema de DOS, o
que permite utilizar a enorme quantidade de programas feitos para este sistema, a arquitetu-
ra aberta que permite o langamento de periféricos por fabricantes auténomos, a compatibili-
dade a nivel de arquivos ASCIl e de dados com o IBM PC, etc. Considerando-se o prego
relativamente baixo da maquina em comparagao com as vantagens oferecidas, fica facil per-
ceber o porqué de tamanho sucesso.

CRESCE O APOIO AO MSX

Prevendo o enorme sucesso da linha MSX no Brasil, algumas editoras comegaram alangar
no mercado livros especificos para esta linha. Inicialmente, os livros se baseavam quase que
exclusivamente em tradugdes de trechos do manual da Microsoft para o MSX, que ainda hoje
n&o esta disponivel para o usuario comum. Entretanto, a partir de 1987 a bibliografia nacional
comegou a adquirir uma personalidade prépria com o langamento de livros que realmente pro-
curavam desvendar os segredos do MSX. Hoje, o usuério dispde de um grande ndmero de li-
vros realmente Uteis, que podem auxiliar na programagao do MSX em qualquer nivel.

Na parte de software, somente a partir do segundo trimestre de 1988 é que comegaram a
surgir os primeiros produtos nacionais de qualidade. A demora no apoio do software teve e
tem dois grandes motivos : a lentidao na regulamentagao da lei de software que protegeria o
direito autoral e a baixa remuneragao do programador. Mas, apesar de tudo, surgiram soft-
wares de primeira linha, como o MSX-DOS Tools nacional, o Hello, o Prokit, o Graphos lll e 0
Cartoon, entre outros. Pela primeira vez, o usudrio brasileiro comegou a contar com progra-
mas em que, para responder SIM a uma pergunta, tenha de apertaratecla S, e ndo atecla V.
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PARA ONDE CAMINHA O MSX?

Tanto sucesso animou os fabricantes no exterior a langarem novas versdes. Primeiramente
langaram a versdo 2.0, que se diferenciava da 1.0 (o modelo existente no Brasil) por oferecer
mais recursos gréficos, dos quais podemos destacar a digitalizagdo de imagens, a maior re-
solugdo gréfica e o maior nimero de cores. O BASIC da versdo 2.0 também foi incrementado,
para manipular estas novas caracteristicas. O chip de som e o microprocessador continuaram
os mesmos. Tendo em vista a aprovagéo do mercado, os mesmos fabricantes langaram no fi-
nal de 1988 a versao 2+ (dois plus), que incrementa ainda mais as caracteristicas gréficas da
versdo 2.0 e apresenta uma qualidade de digitalizagao préxima a do video real. Muito bem, is-
to aconteceu |4 fora... E aqui? E f4cil prever que estas novidades cedo ou tarde chegarao até
nds, mas quando? Até agora, o que temos sdo boatos de que os dois fabricantes nacionais,
SHARP e GRADIENTE, pretendem langar o modelo 2.0. O que nos resta é esperar ansiosa-
mente que os boatos se confirmem e que a SHARP retorne a produgao normal, como fez a
GRADIENTE. Acho que podemos ter alguma esperanga, pois o que acontece |4 fora acaba se
refletindo aqui mais tarde; foi assim com o TRS-80, com o Apple, com o Sinclair, com o PC, e
ndo sera diferente com o MSX. Enquanto isso, podemos aproveitar o langamento de novas
placas feitas por empresas paralelas. Existem duas empresas paulistas oferecendo produtos
de étima qualidade, entre eles uma placa que permite a transformagao do MSX-1 em MSX-2.
Como necessito estar sempre atualizado, acabei fazendo a transformagao no meu MSX. O
que pude notar de imediato foi a exceléncia do acabamento dado & placa de transformagao.
Ela é limpa e sem jumps, refletindo um projeto maduro e confivel. Pelo que pude constatar,
a compatibilidade com o MSX 2.0 é total e 0 que mais me chamou a atengao foi a possibili-
dade de poder visualizar o modo de alta resolugdo usando um televisor comum. Esta carac-
teristica representa um avango, pois nao requer um investimento adicional para aproveitar as
novas vantagens do processador de video. Outro fato que merece destaque é a implemen-
tagdo de um circuito de relégio real (com bateria e tudol), que acaba se revelando extrema-
mente Util no manuseio de arquivos (em disco, obviamente). Fico devendo um livro dedicado
nica e exclusivamente ao MSX 2.0.

O QUE ESTE LIVRO PRETENDE ?

Ao realizar este livro, tive em mente aquele usuario que deseja escrever os seus préprios
programas com a mesma qualidade dos softwares comerciais. Trocando em mildos, este li-
vro se destina a todos aqueles que querem dotar os seus programas de janelas, menus, in-
versbes de caracteres, interrupgbes, etc, e que até hoje ndo sabem como fazé-lo. As vezes,
aparecem alguns programas interessantes nas revistas que apresentam tais recursos, mas al
afrustragio é grande, pois espera-se pelo menos uma listagem do programa-fonte de tais ro-
tinas, @ 0 que se apresenta é uma listagem enorme de cédigos em hexadecimal. Ora, isto é 0

“mesmo que pretender que alguém aprenda a dirigir sem nunca pegar num carro. Este livro
apresenta tanto o cédigo-fonte (o programa na forma de mneménicos) como o cédigo-objeto
(os famosos c6digos em hexadecimal resultantes da compilagéo do cédigo-fonte). Aqui cabe
uma corregao: tenho visto muitos autores confundirem os termos ingleses assembly e assem-
bler. O primeiro se refere & linguagem propriamente dita, e 0 segundo ao programa montador
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que obtera os cédigos-fonte, legiveis para o homem, e os transformard em cédigos-objeto,
leglveis para a méaquina. O assembler tem varios representantes, como os programas SIM-
PLE, DEVPAC-80, M80, etc. Cabe também lembrar que o termo linguagem de maquina esta
associado ao cédigo executavel (.BIN, .COM). Feita a corregao, gostaria que vocé soubesse
que a maior parte do livro teve como base o grande nimero de pedidos de informagdes que
os leitores dos meus dois livros anteriores me fizeram através de cartas. A todos eles o meu
muito obrigado pelas sugestdes. Fica, entdo, renovado o convite de trocarmos informagbes
usando a minha caixa postal. Para me escrever, envie a sua carta a:

Caixa Postal: 37669
Rio de Janeiro-RJ
CEP:22642

AS NECESSIDADES DE CONHECIMENTO E DE EQUIPAMENTO

Este livro foi escrito visando trés espécies distintas de usuérios:

1.0 usudrio iniciante que quer contar de imediato com uma ampla biblioteca de rotinas pron-
tas e testadas para implementagao futura.

2.0 usuario de nivel médio que deseja ampliar os seus conhecimentos estudando a construgao
de rotinas mais complexas.

3.0 usuério profissional que nao quer perder tempo desenvolvendo rotinas que ja existem (no
caso, todas as rotinas apresentadas neste livro - existem mais de 100).

Em todo o livro, suponho que o assemblador adotado seja o DEVPAC-80, que, na minha
opinido, é simplesmente o melhor pacote ja desenvolvido para o MSX. Todos os programas
apresentam uma listagem do cédigo-fonte comentada (quase sempre com mais de 6 rotinas
novas), uma listagem do cédigo-objeto em linhas DATA e um programa de teste. Vale lembrar
que o programa de teste ndo tem a pretensédo de ser completo, mas sim de apenas demons-
trar o uso das rotinas implementadas pelo cédigo-fonte.

Todos os programas foram testados nos microcomputadores EXPERT e HOTBIT, além de
um EXPERT transformado em 2.0 através da placa DDX. Os programas que acessam a ME-
GARAM foram testados nos mesmos trés tipos de computador usando a MEGARAM fabrica-
da pela empresa DDX. Cabe lembrar que as rotinas que acessam o video supdem que ele
esteja em 40 ou em 80 colunas; qualquer outro valor resultar4 em conseqiiéncias catastréfi-
cas (a nivel visual apenas). Como a maioria das listagens é extensa demais, a EDITORA
CIENCIA MODERNA oferece a possibilidade de vocé adquirir os disquetes com as listagens
de todos os programas apresentados, bastando remeter o ORDER FORM que se encontra
no final deste livro.

Quanto ao nimero de dicas e macetes existentes neste livro, fica dificil precisar, mas eu
contei 138 entre as listagens em BASIC e assembly, rotinas completas, enderegos de meméria,
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rotinas da BIOS, rotinas do sistema de disco, etc. Em suma, a partir de agora vocé pode contar
com uma biblioteca razoavel de novas rotinas para a implementacéo dos seus programas em
BASIC e em assembly. Fica aqui o meu desejo de que vocé aproveite todo este trabalho, que

foi, em esséncia, um trabalho de pesquisa e, na sua maioria, inédito.



Capitulo 1

O VIDEO

Francamente, acho que um bom programa tem de apresentar telas bonitas e, acima de
tudo, eficientes. O estilo de programagéo que usa a selegdo de opgbes através do teclado
(presssionar 1,2,3... para selecionar as opgdes nos menus) e nao através das teclas do cur-
sor, do joystick, ou do mouse, j& esta ultrapassado. Hoje em dia, é quase um regra geral a
utilizagdo do video reverso para destacar a escolha atual dentro de um menu de opgbes.
Como se vé, as telas desempenham um papel cada vez mais importante dentro do projeto de
um programa. Esta é a razéo pela qual comego este livro apresentando rotinas para o VDP
(processador de video do MSX).

Hoje, existe uma grande discussao sobre qual é a melhor interface com o usuério. Ao que
tudo indica, a escolha unanime recaira sobre a interface grafica. Mas, o que vem a ser uma
interface grafica? Aqueles que conhecem o mundo do PC, Macintosh e Amiga ja tiveram,
provavelmente, algum contato com o ambiente Windows (sistema operacional baseado numa
interface gréfica). Este sistema operacional torna muito mais faceis as tarefas para o usuario.
Em vez do usuério digitar, por exemplo, o comando DIR B: para saber o contetdo do disco
no drive B, basta selecionar o icone (figura) correspondente a este drive através do mouse ou
teclado, pressionando em seguida um botao do mouse ou a tecla Return. Este é apenas um
exemplo simples da potencialidade desses sistemas. Entre outras caracteristicas, poderia des-
tacar a capacidade de multiprocessamento (execugéo simultanea de varios programas) e a in-
tegragdo entre os diversos programas que compdem o sistema. Esta integragdo é muito
interessante por permitir a troca de dados entre, por exemplo, um aplicativo de desenhos e um
processador de textos.

Apés a introdugao acima, vocé deve estar se perguntando: "Por que nunca vi nada pare-
cido no MSX?" A principal razao é que torna-se dificil projetar programas tao complexos usan-
do somente 64Kb. "Entao, quer dizer que nunca terei este tipo de programa no MSX?" Nao

‘necessariamente, A criatividade est4 ai para mostrar que nao existem limites. Veja, por exem-
plo, o caso do computador Apple Il, que ndo possui tantos recursos como o MSX e, no entan-
to, apresenta programas que utilizam a interface gréfica. Uma sugestéo para quebrar abarreira
dos 64Kb & usar a memdria de disco em sacrificio da velocidade de execugao do programa.

Como vimos, a interface gréfica realmente permite uma utilizagao mais simples do compu-
tador como um todo (equipamento + sistema operacional), embora se trate de um sistema ope-
racional e nao de um simples programa. Isto quer dizer, que no caso do MSX, teriamos de
projetar todo um novo sistema operacional que permitisse o uso de tal interface. Como, since-
ramente, ndo acredito que alguém financie tal projeto para uma maquina como o MSX, deve-
mos considerar o que ja existe. Assim sendo, o que temos é um equipamento MSX (1 ou 2)
com as seguintes caracterfsticas:



2 Guia do Programador MSX

CAP.1
MSX 1 MSX 2
Modo Texto: 40 colunas 40, 80 colunas
24 linhas 24 linhas
2 cores 2 cores
Modo Gréafico  2:256 x 192 pontos 256 x 192 pontos
16 cores 16 cores

Tabela 1.1 Caracteristicas dos modos de tela do VDP

Observe que a tabela esté propositalmente incompleta, tanto para o MSX 1 como para o
MSX 2. Acontece que, neste capitulo, me concentrarei somente nestes dois modos de tela,
por serem os mais usados nos programas aplicativos. No Apéndice A, vocé podera encontrar
uma tabela completa com todos os modos de tela de ambos os modelos.

Vocé ja deve ter observado que, com a excegado dos programas para desenhos, todos os
aplicativos utilizam o modo texto. A principal razao para tal utilizagéo se deve ao fato de que
este modo é muito mais simples de ser acessado. Vamos ent&o a uma pequena introdugao ao
gerenciamento do modo texto no VDP.

Como sabemos, o VDP possui uma meméria RAM prépria de 16Kb no MSX 1 e de 128Kb
no MSX 2. E nesta meméria especial, chamada VRAM, que o VDP organiza o que aparece e
0 modo como aparece na tela do monitor. Basicamente, existem duas tabelas: a tabela de
nomes, que contém um mapeamento completo do que aparece natela, e a tabela de padrées,
que contém os desenhos de todos os 256 (0-255) caracteres do MSX. Ao ligar o MSX, a roti-
na de inicializagéo coloca os enderegos destas duas tabelas na chamada 4rea das variaveis
do sistema. Vale lembrar mais uma vez que esses enderegos nao fazem referéncia & RAM
normal do MSX, mas sim 2 RAM de video (VRAM). A Figura 1.1 mostra os nomes e enderecos
(na RAM normal) das varidveis do sistema que contém informagées sobre o modo texto do
VDP. Aqui cabe mais uma observagéo: neste livro, usarei os nomes originais das variaveis do
sistema dados pela Microsoft.

Nome Enderego Contetdo

da variavel

LINLEN #F3B0 Ndmero atual de colunas

TXTNAM #F3B3 Enderego na VRAM da Tabela de
Nomes no modo texto

TXTCGP #F3B7 Enderego na VRAM da Tabela de
Padrées dos caracteres no mo-
do texto

GRPNAM #F3C7 Enderego na VRAM da Tabela de
Nomes no modo gréfico 2

GRPCOL #F3C9 Enderego na VRAM da Tabela de
Cores no modo grafico 2

Tabela 1.2:Variaveis do sistema utilizadas neste capitulo
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Nome Endereco Contetdo

da varlavel

GRPCGP #F3CB Enderego na VRAM da Tabela de
Padrées dos caracteres no mo-
do gréfico 2

GRPATR #F3CD Enderego na VRAM da Tabela de
Atributos dos sprites no modo
gréfico 2

GRPPAT #F3CF Enderego na VRAM da Tabela de
PadrGes dos sprites no modo
gréafico 2

CSRY #F3DC Posigao Y+1 do cursor na tela
no modo texto

CSRX #F3DD Posigao X+1 do cursor na tela
no modo texto

SCRMOD #FCAF Modo atual da tela (0=modo
texto, 1=modo grafico 1,
2=modo gréfico 2, etc).

Tabela 1.2:Variaveis do sistema utilizadas neste capitulo(continuagao)

As informages acima representam tudo o que precisamos para comegar a projetar alguns
efeitos especiais que nao estao "disponiveis” no MSX. Vocé ja deve ter observado que os pro-
gramas aplicativos mais recentes fazem uso de uma técnica chamada menus pull-down. O
que vem a ser isto? Esta técnica apresenta uma linha com opgdes, que uma vez seleciona-
das, fazem surgir um menu embaixo da prépria opgao, que, por sua vez, apresenta opgbes
adicionais. Esta técnica faz uso, portanto, do video reverso (para destacar a atual opgao) e das
teclas do cursor, joystick ou mouse (para selecionar as opgbes no menu). Sendo assim, para
empregé-la precisaremos desenvolver antes de tudo uma rotina que permita a simulagao do
video reverso no MSX.

A TABELA DE FORMACAO DOS CARACTERES

Como vocé j& sabe (se tiver alguma davida, consulte o livro "Introdugao a Linguagem de
Méaquina para MSX", de minha autoria), o desenho de um caractere é formado por uma ma-
triz de 8x8 bits. Tendo em vista que 8 bits formam 1 byte, cada desenho de caractere ocupa 8
bytes da memdria VRAM. A furigdo do VDP é pesquisar na tabela de padrdes o desenho de
um determinado caractere para acender na tela os pontos (bits=1) que o formam. Tomemos
como exemplo a letra A.Na Figura 1.2, vocé pode observar como esta letra é desenhada usan-
do-se 0 mapeamento por bits. Nesta figura, os bits iguais a 1 correspondem aos pontos que
serao acesos pelo VDP, ao passo que os bits iguais a 0 permanecerao apagados.
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BITS Valor em decimal

76543210

00110000 48
01001000 72
10000100 132
10000100 132
11111100 252
10000100 132
10000100 132
00000000 0

Flgura 1.2: Desenho do caractere A usando o mapeamento por bits.

Considerando tudo isto, o que poderiamos fazer para criar o video reverso? Leve em conta
que os bits iguais a 1 no desenho acima correspondem aos pontos que serdo acesos pelo
VDP, a fim de colocar o caractere na tela. Acho que agora fica mais facil, ndo? Basta inverter
(trocar os bits iguais a 1 por zero e vice-versa) os bytes que formam o desenho do caractere
para que o VDP acenda o fundo (bits iguais a 0 no desenho da Figura 1.2) e apague o dese-
nho do caractere (bits iguais a 1 na Figura 1.2). O desenho invertido esta na Figura 1.3. Esta
inversio de bits pode ser realizada empregando-se a instrugao CPL do Z-80. Agora que a teo-
ria j4 esta entendida, vamos passar a pratica.

BITS Valor em decimal

76543210

11001111 207
10110111 183
01111011 123
01111011 123
00000011 3
01111011 123
01111011 123
111111 255

Figura 1.3: Desenho invertido do caractere A usando o mapeamento por bits.

Na prética, as coisas se complicam um pouco. Como o MSX s6 possui 256 (0-255) carac-
teres, temos de alterar o desenho original de alguns deles para copiar nessas posigbes (lem-
bre-se que os desenhos nada mais s&o do que conjuntos de 8 bytes) o desenho do caractere
ainverter. Por exemplo, suponha que desejemos inverter a string "Eduardo Alberto™. O que eu
proponho é inverter a letra E e colocar este desenho invertido nas posigbes ocupadas pelo
desenho do caractere 224 (#E0), inverter a letra d e colocar o desenho dela invertido nas po-
sigdes ocupadas pelo desenho do caractere 225 (#E1), e assim por diante. "Mas, Eduardo,
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desse jeito estaremos perdendo os desenhos dos caracteres a partir de 224!" Certo, mas esse
conjunto de caracteres (224 a 255) corresponde a caracteres especiais que raramente s&o uti-
lizados. Desta forma,poderemos inverter strings de até 32 caracteres de comprimento, pois
de 224 a 255 temos exatamente 32 caracteres. "Mas, por que todo esse trabalho?" Acontece
que no MSX, ao contrario do PC, por exemplo, s6 possulmos 2 cores para toda a tela, nio po-
dendo, portanto, definir uma cor para a frente (bits iguais a 1) e outra para o fundo (bits iguais
a 0) de cada caractere individualmente. O Gnico recurso que nos resta é inverter literalmente
o desenho dos caracteres que formam a string. Como voca j& deve ter percebido, ainda existe
uma outra tarefa a realizar, além da invers&o. Os cddigos em ASCII da string invertida nio
serao os mesmos da string original, logo, temos de alterar também a prépria string. Por exem-
plo, se a string possuir um Gnico caractere, digamos A, o cbdigo ASCII dessa string ser4 65,
embora o cédigo ASCII do caractere invertido seja 224. Como resolver esse problema? A so-
lugao é bem simples. Para isto, vamos estudar como o MSX manipula as strings.

AS STRINGS NO MSX

Uma string no MSX esté associada a um ponteiro que indica um enderego na RAM. Este
enderego nada mais é do que uma 4rea de 3 bytes com as seguintes fungbes:

Byte 1:Este byte contém o comprimento da prépria string.
Bytes 2 e 3:Estes dois bytes contém o enderego da prépria string na RAM.

Assim sendo, o comando VARPTR do BASIC retorna exatamente com o enderego inicial,
a partir do qual se encontram os bytes acima mencionados. Acho que j4 esta claro que a nos-
sa rotina deve obter o enderego inicial da prépria string, examinando o conte(ido dos bytes 2
e 3 acima mencionados, para dar inicio ao processo de substituigdo dos cédigos ASCII origi-
nais pelos dos caracteres invertidos. Felizmente, como a nossa rotina esta projetada para fun-
cionar através do comando DEFUSR do BASIC, o préprio sistema do MSX se encarregaré de
fornecer a ela o ponteiro para a &rea de 3 bytes acima mencionada. Desta forma, para inver-
termos a string A$="Eduardo Alberto" bastara entrar com o comando A$=USR(A$) para que
a variavel A$ passe a conter a string j4 invertida.

Feitos todos os esclarecimentos, vamos a listagem da rotina em assembly do Z-80.

O PROGRAMA PARA INVERSAO DOS CARACTERES

Listagem em assembly Z-80 do cédigo-fonte do programa para' Inverséo de caracteres:

;Programa-fonte para a inversao de caracteres. Compilar com
; 0 programa GEN80.COM usando a seguinte sintaxe:

.GEN80 PROG1.BIN=PROG1.GEN

;onde PROG1.GEN é o nome do arquivo-texto com esta listagem
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versao equ
linlen  equ
valtyp equ
argusr equ
txtcgp equ

defb
defw
defw
defw

org
inicio

cp
ret
Id
Id
Id
or
ir
Id
cp
ir
add

iniciol
di
push
id
add
ex
id
Id
Id
Id
push

pop

loop1  push
push
push
Id
Id
loop2 add

#002d
#13b0
#1663
#1718
#3b7

#e
inicio
fim
inicio

#d000

a,(valtyp)
#03

nz
ix,(argusr)
hl, (txtcgp)
a,(versao)
a

2,inicio1
a,(linlen)
41
¢,inicio1
hl,hl

hl .
de,#e0'8
hl,de
de,hl
c,i#el
b,(ix+#00)
l,(ix+#01)
h,(ix+#02)
hi

ix

hi

be

hi

de

de, #0008
b,(ix+#00)
hl,de

;simula em CP/M
;0 cabecalho de
;um arquivo
;.BIN

;verifica parametro

;6 string? Se nao for

;volta para o BASIC
;ix=ponteiro para a string
;hi=tab. de padrGes

;a=versao do MSX

;@ igual a zero (MSX 1)?

;Sim, vai para inicio1

;0 MSX 2 esta em 80 colunas?

;NZo, pula para inicio1
:Sim, calcula end. da tabela
:de padrdes do MSX 2

;desabilita as interrupgdes
;salva hl

;calcula o enderego do
;desenho do caractere #e 0
:de=end. dodes.do carac. #e 0 .
;c=H#el

;b=nUm. de caracs. da string
;hl=enderego da string

;ix=enderego da string
;recupera hi

;salvabe

;salva hl

;salvade

;bytes no des. de cada carac.
;b=caractere a inverter
;calcula o enderego desse



loop3

rdvram

rdvram

wivram

djnz
pop

call
cpl
ex
call
ex
inc
inc
djnz
pop

pop
Id

inc
inc
djnz
ei
ret

or
jr
xor
out
Id
out
Id
out
Id
and
out
ex
ex

ret

push
or

jr
xor
out

out

loop2
de
b,#08
rdvram

de,hl
witvram
de,hl

hi

de
loop3
hl

be
(ix+#00),c
c

ix

loop1

a,(versao)
a
z,rdvrami
a

(#99),a
a,#8e
(#99),a
al
(#99),a
a,h

#3f
(#99),a
(sp).hl
(sp).hl
a,(#98)

af
a,(versao)
a
z,wtvram1
a

(#99),a
a,#8e
(#99),a

;caractere

;recupera de

;prepara a modificagéao
;18 o byte original
sinverte

itransfere para o novo
;destino

;hl=hl+1
;de=de+1

;b=b-1

;recupera hl
;recupera bc
;modifica a string
ic=C+1

;aponta para o préximo carac.

;repete até o fim da string
shabilita as interrupgtes
;volta para o BASIC

;obtém a versdo do MSX
6 MSX1?

;Sim, vai para rdvram1
;Nao, inicializa o VDP
;do MSX2

;informa ao

;VDP o enderego na
;VRAM onde sera
;lido o dado

;demora para
;sincronizagao
;l@ o dado na VRAM

;salva dado a ser gravado
;obtém a versdo do MSX
6 MSX1?

;Sim, vai para wtvram1
;Nao, inicializa o VDP

:do MSX2.

oviDEO 7
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wivram1 id a,l sinfforma ao
out (#99),a ;VDP o enderego na
Id a,h ;VRAM onde o
and #3f ;dado sera
or #40 ;gravado
out (#99),a
ex (sp).hl ;demora para
ex (sp).hl ;sincronizagao
pop af ;recupera o dado
out (#98),a ;grava o dado
ret

fim equ $

Listagem em linhas DATA do cédigo-objeto do programa para Inversdo de caracteres:

10 FOR A%=&HD000 TO &HDOS1

20 READ B$

30 POKE A%, VAL("&H"+BS)

40 NEXT A%

50 BSAVE "PROG1l.BIN", &§HDOOO, §8HD091

100 DATA 3A,63,F6,FE,03,C0,DD, 2A,F8,F7,2A,B7,F3, 34, 2D, 00
110 DATA B7,28,08,3A,B0,F3,FE,29,38,01,29,F3,E5,11, 00, 07
120 DATA 19,EB, OE,EO0,DD, 46, 00,DD, 6E, 01,DD, 66, 02,E5, DD, E1
130 DATA E1,C5,E5,D5,11,08,00,DD, 46,00,19,10,FD,D1, 06, 08
140 DATA CD,59,DO, 2F,EB,CD, 73,D0,EB, 23,13,10,F3,E1,C1,DD
150 DATA 71,00,0C,DD,23,10,DA,FB, C9, 34, 2D, 00, B7, 28, 07, AF
160 DATA D3, 99, 3E, 8E,D3, 99, 7D, D3, 99, 7C,E6, 3F, D3, 99, E3, E3
170 DATA DB, 98,C9,F5, 3A,2D, 00,B7,28,07,AF, D3, 99, 3E, 8E, D3
180 DATA 99,7D,D3,99,7C,E6, 3F,F6,40,D3,99,E3,E3,F1,D3, 98
190 DATA C9, 00

Listagem do programa de teste:

10 BLOAD"PROG1.BIN"

20 DEFUSR=&HD000

30 CLS

40 A$="MSX VERSAO 2.0"

50 LOCATE(40-LEN(A$))/2,10

60 PRINTUSR(A$)

70 IF INKEY$="" THEN FOR A%=1 TO 100:NEXT A%:GOTO 50
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COMENTARIOS SOBRE O PROGRAMA
PARA INVERSAO DOS CARACTERES

Neste programa, aparecerdo algumas rotinas e rétulos (labels) que podem parecer estra-
nhos a vocé. Os rétulos que ainda nao tinhamos visto sdo os seguintes:

versdo aponta para o enderego #002D da ROM para sabermos a versao do MSX.
(0=MSX1, 1=MSX2)

valtyp aponta para um enderego na area das variaveis do sistema que contém o tipo do ar-
gumento da fungao USR do BASIC (2=inteiro, 3=string, etc.)

argusr aponta para um enderego na area das variaveis do sistema que contém o valor pas-
sado como argumento da fung@o USR, se esse argumento for inteiro ou um ponteiro para a
area de 3 bytes com as informages sobre a string, como vimos anteriormente.

"Mas, se 0 MSX 1 e 2 sdo compativeis, por que precisamos saber qual a versdo do MSX?"
Bem, realmente, as duas versdes sdo compativeis a nivel de BIOS (rotinas de entrada/saida),
mas n&o a nivel de hardware. Como a nossa rotina faz um acesso direto ao VDP, e tendo em
vista que os comandos de inicializagao dele sao diferentes de uma versao para outra, torna-
se necessério saber a versdo do MSX, para podermos realizar a inicializagao corretamente.
As rotinas que acessam a meméria VRAM recebem os nomes rdvram e wtvram. A rotina
rdvram (abreviagao do inglés read vram - /8 vram) tem como fungéo ler o contelido de um en-
derego na meméria VRAM. Na chamada a esta rotina, o par de registros HL devera conter o
endereco da meméria VRAM cujo contelido desejamos ler. A rotina wtvram (abreviagdo do
inglés write vram - escreve na vram) tem como fungao escrever um valor num enderego na
meméria VRAM. Na chamada a esta rotina, o par de registros HL devera conter 6 enderego
da meméria VRAM cujo contetdo sera modificado. Note que o teste da versao do MSX é fei-
to no inicio de cada uma destas rotinas, para realizar a inicializagao correta do VDP. O progra-
ma propriamente dito é simples e acho que os comentarios apés os comandos na listagem do
cédigo-fonte esclarecem todas as duividas sobre o funcionamento. Cabe aqui apenas um pe-
queno esclarecimento: No inicio do programa, fazemos um teste para saber a versao do MSX.
Se essa teste indicar que o programa est4 sendo executado num MSX 2, fazemos outro teste
para verificar se 0 MSX 2 est4 funcionando no modo de 80 colunas. Isto se torna necessario
porque, neste modo, o enderego da tabela de nomes indicado pela varidvel TXTNAM & incor-
reto, pois a variavel informa um enderego igual a #0800, quando, na verdade, o endereco real
6 #1000. Como #1000 é o dobro de #0800 (lembre-se que o simbolo # indica quantidades na
base hexadecimal), basta colocar a instrugdo ADD HL,HL para duplicarmos o enderego que
HL est4 apontando. Como se vé, nem o projeto MSX est4 livre de bugs.

Agora que vocé ja sabe como inverter uma string de até 32 caracteres, vejamos mais al-
gumas rotinas que podem criar efeitos interessantes na tela no modo texto.
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ROTACOES DA TELA NOS QUATRO SENTIDOS

Um efeito que sempre me impressionou foi a rotagao de telas nos quatro sentidos (direita,
esquerda, para cima e para baixo). A rotagao se caracteriza pela manutengio de todas as in-
formagbes na tela, ou seja, se ela se der da direita para a esquerda, o primeiro caractere de
uma linha passaré a ser o Ultimo, 0 segundo passaré a ser o primeiro, e assim por diante. Nao
existe perda de informagdes, mas sim uma reordenagao das posigbes de tais informagdes.
Pode parecer complicado, mas, como veremos, é bem simples.

A IMPORTANCIA DOS BUFFERS

Antes de iniciar a apresentagdo das rotinas para a rotagéo de telas nos quatro sentidos,
gostaria de apresentar um conceito geral, mas muito Gtil. Vocé tem idéia de algum artificio pa-
ra acelerar as transferéncias de dados? Digamos que vocé queira acelerar a leitura dos dados
do seu disquete para a memdria do computador. Qual seria, no seu entender, o0 modo mais
rapido? Ler 1 byte por vez ou ler 128 bytes ao mesmo tempofou mais ainda)? O bom senso
diz que a Ultima opgao é a mais rapida. Mas,por qué? A resposta é simples: Ao ler 1 byte por
vez, vocé teria de realizar 128 operagdes de leitura para peder ler um bloco de 128 bytes, ao
passo que na leitura de 128 bytes de uma sé vez vocé realizaria uma Unica leitura para o mes-
mo bloco. Existe tanto uma economia de instrugdes (o que equivale a uma economia de
meméria e de tempo de execug&do) como também uma economia no esforgo despendido pe-
lo préprio drive (movimentagao da cabega, etc.). A este tipo de acumulagio de dados, resul-
tantes de operagbes de entrada/saida, da-se o nome de bufferizagio. Quanto maior for o buffer,
mais répida sera a operagao de entrada/saida, entre outros motivos, porque a velocidade de
acesso aos dados na meméria RAM é muito maior do que a do acesso a qualquer periférico
do computador (VRAM, drives, impressoras, etc.). "Mas, entao, como saber se o buffer que eu
criei é suficiente ou nao?" A resposta mais correta a esta pergunta est4 no bom senso. Vocé
deve usar um buffer que néo seja grande demais a ponto de sacrificar as exigéncias de
meméria do seu préprio programa, @ nem pequenc demais a ponto de se mostrar ineficiente
para o propésito que foi criado. O ideal seria reservar uma meméria & parte como uma ex-
panséo do tipo MEGARAM para cumprir o papel de buffer, ao invés de sacrificar os 64Kb da
memoria RAM de acesso direto. Mais a frente, vamos ver que podemos usar a prépria VRAM
como um pequeno buffer para o armazenamento temporario de dados. Enfim, os limites sem-
pre existem, mas a criatividade pode superé-los facilmente.

ALGORITMO PARA ROTACAO DA TELA DE TEXTO

Dadas estas explicagbes, ficou claro que o uso do buffer se torna indispensével nas ope-
ragdes que exijam rapidez. A minha sugestao é que, para fazer a rotagso de uma linha,deve-
mos |&-la para a meméria, rota-la al e, por fim, reescrevé-la, ja rotada, natela do monitor. Sera
que vocd ja sabe a tabela que vamos usar? E a tabela de nomes ou a tabela de padrdes? Pa-
ra ajudar na sua resposta, leve em consideragio que, anteriorments, afirmei que a tabela de
nomes informa ao VDP quais os caracteres que aparecem no video e como aparecem. Acho
que agora a resposta ja esta bem clara, ndo? Ja que vamos trabalhar com a tabela de nomes,
vamos entender o seu funcionamento. A tabela de nomes nada mais é do que um mapa do
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que aparece no video. Como temos, 40 colunas e 24 linhas no modo texto do MSX 1, logo te-
mos 24"40=960 posigdes na tela (no MSX 2, o calculo permanece valido se vocé estiver no
modo de 40 colunas; em 80 colunas temos exatamente o dobro de posigbes). Com este célcu-
lo, ja vimos que a tabela de nomes tem exatamente 960 bytes de comprimento (em 40 colu-
nas), destinando exatamente um byte paracada caractere que aparece natela. Para posicionar
um determinado caractere na tela, vocé usa o comando LOCATE do BASIC acompanhado
das coordenadas x e y, com x variando de 0 a 39 e y de 0 a 23. Para posicionar um caractere
diretamente na tabela de nomes, as coisas nao s3o tao faceis, ja que o VDP s6 entende en-
derecos para a meméria VRAM. Desta forma, o mapeamento na tabela de nomes é puramente
seqlencial, ou seja, a posigao (0,0) do BASIC corresponde ao endereco 0 da VRAM:; a po-
sig@o (1,0) ao enderego 1; a posi¢ao (39,0) ao enderego 39; a posigio (0,1) ao enderego 40,
e assim por diante. Embora néo seja necessério para as rotinas de rotagao da tela, se vocé
quiser acessar a tabela de nomes usando parametros do tipo x,y tera de criar uma rotina pa-
ra esta finalidade (observe a rotina posit no programa que cria janelas).
Dadas as explicagbes, vamos as listagens dos programas.

O PROGRAMA QUE
IMPLEMENTA A ROTACAO PARA A ESQUERDA

Listagem em assembly Z-80 do cédigo-fonte do programa para rotar a tela para a es-
querda:

;Programa-fonte para a rotagao da tela para a esquerda.
;Compilar com o programa GEN80.COM usando a seguinte
;sintaxe:

‘GEN80 PROG2.BIN=PROG2.GEN

;onde PROG2.GEN é o nome do arquivo-texto com esta listagem

versao equ #002d

linlen equ #13b0

txtnam equ #13b3

valtyp equ #1663

argusr equ #718

txtegp equ #3b7
defb #fe ;simula em CP/M
defw  inicio ;0 cabecalho de
defw  fim ;um arquivo
defw inicio ;-BIN

org  #d000
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inicio

id
cp
ret
id
push
Id
or
ir
Id.
cp
jr
id

iniciol Id
inicio2 Id

loop1

loop2

pop

pop
call

push
push

a,(valtyp)
#02

nz
a,(argusr)
af
a,(versao)
a

Z,inicio1
a,(linlen)
41

c,inicio1
a,B0

jr inicio2
a,40
(numcol),a
af

b,a

be
hl,(txtnam)
a,(numcol)
e,a

d,#00
b,24

be
setvdprd
a,(numcol)
de

hl
hl,bufferlinha
b,a

lelinha
a,(numcol)
hl,bufferlinha
e,a

d,#00
a,(hl)
hl,de

(hl).a

hi

de
setvdpwi
de

hi

:verifica parametro

:6 inteiro?

:N3o, volta para o BASIC
;a=nlmero de rotagdes

;salva nimero de rotagbes
;a=versdo do MSX

;6 igual a zero (MSX 1)?

;Sim, vai para inicio1

10 MSX 2 estd em 80 colunas?

;N&o, pula para inicio1

:Sim, a=80 colunas

;pula para inicio2 se MSX 2
:a=40 colunas

;coloca o nim. col. em numcol
;recupera o nim. de rotagbes
;desabilita as interrupgdes
;b=nlmero de rotagdes
:salva contador externo
;hi=end. tabela de nomes
;a=nlm. de colunas
:de=n0m. de colunas

:b=24 linhas na tela

:salva contador intermediario
;prepara o vdp para leitura
;a=ntm. de colunas

;salva de

;salva hl

;hl aponta para o buffer
:b=nlm. de colunas

;lé uma linha

;a=nlm. de colunas

;hl aponta para o buffer
;de=nUm. de colunas

;a=primeiro carac. da linha
;hl=aponta para o fim da
dlinha+1

;coloca o primeiro carac. na
;ultima posigao

;recupera hl

;recuperade

;prepara o VDP para escrita
;salvade

;salva hl



Id

all

pop
Pop
add
pop
djnz
pop
djnz

ei
ret

lelinha
in
id
inc
djnz
ret

esclinha

out
inc
djnz
ret

setvdprd
Id
or
ir
xor
out
Id
out

rdvram1 Id
out
Id
and
out
ret

hl,bufferlinha+1
a,(numcol)
b,a
esclinha

hi

de

hl,de

be

loop2

be

loop1

a,(#98)
(hl),a
hl
lelinha

a,(hl)
(#98),a
hi
esclinha

a,(versao)
a
z,rdvram1
a

(#99),a
a#8e
(#99),a
a,l
(#99),a
ah

#3f
(#99),a

o VIDEo

;hl aponta para o buffer+1
;a=nUm. de colunas
;b=nUm. de colunas

;envia a linha ja rotada
;recupera hl

;recupera de

;hl aponta para a préx. linha
;recupera be

;repete para as demais linhas
;recupera be

;repete até terminar todas
;as rotagbes

;habilita as interrupgées
;retorna ao BASIC

;18 o carac. da VRAM
;salva-o no buffer
;incrementa o ponteiro
;Prepara a préxima leitura
;retorna

;1é o carac. do buffer
;escreve-o na VRAM
;incrementa o ponteiro
;prepara a préxima escrita
;retorna

;obtém a versao do MSX
6 MSX1?

;Sim, vai para rdvram1
;Nao, inicializa o VDP
;do MSX2

;infforma ao

;VDP o endereco na
;VRAM onde sera
;lido o dado

13
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CAP.1

setvdpwt
Id a,(versao) ;obtém a versdo do MSX
or a 6 MSX17?
ir z,wtvram1 ;Sim, vai para wtvram1
xor a ;:Nao, inicializa o VDP
out (#99),a ;do MSX2
id a,#8e
out (#99),a

wivrami Id a,l ;infforma ao
out (#99),a ;VDP o enderego na
Id ah ;VRAM onde o
and #3f :dado sera
or #40 ;gravado
out (#99),a
ret

bufferlinha defs 81

numcol defb #00

fim equ $

Iélstagem em linhas DATA do cédigo-objeto do programa para rotar a tela para a esquer-
a:

10 FOR A%=HDOOO TO &HDOA2

20 READ B$

30 POKE A%,VAL ("&H"+B$)

40 NEXT A%

50 BSAVE "PROG2.BIN", §HDOOO, §HDOA2

100 DATA 3A, 63,F6,FE, 02,C0, 3A,F8,F7,F5, 3A, 2D, 00,B7, 28, 0B
110 DATA 3A,BO,F3,FE, 29,38, 04, 3E, 50,18, 02, 3E, 28, 32, F4, DO
120 DATA F1,F3,47,C5,2A,B3,F3,3A,F4,D0,5F,16,00,06,18,C5
130 DATA CD,75,DO, 3A,F4,D0,D5,ES5, 21,A3,D0,47,CD, 67,D0, 3A
140 DATA F4,DO0,21,A3,DO0,5F,16,00,7E,19,77,E1,D1,CD, 88, D0
150 DATA D5,ES,21,A4,DO0,3A,F4,DO,47,CD, 6E,D0,E1,D1,19,C1
160 DATA 10,CD,C1,10,RBE,FB,C9,6DB, 98,77,23,10,FA,C9, 7E, D3
170 DATA 98,23,10,FA,C9,3A,2D,00,B7,28,07,AF,D3, 99, 3E, 8E
180 DATA D3,99,7D,D3, 99, 7C, E6, 3F, D3, 99, C9, 3A, 2D, 00, B7, 28
190 DATA 07,AF,D3, 99, 3E, 8E, D3, 99, 7D, D3, 99, 7C, E6, 3F,F6, 40
200 DATA D3,99,C9

DATA D3, 99,C9
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O PROGRAMA QUE

IMPLEMENTA A ROTACAO PARA A DIREITA

Listagem em assembly Z-80 do cédigo-fonte do programa para rotar a tela para a direk
ta:

;Programa-fonte para a rotagao da tela para a direita.

;Compilar com o programa GEN80.COM usando a seguinte

;sintaxe:

‘GEN80 PROG3.BIN=PROG3.GEN

;onde PROGBS.GEN é o nome do arquivo-texto com esta listagem

versao equ #002d
linlen equ #13b0
txtnam equ #{3b3
valtyp equ #1663
argusr equ #718
txtegp equ #3b7
defb #fe ;simula em CP/M
defw inicio ;o cabecalho de
defw  fim ;um arquivo
defw inicio .BIN
org #d000
inicio
Id a,(valtyp) ;verifica parametro
cp #02 ;6 inteiro?
ret nz ;Néo, volta para o BASIC
id a,(argusr) ;a=numero de rotagbes
push  af ;salva nimero de rotagbes
Id a,(versao) ;a=versdo do MSX
or a ;6 igual a zero (MSX 1)?
ir Z,inicio1 ;Sim, vai para inicio1
id a,(linlen) ;0 MSX 2 est4 em 80 colunas?
cp 41
jr c,inicio1 ;Nao, pula para inicio1
Id a,B0 ;5@ estiver a=80 colunas
ir inicio2 ;pula para inicio2 se MSX2

inicio1 Id a,40 ;a=40 colunas
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CAP.1

inicio2 Id
pop
di
Id
loop1 push
Id
Id
Id
Id
Id
push
call
Id
push
push
Id
Id
call

loop2

Id
Id
Id
add
Id
Id
Id

pop

pop
call

push
push
Id

call

pop
pop
add
pop
djnz
pop
djnz

ai
ret

(numcol),a
af

b,a

be
hl,(txtnam)
a,(numcol)
e,a

d,#00
b,24

bc
setvdprd
a,(numcol)
de

hl

hl,bufferlinha+1

ba -
lelinha
a,(numcol)
hl,bufferlinha
e,a

d,#00

hl,de

a,(hl)
hl,bufferlinha
(hl),a

hi

de
setvdpwt
de

hi
hl,bufferlinha
a,(numcol)
b,a
esclinha

hi

de

hl,de

bc

loop2

be

loop1

:coloca o nim. col. em numcol
;recupera o num. de rotagbes
;desabilita as interrupgbes
;b=nUmero de rotagdes

;salva contador externo
;hl=end. tabela de nomes
;a=nlUm. de colunas

;de=n0m. de colunas

;b=24 linhas na tela

:salva contador intermediario
;prepara o VDP para leitura
:a=num. de colunas

;salva de

;salva hl

;hl aponta para o buffer+1
;b=nlm. de colunas

;16 uma linha

;a=ndm. de colunas

;hl aponta para o buffer
;de=nUm. de colunas

;hl aponta para o Ult. carac.
:a=lltimo carac. da linha

;hl aponta para o buffer
:coloca o ultimo caractere
;na primeira posigao
;recupera hl

;recupera de

;prepara o VDP para escrita
;salva de

;salva hl

;hl aponta para o buffer
;a=num. de colunas
;b=nlm. de colunas

;envia a linha ja rotada
;recupera hl

;recupera de

;hl aponta para a préx. linha
;recupera be

;repete para as demais linhas
;recupera be

;repete até terminar todas
;as rotagbes

;habilita as interrupgbes
;retorna ao BASIC



lelinha

esclinha

setvdprd

rdvram1

setvdpwt

witvram1

in

inc
djnz
ret

out
inc
djnz
ret

or
ir
xor
out
Id
out
Id
out
id
and
out
ret

or

ir
xor
out

out
out
and

or
out

a,(#98)

(hl),a
hi
lelinha

a,(hl)
(#98),a
hi
esclinha

a,(versao)
a
z,rdvram1
a

(#99),a
a,i#8e
(#99),a
a,l
(#99),a
a,h

#3f
(#99),a

a,(versao)
a
Zz,wtvram1
a

(#99),a
a,#8e
(#99),a
a,l
(#99),a
ah

#3f

#40
(#99),a

0 VIDEO

;16 o carac. da VRAM
;salva-o no buffer
;incrementa o ponteiro
;prepara a préxima leitura
;retorna

;16 o carac. do buffer
;escreve-o na VRAM
;incrementa o ponteiro
;prepara a préxima escrita
;retorna

;obtém a versdo do MSX
6 MSX1?

;Sim, vai para rdvram1
:N3o, inicializa o VDP
;do MSX2

sinforma ao

;VDP o enderego na
;VRAM onde sera
;lido o dado

;obtém a versdo do MSX
;6 MSX1?

;Sim, vai para wivram1
;Nao, inicializa o VDP
:do MSX2

sinforma ao

;\VDP o enderego na
'VRAM onde 0
;dado sera

;gravado

17
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CAP.1

ret
bufferlinha defs 81
numcol defb #00
fim equ $

Listagem em linhas DATA do cédigo-objeto do programa para rotar a tela para a direlta:

10 FOR A%=gHDO0O0 TO &HDOAS

20 READ B$

30 POKE A%, VAL ("&H"+BS)

40 NEXT A%

50 BSAVE "PROG3.BIN", &§HDOOO, §HDOAS

100 DATA 3A,63,F6,FE,02,C0,3A,F8,F7,F5, 3A,2D,00,B7,28,0B
110 DATA 3A,BO,F3,FE,29,38,04,3E,50,18, 02, 3E, 28,32,F7,D0
120 DATA F1,F3,47,C5,2A,B3,F3,3A,F7,D0,5F,16,00,06,18,C5
130 DATA CD,78,DO0,3A,F7,D0,D5,E5,21,A7,D0,47,CD, 6A,D0, 3A
140 DATA PT;DO,Zl,AG,DO,SF,16,00,19,7E,21,A6,D0,77,E1,D1
150 DATA CD, 8E,DO,D5,ES5,21,A6,D0,3A,F7,D0,47,CD,71,D0,E1
160 DATA D1,19,C1,10,CA,C1,10,BB,FB,C9,DB,98,77,23,10,FA
170 DATA C9,7E,D3,98,23,10,FA,C9, 3A,2D, 00,B7,28,07,AF,D3
180 DATA 99,3E,8E,D3,99,7D,D3,99,7C,E6,3F,D3,99,C9,3A,2D
190 DATA 00,B7,28,07,AF,D3,99,3E,8E,D3,99,7D,D3,99,7C,Eé6
200 DATA 3F,F6,40,D3,99,C9

Listagem do programa de teste:

100 CLS

110 DEFINTA-Z:DIMAS$(2)
120 A$(1)="esquerdal”
130 A$(2)="direital”

140 A=2:B=2

150 DEFUSR=&HD000
160 WIDTH 40

170 GOSUB200

180 GOSUB200

190 GOTO170

200 CLS:LOCATE 1,10
210 B=BXOR3

220 PRINT"Rotagéo para a ";A$(B)
230 A=AXOR1
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240 BLOAD"prog"+MID$(STR$(A),2,1)+".bin"
250 Z=USR(40)
260 RETURN

O PROGRAMA QUE
IMPLEMENTA A ROTACAO PARA CIMA

Listagem em assembly Z-80 do cédigo-fonte do programa para rotar a tela para cima:
;Programa-fonte para a rotag8o da tela para a cima.

;Compilar com o programa GEN80.COM usando a seguinte

;sintaxe:

;GENBO PROGA4.BIN=PROG4.GEN

jonde PROG4.GEN é o nome do arquivo-texto com esta listagem

versao equ #002d
linlen equ #13b0
txtnam equ #13b3
valtyp equ #{663
argusr equ #718
txtegp equ #13b7
defb #e ;simula em CP/M
defw inicio ;0 cabecalho de
defw  fim ;um arquivo
defw inicio .-BIN
org #d000
inicio
id a,(valtyp) ;verifica parametro
cp #02 ;6 inteiro?
ret nz ;Nao, volta para o BASIC
Id a,(argusr) ;a=nlmero de rotagbes
push  af ;salva nimero de rotagdes
id a,(versao) ;a=versdo do MSX
or a 16 igual a zero (MSX 1)?
ir z,inicio1 ;Sim, vai para inicio1
id a,(linlen) ;0 MSX 2 estd em 80 colunas?

cp 41
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CAP.1
jr c,inicio1
id a,80
jr inicio2
inicio1 Id a,40
inicio2 Id (numcol),a
pop  af
di
Id b,a
loop1 push bec
Id hl,(txtnam)
Id a,(numcol)
Id e,a
id d,#00
id b,a
call setvdprd
push  hi
Id hl,primlinha
call lelinha
pop hi
id b,23
loop2 push bc
add hl,de
call setvdprd
id a,(numcol)
push de
push  hl
Id hl,bufferlinha
Id b,a
call lelinha
pop  hi
pop  de
xor a
sbe hl,de
call setvdpwt
push de
push  hl
id hl,bufferlinha
Id a,(numcol)
Id b,a
call esclinha
pop hi
pop  de
add hl,de
pop bc
djnz loop2
call setvdpwt

;N&o, pula para inicio1

;se estiver a=80 colunas
;pula para inicio2 se MSX 2
;a=40 colunas

;coloca o ndm. col. em numcol
;recupera o num. de rotagdes
;desabilita as interrupgbes
;b=nlmero de rotagdes
;salva contador externo
;hi=end. tabela de nomes
;a=ndm. de colunas
;de=nlm. de colunas

;b=nUm. de colunas
;prepara o VDP para leitura
;salva hi

:hl aponta para primilinha
;18 a primeira linha
;recupera hl

:b=24 linhas na tela

;salva contador intermediario
;hl aponta para a préx. linha
;prepara o VDP para leitura
;a=nUm. de colunas
salvade

;salva hl

;hl aponta para o buffer
;b=nlm. de colunas

;18 uma linha

;recupera hl

;recupera de

;zera a flag de carry

;hl aponta para a linha
;anterior

;prepara o VDP para escrita
salva de

;salva hl

;hl aponta para o buffer
;aln(lm. de colunas
;b=nlm. de colunas

;envia a linha

;recupara hl

;recupera de

;hl aponta para a préx. linha
;recupera be

;repete para as demais linhas
;prepara o VDP para escrita



lelinha

esclinha

setvdprd

rdvram1

setvdpwt

Id
Id
call

pop
djnz

ei
ret

in

inc
djnz
ret

out
inc
djnz
ret

or
jr
xor
out
Id
out
Id
out

and
out
ret

or
ir

hl,primlinha

a,(numcol)
b,a
esclinha
be

loop1

a,(#98)
(hl),a
hi
lelinha

a,(hl)
(#98),a
hl
esclinha

a,(versao)
a
z,rdvram1
a

(#99),a
a,#Be
(#99),a
a,l
(#99),a
ah

#3t
(#99),a

a,(versao)
a
Z,wivram1

;hl aponta para o buffer
;primlinha '
;a=nlm. de colunas
;b=nldm. de colunas
;envia a linha

;recupera be

;repete até terminar todas
;as rotagdes

;habilita as interrupgdes
;retorna ao BASIC

;18 o carac. da VRAM
;salva-o no buffer
;incrementa o ponteiro
;prepara a préxima leitura
;retorna

;18 o carac. do buffer
;escreve-o na VRAM
;incrementa o ponteiro
;prepara a préxima escrita
;retorna

;obtém a versdo do MSX
;6 MSX1?

;Sim, vai para rdvram1
;Nao, inicializa o VDP
;do MSX2

sinforma ao

;VDP o enderego na
;VRAM onde sera
;lido o dado

;obtém a versdo do MSX
;6 MSX17?
;Sim, vai para wivram1

OVIDEO 21
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CAP.1
xor a :NAo, inicializa o VDP
out (#99),a ;do MSX2
Id a,#8e
out (#99),a
witvram1 Id a,l sinfforma ao
out (#99),a ;VDP o enderego na
id a,h ;VRAM onde 0
and #3f dado serd
or #40 ;gravado
out (#99),a
ret
bufferlinha defs 80
primlinha defs 80
numcol defb #00
fim : equ $

Listagem em linhas DATA do cédigo-objeto do programa para rotar a tela para cima:

10 FOR A%=&HDO0O TO &HDOB3

20 READ B§

30 POKE A%, VAL ("&H"+B§)

40 NEXT A%

50 BSAVE "PROG4.BIN", §HD00O, §éHDOB3

100 DATA 3A, 63,F6,FE,602,C0,3A,F8,F7,F5, 3, 2D, 00,B7, 28, OB
110 DATA 3A,BO,F3,FE, 29,38,04,3E, 50,18, 02, 3E, 28, 32,54,D1
120 DATA F1,F3,47,C5,62A,B3,F3, 3A,54,D1, 5F,16,00,47,CD, 86
130 DATA DO,E5,21,04,D1,CD,78,D0,E1,06,17,C5,19,CD, 86,D0
140 DATA 3A,54,D1,D5,ES,21,B4,D0,47,CD, 78,D0,E1,D1,AF, ED
150 DATA 52,cCD, SC,DO,D5,ES5, 21,B4, D0, 34, 54,D1, 47,CD, 7F, DO
160 DATA E1,D1,19,C1,10,D5,CD, 9C,D0O,21,04,D1, 3A,54,D1, 47
170 DATA CD,7F,DO,C1,10,AD,FB,C9,DB, 98,77,23,10,FA,C9, 7E
180 DATA D3,98,23,10,FA,C9, 3A,2D, 00,B7,28,07,AF,D3, 99, 3E
190 DATA 8E,D3,99,7D,D3,99,7C,E6, 3F,D3, 99,C9, 3A, 2D, 00,B7
200 DATA 28,07,AF,D3, 99, 3E, 8E,D3, 99, 7D, D3, 99, 7C,E6, 3F,F6
210 DATA 40,D3,99,C9



O PROGRAMA QUE
IMPLEMENTA A ROTACAO PARA BAIXO
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Listagem em assembly Z-80 do codigo-fonte do programa para rotar a tela para baixo:

;Programa-fonte para a rotagao da tela para baixo.
;Compilar com o programa GEN80.COM usando a seguinte

;sintaxe:

;GEN80 PROGS.BIN=PROGS5.GEN

;onde PROGS5.GEN é o nome do arquivo-texto com esta listagem

versao
linlen
txtnam
valtyp
argusr
txtegp

inicio

inicio1
inicio2

defb
defw
defw
defw

org

cp
ret

Id
push
Id

or

zavasga~

equ #002d
equ #13b0
equ #13b3
equ #1663
equ #7118

equ #3b7

#e
inicio
fim
inicio

#d000

a,(valtyp)
#02

nz
a,(argusr)
af
a,(versao)
a

z,inicio1
a,(linlen)
41
c,iniciol
a,Bo
inicio2
a,40
(numcol),a

;simula em CP/M
;0 cabecalho de
;um arquivo
;-BIN

;varifica parametro

;6 inteiro?

;Nao, volta para o BASIC
;a=nlmero de rotagbes

;salva nimero de rotagbes
;a=versdo do MSX

;6 igual a zero (MSX 1)?

;Sim, vai para inicio1

;0 MSX 2 esta em 80 colunas?

;N&o, pula para inicio1

;se estiver a=80 colunas

;pula para inicio2 se MSX 2
;a=40 colunas

;coloca o ndm. col. em numcol
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CAP.1
pop  af
di
Id b,a
loop1 push  be
Id hl,(txtnam)
Id a,(numcol)
id e,a
Id d,#00
Id b,23
calult add hl,de
djnz calult
Id b,a
call setvdprd
push  hl
Id hl,ultlinha
call lelinha
pop  hi
Id b,23
loop2 push  bec
xor a
sbe hl,de
call setvdprd
Id a,(numcol)
push de
push  hl
Id hl,bufferlinha
Id b,a
call lelinha
pop  hi
pop  de
add hl,de
call setvdpwt
push de
push  hl
Id hl,bufferlinha
id a,(numcol)
Id b,a
call esclinha
pop i
pop  de
xor a
sbhc hl,de
pop  bc
djnz loop2
call setvdpwt
id hl,ultlinha

;recupera o nim. de rotagGes
;desabilita as interrupgbes
;jb=nlimero de rotagbes
;salva contador externo
;hl=end. tabela de nomes
;a=num. de colunas
;de=nim. de colunas

;b=ndm. de linhas-1

;calcula o enderego da
;ultima linha

;b=nim. de colunas
;prepara o VDP para leitura
;salva hl

;hl aponta para o buffer
;ultlinha

Jé a Gltima linha

;recupera hl :

;b=23 linhas na tela

;salva contador intermedidrio
;zera a flag de carry

;hl aponta para a linha ant.
;prepara o VDP para leitura
;a=num. de colunas
;salvade

;salva hl

;hl aponta para o buffer
;b=nUm. de colunas

;16 uma linha

;recupera hl

;recupera de

;hl aponta para a préx. linha
;prepara o VDP para escrita
;salva de

;salva hl

;hl aponta para o buffer
;a=n0m. de colunas
;b=nim. de colunas

;envia a linha

;recupera hi

;recupera de

izera a flag de carry

;hl aponta para a linha ant.
;recupera be

yrepete para as demais linhas
;prepara o VDP para escrita
;hl aponta para o buffer



lelinha

esclinha

setvdprd

rdvram1

setvdpwt

call

pop
djnz

ei
ret

in

inc
djnz
ret

out
inc
djnz
ret

or
jr
xor
out
Id
out
Id
out

and

out
ret

or

a,(numcol)
b,a
esclinha

bc
loop1

a,(#98)
(hl),a
hl
lelinha

a,(hl)
(#98),a
hl
esclinha

a,(versao)
a
z,rdvrami
a

(#99),a
a,#8e
(#99),a
a,l
(#99),a
a,h

#3f
(#99),a

a,(versao)
a

;primlinha

;a=num. de colunas
;b=nUm. de colunas
;escreve a Ultima linha na
;primeira linha

;recupera be

;repete até terminar todas
;as rotagbes

;habilita as interrupgdes
;retorna ao BASIC

;16 o carac. da VRAM
;salva-o no buffer
;incrementa o ponteiro
;prepara a préxima leitura
;retorna

;18 o carac. do buffer
;escreve-o na VRAM
;incrementa o ponteiro
;Prepara a préxima escrita
;retorna

;obtém a versdo do MSX
6 MSX1?

;Sim, vai para rdvram1
;Nao, inicializa o VDP
;do MSX2

;informa ao

;VDP o enderego na
;VRAM onde sera
Jlido o dado

;obtém a versdo do MSX
6 MSX1?
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jr z,wtvram1 ;Sim, vai para wtvram1
xor a ;N3o, inicializa o0 VDP
out (#99),a ;do MSX2
id a,#8e
out (#99),a
wtvram1 Id a,l ;infforma ao
out (#99),a ;VDP o enderego na
Id ah ;VRAM onde o
and #3t ;dado sera
or #40 ;gravado
out (#99),a
ret
bufferlinha defs 80
ultlinha defs 80
numcol defb #00
fim equ $

Listagem em linhas DATA do cédigo-objeto do programa para rotar a tela para balxo:

10 FOR A%=&HD000 TO &HDORA

20 READ B$

30 POKE A%, VAL ("&H"+B$)

40 NEXT A%

50 BSAVE "PROG5.BIN", §HD0O0O, §8HDORA

100 DATA 3A,63,F6,FE, 02,C0,3A,F8,F7,F5, 3A,2D, 00,B7, 28, 0B
110 DATA 3A,BO,F3,FE, 29, 38,04, 3E, 50,18, 02, 3E, 28, 32, 5B,D1
120 DATA F1,F3,47,C5,2A,B3,F3, 34, 58B,D1, 5F, 16, 00,06,17,19
130 DATA 10,FD, 47,CD, 8D, D0, E5, 21, OB, D1, CD, 7F, DO, E1, 06,17
140 DATA CS5,AF,ED,52,CD, 8D,DO, 3A, 5B,D1, D5,ES, 21,BB, DO, 47
150 DATA CD,7F,DO,E1,D1,19,CD,A3,D0,D5,ES, 21, BB, DO, 34, 5B
160 DATA D1,47,CD,86,D0,E1,D1,AF, ED,652,C1,10,D3,CD,A3,D0
170 DATA 21,0B,D1,3A,5B,D1,47,CD,86,D0,C1,10,A6,FB,C9,DB
180 DATA 98,77,23,10,FA,C9, 7E,D3, 98,23,10,FA, C9, 3A, 2D, 00
190 DATA B7,28,07,AF,D3,99, 3E, 8E, D3, 99, 7D, D3, 99, 7C,E6, 3F
200 DATA D3,99,C9,3A, 2D, 00,B7,28,07,AF, D3, 99, 3E, 8E, D3, 99
210 DATA 7D,D3,99,7C,E6,3F,F6,40,D3,99,C9
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Listagem do programa de teste:

100 CLS

110 DEFINTA-Z:DIMA$(2)

120 A$(1)="acimal”

130 A$(2)="abaixol"

140 A=4:B=1

150 DEFUSR=&HD000

160 WIDTH 40

170 GOSUB200

180 GOSUB200

190 GOTO170 -

200 CLS:LOCATE 1,10

210 B=BXOR3

220 PRINT"Rotag&o para a ";A$(B)
230 A=AXOR1

240 BLOAD"prog"+MID$(STR$(A),2,1)+".bin"
250 Z=USR(24)

260 RETURN

COMENTARIOS SOBRE
OS PROGRAMAS DE ROTACAO DA TELA

O principio do funcionamento dos programas 2 e 3 (rotagdes laterais da tela) 6 bem sim-
ples. Em ambos os programas, a primeira coisa a fazer é detectar o ambiente onde eles estao
sendo executados. Ndo podemos nos esquecer que as rotinas de inicializagéo do video sio
diferentes entre os modelos 1 e 2 do MSX. Terminados os exames do ambiente, procede-se
a leitura e a rotagao linha a linha de cada uma das 24 linhas da tela. Observe que, embora
possamos ter 40 ou 80 colunas, dependendo do modelo do MSX, o nimero de linhas estard
sempre limitado a 24. N6s ja vimos que o buffer em RAM acelera em muito as operagdes de
entrada/saida. Assim sendo, a rotagéo da tela se processa da seguinte forma:

1.Lertoda uma linha da tela para o buffer (bufferlinha) em RAM. Neste passo, temos uma trans-
feréncia da VRAM para a RAM realizada pela rotina lelinha;

2.Na rotagao de tela para a esquerda, obter o primeiro caractere da linha (situado em buffer-
linha) e colocé-lo na Ultima posigao (bufferlinha+40 ou bufferlinha+80);

3.Apontar o ponteiro (HL) para o inicio da nova linha (bufferlinha+1). Observe que o terma li-
nha,nos passos 2 e 3,se refere & copia da verdadeira linha no buffer em RAM. Este passo se
torna necessario para que o segundo caractere da linha original na tela se torne o primeiro ca-
ractere da nova linha; o terceiro caractere se torne o segundo, e assim por diante, para dar o
efeito de rotagéo para a esquerda;
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4 Escrever a linha ja rotada na meméria de video (VRAM). Neste passo, temos uma trans-
feréncia da RAM para a VRAM realizada pela rotina esclinha, e;

5. Repetir os passos de 1 a 4 para as demais linhas da tela.

Como vocé pode ver, as rotinas sdo bem simples. Se vocé tiver mais alguma divida acom-
panhe os comentdrios nas listagens do cédigo-fonte.

Os programas 4 e 5 (rotagBes verticais da tela) sdo igualmente simples de serem com-
preendidos. Até aqui, tenho usado os termos programa e rotina como sindénimos, embora nao
o sejam. Acontece que os programas aqui apresentados sdo programas na medida em que
sdo plenamente executaveis, e rotinas no sentido de que podem ser incluidos dentro de ou-
tros programas onde serdo chamados como tal. O algoritmo usado nestes dois programas é
o seguinte:

1.Ler a primeira linha (no caso da rotag@o para cima) da tela, arquivando-a num buffer espe-
cial em RAM (primlinha). Neste passo, temos uma transferéncia da VRAM para a RAM;

2.Ler a segunda linha da tela, arquivando-a num buffer em RAM (bufferlinha). Neste caso, te-
mos uma transferéncia da VRAM para a RAM;

3.Escrever a linha arquivada no buffer (bufferlinha) na posigéo ocupada pela linha anterior, ou
seja, escrever a segunda linha por sobre a primeira, @ assim por diante. Neste caso, temos
uma transferéncia da RAM para a VRAM;

4.Repetir os passos 2 e 3 para as demais linhas da tela, e;

5.Escrever a linha arquivada no buffer primlinha na posigéo ocupada pela Ultima linha original
da tela. Neste passo, temos a Gltima transferéncia da RAM para a VRAM.

Os passos acima continuam vélidos para a rotagéo para baixo da tela, sé que em vez de
se salvara primsira linha, salva-se a Gltima. Mais uma vez, aconselho vocé a ler os comentérios
nas listagens do cédigo-fonte dos 4 Gltimos programas.

ARQUIVANDO AS TELAS NA VRAM

Vamos entéo dar uma pequena pausa nos efeitos especiais para apresentar dois progra-
mas/rotinas muito Uteis. Estou certo de que ja surgiu o momento em que vocé desejou poder
arquivar a tela atual para recupera-la num ponto futuro dentro do seu programa. Em que algo-
ritmo vocd pensou para realizar tal tarefa? Vamos raciocinar juntos. Temos dois métodos cu-
ja escolha é quase imediata: arquivar a tela na RAM né&o utilizada pelo BASIC (a RAM nas
paginas 0 e 1, ou seja, a RAM entre os enderegos #0000 e #7FFF) usando as rotinas da BIOS,
ou arquiva-la num array do tipo inteiro ou do tipo string usando a RAM disponivel para o BA-
SIC. A dltima hipétese ndo é muito aceitavel, tendo em vista que a meméria RAM para o BA-
SIC j4 é bem pequena (cerca de 24Kb num sistema com disco). A primeira hipbtese é
interessante, pois deixa livre toda a meméria RAM usada pelo interpretador BASIC. Mas, e se
vocé tiver programas de extens&o (aqueles ativados com a instrugdo CALL do BASIC) carre-
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gados nessa meméria, como fica a situagao? Vocé vai concordar que a transferéncia de telas

para esta meméria ird "borrar” os programas que estiverem por la. "Sendo assim, onde pode-

mos arquivar as telas?" Eutenho uma sugest&o: arquivar astelas na prépria meméria de video. .
Nés j& vimos que no modo texto s6 temos duas tabelas: a tabela de nomes e a tabela de

padrdes. A tabela de nomes gasta 960 bytes no modo de 40 colunas e 1920 bytes no modo

de 80 colunas (aplicavel s6 ao MSX 2); j4 atabela de padrbes gasta 2048 bytes em ambos os

modelos. Também j& sabemos que o MSX possui no minimo 16Kb (128Kb no MSX 2) de

meméria VRAM. Fazendo as contas, temos cerca de 13Kb livres na VRAM para usar conforme
desejarmos. Vocé também deve estar lembrado de que a tabela de nomes contém efetiva-
mente um mapa do que aparece e de como aparece na tela. Sendo assim, o que nos interes-
sa arquivar é apenas a tabela de nomes que possui 960 bytes de comprimento no modo de

40 colunas e 1920 bytes no modo de 80 colunas do MSX 2. Fazendo mais algumas contas,

chegamos a conclusio de que podemos arquivar 12 telas no modo texto em 40 colunas e 6

no modo em 80 colunas. Na verdade, por problemas de sincronismo sé podemos arquivar 4
telas no modo texto em 80 colunas do MSX 2, apesar deste modslo possuir 128Kb de VRAM.

Como a maioria dos programas trabalha somente em 40 colunas por uma questéo de compa-
tibilidade, o limite de 12 telas ja 6§ bem aceitavel. Examinando os comentérios nas listagens-
fonte, vocé vai observar que, além de armazenar/recuperar as telas, também

salvamos/recuperamos a posigao atual do cursor na tela. Vamos entéo as listagens dos pro-
gramas.

O PROGRAMA QUE ARQUIVA TELAS NA VRAM

Listagem em assembly Z-80 do cédigo-fonte do programa para arquivar telas na VRAM:
;Programa-fonte para arquivar telas na VRAM.

;Compilar com o programa GEN80.COM usando a seguinte

;sintaxe:

;GEN80 PROGE.BIN=PROG6.GEN

;onde PROGE.GEN é o nome do arquivo-texto com esta listagem

versao equ #002d

linlen equ #3b0

txtnam equ #13b3

valtyp equ #1663

argusr equ #7118

txtcgp equ #3b7

csry equ #t3dc
defb #e ;simula em CP/M
defw inicio ;0 cabecalho de
defw  fim ;um arquivo

defw inicio ;.BIN
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inicio

inicio1

inicio2

inicio3

inicio4

gravatela

org

cp
ret

Id
push

pop
cp
ret

di

push
push
push
push

#d000

a,(valtyp)
#02

nz
a,(argusr)
af
a,(versao)
a

z,inicio1
a,(linlen)

41

c,inicio1
a,80
hl,#2000
de,24*80+2
inicio2

a,40
hl,#1000
de,24%40+2
(numcols),a
(inivram),hl
(tamanho),de
a,(versao)
a

z,inicio3
a,(linlen)

41

c,inicio3
e4

inicio4
e,12

af
e
nc

af
be
de
hl
hl,(inivram)

;verifica parametro

;6 inteiro?

;Néo, volta para o BASIC
;a=nlmero da tela

;salva nimero da tela
;a=versdo do MSX

;6 igual a zero (MSX 1)?

;Sim, vai para inicio1

;0 MSX2 est4 em 80 colunas?

;N&o, vai para inicio1

;a=80 colunas

;hi=inicio da VRAM livre
;de=tamanho datela+2

;vai para inicio2

;a=40 colunas

;hi=inicio da VRAM livre
;de=tamanho da tela+2
;salva o nim. de colunas
;salva end. inicial

;salva tam. da tela
;a=versdo do MSX

;6 igual a zero (MSX 1)?
;Sim, vai para inicio3
;a=nim. de colunas da tela
;nim. de cols. > 40 (80 cols.)
;Nao, vai para inicio3

;Sim, e=nlm. méx. de telas
;em 80 colunas

;vai para inicio4

;ndm. méx. de telas no MSX 1
;8 2 em 40 col

;recupera o nim. da tela
;Se o nim. da tela recebido
;for igual ou maior do que o
;permitido, volta.

;desabilita as interrupgdes
;salva todos os
;registros

hl=end. inicial da VRAM



loopgrv1
gravail

loopgrv2

or
ip

add
djnz
Id

push
push

add

pop
djnz
call

out

out

pop
pop

pop

a

Z,graval
de,(tamanho)
b,a

hl,de
loopgrvi
b,24
de,(txtnam)
be

hi
a,(numcols)
b,a
hl,bufferlinha
de,hl

setvdprd
de,hl

lelinha

hl

hl

setvdpwt
a,(numcols)
b,a
hl,bufferlinha
esclinha
a,(numcols)
la

h,#00

hl,de

de,hl

c,a

b,#00

hl

hl,bc

be

loopgrv2
setvdpwt
a,(csry)
(#98),a
a,(csry+#01)
(#98),a

hi

de

bc

af

;nim. da tela igual a 07
;Sim, vai para graval
;N3o, calcula o novo end.
sinicial

:b=24 linhas

de=ond. da tab. de nomes
;salva o contador

;salva end. inicial

;a=n0m. de colunas
:b=nlm. de colunas

;hl aponta para o buffer
itroca hl por de.

;hl=aponta para a VRAM
;prepara o VDP para leitura
roca hl por de.

;hl=aponta para o buf.

;18 a linha

;recupera o end. para escrita
;guarda na pilha

;prepara o VDP para escrita
;a=n0m. de colunas
:b=n0m. de colunas
;hi=aponta para o buffer
:escreve a linha lida
;a=n0m. de colunas
;hl=nim. de colunas

hl=end. da prox. linha
;de=end. da préx. linha
;bc=nlm. de colunas

;recupera end. de escrita
;hi=end. de escrita da prox.
Jlinha

;recupera o contador
;repete para as demais linhas
;prepara o VDP para escrita
;a=coord. y do cursor

;salva a coord. na VRAM
;a=coord. x do cursor

;salva a coord. na VRAM
;recupera os registros
;salvos na pilha

oVIDEO 31



32 Guia do Programador MSX

CAP.1

lelinha

esclinha

setvd‘prd

rdvram1

setvdpwt

wivram1

ei
ret

in

Id
inc
djnz
ret

out
inc
djnz
ret

or
ir

xor
out

out
out
and

out
ret

or
ir

xor
out

out
out
and

or
out

a,(#98)
(hl),a
hl
lelinha

a,(hl)
(#98),a
hl
esclinha

a,(versao)
a
z,rdvram1
a

(#99),a
a,#8e
(#99),a
a,l
(#99),a
ah

#3f
(#99),a

a,(versao)
a
z,wtvram1
a

(#99),a
a,#8e
(#99),a
a,l
(#99),a
a,h

#3t

#40
(#99),a

;habilita as interrupgbes
;retorna ao BASIC

;18 o carac. da VRAM
;salva-o no buffer
;incrementa o ponteiro
;prepara a préxima leitura
yretorna

;1@ o carac. do buffer
;escreve-o na VRAM
;incrementa o ponteiro
;prepara a préxima escrita
;retorna

;obtém a versdo do MSX
;6 MSX1?

;Sim, vai para rdvram1
:Nao, inicializa o VDP
;do MSX2

;informa ao

;VDP o enderego na
;VRAM onde sera
Jlido o dado

;obtém a versdo do MSX
6 MSX17?

;Sim, vai para wtvram1
;Nao, inicializa o VDP
;do MSX2

;informa ao

;VDP o enderego na
;VRAM onde 0
dado serd

;gravado
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ret
numcols defb #00
tamanho defw #00
inivram defw #00
bufferlinha defs 80
fim equ $

Listagem em linhas DATA do cédigo-objeto do programa para arquivar telas na VRAM:

10 FOR A%=HDOOO TO &HD137
20 READ B$

30 POKE A%, VAL("&H"+BS)

40 NEXT A%

50 BSAVE "PROG6.BIN", §HDOOO, §HD137

100 DATA 3A,63,F6,FE,02,C0,3A,F8,F7,F5, 3A, 2D, 00, B7, 28, 11
110 DATA 3A,BO,F3,FE,29, 38, OA, 3E, 50, 21, 00, 20,11, 82,07, 18
120 DATA 08, 3E, 28,21, 00,10, 11,C2, 03, 32, E2, D0, 22, E5, DO, ED
130 DATA 53,E3,DO, 3A, 2D, 00,B7, 28, OB, 3A, BO,F3, FE, 29, 38, 04
140 DATA 1E,04,18,02, 1E, 0C,F1,BB, DO, F3,F5,C5,D5,E5, 2A, E5
150 DATA DO,B7,CA,5D,DO,ED, 5B,E3,D0,47,19,10,FD, 06,18, ED
160 DATA 5B,B3,F3,C5,ES5,3A,E2,D0,47,21,E7,DO0, EB, CD, B4, DO
170 DATA EB,CD,A6,D0,El,E5,CD,CA,DO, 37, E2,D0, 47,21,E7, DO
180 DATA CD,AD, DO, 3A,E2,DO0, 6F, 26, 00,19, EB, 4F, 06, 00, E1, 09
190 DATA C1,10,D0,CD,CA,DO, 3A,DC, F3,D3, 98, 3A, DD, F3, D3, 98
200 DATA E1,D1,Cl1,F1,FB,C9,DB,98,77,23,10,FA,C9, JE, D3, 98
210 DATA 23,10,FA,C9, 3A,2D, 00,B7, 28, 07, AF, D3, 99, 3E, 8E, D3
220 DATA 99,7D,D3,99, 7C,E6, 3F,D3, 99,C9, 3A, 2D, 00, B7, 28, 07
230 DATA AF,D3, 99, 3E, 8E,D3, 99, 7D, D3, 99, 7C,E6, 3F,F6, 40, D3
240 DATA 99,C9, 00, 00,00, 00,00, 00, 00, 00, 00, 00, 00, 00, 00, 00
250 DATA 00,00, 00,00, 00,00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00
260 DATA 00,00, 00,00, 00,00, 00,00, 00, 00, 00, 00, 00, 00, 00, 00
270 DATA 00,00, 00,00, 00,00, 00,00, 00, 00, 00, 00, 00, 00, 00, 00
280 DATA 00,00, 00,00, 00,00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00
290 DATA 00,00, 00,00, 00,00, 00, 00

O PROGRAMA QUE
RECUPERA TELAS ARQUIVADAS NA VRAM

Listagem em assembly Z-80 do cédigo-fonte do programa para recuperar telas arquiva-
das na VRAM:

;Programa-fonte para recuperar telas arquivadas na VRAM.
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;Compilar com o programa GEN80.COM usando a seguinte
;sintaxe:

‘GEN80 PROG7.BIN=PROG7.GEN

;onde PROG7.GEN é o nome do arquivo-texto com esta listagem

versao equ #002d
linlen equ #13b0
txtnam equ #13b3
valtyp equ #1663
argusr equ #{718
txtcgp equ #3b7
csry equ #13dc
defb #fe ;simula em CP/M
defw inicio ;o cabecalho de
defw  fim ;um arquivo
defw inicio ;-BIN
org #d200
inicio
id a,(valtyp) ;verifica parametro
cp #02 ;6 inteiro?
ret nz ;Nao, volta para o BASIC
Id a,(argusr) ;a=nlmero da tela
push  af ;salva nlimero da tela
Id a,(versao) ;a=versdo do MSX
or a ;6 igual a zero (MSX 1)?
jr z,inicio1 ;Sim, vai para inicio1
Id a,(linlen) ;0 MSX2 est4 em 80 colunas?
cp 41 .
ir c,inicio1 ;N&o, vai para inicio1
Id a,80 ;a=80 colunas
Id hl,#2000 ;hl=inicio da VRAM livre
;em 80 col.
id de,24'80+2 ;de=tamanho da tela+2
;em 80 col.
ir inicio2 ;vai para inicio2
inicio1 Id a,40 ;a=40 colunas
Id hl, #1000 ;hi=inicio da VRAM livre
;em 40 col.
Id de,24"40+2 ;de=tamanho da tela+2
;em 40 col.
inicio2 id (numcols),a ;salva o nim. de colunas



inicio3

inicio4

recuptela

looprep1
recup1

looprep2

id
id
or
ir
Id
cp
ir
Id

pop

cp
ret

di

push
push
push
push

or
ip
id
Id
add
djnz

push
push
call

Id
call
ex

call
ex

(inivram),hl
(tamanho),de
a,(versao)

a

z,inicio3
a,(linlen)

41

c,inicio3

e,4

inicio4
8,12

af

e
nc

af

bc

de

hl
hl,(inivram)
a

z,recupi
de,(tamanho)
b,a

hl,de
looprep1
b,24
de,(txtnam)
be

hl

setvdprd
a,(numcols)
b,a
hl,bufferlinha
lelinha
de,hl

setvdpwt
de,hl

hl,bufferlinha
a,(numcols)

;salva end. inicial

;salva tam. da tela
:a=versdo do MSX

;6 igual a zero (MSX 1)?
;Sim, vai para inicio3
;:a=nUm. de colunas da tela
;ndm. de cols.40 (80 cols.)?
;Nao, vai para inicio3
;e=nUm. max. de telas

;em 80 cols.

;vai para inicio4

;ndm. max. de telas no
:MSX 1 e 2: 40 col
;recupera o nim. da tela
;passado pelo BASIC.

:Se o nim. da tela recebido
;for igual ou maior do que o
;MAX. permitido, volta.

;desabilita as interrupgdes
;salva todos os
;registros

:hl=end. inicial da vram
;ndm. da tela igual a 0?
;Sim, vai para recup1
:Nao, calcula o novo end.
sinicial

.
Ll

;b=24 linhas

:de=end. da tab. de nomes
;salva o contador

;salva end. inicial

;prepara o VDP para leitura
;a=nlm. de colunas
;b=ndm. de colunas

;hl aponta para o buffer

;18 uma linha da tela gravada
itroca hl por de.

;hi=tab. de nomes

;prepara o VDP para escrita
itroca hl por de.

;de=tab. de nomes

;hl aponta para o buffer
:a=n0m. de colunas
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lelinha

esclinha

setvdprd

add

pop
djnz
call
in

in

pop
pop
pop
P?P
el
ret

in

inc
djnz
ret

out
inc
djnz
ret

or
jr

xor
out

b,a
esclinha
a,(numcols)
l,a
h,#00
hl,de
de,hl
c,a
b,#00

hi

hl,bc

be
looprcp2
setvdprd
a,(#98)
(csry).a
a,(#98)
(csry+#01),a
hi

de

bc

af

a,(#98)
(hl),a
hl
lelinha

a,(hl)
(#98),a
hi
esclinha

a,(versao)
a
z,rdvram1
a

(#99),a
a,#8e

:b=nlUm. de colunas
;escreve a linha na tela
;a=n0m. de colunas
;hl=nim. de colunas

;hi=end. da préx. linha
;de=end. da préx. linha
:bc=nUm. de colunas

;recupera end. de escrita
;hl=end. de leitura da préx.
Jlinha

;recupera o contador
;repete para as demais linhas
;prepara o VDP para leitura
;léacoord. y

;salva a coord. y do cursor
;lé a coord. x

;salva a coord. x do cursor
;recupera os registros
;salvos na pilha

;habilita as interrupgdes
;retorna ao BASIC

;18 o carac. da VRAM
;salva-o no buffer
;incrementa o ponteiro
;prepara a préxima leitura
;retorna

;18 o carac. do buffer
;escreve-o na VRAM
;incrementa o ponteiro
;prepara a préxima escrita
;sretorna

;obtém a versdo do MSX
;6 MSX17?

;Sim, vai para rdvram1
;N3o, inicializa o VDP
;do MSX2



out

rdvram1 Id
out
Id
and
out
ret

setvdpwt
id
or
Ir
xor
out
id
out

wivram1 Id
out
Id
and
or
out
ret

numcols

tamanho

inivr,am

bufferlinha

fim

(#99),a
a,l
(#99),a
a,h

#3f
(#99),a

a,(versao)

z,wtvram1

a
(#99),a
a,#8e
(#99),a
a,l
(#99),a
ah

#3f
#40
(#99),a

defb
defw
defw
defs

equ

#00
#00
#00
80
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:informa ao

;VDP o enderego na
'VRAM onde sera
;lido o dado

;obtém a versdo do MSX
;6 MSX17?

;Sim, vai para wtvram1
:N&o, inicializa o VDP
:do MSX2

sinforma ao

;VDP o enderego na
;VRAM onde 0
;dado sera

;gravado

Listagem em linhas DATA do cédigo-objeto do programa para recuperar telas arquiva-

das na VRAM:

10 FOR A%=gHD200 TO &HD335

20 READ B§

30 POKE A%, VAL ("&H"+B$)

40 NEXT A%

50 BSAVE "PROG7.BIN", §HD200, §HD335

100 DATA 3A,63,F6,FE, 02,C0,3A,F8,F7,F5, 3A,2D,00,B7, 28,11
110 DATA 3A,BO,F3,FE, 29,38, OA, 3E, 50,21, 00,20,11,82,07,18
120 DATA 08, 3E, 28,21,00,10,11,C2,03,32,E0,D2,22,E3,D2,ED
130 DATA 53,E1,D2, 3A,2D,00,B7,28, 0B, 3A,B0,F3,FE, 29, 38, 04
140 DATA 1E,04,18,02,1E,0C,F1,BB,DO0,F3,F5,C5,D5,E5,2A,E3
150 DATA D2,RB7,CA,5D,D2,ED, 5B,E1,D2,47,19,10,FD,06,18,ED
160 DATA 5B,B3,F3,C5,ES5,CD,B2,D2,3A,E0,D2,647,21,E5,D2,CD
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170 DATA A4,D2,EB,CD,C8,D2,EB,21,E5,D2,3A,E0,D2,47,CD,AB
180 DATA D2, 3A,EO0,D2, 6F, 26, 00,19, EB, 4F, 06, 00,E1,09,C1,10
190 DATA D2,CD,B2,D2,DB, 98, 32,DC, F3,DB, 98, 32,DD,F3,E1, D1
200 DATA Cl1,F1,FB,C9,DB,98,77,23,10,FA,C9,7E,D3,98,23,10
210 DATA FA,C9, 3A, 2D, 00,B7, 28,07, AF, D3, 99, 3E, 8E,D3, 99, 7D
220 DATA D3,99,7C,E6, 3F,D3, 99,C9, 3A, 2D, 00,B7, 28,07, AF, D3
230 DATA 99, 3E, 8E,D3, 99, 7D, D3, 99, 7C,E6, 3F,F6, 40,D3, 99,C9
240 DATA 00,00, 00,00, 00,00, 00,00, 00, 00, 00, 00, 00, 00, 00, 00
250 DATA 00,00, 00,00, 00,00, 00,00, 00, 00, 00, 00, 00, 00, 00, 00
260 DATA 00,00, 00,00, 00,00, 00,00, 00, 00, 00, 00, 00, 00, 00, 00
270 DATA 00,00, 00,00, 00,00, 00,00, 00, 00, 00, 00, 00, 00, 00, 00
280 DATA 00,00, 00,00, 00,00, 00,00, 00, 00, 00, 00, 00, 00, 00, 00
290 DATA 00,00, 00,00, 00, 00

Listagem do programa de teste:

100 BLOAD"PROGS6.BIN"

110 BLOAD"PROG7.BIN"

120 DEFUSRO0=&HD000:REM Rotina para arquivar telas
130 DEFUSR1=&HD200:REM Rotina para recuperar telas
140 A%=PEEK(&HF3B0):IF A%41 THEN MX%=3 ELSE MX%=11
150 LG%=A%

160 FOR A%=0 TO MX%

170 CLS:LOCATE 0,2:PRINT"Tela nimero:";A%

180 LOCATEO,10

190 FOR B%=1 TO LG%:PRINT HEX$(A%);:NEXT B%
200 Z%=USRO0(A%)

210 FOR B%=1 TO 500:NEXT B%

220 NEXT A%

230 FOR A%=0 TO MX%

240 2%=USR1(A%)

250 FOR B%=1 TO 500:NEXT B%

260 NEXT A%

Observe na listagem do programa de teste que a primeira tela recebe o nimero 0, e ndo
1. Acompanhe o programa e os comentarios nas listagens-fonte para tirar qualquer divida so-
bre o funcionamento destas duas rotinas.

JANELAS NA TELA DE TEXTO

Para dar aquele toque profissional aos programas, s6 est4 faltando uma rotina: aquela que
abre janelas. Quando adquiri o meu PC, fiquei fascinado com o nivel dos programas, ja que
todos eles usavam a técnica de janelas e menus drop-down. Exatamente nessa época, come-
cei a desenvolver o MSX-DOS Tools, que ganhou o sufixo de Nacional por ter aparecido um
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conjunto de programas japoneses com exatamente o mesmo titulo. Uma etapa importante do
meu MSX-DOS Tools foi gasta no desenvolvimento das rotinas com acesso direto as portas
do disk drive e de uma rotina que simulasse com perfeigao o efeito das janelas. O resultado
dessa rotina apareceu apés um dia de trabalho: eu ndo queria uma rotina que apenas dese-
nhasse uma janela. O que eu queria era que a janela fosse se formando aos poucos, dando
um efeito de explosio. A rotina zoom cria o efeito da exploséo, desenhando e apagando ja-
nelas progressivamente a partir do ponto central da janela final. A rotina Janela é a responsavel
pelo desenho das janelas propriamente ditas. A rotina posit é a responsével pelo posiciona-
mento do cursor nas coordenadas passadas por hl. Para acessar as rotinas zoom e Janela, o
registro h devera conter a coordenada Xy; o registro | a coordenada yr; o registro d a coorde-
nada xz e o registro e a coordenada y2. As coordenadas X,y correspondem ao canto supe-
rior esquerdo da janela e as coordenadas X2,y2 ao canto inferior direito. Na rotina posit, o par
hl devera conter a posigao x (em h) e a posi¢ao y (em |). Todas as rotinas estao muito bem co-
mentadas, de modo que acredito ndo ser dificil para vocé entender o funcionamento.

O PROGRAMA QUE
IMPLEMENTA JANELAS NA TELA DE TEXTO

Listagem em assembly Z-80 do cédigo-fonte do programa para abrir janelas:
;Programa-fonte para desenhar janelas explodindo.

;Compilar com o programa GEN80.COM usando a seguinte

:sintaxe:

‘GEN80 PROGS.BIN=PROGS.GEN

;onde PROGB8.GEN é o nome do arquivo-texto com esta listagem

versao equ #002d

linlen equ #13b0

txtnam equ #13b3

valtyp equ #1663

argusr equ #718

txtcgp equ #3b7

csry equ #3dc
defb e :simula em CP/M
defw inicio ;0 cabecalho de
defw  fim ;um arquivo
defw inicio ;-BIN

org  #d00o
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inicio
di
Id a,(versao)
or a
jr z,inicio1
Id a,(linlen)
cp 41
Id a,40
ir c,inicio1
Id a,80
inicio1 Id (numcols),a
Id hl, #0000
Id de, #0000
call zoom
ei
ret

;desabilita as interrupgdes
;a=versdo do MSX

;6 igual a zero (MSX 1)?

;se for, vai para inicio1

;0 MSX2 esta em 80 colunas?

;a=40 colunas

;Néo, vai para inicio1
;a=80 colunas

;salva o nim. de colunas
;h=x1,l=y1

;d=x2,0=y2

;chama a rot. da janela
;habilita as interrupgdes

;A rotina-zoom cria o efeito de explosao da janela

zoom
xXor a
Id (bufcol),a
Id " (buflin),a
Id (coror1),hl
Id (coror2),de
Id ah
add ad
srl a
dec a
Id h,a
inc a
inc a
Iid da
id a,l
add a,e
sil a
dec a
Id la
inc a
inc a
d e,a
call janela
looptest call coluna
call linha

;zera o acumulador

;Zzera o buffer da coluna
;zera o buffer da linha

;salva as coordenadas x1,y1
;salva as coordenadas x2,y2
;carrega a com h (x1)

;soma com d (x2) e divide
;por dois para achar Xmedio
;decrementa Xmedio
;carrega h (x1) com Xmedio
;incrementa o ponto médio
;para que

x2=x1+1, onde x1=Xmedio-1
;carrega d com x2

;a=y1

;soma com e (y2) e divide
;por dois para achar Ymedio
;decrementa Ymedio
carrega | (y1) com Ymedio
;incrementa o ponto médio
;paraque

;y2=y1+1, onde y1=Ymedio-1
;carrega e com y2

;desenha a primeira janela
;verifica em rel. & coluna-
slimite

;verifica em rel. & linha-



coluna

fimcol
linha Id
fimlin Id
espjanela
espjanelal
teste2

call janela

call espjanela
call teste2

jr nz looptest
id hl,(coror1)
Id de,(coror2)
call janela

ret

id a,(coror1+#01)
cp

ir nc,fimcol
dec h

inc d

ret

a,#01

id (bufcol),a
ret

a,(coror1)

cp |

ir nc,fimlin
dec |

inc e

ret

a,#01

Id (buflin),a
ret

push  af

push  hi

Id hl,#1000
dec hl

d- -t a&h

or |

ir nz,espjanelal
pop hi

pop  af

ret

Id a,(bufcol)
cp #01

ir z,contes
ret

slimite

;desenha a janela

;retardo para tornar o efsito
;visivel

yverifica se ja chegou &
sianelafinal

iN&o, continua com a exploszo
simprime a janela final

sretorna

;a=coord. x1 original

;ja foi atingida?

;Sim, vai para fimcol

;Nao, x1=x1-1

X2=x2+1

;retorna

;indica que a coluna-limite
;foi atingida

;retorna

;a=coord. y1 original
;jafoi atingida?

;Sim, vai para fimlin
;Nao, ylmy1-1

y2=y2+1

;retorna

sindica que a linha-limite
;foi atingida

;retorna

;salva os registros

;afetados

;altere este valor para mudar
;0 retardo. Decrementa hl
;verifica se chegou

;a0 fim

;Néo, volta para espjanelat
;recupera os registros

;e retorna

;verifica se a coluna-
Jlimite foi atingida
;Sim, vai para contes
;N&o, retorna

oVIDEO 41
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contes id a,(buflin) ;verifica se a linha-
cp #01 ;limite foi atingida
ret ;retorna. Flag Z serd o
;indicador.

;a rotina janela é a responsavel pelo desenho da prépria janela no video

janela
push bc ;salva todos os registros
push de ;alterados pela rotina
push  hi :
call posit ;posiciona o cursor em x1,y1
id ad ;a=x2
sub h ;amx2-x1
dec a ;a=nim. de pos. da linha do
;topo
Id b,a ;b=nlm. de pos. da linha do
;topo
push bc ;salva nim. de pos. da linha do
;topo
Id a,#18 ;a=carac. do canto sup. esq.
out (#98),a ;escreve o caractere
ex (sp).hl ;demora para sincronizagéo
ex (sp),hl :
janel1 Id a,#17 ;a=trago horizontal
out (#98),a ;escreve a linha superior
ax (sp),hl ;demora para sincronizagéo
ex (sp).hl ]
djnz janel1 ]
Id a,#19 ;a=carac. do canto sup. dir.
out (#98),a ;escreve o caractere
pop bec ;recupera num. de pos. da linha do
;topo
Id le l=y2
call posit ;coloca o cursor em x1,y2
Id a,#la ;a=caractere do canto inf.
;esquerdo
out (#98),a ;escreve o caractere
ex (sp),hl ;,demora para sincronizagéo
ex (sp),hl H
janel2 id a,#17 ;a=trago horizontal
out (#98),a ;escreve a linha inferior
ex (sp),hl ;demora para sincronizagéo
ex (sp).hl :
djnz janel2 :
id a,#1b ;a=caractere do canto inf.

direito



janel3

jansld

posit

out

pcp
pop
push
push

sub
dec

sub
dec

inc
call

out
push

Id
out
ex
ex
djnz

out
inc
pop

djnz

pop
pop

pop
ret

push
push
push
push
ex

or

ir

(#98),a
hl

de

de

hi

a,e

|

a

b,a

ad

h

a

ca

|

posit
a,#16
(#98),a
be

bc
a,#20
(#98),a
(sp).hl
(sp).hl
janeld4
a#16
(#98),a
|

bc
janel3
hl

de
be

af

de
hi
de,hl

hl, #0000
a,e

z,posit2

;escreve o caractere
;recupera x1,y1

;recupera x2,y2

;salva x2,y2

;salva x1,y1

;amy2

;amy2-y1

;a=num. de pos. verticais
;b=nUm. de pos. verticais
;a=x2

;amx2-x1

;a=ndm. de pos. horizontais
;c=n0m. de pos. horizontais
y1=yi41

;posiciona o cursor

;a=traco vertical

;escreve o caractere

;salva nim. de pos. verticais
;b=nUm. de pos. horizontais
;a=caractere espago em branco
;escreve o carac. para limpar
;,demora para sincronizagéo

;a janela

;as=traco vertical

;escrave o caractere
yi=yl+1

;recupera nam. de pos.
;verticais

;repete até acabar as linhas
:verticais

;salva todos os
;registros afetados
;por esta rotina

;troca o conteldo de hl pelo
de de

;zera hl

;a=linha

;6 igual a zero?

;Sim, vai para posit2

OVIDEO 43
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push de

Id b.a

Id a,(numcols)

Id e,a

Id d,#00
posit1 add hl,de

djnz posit1

pop  de
posit2 Id ad

or a

ir Z,posit3

id e,a

id d,#00

add hl,de
posit3 call setvdpwt

pop hl

pop de

pop be

pop af

ret
setvdpwt

Id a,(versao)

or a

jr z,wtvram1

xor a

out (#99),a

Id a,#8e

out (#99),a
wtvram1 Id a,l

out (#99),a

id a,h

and #3f

or #40

out (#99),a

ret
numcols defb #00
bufcol defb #00
buflin defb #00
coror1 defw #0000
coror2 defw #0000
fim equ $

;N3ao, salva as coordenadas
:b=n0m. da linha

:a=num. de colunas
:e=num. de colunas
;de=num. de colunas
;hi=hl+ndm. de colunas

;recupera as coordenadas
;a=coluna

;6 igual a zero?

;Sim, vai para posit3
:N3o, e=coluna
:de=coluna

;hl aponta para o end. da
:VRAM

;correspondente a x1,y1
;prepara o VDP para escrita
;recupera os registros

;@ retorna

:obtém a versdo do MSX
6 MSX17?

;Sim, vai para wtvram1
:Nao, inicializa o VDP
;do MSX2

sinforma ao

;VDP o enderego na
;VRAM onde o
;dado serd

;gravado

1
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Listagem em linhas DATA do cédigo-objeto do programa para abrir Janelas:

10 FOR A%=&HDO00 TO &HD13D

20 READ B$

30 POKE A%, VAL ("&H"+B$)

40 NEXT A%

50 BSAVE "PROGS8.BIN", &HDOO0O, §HD13D

100 DATA F3, 3A, 2D, 00,B7,28, 0B, 3A,B0,F3,FE, 29, 3E, 28, 38, 02
110 DATA 3E,50,32,36,D1,21,00,00,11,00,00,CD,20,D0,FB,C9
120 DATA AF, 32,37,D1,32,38,D1,22,39,D1,ED, 53, 38B,D1, 7C, 82
130 DATA CB, 3F, 3D, 67, 3C, 3C, 57, 7D, 83,CB, 3F, 3D, 6F, 3C, 3C, 5F
140 DATA CD,98,DO,CD, 5F, DO, CD, 6E,DO,CD, 98,D0,CD, 7D, DO, CD
150 DATA 8A,DO, 20,EF, 2A,39,D1,ED, 5B, 3B,D1,CD, 98,D0,C9, 3A
160 DATA 3A,D1,BC,30,03,25,14,C9,3E,01,32,37,D1,C9, 3A, 39
170 DATA D1,BD, 30,03, 2D, 1C,C9, 3E, 01, 32,38,D1,C9,F5,E5,21
180 DATA 00,10,2B,7C,B5,20,FB,E1,F1,C9,3A,37,D1,FE, 01, 28
190 DATA 01,C9, 3A,38,D1,FE,01,C9,C5,D5,E5,CD,F6,D0, 7A, 94
200 DATA 3D, 47,C5,3E,18,D3,98,E3,E3,3E,17,D3,98,E3,E3,10
210 DATA ¥8,3E,19,D3,98,C1,6B,CD,F6,D0,3E,1A,D3,98,E3,E3
220 DATA 3E,17,D3,98,E3,E3,10,F8, 3E, 1B,D3,98,E1,D1,D5,E5
230 DATA 7B, 95,3D,47,7A,94, 3D, 4F, 2C,CD,F6,D0, 3E,16,D3, 98
240 DATA C5,41, 3E,20,D3,98,E3,E3,10,F8, 3E,16,D3,98,2C,C1
250 DATA 10,E7,E1,D1,C1,C9,F5,C5,D5,E5,EB, 21, 00,00, 7B, B7
260 DATA 28,0C,D5,47,3A,36,D1,5F,16,00,19,10,FD,D1, 7A,B7
270 DATA 28,04,5F,16,00,19,CD,1E,D1,E1,D1,C1,F1,C9, 3A, 2D
280 DATA 00,B7,28,07,AF,D3, 99, 3E, 8E,D3, 99, 7D, D3, 99, 7C,E6
290 DATA 3F,F6,40,D3,99,C9,00,00,00,00,00,00,00,00

Listagem do programa de teste:

10 BLOAD"PROGS8.BIN"

20CLS

30 X1=0:Y1=0:X2=39:Y2=20

40 POKE&HDO016,Y1:POKE&HD017,X1:POKE&HD019,Y2:POKE&HDO1A,X2
50 DEFUSR=&HD000:Z=USR(0)

60 IFINKEY$=""THENG0

COMENTARIOS SOBRE
O PROGRAMA QUE IMPLEMENTA JANELAS

Repare que nalinha 40 da listagem do programa de teste informamos a rotina da janela as co-
ordenadas da janela desejada. Como vocé podera perceber através da listagem do cédigo-
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fonte, n&o existe nenhum teste para as coordenadas da janela, portanto, seja cauteloso e use-
as como o faria no BASIC (x entre 0 e 39 em 40 colunas, entre 0 @ 79 em 80 colunas e y en-
tre 0 @ 23).

NOVOS METODOS PARA LIMPAR O VIDEO

Até aqui, vocé ja tem rotinas para inversao de video, para arquivo/recuperagao de telas, para
criagdo de janelas e para alguns efeitos especiais (rotagdes de telas). Vocé ja tem tudo para
implementar menus nos seus programas, mas, que tal continuarmos com mais alguns efeitos
espaeciais? O que vocé acha de usar as rotinas de rotagdo para limpar a tela, ao invés de rota-
la? Imagine o seu micro,para limpar a tela,empurrando os caracteres para a esquerda, para a
direita, para cima ou, ainda, para baixo. Seria um efeito interessante, ndo? Vamos entéo a
apresentagdo das rotinas, comegando por aquela que LIMPA a tela deslocando-a para a es-
querda.

O PROGRAMA PARA LIMPAR
O VIDEO DESLOCANDO A TELA PARA A ESQUERDA

Listagem em assembly Z-80 do cédigo-fonte do programa para LIMPAR a tela deslocan-
do-a para a esquerda:

;programa para limpar a tela - esquerda.
;Compilar com o programa GEN80.COM usando a seguinte
;sintaxe:

:,GENBO PROG9.BIN=PROG9.GEN

;onde PROG9.GEN & o nome do arquivo-texto com esta listagem

versao equ #002d

linlen equ #13b0

txtnam equ #13b3

valtyp equ #1663

argusr equ #718

txtcgp equ #3b7
defb #fe ;simula em CP/M
defw inicio ;0 cabecalho de
defw  fim ;um arquivo
defw inicio ;-BIN

org #d000



inicio

inicio1
inicio2

loop1

cp
ret

push

or
ir

cp
ir

ir

Id
Id

pop
di

push

a,(valtyp)
#02

nz
a,(argusr)
af
a,(versao)
a
Z,inicio1
a,(linlen)
41
c,inicio1
a,80
inicio2

a,40
(numcaol),a

af

b,a

bc
hi,(txtnam)
a,(numcol)
e,a

d,#00

b,24

be
setvdprd
a,(numcol)
de

hl
hl,bufferlinha
b,a

lelinha
a,(numcol)
hl,bufferlinha
8,a

d,#00
a,#20
hl,de

(hl).a
hi

de
setvdpwt
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;verifica parametro

;6 inteiro?

;N&o, volta para o BASIC
;a=nUmero de rotagdes

;salva nimero de rotagbes
;a=versao do MSX

;6 igual a zero (MSX 1)?

;Sim, vai para inicio1

;0 MSX 2 esta em 80 colunas?

;Nao, pula para inicio1

;Sim, a=80 colunas

;pula para inicio2 por ser
MSX 2

;a=40 colunas

;coloca o nim. de colunas em
;numcol

;recupera o nim. de rotagbes
;desabilita as interrupgbes
;b=nUmero de rotagdes
;salva contador externo
;hi=end. tabela de nomes
;a=num. de colunas
;de=nlm. de colunas

;b=24 linhas na tela

;salva contador intermediario
;prepara o VDP para leitura
;a=nlm. de colunas

;salva de

;salva hl

;hl aponta para o buffer
;b=nUm. de colunas

;16 uma linha

;a=num. de colunas

;hl aponta para o buffer
;de=nim. de colunas
;a=carac. espago em branco
;hl=aponta para o fim da
linha+1

;coloca um espaco na ult.
;posicdo

;recupera hi

;recupera de

prepara o VDP para escrita
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push de ;salvade
push  hl ;salva hl
Id hl,bufferlinha+1 ;hl aponta para o buffer+1
Id a,(numcol) ;a=n0m. de colunas
Id b,a ;b=nlm. de colunas
call esclinha ;envia a linha ja rotada
pop hl ;recupera hl
pop de ;recuperade
add hl,de ;hl aponta para a préx. linha
pop bc ;recupera be
djnz loop2 ;repete para as demais linhas
pop bc ;recupera be
djnz loop1 ;repete até terminar todas

;as rotagbes

ei ;habilita as interrupgdes
ret ;retorna ao BASIC

lelinha
in a,(#98) ;& o carac. da VRAM
Id (hl),a ;salva-o no buffer
inc hl ;incrementa o ponteiro
djnz lelinha ;prepara a préxima leitura
ret ;retorna

esclinha
Id a,(hl) ;l& o carac. do buffer
out (#98),a ;escreve-o na VRAM
inc hi ;incrementa o ponteiro
djnz esclinha ;prepara a préxima escrita
ret sretorna

setvdprd
Id a,(versao) ;obtém a versdo do MSX
or a 6 MSX1?
jr z,rdvram1 ;Sim, vai para rdvram1
xor a ;:N&o, inicializa o VDP
out (#99),a ;do MSX2
Id a,#8e
out (#99),a :

rdvram1 Id a,l sinfforma ao
out (#99),a ;VDP o enderego na
Id a,h ;VRAM onde seré

and #3f ;lido o dado
out (#99),a ;
ret
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setvdpwt
Id a,(versao) ;obtém a versdo do MSX
or a @ MSX1?
jr z,wtvram1 ;Sim, vai para wtvram1
xor a ;N3o, inicializa o VDP
out (#99),a ;do MSX2
id a,#8e
out (#99),a

wivram1 id a,l ;informa ao
out (#99),a ;VDP o enderego na
Id ah ;VRAM onde o
and #3f ;dado sera
or #40 ;gravado
out (#99),a .
ret

bufferlinha defs 81

numcol defb #00

fim equ $

Listagem em linhas DATA do cédigo-objeto do programa para LIMPAR a tela deslocan-
do-a para a esquerda:

10 FOR A%=gHD0O00 TO &HDOF6

20 READ B$

30 POKE A%, VAL ("&H"+B$)

40 NEXT A%

50 BSAVE "PROGY.BIN", &§HD00O, SHDOF6

100 DATA 3A,63,F6,FE, 02,C0,3A,F8,F7,F5, 3A, 2D, 00, B7, 28, OB
110 DATA 3A,BO,F3,FE, 29,38, 04, 3E, 50,18, 02, 3E, 28, 32, F5, DO
120 DATA F1,F3,47,C5,2A,B3,F3,3A,F5,D0, 5F, 16, 00, 06,18, C5
130 DATA CD, 76,D0, 3A,F5,D0, D5, E5, 21,A4, D0, 47, CD, 68, DO, 3A
140 DATA FS5,DO, 21,Ad4,DO, 5F, 16, 00, 3E, 20,19, 77,E1, D1, CD, 8C
150 DATA DO,D5,ES,21,A5,DO0, 3A,F5,D0,47,CD, 6F,D0,E1,D1,19
160 DATA C1,10,CC,C1,10,BD,¥B,C9,DB, 98, 77,23, 10,FA, C9, 7&
170 DATA D3, 98,23,10,FA,C9, 3a, 2D, 00,B7, 28, 07, AF, D3, 99, 3E
180 DATA 8E,D3,99,7D,D3,99, 7C,E6, 3F,D3, 99,C9, 3A, 2D, 00, B7
190 DATA 28,07,AF,D3, 99, 3E, 8E,D3, 99, 7D, D3, 99, 7C, E6, 3F, F6
200 DATA 40,D3, 99,C9, 00,00, 00, 00, 00,00, 00, 00, 00, 00, 00, 00
210 DATA 00,00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00
220 DATA 00,00, 00,00, 00,00, 00,00, 00,00, 00,00, 00,00, 00, 00
230 DATA 00,00, 00,00, 00,00, 00,00, 00, 00, 00, 00, 00, 00, 00, 00
240 DATA 00,00, 00,00, 00,00, 00,00, 00, 00, 00, 00, 00, 00, 00, 00
250 DATA 00, 00,00, 00, 00, 00, 00
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O PROGRAMA PARA LIMPAR
O VIDEO DESLOCANDO A TELA PARA A DIREITA

Listagem em assembly Z-80 do cédigo-fonte do programa para limpar a tela deslocan-
do-a para a direita:

;programa para limpar a tela - direita
;Compilar com o programa GEN80.COM usando a seguinte
;sintaxe:

.GEN80 PROG10.BIN=PROG10.GEN

;onde PROG10.GEN é o nome do arquivo-texto com esta

listagem
versao equ #002d
linlen equ #{3b0
txtnam equ #3b3
valtyp equ #1663
argusr equ #718
txtcgp equ #13b7
defb #fe ;simula em CP/M
defw inicio ;o0 cabecalho de
defw  fim ;um arquivo
defw inicio .BIN
org #d000
inicio
id a,(valtyp) yverifica parametro
cp #02 ;6 inteiro?
ret nz ;Néo, volta para o BASIC
Id a,(argusr) ;a=nlmero de rotagdes
push  af ;salva nimero de rotagGes
Id a,(versao) ;a=versdo do MSX
or a ;6 igual a zero (MSX 1)?
ir z,inicio1 ;Sim, vai para inicio1
Id a,(linlen) ;0 MSX 2 esta em 80 colunas?
cp 41
ir c,inicio1 ;N&o, pula para inicio1
Id a,80 ;Sim, a=80 colunas
ir inicio2 ;pula para inicio2 por ser
;MSX 2

iniciot Id a,40 ;a=40 colunas



inicio2

loop1

loop2

Id

pop
di

push
Id

Id

id

Id

Id
push
call

push
push
Id

Id
call
Id

Id
Id
add
Id
Id
Id

pop
pop
call

push
push
Id

Id

Id
call
pop
pop
add
pop
djnz
pop
djnz

ei
ret

(numcol),a
af

b,a

bc
hl,(txtnam)
a,(numcol)
a,a

d,#00

b,24

bc

setvdprd
a,(numcol)
de

hl
hl,bufferlinha+1
b,a

lelinha
a,(numcol)
hl.bufferlinha
e,a

d,#00

hl,de

a,#20
hl,bufferlinha
(h),a

hl

de
setvdpwt
de

hi
hl,bufferlinha
a,(numcol)
b,a
esclinha

hl

de

hl,de

be

loop2

be

loop1
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;coloca o nim. de colunas em
;numcol

;recupera o num. de rotagbes
;desabilita as interrupgbes
;b=nimero de rotagbes

;salva contador externo
;hi=end. tabela de nomes
;a=nlm. de colunas

;de=nUm. de colunas

;b=24 linhas na tela

;salva contador intermediario
;prepara o VDP para leitura
;a=n0m. de colunas

;salva de

;salva hl

;hl aponta para o buffer+1
;b=nUm. de colunas

;18 uma linha

;a=nlm. de colunas

;hl aponta para o buffer
;de=nlm. de colunas

;hl aponta para o Glt. carac.
;a=carac. espago em branco
;hl aponta para o buffer
;coloca o espago na primeira
;posigao

;recupera hi

;recupera de

;prepara o VDP para escrita
;salva de

:salva hl

;hl aponta para o buffer
;a=nUm. de colunas

;b=n0m. de colunas

;envia a linha ja rotada
;recupera hl

;recupera de

;hl aponta para a préx. linha
;recupera bc

;repete para as demais linhas
;recupera bc

;repete até terminar todas
;as rotagbes

;habilita as interrupgdes
;retorna ao BASIC
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lelinha

esclinha

setvdprd

rdvram1

setvdpwt

wtvram1

in

inc
djnz
ret

out
inc
djnz
ret

or
jr
xor
out
Id
out
id
out
Id
and
out
ret

or
jr
xor
out
id
out
Id
out

and
or
out
ret

a,(#98)
(hl),a
hl
lelinha

a,(hl)
(#98),a
hl
esclinha

a,(versao)
a
z,rdvram1
a

(#99),a
a,#8e
(#99),a
a,l
(#99),a
a,h

#3f
(#99),a

a,(versao)
a
z,wivram1
a

(#99),a
a,#8e
(#99),a
a,l
(#99),a
a,h

#3f

#40
(#99),a

;| o carac. da VRAM
;salva-o no buffer
;incrementa o ponteiro
;prepara a préxima leitura
;retorna

;1 o carac. do buffer
;escreve-o na VRAM
;incrementa o ponteiro
;prepara a préxima escrita
yretorna

;obtém a versdo do MSX
;6 MSX1?

;Sim, vai para rdvram1
;N&o, inicializa o VDP
;do MSX2

sinforma ao

;VDP o enderego na
;VRAM onde sera
;lido o dado

;obtém a versdo do MSX
6 MSX1?

;Sim, vai para wivram1
;Nao, inicializa o VDP
:do MSX2

;infforma ao

;VDP o enderego na
;VRAM onde ©
;dado seré

;gravado
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bufferlinha defs 81
numcol defb #00
fim equ $

Listagem em linhas DATA do cédigo-objeto do programa para LIMPAR a tela deslocan-
do-a para a direita:

10 FOR A%=&HDO0O TO &HDOF9

20 READ B$

30 POKE A%, VAL ("&H"+BS)

40 NEXT A%

50 BSAVE "PROG10.BIN", §HD00O, §HDOF9

100 DATA 3A, 63,F6,FE, 02,C0, 3A,F8,F7,F5, 3A, 2D, 00, B7, 28, OB
110 DATA 3A,BO,F3,FE, 29, 38, 04, 3E, 50,18, 02, 3E, 28, 32, F8, DO
120 DATA F1,F3, 47,C5, 2A,B3,F3, 3A, F8, DO, 5F, 16, 00, 06, 18, C5
130 DATA CD,79,DO0,3A,F8,D0,D5,ES, 21,A8,D0,47,CD, 6B, DO, 3A
140 DATA F8,DO, 21,A7,DO,5F, 16,00,19, 3E, 20,21,A7,D0, 77,E1
150 DATA D1,CD, 8F,DO,D5,E5, 21,A7, D0, 3A,F8,D0, 47,CD, 72, D0
160 DATA E1,D1,19,C1,10,C9,C1,10,BA, FB,C9,DB, 98,77,23,10
170 DATA FA,C9,7E,D3, 98,23,10,FA, C9, 3A, 2D, 00, B7, 28, 07, AF
180 DATA D3, 99,3E, 8E,D3,99, 7D, D3, 99, 7C, E6, 3F, D3, 99,C9, 3A
190 DATA 2D, 00,B7,28,07,AF,D3, 99, 3E, 8E, D3, 99, 7D, D3, 99, 7C
200 DATA E6,3F,F6,40,D3,99,C9,00,00,00,00,00,00,00,00,00
210 DATA 00,00, 00,00, 00,00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00
220 DATA 00,00, 00, 00, 00, 00, 00,00, 00,00, 00, 00, 00, 00, 00, 00
230 DATA 00,00, 00,00, 00,00, 00,00, 00,00, 00,00, 00, 00, 00, 00
240 DATA 00,00, 00,00, 00,00, 00,00, 00, 00, 00, 00, 00, 00, 00, 00
250 DATA 00,00, 00,00, 00, 00, 00, 00, 00, 20

O PROGRAMA PARA LIMPAR
O VIDEO DESLOCANDO A TELA PARA CIMA

Listagem em assembly Z-80 do cédigo-fonte do programa para limpar a tela deslocan-
do-a para cima:

;programa para limpar a tela - para cima
;Compilar com o programa GEN80.COM usando a seguinte
;sintaxe:

;GEN80 PROG11.BIN=PROG11.GEN

;onde PROG11.GEN é o nome do arquivo-texto com esta
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slistagem

versao
linlen
txtnam
valtyp
argusr

txtegp

defb
defw
defw
defw

org
inicio

cp
ret

push
Id

or

jr

Id

cp

jr

Id

ir

inicio1 Id
inicio2 Id

pop
di
Id
Id
Id
Id
Idir
loop1 push
Id
Id
Id

#002d
#13b0
#13b3
#1663
#718

#13b7

equ
equ
equ
equ
equ
equ

itfe
inicio
fim
inicio

#d000

a,(valtyp)
#02

nz
a,(argusr)
af
a,(versao)
a

z,inicio1
a,(linlen)
41
c,iniciol
a,80
inicio2

a,40
(numcol),a

af

hl,primlinha
de,primlinha+1
be,79

(hl),#20

b,a

bc
hl,(txtnam)
a,(numcol)
e,a

;simula em CP/M
;0 cabecalho de
;um arquivo
.BIN

;verifica parametro

;6 inteiro?

;Nao, volta para o BASIC
;a=nlimero de rotagbes

;salva nimero de rotagbes
;a=versao do MSX

16 igual a zero (MSX 1)?

;Sim, vai para inicio1

;0 MSX 2 estd em 80 colunas?

:Nao, pula para inicio1

;Sim, a=80 colunas

;pula para inicio2 por ser
MSX 2

;a=40 colunas

;coloca o num. de colunas em
;numcol

;recupera o num. de rotagbes
;desabilita as interrupgdes

;hl aponta para primlinha
de=hl+1

;comp. de primlinha -1
;preenche primlinha com
;espagos

;b=nUmero de rotagbes
;salva contador externo
;hl=end. tabela de nomes
;a=nim. de colunas
;de=nUm. de colunas



loop2

lelinha

push
add
call

push
push

call

pop

pop
xor

sbe

call
push
push
Id

Id

Id
call
pop
pop
add
pop
djnz
call
Id

id

call

pop
djnz

ei
ret

in

Id
inc
djnz
ret

d,#00

b,23

bec

hl,de
setvdprd
a,(numcol)
de

hi
hl,butferlinha
b,a

lelinha

hi

de

a

hl,de

setvdpwt
de

hl
hl,bufferlinha
a,(numcol)
b,a
esclinha

hi

de

hl,de

bc

loop2
setvdpwt
hl,primlinha

a,(numcol)
b,a
esclinha
bec

loop1

a,(#98)
(hl),a
hi
lelinha

0 VIDEO

;b=24 linhas natela

;salva contador intermediério
;hl aponta para a préx. linha
;prepara o VDP para leitura
;a=nUm. de colunas
;salvade

;salva hl

;hl aponta para o buffer
;b=n0m. de colunas

;1& uma linha

;recupera hl

;recuperade

;zera a flag de carry

;hl aponta para a linha
;anterior

;prepara o VDP para escrita
;salvade

;salva hl

;hl aponta para o buffer
;a=nUm. de colunas
;b=nUm. de colunas

;envia a linha

;recupera hl

;recupera de.

;hl aponta para a préx. linha
;recupera be

;repete para as demais linhas
;prepara o VDP para escrita
;hl aponta para o buffer
;primlinha

;a=num. de colunas

:b=nl0m. de colunas
;escreve uma linha de espagos
;recupera be

;repete até terminar todas
;as rotagbes

;habilita as interrupgdes
;retorna ao BASIC

;16 o carac. da VRAM
;salva-o no buffer
;incrementa o ponteiro
;prepara a préxima leitura
;retorna

55
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esclinha
Id a,(hl)
out (#98),a
inc hl
djnz esclinha
ret
setvdprd
Id a,(versao)
or a
jr z,rdvram1
xor a
out (#99),a
Id a,#8e
out (#99),a
rdvram1 Id a,l
out (#99),a
Id a,h
and #3f
out (#99),a
ret
setvdpwt
Id a,(versao)
or a
ir zwtvram1
xor a
out (#99),a
Id a,#8e
out (#99),a
witvram1i Id a,l
out (#99),a
Id ah
and #3t
or #40
out (#99),a
ret
bufferlinha defs 80
primlinha defs 80
numcol defb #00

fim equ $

;16 o carac. do buffer
;escreve-0 na VRAM
;incrementa o ponteiro
;prepara a proxima escrita
;retorna

;obtém a versdo do MSX
6 MSX1?

;Sim, vai para rdvram1
;N&o, inicializa o VDP
:do MSX2

;informa ao

;VDP o enderego na
;VRAM onde sera
;lido o dado

;obtém a versdo do MSX
6 MSX1?

;Sim, vai para wtvram1
;:Nao, inicializa o VDP
;do MSX2

;informa ao

;VDP o enderego na
;VRAM onde o
;dado serd

;gravado
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Listagem em linhas DATA do cédigo-objeto do programa bara LIMPAR a tela deslocan-
do-a para cima:

10 FOR A%=&HD00O TO &HD156

20 READ B$

30 POKE A%, VAL ("&H"+BS)

40 NEXT A%

50 BSAVE "PROG11.BIN", §HDOO0O, GHD156

100 DATA 3A, 63,F6,FE, 02,C0, 3A,F8,F7,F5, 3A, 2D, 00, B7, 28, OB
110 DATA 3A,BO,F3,FE, 29,38, 04,3E, 50,18, 02, 3E, 28, 32, 55, D1
120 DATA F1,F3,21,05,D1,11,06,D1,01, 4F, 00, 36, 20, ED, BO, 47
130 DATA C5,2A,B3,F3, 3a,55,D1, 5F, 16,00, 06,17,C5,19, CD, 87
140 DATA DO, 3A, 55,D1,D5,ES, 21,B5,D0,47,CD, 79, DO, E1, D1, AF
150 DATA ED, 52,CD, 9D, DO, D5, ES, 21, B5, DO, 3A, 55, D1, 47, CD, 80
160 DATA DO,E1,D1,19,C1,10,D5,CD, 9D, D0, 21,05, D1, 3A, 55, D1
170 DATA 47,CD, 80,D0,C1,10,B9,FB,C9,DB, 98,77, 23,10, FA, C9
180 DATA 7E,D3, 98,23,10,FA,C9, 3A, 2D, 00, B7, 28, 07, AF, D3, 99
190 DATA 3E, 8E,D3,99,7D,D3, 99, 7C, E6, 3F, D3, 99, C9, 3A, 2D, 00
200 DATA B7,28,07,AF,D3, 99, 3E, 8E, D3, 99, 7D, D3, 99, 7C, E6, 3F
210 DATA F6,40,D3,99,C9,00,00,00,00,00,00,00, 00,00, 00, 00
220 DATA 00,00, 00,00, 00,00, 00,00, 00,00, 00, 00, 00, 00, 00, 00
230 DATA 00,00, 00,00, 00,00, 00,00, 00,00, 00, 00, 00, 00, 00, 00
240 DATA 00,00, 00,00, 00,00, 00,00, 00,00, 00, 00, 00, 00, 00, 00
250 DATA 00,00, 00,00, 00,00, 00,00, 00,00, 00,00, 00, 00, 00, 00
260 DATA 00,00, 00,00, 00,00, 00,00, 00,00, 00,00, 00, 00, 00, 00
270 DATA 00,00, 00,00, 00,00, 00,00, 00,00, 00, 00, 00, 00, 00, 00
280 DATA 00,00, 00,00, 00,00, 00,00, 00, 00, 00, 00, 00, 00, 00, 00
290 DATA 00,00, 00,00, 00,00, 00,00, 00,00, 00,00, 00, 00, 00, 00
300 DATA 00,00, 00,00, 00,00, 00,00, 00, 00, 00, 00, 00, 00, 00, 00
310 DATA 00, 00,00, 00,00, 00, 00

O PROGRAMA PARA LIMPAR
O VIDEO DESLOCANDO A TELA PARA BAIXO

Listagem em assembly Z-80 do cédigo-fonte do programa para limpar a tela deslocan-
do-a para baixo:

;programa para limpar a tela - baixo
;Compilar com o programa GEN80.COM usando a seguinte
;Sintaxe:

‘GEN80 PROG12.BIN=PROG12.GEN

;onde PROG12.GEN é o0 nome do arquivo-texto com esta
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Jlistagem

versao
linlen
txtnam

valtyp
argusr

ixtegp

inicio

inicio1
inicio2

loop1

calult

defb
defw
defw
defw

org

cp
ret
Id
push
Id
or
ir
Id
cp
ir
Id

Id

pop
di

push

Id

add
djnz
push

equ #002d
equ #13b0
equ #{3b3
equ #{663
equ #718

equ #3b7

#te
inicio
fim
inicio

#d000

a,(valtyp)
#02

nz
a,(argusr)
af
a,(versao)
a

Z,inicio1
a,(linlen)
41
c,inicio1
a,80
inicio2

a,40
(numcol),a

af

b,a

be
hl,(txtnam)
a,(numcol)
e,a

d,#00

b,23

hl,de
calult

de

;simula em CP/M
;0 cabecalho de
;um arquivo
;-BIN

;verifica parametro

;6 inteiro?

;Nao, volta para o BASIC
;a=nlimero de rotagbes

;salva nimero de rotagbes
;a=versdo do MSX

;6 igual a zero (MSX 1)?

;Sim, vai para inicio1

;0 MSX 2 est4 em 80 colunas?

;Nao, pula para inicio1

;Sim, a=80 colunas

;pula para inicio2 por ser
"MSX 2

;a=40 colunas

;coloca o num. de colunas em
snumcol

;recupera o nim. de rotagdes
;desabilita as interrupgbes
;b=nimero de rotagbes
;salva contador externo
;hi=end. tabela de nomes
;a=ndm. de colunas
;de=nUm. de colunas

;b=nlm. de linhas-1
;calcula o enderego da
;ultima linha

;salvade



loop2

push

Id
Id
Idir
pop

pop
Id

push
xor
sbc
call
Id
push
push

Id
call

pop
pop
add
call
push
push
Id

Id

Id
call
pop
pop
xor
sbe
pop
djnz
call
Id

Id
call
pop
djnz

ei
ret

hl

hl,ultlinha
de,ultlinha+1
be,79
(hl),#20

hi

de

b,23

bc

a

hl,de
setvdprd
a,(numcol)
de

hl
hl,bufferlinha
b,a

lelinha

hi

de

hl,de
setvdpwt
de

hl
hl,bufferlinha
a,(numcol)
b,a
esclinha

hl

de

a

hl,de

be

loop2
setvdpwt
hl,ultlinha

a,(numcol)
b,a
esclinha
be

loop1

0 VIDEO

;salva hl

;hl aponta para ultlinha
;de=hl+1
;bc=comp. da linha-1
;preenche com espacgos
;recupera hi

;recupera de

;b=23 linhas na tela

;salva contador intermediario
;zera a flag de carry

;hl aponta para a linha ant.
;prepara o VDP para leitura
;a=nlm. de colunas

;salva de

;salva hl

;hl aponta para o buffer
;b=n0m. de colunas

;1@ uma linha

;recupera hl

;recupera de

;hl aponta para a préx. linha
;prepara o VDP para escrita
;salva de

;salva hl

;hl aponta para o buffer
;a=n0m. de colunas
;b=n0m. de colunas

;envia a linha

;recupera hl

;recupera de

;zera a flag de carry

;hl aponta para a linha ant.
;recupera be

;repete para as demais linhas
;prepara o VDP para escrita
;hl aponta para o buffer
;primlinha
;a=n0m., de colunas
;b=n0m. de colunas
;escreve uma linha de espagos
;recupera bc

;repete até terminar todas
,as rotagdes

;habilita as interrupgdes
;retorna ao BASIC

59
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lelinha
in
Id
inc
djnz
ret

esclinha

out
inc
djnz
ret

setvdprd

or
jr
xor
out
Id
out
rdvram1 Id
out
Id
and
out
ret

setvdpwt

or
ir
xor
out
Id
out
wtvram1 Id
out
Id
and
or
out
ret

a,(#98)
(hl),a
hl
lelinha

a,(hl)
(#98),a
hl
esclinha

a,(versao)
a
z,rdvram1
a

(#99),a
a,i8e
(#99),a
a,l
(#99),a
a,h

#3f
(#99),a

a,(versao)
a
z,witvrami
a

(#99),a
a,#8e
(#99),a
a,l
(#99),a
a,h

#3f

#40
(#99),a

;16 o carac. da VRAM
;salva-o no buffer
;incrementa o ponteiro
;prepara a préxima leitura
;retorna

;18 o carac. do buffer
:escreve-o na VRAM
;incrementa o ponteiro
;prepara a préxima escrita
retorna

;obtém a versdo do MSX
6 MSX1?

;Sim, vai para rdvram1
:Nao, inicializa o VDP
;do MSX2

sinforma ao

;VDP o enderego na
;VRAM onde sera
;lido o dado

;obtém a versdo do MSX
6 MSX1?

;Sim, vai para wtvram1
:Nao, inicializa o VDP
;do MSX2

;informa ao

;VDP o enderego na
:VRAM onde o
;dado sera

;gravado
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bufferlinha defs 80
ultlinha defs 80
numcol defb #00
fim equ $

Listagem em linhas DATA do cédigo-objeto do programa para limpar a tela deslocando-
a para balxo:

10 FOR A%=&HDOOO TO &HD161

20 READ BS

30 POKE A%, VAL ("&H"+BS)

40 NEXT A%

50 BSAVE "PROG12.BIN", §HDOOO, &HD161

100 DATA 31,63,F6,FE,02.C0,3A,F3,F7,F5,3ﬁ,2b,00,87,23,05
110 DATA 3A,BO,F3,FE,29,38,04,3E,50,18,02,3E,28,32,60,D1
120 DATA TI,F3,47,CS,2A,BB,F3,3A,60,D1,5F,15,00,06,17,19
130 DATA 10,?0,D5,E5,21,10,D1,11,11,01,01,4F,00,35,20,ED
140 DATA BO,El,Dl,06,17,C5,AF,ED,52,CD,92,D0,3A,GO,Dl,DS
150 DATA E5,21,CO,DO,47,CD,84,D0,E1,D1,19,CD,AB,DO,D5,E5
160 DATA 21,CO,D0,3A,60,D1,47,CD,BB,DO,EI,Dl,AF,ED,SZ,Cl
170 DATA 10,D3,CD,AB,D0,21,10,01,31,SO,D1,47,CD,SB,D0,CI
180 DATA IO,AI,FB,CQ,DB,98,77,23,10,FA,CQ,7E,D3,98,23,10
190 DATA PI,CQ,3&,2D,00,B?,28,07,AF,D3,99,3E,3E,D3,99,7D
200 DATA D3,99,7C,E6,3F,D3,99,09,31,2D,00,BT,28,07,AF,D3
210 DATA 99,3E,BE,D3,99,TD,D3,99,TC,EG,BF,FG,IO,DB,99,09
220 DATA 00,00,00,00,00,00,00,00,00,00,00,00,00,00,00,00
230 DATA 00,00,00,00,00,00,00,00,00,00,00,00,00,00,00,00
240 DATA 00,00,00,00,00,00,00,00,00,00,00,00,00,00,00,00
250 DATA 00,00,00,00,00,00,00,00,00,00,00,00,00,00,00,00
260 DATA 00,00,00,00,00,00,00,00,00,00,00,00,00,00,00,00
270 DATA 00,00,00,00,00,00,00,00,00,00,00,00,00,00,00,00
280 DATA 00,00,00,00,00,00,00,00,00,00,00,00,00,00,00,00
290 DATA 00,00,00,00,00,00,00,00,00,00,00,00,00,00,00,00
300 DATA 00,00,00,00,00,00,00,00,00,00,00,00,00,00,00,00
310 DATA 00,00,00,00,00,00,00,00,00,00,00,00,00,00,00,00
320 DATA 00,00

COMENTARIOS SOBRE
OS PROGRAMAS PARA LIMPAR O VIDEO

Até agora, vimos quatro programas que limpam a tela deslocando-a numa determinada
diregdo. Agora, gostaria de apresentar uma rotina de um efeito que sempre me impressionou:
limpar a tela como se estivéssemos fechando uma persiana. A rotina que apresento neste
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capitulo tem um funcionamento bem simples, que consiste na rotagac para cima dos dese-
nhos de cada um dos 256 caracteres.

LIMPANDO A TELA COM EFEITO PERSIANA

Na verdade, o termo rotagao esta mal empregado, ja que existe uma rotagao paracimase-
guida de um preenchimento com zeros de todos os 8 bits que formam o Ultimo byte do dese-
nho. "Mas, por que com zeros?" Vocé deve estar lembrado, quando vimos a tabela de padrdes,
que o VDP "acende” os bits iguais a 1 dos 8 bytes que formam o desenho de um caractere.
Dito isto, o que nés temos que fazer é ir preenchendo paulatinamente com zeros os bits que
constituem os bytes que formam os desenhos. Vamos pegar o exemplo da letra A. A rotina ob-
teria 0 desenho da letra A (mostrado no inicio deste capitulo) e, no final da primeira iteragao,
modificaria o desenho para:

1a. lteragéo:

01001000
10000100
10000100
11111100
10000100
10000100
00000000
00000000

Na segunda iteragao, o desenho ja seria:
2a. lteragao:

10000100
10000100
11111100
10000100
10000100
00000000
00000000
00000000

E assim continua até que, no final da oitava e Gltima iteragao, o desenho seria:
8a. lteragéo:

00000000

00000000

00000000
00000000
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00000000
00000000
00000000
00000000

"Mas, Eduardo, nés estamos modificando os desenhos dos caracteres, e nio a tabela de
nomes, que é o que efetivamente mapeia o que aparece no video!" Vocé est4 absolutamente
certo. Por isso, no final desta rotina, temos de LIMPAR efetivamente a tela, preenchendo ata-
bela de nomes com espagos e restaurar os desenhos originais de todos os caracteres. Estas
duas Gltimas etapas sao executadas com chamadas as rotinas CLS e INITXT, respectiva-
mente, na ROM BIOS do seu MSX. Apresentada a teoria, vamos 4 listagem da rotina.

O PROGRAMA QUE LIMPA
O VIDEO COM EFEITO PERSIANA

Listagem em assembly Z-80 do c6digo-fonte do programa para limpar a tela com efeito
persiana:

;programa para limpar a tela - persiana
;Compilar com o programa GEN80.COM usando a seguinte
;sintaxe:

;G EN80 PROG13.BIN=PROG13.GEN

;onde PROG13.GEN é o nome do arquivo-texto com esta

Jlistagem

versao equ #002d

cls equ #00c3

initxt equ #006¢

linlen equ #3b0

txtnam equ #13b3

valtyp equ #1663

argusr equ #718

txtegp equ #3b7
defb #fe ;simula em CP/M
defw inicio ;0 cabecalho de
defw  fim ;um arquivo
defw inicio ;-BIN

org #d000



64 Guia do Programador MSX

CAP.1
inicio
di ;desabilita as interrupgdes
id hl,(txtcgp) ;hi=end. tab. de formagao dos
;caracteres
Id a,(versao) ;a=versdo do MSX
or a ;8 igual a zero (MSX 1)?
jr z,inicio1 ;Sim, vai para inicio1
Id a,(linlen) ;0 MSX 2 est4 em 80 colunas?
cp 41
ir c,iniciot ;N&o, pula para inicio1
add hi,hl ;Sim, calcula novo end. na
:VRAM
iniciol id (endtab),hl ;salva o end. da tabela
Id b,#08 ;b=nim. de bytes por carac.
loop0 push bc ;salva nim.de bytes por carac.
Id b,#00 ;b=256 repetigbes=nim. de
caracteres
Id hl,(endtab) ;obtém o end. da tabela em hi
Id de, #0008 :de=bytas por desenho de
carac.
loop1 push bec ;salvabe
push de ;salvade
push  hi ;salva hl
call setvdprd ;prepara o VDP para leitura
Id b,#08 ;b=nlm. de bytes por desenho
;de caractere
Id hl,buffer ;hl aponta para o buffer
call lelinha ;& um desenho de carac.
Id (hl),#00 ;coloca um espago no buffer
pop hi ;recupera valor antigo de hl
push hi #Aorna a salvar
call setvdpwt ;prepara o VDP para escrita
id b,#08 ;b=n0m. de bytes por desenho
:de caractere
id hi,buffer+#01 ;hl aponta para buffer+#01
call esclinha ;escreve o novo desenho
pop hi ;recupera os
pop de ;registros
pop be ;salvos anteriormente
add hl,de ;hl aponta para o préximo
:desenho
djnz loop1 ;repete para todos os 256
;caracteres
call espera ;retardo para tornar o efeito
visivel
pop bc ;recupera o contador externo

djnz loop0 ;repete enquantob <> 0



espera

esperal

lelinha

esclinha

setvdprd

rdvram1i

setvdpwt

ei
call
call

ret

dec
Id
or

jr

ret

in

Id
inc
djnz
ret

out
inc
djnz
ret

or
ir
xor
out
Id
out
Id
out
id
and
out
ret

cls
initxt

hl, #1000

hl

ah

|
nz,esperal

a,(#98)
(hl),a
hl
lelinha

a,(hl)
(#98),a
hi
esclinha

a,(versao)
a
Z,rdvrami
a

(#99),a
a#8e
(#99),a
a,l
(#99),a
ah

#3f
(#99),a

;habilita as interrupgbes
Jlimpa realmente a tela
:restabelece os desenhos
;originais

:volta para o BASIC

;altere este valor para uma
velocidade diferente
;decrementa hl

;0 testa para

;ver se hl=0

;Se nao for, volta para
;esperail

;Se for, volta para a rot.
;principal

18 o carac. da VRAM
;salva-o no buffer
;incrementa o ponteiro
:prepara a préxima leitura
;retorna

;16 o carac. do buffer
;escreve-o na VRAM
:incrementa o ponteiro
;prepara a préxima escrita
;retorna

:obtém a versdo do MSX
6 MSX17?

;Sim, vai para rdvram1
:Néo, inicializa o VDP
:do MSX2

sinforma ao

;VDP o enderego na
:VRAM onde sera
:lido o dado
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Id a,(versao) ;obtém a versdo do MSX
or a 6 MSX1?
jr z,wtvram1 ;Sim, vai para wtvram1
xor a ;Nao, inicializa o VDP
out (#99),a ;do MSX2
Id a,#8e
out (#99),a
witvram1 Id a,l ;informa ao
out (#99),a ;VDP o enderego na
Id ah ;VRAM onde o
and #3f ;dado sera
or #40 ;gravado
out (#99),a :
ret
endtab defw #0000
buffer defs 9
fim equ $

Listagem em linhas DATA do cédigo-objeto do programa para limpar a tela com efeito
persiana:

10 FOR A%=gHDO0O TO &HDOA1l

20 READ B$

30 POKE A%, VAL ("&H"+B$)

40 NEXT A%

50 BSAVE "PROG13.BIN", §HD00O, §HDOA1l

100 DATA F3,2A,B7,F3, 3A,2D, 00,B7, 28,08, 3A, B0, F3,FE, 29, 38
110 DATA 01,29,22,96,D0,06,08,C5,06,00,2A,96,D0,11, 08, 00
120 DATA Cc5,D5,ES,CD, 68,D0, 06,08, 21, 98, D0, CD, 5, DO, 36, 00
130 DATA El,E5,CD,7E, DO, 06, 08,21, 99,D0,CD, 61,D0,E1,D1,C1
140 DATA 19,10,DD,CD, 51,D0,C1,10,CE,FB, CD,C3, 00,CD, 6C, 00
150 DATA ¢9,21,00,10,2B,7C,B5,20,FB,C9,DB, 98, 77,23, 10,FA
160 DATA c9,7E,D3,98,23,10,FA,C9, 3A, 2D, 00,B7, 28,07, AF, D3
170 DATA 99, 3E, 8E, D3, 99, 7D, D3, 99, 7C,E§, 3F,D3, 99,C9, 3A, 2D
180 DATA 00,B7,28,07,AF,D3, 99, 3E, 8E,D3, 99, 7D, D3, 99, 7C, E6
190 DATA 3F,F6,40,D3,99,C9,00,00,00,00,00,00,00,00,00,00
200 DATA 00,99

Listagem do programa de teste:

10 CLS:WIDTH 40
20 BLOAD"PROGY.BIN™FILES:DEFUSR=&HD000:A=USR(40)
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30 BLOAD"PROG10.BIN":FILES:DEFUSR=&HD000:A=USR(40)
40BLOAD"PROG11.BIN":FILES:DEFUSR=&HD000:A=USR(24)
50 BLOAD"PROG12.BIN":FILES:DEFUSR=&HD000:A=USR(24)
60 BLOAD"PROG13.BIN":FILES:DEFUSR=&HD000:A=USR(0)

Rode o programa de teste acima e "curta” o efeito dos cinco novos CLS que vocé pode im-
plementar nos seus programas para dar aquele toque pessoal. Observe que nos quatro pri-
meiros programas (LIMPAR rotando a tela) o argumento indica o nimero de linhas/colunas a
LIMPAR. Alterando este argumento, vocé podera LIMPAR apenas parte da tela, preservando
as informagtes noutra parte.

A TELA GRAFICA DE ALTA RESOLUCAO (SCREEN 2)

Com os programas/rotinas anteriores encerramos a nossa exploragao das caracteristicas
do modo texto do MSX. A partir de agora, vamos nos dedicar ao entendimento do funciona-
mento do modo gréfico de alta resolugao (SCREEN 2 do BASIC). As rotinas apresentadas
neste livro sao basicas, possuindo uma finalidade puramente introdutéria. Acontece que as
principais caracteristicas deste modo s&o a cor e a animagao, principalmente nos jogos. Va-
mos entdo aos fundamentos deste modo de tela. Como ja sabemos, todos os modos de tela
apresentam pelo menos duas tabelas: a tabela de nomes, que contém um mapa do que apa-
rece @ como aparece na tela, e a tabela de padroes, que contém os desenhos de todos os ca-
racteres que aparecem na tela. O modo gréfico de alta resolugéo apresenta mais trés tabelas:
atabela de cores, que armazena os atributos de cor, a tabela de atributos dos sprites, que ar-
mazena os dados dos sprites como posigao e cor, e a tabela de padrdes dos sprites, que
contém os desenhos de todos eles. Antes de passar para o estudo de cada uma destas tabe-
las, vamos entender o mecanismo do modo gréfico de alta resolugao.

GERENCIAMENTO DA TELA GRAFICA

A tabela de padrbes deste modo apresenta uma extensao de 6Kb, ao contrario dos 2Kb
da mesma tabela no modo texto. "Quer dizer que, em vez de 256 caracteres, temos 256*3=768
caracteres?" Nao exatamente. Na verdade, a tela no modo gréfico de alta resolugéo pode ser
mentalizada como um conjunto de trés telas distintas, ou seja, como se atela real (aquela que
vemos) estivesse dividida em trés partes horizontais iguais. Esta divisao tem uma vantagem:
podemos definir trés conjuntos diferentes de 256 caracteres. Vejamos o caso de um jogo da
série Nemesis, da Konami. Neste tipo de jogo apresentam-se trés planos de agao: um supe-

' rior (geralmente a parte de cima de um tdnel), um mediano (geralmente um fundo preto com
estrelas e asterdides), e um inferior (geralmente a parte de baixo do tinel). Acho que agora
voca j4 esta entendendo por que os jogos com maior riqueza de detalhes tém aagéo se pro-
cessando lateralmente. "Mas, e se a ag&o do jogo se processar verticalmente?” Bem, nada im-
pede que a agao se desenrole no sentido vertical, s6 que, neste caso, os trés conjuntos de
caracteres terdo que ser rigorosamente iguais, ou seja, s6 poderemos ter 256 caracteres. Ob-
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serve que o termo caractere neste modo grafico faz referéncia a um desenho criado pelo
usudrio (ou programador do jogo), e no a um caractere pertencente ao conjunto ASCII, co-
mo por exemplo a letra A. No modo gréfico de alta resolugao (SCREEN 2), vocé nao é capaz
de imprimir um caractere na tela diretamente. Para fazer isso, vocé tera de abrir um canal (ins-
trugdo OPEN "GRP:" do BASIC) para o modo gréfico e imprimir na tela usando esse canal.
Tudo isso se torna necessério porque 0 modo grafico n@o possui desenhos predefinidos para
os caracteres, como acontece com o modo texto. Como natabelade padrdes do modo tex-
1o, a tabela de padrdes do modo grafico armazena os desenhos dos caracteres em matrizes
8x8 bits. Como o modo gréfico apresenta uma resolugéo horizontal de 256 pontos (pixais) e
vertical de 192 pontos, e j& que o desenho de cada caractere gasta 8 pixéis na vertical por 8
pixéis na horizontal, podemos ter 192/8=24 linhas @ 256/8=32 colunas. Desta forma, a tabela
de nomes dever4 ter um comprimento de 24*32«768 bytes. A vantagem do modo gréfico so-
bre 0 modo texto esta além de poder receber a definigéo de trés conjuntos distintos de 256
caracteres; esta na possibilidade de atribuir até 16 cores para cada caractere. "Como assim?”
Atabela de cores (inexistente no modo texto) tem exatamente 0 mesmo tamanho da tabela de
padrdes, de modo que, para cada byte na tabela de padrbes, existe um byte associado na ta-
bela de cores que define duas cores para o byte correspondente na outra tabela de padrdes:
uma cor para os bits iguais a 1 e outra para os bits iguais a 0. Como o desenho de cada ca-
ractere gasta 8 bytes, temos 8°2=16 cores possiveis para um caractere. Como no MSX 1 (e
no MSX 2 no modo gréfico 2) sé temos 16 cores, nos bastam 4 bits (2%=1 6) para representar
todas as cores. Tendo em vista que cada byte se constitui de 8 bits, o VDP obtém os 4 bits in-
feriores (nas posigbes de 0 a 3) para representar a cor dos bits iguais a zero do byte associa-
do natabela de padrées, e os 4 bits superiores (nas posigbes de 4 a 7) para representar a cor
dos bits iguais a 1 do byte associado na tabela de padrbes. Para entender melhor como fun-
ciona a tabela de padrdes e a tabela de cores, digite e execute o programa em BASIC abaixo:

10 SCREEN 2

20 REM A LINHA 40 DEFINE O 10. BYTE DO DESENHO DO

30 REM SEGUNDO CARACTERE

40 VPOKE &H8,&B10101010

50 REM A LINHA 70 DEFINE O 20. BYTE DO DESENHO DO

60 REM SEGUNDO CARACTERE

70 VPOKE &H9,4B01010101

80 REM AS LINHAS 100 E 110 DEFINEM AS CORES ASSOCIADAS AOS
90 REM BYTES &H8 E &H9 DA TABELA DE PADROES

100 VPOKE &H2008,&HF1:REM BITS 1=BRANCO BITS 0=PRETO
110 VPOKE &H2009,&H1F:REM BITS 1=PRETO BITS 0=BRANCO
120 GOTO 120

Vocé pode estar estranhando os enderegos usados. Acontece que atabela de padrbes se
inicia no enderego #0000 da VRAM e termina no endereco #17FF; ja a tabela de cores se ini-
cia no enderego #2000 da VRAM e termina no endereco #37FF. Mas, apés executar o progra-
ma, 0 que vocé vé na tela? Se vocé estiver usando um monitor de boa qualidade, vera que a
tela apresenta duas linhas paralelas exatamente iguais formadas por quatro pontos intercala-
dos. Por que isso, se os bytes colocados nos enderegos #0008 e #0009 (os dois primeiros
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bytes do desenho do segundo caractere) sdo diferentes? A resposta esté na cor dada aos bits
(pixéis) zero e um dos dois bytes. Observe que ao primeiro byte do desenho foi dada a cor
branca (&hf) para os bits iguais a 1 e preta (&h1) para os bits iguais a 0, e ao segundo byte foi
dada a cor preta (&h1) para os bits iguais a 1 e branca (&hf) para os bits iguais a 0. Devido a
esta inversao nas cores é que ocorre a ilusdo de que o primeiro e o segundo bytes do dese-
nho do segundo caractere na tabela de padrdes sao iguais. Modifique a linha 110 para:

110 VPOKE &H2009,&HF1:REM BITS 1=BRANCO BITS 0=PRETO

Execute novamente o programa e veja que agora as duas linhas ja ndo sio mais iguais.
Bem, acho que ja chega de teoria, ndo? Vamos entao a pratica. Vou agora apresentar duas
rotinas que fazem exatamente a mesma rotagdo de tela (para a esquerda e para a direita) que
a apresentada para o modo texto. Vocé vai observar que continuaremos trabalhando com a
tabela de nomes cujo enderego inicial na VRAM é tirado da variavel do sistema GRPNAM (ve-
ja a Tabela 1.2). Vamos entao as listagens dos dois programas que rotam a tela grafica para
a esquerda e para a direita respectivamente.

O PROGRAMA QUE ROTA
A TELA GRAFICA PARA A ESQUERDA

Listagem em assembly Z-80 do cédigo-fonte do programa para rotar a tela grafica para
a esquerda:

;programa para rotar a tela grafica para a esquerda
;Compilar com o programa GEN80.COM usando a seguinte
;sintaxe:

;GEN80 PROG 14.BIN=PROG14.GEN

;onde PROG14.GEN é o nome do arquivo-texto com esta

Jlistagem

versao equ #002d
linlen equ #3b0
grpnam equ #3c7
valtyp equ #1663
argusr equ #718
txtegp equ #3b7
scrmod equ = #fcaf

defb #fe ;simula em CP/M
defw inicio ;0 cabecalho de
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defw  fim ;um arquivo
defw inicio ;-BIN
org #d000
inicio
Id a,(scrmod) ;0 MSX esta no modo
cp #02 ;grafico?
ret nz ;N3o, retorna ao BASIC
Id a,(valtyp) ;verifica parametro
cp #02 ;6 inteira?
ret nz ;Néao, volta para o BASIC
id a,(argusr) ;a=numero de rotagbes
push  af ;salva nimero de rotagbes
id a,32 ;a=32 colunas
Id (numcol),a ;coloca o nim. de colunas
;em numcol
pop af ;recupera o num. de rotagbes
di ;desabilita as interrupges
Id b,a ;b=ntmero de rotagbes
loop1 push be ;salva contador externo
Id hl,(grpnam) ;hi=end. tabela de nomes
Id a,(numcol) ;a=ndm. de colunas
Id e,a ;de=num. de colunas
Id d,#00 .
Id b,24 ;b=24 linhas na tela
loop2 push bec ;salva contador intermediario
call setvdprd ;prepara o VDP para leitura
Id a,(numcol) ;a=n0m. de colunas
push de ;salva de
push  hl ;salva hl
Id hl,bufferlinha ;hl aponta para o buffer
Id b,a ;b=nlm. de colunas
call lelinha ;16 uma linha
Id a,(numcol) ;a=ndm. de colunas
Id hl,bufferlinha ;hl aponta para o buffer
Id e,a ;de=nUm. de colunas
Id d,#00 :
id a,(hl) ;a=primeiro carac. da linha
add hl,de ;hl=aponta para o fim da
slinha+1
Id (hl),a ;coloca o prim. carac. na
;Ultima posigio
pop hi ;recupera hl
pop de ;recuperade

call setvdpwt ;prepara o VDP para escrita



lelinha

esclinha

setvdprd

rdvram1

push
push

call

pop
pop
add

pop
djnz

pop
djnz

ret

in

djnz
ret

out
inc
djnz
ret

or

ir
xor
out

out
out
and

out
ret

de

hi
hl,bufferlinha+1
a,(numcol)
b,a
esclinha
hi

de

hl,de

be

loop2

bc

loop1

a,(#98)
(hl),a
hi
lelinha

a,(hl)
(#98),a
hi
esclinha

a,(versao)
a
Z,rdvram1
a

(#99),a
a,#8e
(#99),a
al
(#99),a
ah

#3f
(#99),a

;salva de

;salva hl

;hl aponta para o buffer+1
;a=nlm. de colunas
;b=n0m. de colunas

;envia a linha ja rotada
;recupera hl

srecuperade

:hl aponta para a préx. linha
;recupera be

;repete para as demais linhas
srecupera bc

;repete até terminar todas
;as rotagbes

;habilita as interrupgbes
;retorna ac BASIC

;16 o carac. da VRAM
;salva-o no buffer
;incrementa o ponteiro
;prepara a préxima leitura
yretorna

;1& o carac. do buffer
;escreve-o na VRAM
;incrementa o ponteiro
;prepara a préxima escrita
;retorna

;obtém a versiio do MSX
6 MSX1?

;Sim, vai para rdvram1
:N4o, inicializa o VDP
;do MSX2

sinforma ao

;VDP o enderego na
:VRAM onde sera
Jlido o dado

L]

oviDEO T1
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setvdpwt
id a,(versao) ;obtém a versdo do MSX
or a ;6 MSX1?
jr z,wivram1 ;Sim, vai para witvram1
xor a ;N&o, inicializa o VDP
out (#99),a ;do MSX2
Id a,#8e
out (#99),a

wtvram1 Id al ;informa ao
out (#99),a ;VDP o enderego na
Id ah ;VRAM onde 0
and #3f ;dado sera
or #40 ;gravado
out (#99),a -
ret

bufferlinha defs 33

numcol defb #00

fim equ $

Listagem em linhas DATA do cédigo-objeto do programa para rotar a tela gréafica paraa
esquerda:

10 FOR A%$=&HDO0O TO &HDOBA
20 READ B$

30 POKE A%, VAL ("&H"+BS)

40 NEXT A%

50 BSAVE "PROG14.BIN", §HD000, sHDOBA

100 DATA 3A,AF,FC,FE, 02,C0, 3A, 63,F6,FE, 02,C0, 3A,F8, F7, F5
110 DATA 3E, 20, 32,B9,D0,F1,F3,47,C5,2A,C7,F3, 3A,B9, DO, 5F
120 DATA 16,00,06,18,C5,CD, 6A,D0, 3A, B9, DO, D5, ES5, 21, 98, DO
130 DATA 47,CD, 5C,DO, 3A,B9, D0, 21, 98,D0, 5F, 16, 00, 7E, 19, 77
140 DATA E1,D1,CD, 80,D0,D5,ES, 21, 99, D0, 3A, B9, D0, 47, CD, 63
150 DATA DO,E1,D1,19,C1,10,CD,C1,10,BE, FB,C9,DB, 98, 77, 23
160 DATA 10,FA,C9,7E,D3,98,23,10,FA,C9, 34, 2D, 00, B7, 28, 07
170 DATA AF,D3, 99, 3E, 8E,D3, 99, 7D, D3, 99, 7C, E6, 3F, D3, 99, C9
180 DATA 3A,2D, 00,B7,28,07,AF,D3, 99, 3E, 8E, D3, 99, 7D, D3, 99
190 DATA 7C,E6, 3F,F6,40,D3, 99,C9, 00, 00, 00, 00, 00, 00, 00, 00
200 DATA 00,00, 00,00, 00,00, 00,00, 00,00, 00,00, 00,00, 00, 00
210 DATA 00, 00,00, 00,00, 00,00, 00, 00, 00, 00
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Listagem do programa de teste:

100 BLOAD"PROG14.BIN"

110 SCREEN 2

120 LINE (10,10)-(40,40),15,BF

130 LINE (215,150)-(245,180),12,BF

140 LINE (215,10)-(245,40),13,BF

150 LINE (10,150)-(40,180),14,BF

160 CIRCLE (128,95),80,3

170 PAINT (128,95),3

180 DEFUSR=&HD000

190 IF INKEY$="" THEN 190 ELSE A=USR(1):GOTO 190

O PROGRAMA QUE ROTA
A TELA GRAFICA PARA A DIREITA

Listagem em assembly Z-80 do cédigo-fonte do programa para rotar a tela gréfica para
a direlta:

;programa para rotar a tela gréfica para a direita
;Compilar com o programa GEN80.COM usando a seguinte
;sintaxe:

‘GEN80 PROG15.BIN=PROG15.GEN

;onde PROG15.GEN é o nome do arquivo-texto com esta

Jlistagem

versao equ #002d

linlen equ #{3b0

grpnam equ #3c7

valtyp equ #1663

argusr equ #1718

txtcgp equ #13b7

scrmod equ #fcaf
defb e ;simula em CP/M
defw inicio ;0 cabecalho de
defw fim ;um arquivo
defw inicio -BIN

org #d000
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inicio

loop1

loop2

ret
Id

ret

push
Id
Id

pop
di

Id
push
Id

Id

Id

Id

Id
push
call
Id
push
push
Id

Id
call
Id

Id

Id

Id
add
id

id

id

pop

pop
call

push
push

Id
call

a,(scrmod)
#02

nz
a,(valtyp)
#02

nz
a,(argusr)
af

a,32
(numcol),a

af

b,a

be
hl,(grpnam)
a,(numcol)
e,a

d,#00

b,24

be

setvdprd
a,(numcol)
de

hl
hl,bufferlinha+1
b,a

lelinha
a,(numcol)
hl,bufferlinha
e,a

d,#00

hl,de

a,(hl)
hl,bufferlinha
(hl),a

hl

de

setvdpwt

de

hi
hl,bufferlinha
a,(numcol)
b,a

esclinha

;0 MSX esta no modo
;grafico?

:N2o, retorna ao BASIC
;verifica parametro

;6 inteiro?

;Nao, volta para o BASIC
;a=nUmero de rotagdes
;salva nimero de rotagdes
;a=32 colunas

:coloca o nim. de colunas em
;numcol

;recupera o num. de rotagbes
;desabilita as interrupgdes
;b=nUmero de rotagbes
;salva contador externo
;hl=end. tabela de nomes
:a=nlm. de colunas
;de=n0m. de colunas

:b=24 linhas na tela

;salva contador intermediério
;prepara o VDP para leitura
;a=nlm. de colunas

;salva de

;salva hl

;hl aponta para o buffer+1
;b=nim. de colunas

;18 uma linha

:a=n0m. de colunas

;hl aponta para o buffer
:de=ndm. de colunas

;hl aponta para o Ult. carac.
:a=0ltimo carac. da linha
;hl aponta para o buffer
:coloca o (lt. carac. na
;primeira posigao

;recupera hl

;recuperade

;prepara o VDP para escrita
;salva de

;salva hl

;hl aponta para o buffer
;a=n0m. de colunas
:b=nlm. de colunas

;envia a linha ja rotada



lelinha

esclinha

setvdprd

rdvram1

setvdpwt

Pop
Pop
add
pop
djnz
pop
djnz

ei
ret

in

id
inc
djnz
ret

out
inc
djnz
ret

or
jr
xor
out
Id
out

out
Id
and
out
ret

or
ir

xor
out

hi
de
hl,de

loop2

loop1

a,(#98)
(hl),a
hl
lelinha

a,(hl)
(#98),a
hl
esclinha

a,(versao)
a
z,rdvrami
a

(#99),a
a,#8e
(#99),a
a,l
(#99),a
ah

#3f
(#99),a

a,(versao)
a
Z,witvram1
a

(#99),a

;recupera hl

;recupera de

;hl aponta para a prox. linha
;recupera be

;repete para as demais linhas
;recupera be

;repete até terminar todas

;as rotagbes

;habilita as interrupgbes
;retorna ao BASIC

;18 o carac. da VRAM
:salva-o no buffer
;incrementa o ponteiro
;prepara a préxima leitura
;retorna

;18 o carac. do buffer
;escreve-o0 na VRAM
;incrementa o ponteiro
;prepara a préxima escrita
;retorna

;obtém a versdo do MSX
6 MSX1?

;Sim, vai para rdvram1
;:Nao, inicializa o VDP
;do MSX2

;informa ao

;VDP o enderego na
;VRAM onde sera
;lido o dado

;obtém a versdo do MSX
6 MSX17?

;Sim, vai para wtvram1
;N&o, inicializa o VDP
;do MSX2

oVvIiDEO 15
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id a,#8e
out (#99),a

wtvram1 Id a,l sinfforma ao
out (#99),a ;VDP o enderego na
Id a,h ;VRAM onde o
and #3f ;dado sera
or #40 ;gravado
out (#99),a ;
ret

bufferlinha defs 33

numcol defb #00

fim equ $

Listagem em linhas DATA do cédigo-objeto do programa para rotar a tela grafica paraa
direlta:

10 FOR A%=§HD00OO TO &HDOED

20 READ B$

30 POKE A%, VAL ("&H"+B$)

40 NEXT A%

50 BSAVE "PROG15.BIN", §HD00O, §HDOBD

100 DATA 3A,AF,FC,FE,02,C0,3A, 63,F6,FE, 02,C0, 3A,F8,F7,F5
110 DATA 3E,20,32,BC,DO,F1,F3,47,C5,2A,C7,F3, 3A, BC, DO, 5F
120 DATA 16,00,06,18,C5,CD, 6D, D0, 3A, BC, DO, D5, ES, 21, 9C, DO
130 DATA 47,CD, 5F,DO, 3A,BC, DO, 21, 9B, DO, 5F, 16, 00,19, 7E, 21
140 DATA 9B,DO,77,El,D1,CD, 83,D0,D5,ES, 21, 9B, DO, 3A, BC, DO
150 DATA 47,CD, 66,D0,E1,D1,19,C1,10,CA,C1,10,BB,FB,C9, DB
160 DATA 98,77,23,10,¥A,C9, 7E,D3, 98,23,10,FA,C9, 3A, 2D, 00
170 DATA B7,28,07,AF,D3, 99, 3E, 8E, D3, 99, 7D, D3, 99, 7C, E6, 3F
180 DATA D3,99,C9,3A, 2D, 00,B7, 28, 07,AF, D3, 99, 3E, 8E, D3, 99
190 DATA 7D,D3, 99, 7C,E6, 3F,F6, 40, D3, 99, C9, 00, 00, 00, 00, 00
200 DATA 00,00, 00,00, 00,00, 00,00, 00,00, 00,00, 00, 00, 00, 00
210 DATA 00,00, 00,00, 00,00, 00,00, 00,00, 00,00, 00, 00

Listagem do programa de teste:

100 BLOAD"PROG15.BIN"

110 SCREEN 2

120 LINE (10,10)-(40,40),15,BF

130 LINE (215,150)-(245,180),12,BF
140 LINE (215,10)-(245,40),13,BF
150 LINE (10,150)-(40,180),14,BF
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160 CIRCLE (128,95),80,3

170 PAINT (128,95),3

180 DEFUSR=&HD000

190 IF INKEY$="" THEN 190 ELSE A=USR(1):GOTO 190

COMENTARIOS SOBRE
0S PROGRAMAS DE ROTACAO DA TELA GRAFICA

Antes de executar os programas de teste, repare que existem alguns comandos em BA-
SIC para a construg&o de figuras gréficas em diversas cores. Esta etapa se torna necessaria
para podermos preencher as tabelas de padrdes e de cores, e assim usarmos a tabela de
nomes. O preenchimento das tabelas de padrdes e de cores se torna necessério devido ao fa-
to de que, quando se submete o comando SCREEN 2 ao interpretador BASIC do MSX, ocorre
uma inicializagao da VRAM, o que implica afirmar que a tabela de padrdes é preenchida com
zeros (sem pixéis) e a tabela de cores com uns (#01=cor transparente (#0) para os bits iguais
a1e cor preta (#1) para os bits iguais a 0). Geralmente se diz que a cor dada aos bits iguais
a1 natabela de padrdes é a cor de frente, e a cor dada aos bits iguais a 0 na tabela de padrdes
6 a cor de fundo. Seguindo esta nomenclatura, apés a inicializagdo feita pelo comando
SCREEN 2 podemos dizer que a cor de frente é transparente e a cor de fundo é preta. Vale
também observar que a cor de fundo pode variar entre os modelos de MSX, ou seja, a tabela
de cores pode ser inicializada com uma cor de fundo igual & azul, ac invés de preta. Uma vez
preenchidas as tabelas de padrbes e de cores, podemos aplicar o nosso algoritmo para a ro-
tagéo da tela. O algoritmo usado para a rotagéc de uma tela grafica é exatamente o mesmo
que o usado para a rotagao de uma tela no modo texto. As (nicas excegbes estdo no tama-
nho da tabela de nomes e no respectivo enderego inicial na VRAM. Basta acompanhar os co-
mentarios feitos nas listagens do cédigo-fonte para tirar qualquer davida.

Ao executar os programas de teste, observe que o argumento da fun¢do USR é 1, ou se-
Ja, s6 é feita uma rotagao (de apenas uma coluna) por vez. A linha 190 garante a realizagio
de cada rotagéo enquanto vocé estiver pressionando uma tecla qualquer. Se vocé desejar fa-
zeruma rotagao completa da tela, devera entrar com 32 (o nimero de colunas numa tela grafi-
ca) como argumento da fungéo USR.

OS SPRITES NA TELA DE ALTA RESOLUCAO

Entre as diversas cartas que recebi, muitos leitores me perguntaram como movimentar um
sprite pela tela usando somente as teclas do cursor. Antes de passar A rotina que realiza tal
tarefa, vamos ver um pouco de teoria. No modo gréfico 2 existem duas tabelas dedicadas aos
sprites: a tabela de padrdes dos sprites, que contém os desenhos dos sprites, @ a tabela de
alributos dos sprites, que contém as coordenadas (x,y), a cor dos bits iguais a 1 no desenho
e oplano (0 a31) do sprite. Como vocé pode perceber, a tabela de padrées dos sprites 6 uma
espécie de fusdo das tabelas de nomes e de cores normais. Os enderegos das duas tabelas
dos sprites na VRAM s&c fornecidos pelas varidveis do sistema GRPATR e GRPPAT (consulte
a Tabela 1.2).
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A rotina em si é bastante simples, apesar de empregar uma rotina para leitura direta do te-
clado. Nio se preocupe com esta Ultima rotina, pois vamos estuda-la em detalhes numa préxi-
ma oportunidade. Vamos entao 2 listagem do cédigo-fonte do programa para movimentar
sprites pela tela.

O PROGRAMA QUE
IMPLEMENTA O CONTROLE SOBRE OS SPRITES

Listagem em assembly Z-80 do cédigo-fonte do programa para movimentar sprites pe-
la tela:

;programa para movimentar sprites pela tela
;Compilar com o programa GEN80.COM usando a seguinte
;sintaxe:

‘GEN80 PROG16.BIN=PROG 16.GEN

;onde PROG16.GEN é o nome do arquivo-texto com esta

Jlistagem
versao equ #002d
grppat equ #{3cf
grpatr equ #3cd
scrmod equ #fcaf
defb #e ;simula em CP/M
defw inicio ;0 cabecalho de
defw  fim ;um arquivo
defw inicio ;.BIN
org #d000
inicio
id a,(scrmod) ;0 MSX esta no modo -
cp #02 ;gréafico?
ret nz ;Néo, retorna ao BASIC
di ;desabilita as interrupgdes
Id hl,(grppat) ;hl aponta para a tab. de
;padrdes
Id de,desenho ;de aponta para o desenho
Id b,#08 ;b=8 bytes que formam o
;desenho
loop1 Id a,(de) ;este loop envia o desenho

call wtvram ;para a tabela de padrbes
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inc de ;dos sprites na RAM de video
inc hi ;(VRAM)
djnz loop1 3
id hl,(grpatr) ;hl aponta para a tab. de
;atributos
Id- de,atributos ;de aponta para os atributos
id b,#04 ;b=4=nlim. de bytes dos
;atributos
loop2 id a,(de) ;este loop envia os atributos
call . wivram ;para a tabela de atributos
inc de ;dos sprites na RAM de video
inc hi J(VRAM)
djnz loop2 .
loopprin
_call letecla ;16 as teclas do cursor e
; ;barra de espago
push  af ;salva o valor lido
bit 7.a ;a seta para direita foi
;pressionada?
call z,direita ;Sim, chama a rotina direita
pop af ;recupera o valor lido
push af itorna a salvar
bit 4,a ;a seta para esquerda foi
;pressionada?
call z,esquerda ;Sim, chama a rotina
;esquerda
pop af ;recupera o valor lido
push  af itorna a salvar
bit 5,a ;a seta para cima foi
;pressionada?
call z,cima ;Sim, chama a rotina cima
pop af ;recupera o valor lido
push  af torna a salvar
bit 6a ;a seta para baixo foi
;pressionada?
call z,baixo ;Sim, chama a rotina baixo
pop af ;recupera o valor lido
bit 0,a ;a barra de espago foi
;pressionada?
jr z,basic ;Sim, prepara a volta ao
;BASIC
call espera ;iNao, espera para diminuir a
;velocidade do movimento
jr loopprin ;fecha o loop

basic



80 Guia do Programador MSX

CAP.1
ei ;habilita as interrupgbes
ret ;retorna ao BASIC
letecla
in a,(#aa) ;prepara o ppi para ler
and #o0 ;a linha (#08) com as
or #08 ;informagbes sobre as
out (#aa),a teclas do cursor
in a,(#a9) ;& a coluna selecionada
ret ;volta
espera
Id hl,#1000 ;provoca um retardo
loopesp dec hi ;baseado em sucessivos
Id a,h ;decrementos no valor de
or | ;hi
jr nz,loopesp :
ret 3
direita
Id hl,(grpatr) ;hl aponta para o atributo X
;na VRAM
inc hl
call rdvram ;16 a posigéo x do sprite
inc a sincrementa-a
call wivram sinforma ao VDP a nova
;posicao
ret ;retorna
esquerda
Id hl,(grpatr) ;hl aponta para o atributo X
:na VRAM
inc hl
call rdvram ;1é a posigao x do sprite
dec a decrementa-a
call wtvram ;informa ao VDP a nova
;posicao
ret ;retorna
cima
Id hl,(grpatr) ;hl aponta para o atributo Y
;na VRAM
call rdvram ;18 a posigéo y do sprite
or a ;6 zero?
jr z,cimal ;Sim, vai para cima1
dec a ;N3o, decrementay (sobe o

;sprite)



cimai

cima2

baixo

baixo1
baixo2

rdvram

rdvram1

wtvram

call

ret

call
cp
jr
inc

jr
Xor
call

ret

or
jr
xor
out
Id
out
Id
out

and
out
ex
ex

ret

push
Id

or

jr
xor
out

cima2
a,191

wtvram

hl,(grpatr)

rdvram
191
z,baixo1
a

baixo2
a
wivram

a,(versao)
a
z,rdvram1
a

(#99),a
a#8e
(#99),a
a,l
(#99),a
ah

#3f
(#99),a
(sp),hl
(sp).hl
a,(#98)

af
a,(versao)
a
Zz,wtvram1
a

(#99),a

;vai para cima2

;coloca o sprite na ultima
Jlinha

;informa ao VDP a nova
;posicao

;retorna

;hl aponta para o atributo Y
:na VRAM

;16 a posigao y do sprite

;ja esta na dltima linha?
;Sim, vai para baixo1

;Nao, incrementa y (desce o
;sprite)

;vai para baixo2
;a=0=primeira linha
:infforma ao VDP a nova
;posigao

;retorna

;obtém a versado do MSX
8 MSX17?

;Sim, vai para rdvram1
:Nao, inicializa o VDP
:do MSX2

;infforma ao

;VDP o enderego na
;VRAM onde sera
;lido o dado
;demora para
;sincronizagao

;|é o dado na VRAM

;salva dado a ser gravado
;obtém a versdo do MSX
6 MSX1?

;Sim, vai para wtvram1
:Nao, inicializa o VDP

;do MSX2

0 VIDEO

81
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id a,#8e

out (#99),a
wtvram1 id a,l

out (#99),a

id a,h

and #3f

or #40

out (#99),a

ex (sp).hl

ax (sp),hl

pop af

out (#98),a

ret

;informa ao

;VDP o enderego na
;VRAM onde o
;dado sera

;gravado

;demora para
;sincronizagao
;recupera o dado
;grava o dado

;Tabela de 8 bytes com o desenho do boneco

desenho
defb
defb
defb
defb
defb
defb
defb
defb

;Tabela dos atributos do sprite

atributos

y defb
X defb
modelo defb
cor defb
fim equ

%00111000
%00101000
%00111000
%00010000
%00111000
%01010100
%00101000
%01000100

86
128

15

;coordenadas do ponto
;central da tela

;primeiro plano

;cor branca para o sprite

Listagem em linhas DATA do cédigo-objeto do programa para movimentar sprites p

tela:

10 FOR A%=gHDO00 TO &HDOES

20 READ B§
30 POKE A%,VAL("&H"+BS)
40 NEXT A%

50 BSAVE "PROG16.BIN", §éHDOOO, éHDOES



100
110
120
130
140
150
160
170
180
190
200
210
220
230
240

DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA

3A,AF, FC,FE, 02,C0,F3, 2A, CF,F3, 11, D9, DO, 06, 08, 1A
CD,BB,DO,13,23,10,F8, 2A,CD,F3,11,E1, DO, 06, 04, 1A
cp, BB, DO, 13, 23,10, F8,CD, 51,D0, F5,CB, 7F, CC, 65, DO
F1,F5,CB, 67,CC,71,D0,F1,F5,CB, 6F,CC, 7D, D0, F1,F5
cB, 77,¢CC, 8F, DO, F1,CB, 47, 28, 05,CD, 5C, D0, 18, D8, FB
C9,DB,AA,E6,F0,F6, 08,D3, AA, DB, A9,C9, 21,00, 10, 2B
7c,BS, 20,FB, C9, 2R, CD, F3, 23, CD, Al, DO, 3C, CD, BB, DO
C9,2A,CD,F3, 23,CD, Al, DO, 3D, CD, BB, DO, C9, 2A, CD, F3
cD,A1,D0,B7, 28,03, 3D, 18, 02, 3E, BF, CD, BB, D0, C9, 2A
CD,F3,CD,Al, DO, FE, BF, 28, 03, 3C, 18, 01, AF, CD, BB, DO
C9, 3A, 2D, 00, B7, 28, 07,AF, D3, 99, 3E, 8E, D3, 99, 7D, D3
99,7C, E6, 3F, D3, 99,E3,E3, DB, 98, C9, F5, 3A, 2D, 00, B7
28,07, AF, D3, 99, 3E, 8E,D3, 99, 7D, D3, 99, 7C, E6, 3F, F6
40,D3,99,E3,E3,F1,D3, 98, C9, 38, 28, 38, 10, 38, 54, 28
44,56, 80, 00, OF, 00

Listagem do programa de teste:

100 BLOAD"PROG16.BIN"

110 SCREEN 2

120 LINE (10,10)-(40,40),15,BF

130 LINE (215,150)-(245,180),12,BF
140 LINE (215,10)-(245,40),13,BF
150 LINE (10,150)-(40,180),14,BF
160 CIRCLE (128,95),80,3

170 PAINT (128,95),3

180 DEFUSR=&HD000

190 A=USR(0)

COMENTARIOS SOBRE O PROGRAMA
QUE IMPLEMENTA O CONTROLE SOBRE OS SPRITES

Observe que o programa de teste desenha e pinta algumas figuras gréaficas antes de chamar
a rotina em assembly para a criag&o e movimentagao do sprite. O programa, tal como os an-
teriores ja apresentados, é bem simples, bastando apenas acompanhar os comentarios na lis-
tagem 'do cédigo-fonte para um perfeito entendimento. Se vocé examinar a listagem do
cédigo-fonte, vera que a salda da rotina de movimentagao do sprite na tela é determinada pe-
lo pressionamento da barra de espago. Desta forma, as teclas do cursor movimentam o sprite
nas diversas diregdes (tente, por exemplo, pressionar as teclas da seta para cima e para a di-
reita ao mesmo tempo), e a barra de espago encerra a movimentagéo.
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USANDO CARACTERES
EM VEZ DE SPRITES NA TELA GRAFICA

Vocé ja deve ter percebido que nos jogos animados nem todcs os objetos sao sprites. Ve-
jamos, por exemplo, o caso do jogo ARMY MOVIES. Neste jogo, temos um jipe que se movi-
menta na horizontal da esquerda para a direita. Ao que tudo indica, o jipe é formado por um
conjunto de seis sprites (trés em cima e trés em baixo). Entretanto, se repararmos bem, vere-
mos que, 2 medida que o jipe se movimenta, a cor do fundo (a cor das montanhas, no caso)
adquire a mesma cor do jipe. Se o jipe fosse realmente constituido por sprites, esse efeito de
"borramento” n&o ocorreria. O que forma, entéo, o jipe? A resposta é simples: o jipe é forma-
do por um conjunto de seis caracteres (lembre-se que caracteie, em tela gréfica, nao quer di-
zer caractere em ASCII). Pode parecer um retrocesso usar ¢ njuntos de caracteres ao invés
de sprites, mas acontece que a maioria dos jogos europeus para o MSX é uma adaptagao dos
mesmos jogos feitos para o ZX Spectrum. Como o Spectrum (no BRASIL, recebeu o nome de
TK-90X) ndo possui o recurso de sprites, o jeito foi simuld-los usando a redefinigao dos carac-
teres. Para se ter uma idéia de como esta técnica evoluiu, basta dizer que a famosa Filmation
11 6 uma descendente da redefinigio dos caracteres. Atécnica da sobreposigao dos caracteres
redefinidos é bem simples. Vamos acompanhar um exemplo: suponha que desejemos dese-
nhar uma mira que se movimente sobre um fundo em xadrez. Para tornar a rotina mais sim-
ples, vamos limitar o desenho e c movimento da mira ao primeiro tergo (lembre-se que atela
gréfica esta dividida em trés) da tela. Antes de comegar, vamos a um pouco de teoria. Quan-
do vocé pega uma folha em branco e comega a desenhar uma casa, por exemplo, a primeira
coisa que vocé faz é desenhar o contorno da casa com um lapis preto. Depois de desenharo
contorno é que vocé comega a pintar. Este é exatamente o processo que temos de empregar
para desenhar na tela gréfica. Primeiro, desenha-se o fundo da tela (um xadrez, no nosso
exemplo), depois o contorno do caractere (no caso, a mira); logo em seguida, desenha-se a
prépria mira e, por Gltimo, o caractere que corresponde ao fundo com a mira sobreposta. Co-
mo ja sabemos, os desenhos dos caracteres nada mais sdo do que mapeamentos por bits.
Vamos entao aos desenhos (em bits) de cada um dos caracteres mencionados.

Caractere do fundo (xadrez):

10101010
01010101
10101010
01010101
10101010
01010101
10101010
01010101

Caractere do contorno da mira:

RARRRRR R
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10000001
10000001
10000001
10000001
10000001
10000000
11111111

Caractere da mira:

00000000
00000000
00111100
00100100
00100100
00111100
0000C000
00000000

Combinagéo dos trés caracteres acima:

10101010
00000001
10111100
00100101
10100100
00111101
10000000
01010101

Observe que o desenho acima nada mais é do que uma constituigao da seguinte férmula:
caractere final = (fundo AND contorno) OR mira

Esta férmula é o segredo de tudo. "Mas, Eduardo, qual o motivo de toda esta explicagéo
se 0 MSX possui sprites?" Ocorre que vocé nio precisa usar sprites para tudo. E muito mais
simples trabalhar com a tabela de nomes do que com a tabela de atributos dos sprites. No
MSX, temos dois tipos de jogos: os japoneses e 0s europaus. Acho que vocé concorda comi-
go quando afirmo que os jogos japoneses sdo de uma qualidade assustadoramente maior. Es-
sa grande diferenga se deve ao fato de os jogos japoneses serem desenvolvidos
especificamente para o MSX, e ndo adaptados de outras maquinas, como acontece com os
jogos suropeus. Nao obstante, os jogos japoneses também utilizam o recurso de sobreposigdo
de caracteres, sé que em escala muito reduzida. Na série Nemesis, da Konami, os canhdes
nas paredes dos tlneis s&o caracteres, bem como a maioria das naves de ataque inimigas.
Terminada a teoria, vamos para o exemplo pratico.
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O PROGRAMA QUE
MOVIMENTA CARACTERES EM VEZ DE SPRITES

Listagem em assembly Z-80 do cédigo-fonte do programa para sobreposic¢do de carac-
teres gréficos:

sprograma para sobreposigao de caracteres graficos
;Compilar com o programa GEN80.COM usando a seguinte
;sintaxe:

JGEN80 PROG17.BIN=PROG17.GEN

;onde PROG17.GEN é o nome do arquivo-texto com esta

Jlistagem

versao equ #002d

grpnam equ #3c7

grpcol equ #{3c9

grpcgp equ #3cb

scrmod equ #caf
defb e ;simula em CP/M
defw inicio ;0 cabecalho de
defw  fim ;um arquivo
defw inicio ;-BIN
org #d000

inicio
id a,(scrmod) ;0 MSX est4 no modo
cp #02 ;gréfico?
ret nz ;Nao, retorna ao BASIC
di idesabilita as interrupges
call transdes ;chama a rotina transdes
call transcor ;chama a rotina transcor
call tabnomes ;chama a rotina tabnomes
Id hl,(grpnam) ;hl aponta para a tab. de

;nomes

Id de,32'3+16 ide=Y=3 X=16
add hl,de ;hl aponta para a pos. (X,Y)
Id a,#01 ;a=num. do segundo desenho
call wtvram ;coloca a mira na tela
Id a,16 ;a=meio da linha (coluna 16)
Id (coluna),a ;salva o valor da coluna

loopprin
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call letecla ;18 as teclas do cursor e a
;barra de espago
push  af ;salva o valor lido _
bit 7.a ;a seta para direita foi
;pressionada?
call z,direita ;Sim, chama a rotina direita
pop af ;recupera o valor lido
push  af forna a salvar
bit 4,a ;a seta para esquerda foi
;pressionada?
call z,esquerda ;Sim, chama a rotina esquerda
pop af ;recupera o valor lido
bit 0,a ;a barra de espago foi
;pressionada?
jr z,basic ;Sim, prepara a volta ao
;BASIC
call espera ;:Nao, espera para diminuir a
;velocidade de processamento
jr loopprin fecha o loop
basic
ei ;habilita as interrupgbes
ret ;retorna ao BASIC
letecla
in a,(#aa) ;prepara o ppi para ler
and #0 ;a linha (#08) com as
or #08 ;informagBes sobre as
out (#aa),a teclas do cursor
in a,(#a9) ;16 a coluna selecionada
ret volta
espera
id hl,#1000 ;provoca um retardo
loopesp dec hl ;baseado em sucessivos
Id a,h ;decrementos no valor de
or | . :hl
jr nz,loopesp .
ret ;
direita
Id hl,(grpnam) ;hl aponta para a tab. de
;nomes
Id de,3°32 ;de=Y=3

add hl,de ;hl aponta para o inlcio da
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Jlinha 3
push  hl
Id a,(coluna) ;obtém a coluna atual
Id d,#00
Id e,a ;de=coluna atual
add hl,de ;hl aponta para a pos. atual
xor a ;a=ndm. do primeiro desenho
i(xadrez)
call wivram ;escreve o fundo
pop hi ;recupera o apontador para a
ilinha
Id a,(coluna) ;a=ndm. de colunas
cp 31 ;chegou a dltima coluna?
ir z direital ;Sim, vai para direital
Id d,#00
Id e,a :de=coluna atual
inc de
add hl,de ;hl aponta para a nova
;posigao
inc a ;incrementa a coluna
jr direita2 ;vai para direita2
direital xor a ;zera a coluna
direita2 Id (coluna),a :guarda a nova coluna
Id a,#01 ;a=num. do desenho da mira
call wtvram ;escreve a mira na nova
;posigao
ret ;retorna
esquerda
Id hl,(grpnam) ;hl aponta para a tab. de
;nomes
Id de,3'32 ;de=Y=3
add hl,de ;hl aponta para o inicio da
Jlinha 3
push  hl
Id a,(coluna) ;obtém a coluna atual
Id d,#00
Id e,a :de=coluna atual
add hl,de ;hl aponta para a posigéao
;atual
xor a ;a=n0m. do primeiro desenho
;(xadrez)
call wivram ;escreve o fundo
pop hi ;recupera o apontador para a
Jlinha

id a,(coluna) ;a=nlm. de colunas



or
ir

Id

Id
dec
add

dec
ir
esquerdal Id
Id
Id

add

esquerda2 Id
Id
call

ret

a
z,esquerdal
d,#00

e,a

de

hl,de

a
esquerda2
a,31

d,#00

e,a

hl,de

(coluna),a
a,#01
wivram

;chegou a primeira coluna?
;Sim, vai para esquerdai

:de=coluna atual

;hl aponta para a nova
;posigéo

;decrementa a coluna
;vai para esquerda2
;a=Ultima coluna

’

;de=nUm. da nova coluna

;hl aponta para o fim da
slinha

;guarda a nova coluna
;a=nim. do desenho da mira
;escreve a mira na nova
;posicao

sretorna

;a rotina transdes transfere os desenhos para a tabela de

padrées

transdes

push

Id
transdes1 id
call
inc
inc
djnz
pop
Id
transdes2 Id
and

or

call

inc
inc

hl,(grpcgp)

de,desenhol

ix,desenho2
iy,desenho3
de

b,#08

a,(de)
wivram

de

hl

transdes1
de

b,#08

a,(de)
(ix+#00)

(iy+#00)
wivram
hi

de

;hl aponta para a tab. de
;padrbes

;de aponta para o desenho1
;(xadrez)

;ix aponta para o desenho2
;ly aponta para o desenho3

;b=8 bytes por desenho
;este loop transfere

;0 primeiro

;desenho para a RAM
;devideo

;b=8 bytes

;a=byte do desenho de fundo
faz um AND com a méascara da
;mira

;faz um OR com o des. da mira
;escreve o byte

L
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inc ix ;
inc iy :
djnz transdes2 ;repete para os 8 bytes do
;desenho
ret ;retorna

;a rotina transcor fornece a cor dos desenhos

transcor
Id hl,(grpcol) shl aponta para a tabela das
;cores
Id a,#1 ;branco (f=15) para cor de
frente @
;preto (1) para a corde
;fundo
Id b,#10 ;b=16 bytes a colorir
transcor1 call wtvram ;loop para enviar
inc hl ;a cor
djnz transcor1 .
ret ;sretorna

/a rotina tabnomes preenche o primeiro terco da tela com
;0 caractere do fundo (xadrez)

tabnomes
Id hl,(grpnam) ;hl aponta para a tab. de
;nomes
Id b,#00 prepara um loop com 256
irepetigbes (768/3=256)
xor a ;a=ndm. do primeiro desenho
tabnomes1 call wivram ;preenche um tergo da tela
inc hi ;com o primeiro desenho
;(xadrez)
djnz tabnomes1 2
ret ;retorna
rdvram
Id a,(versao) ;obtém a versio do MSX
or a 6 MSX1?
jr z,rdvram1 ;Sim, vai para rdvram1
xor atdl) ;Nao, inicializa o VDP
out (#99),a ;do MSX2

Id a,#8e



out
rdvram1 id
out

and
out
ex
ex

ret

wivram
push
Id
or
ir
xor
out
id
out

wivram1 id
out
Id
and
or
out
ex
ex
pop
out
ret

(#99),a
a,l
(#99),a
ah

#3af
(#99),a
(sp),hl
(sp).hl
a,(#98)

af
a,(versao)
a

z wtvram1
a

(#99),a
a,#8e
(#99),a

a,|l
(#99),a
a,h

#3f

#40
(#99),a
(sp).hl
(sp).hl

af

(#98),a

;informa ao

;VDP o enderego na
:VRAM onde sera
;lido o dado

;demora para
;sincronizagao
;16 o dado na VRAM

;salva dado a ser gravado
:obtém a versdo do MSX
6 MSX1?

;Sim, vai para wivram1
:Nao, inicializa o VDP

;do MSX2

sinforma ao

;VDP o enderego na
:VRAM onde o
:dado sera

;gravado

L]

;demora para
;sincronizagao
;recupera o dado
;grava o dado

;Tabela de 24 bytes co:\i os desenhos do fundo, contorno e mira

desenho1
defb
defb
defb
defb
defb
defb
defb
defb

desenho2

defb

%10101010
%01010101
%10101010
%01010101
%10101010
%01010101
%10101010
%01010101

%11111111
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defb %10000001
defb %10000001
defb % 10000001
defb %10000001
defb %10000001
defb %10000001
defb %11111111

desenho3
defb %00000000
defb %00000000
defb %00111100
defb %00100100
defb %00100100
defb %00111100
defb %00000000
defb %00000000

coluna defb #00

fim equ $

Listagem em linhas DATA do cédigo-objeto do programa para sobreposigio de carac-
teres graficos:

10 FOR A%=gHDO0O TO &HD146
20 READ BS

30 POKE A%, VAL ("&H"+BS$)

40 NEXT A%

50 BSAVE "PROG17.BIN", &HD0OO, §HD146

100 DATA 3A,AF,FC,FE, 02,C0,F3,CD, AF, DO, CD, DE, DO, CD, EC, DO
110 DATA 2A,C7,F3,11,70,00,19,3E,01,CD, 13,D1, 3E, 10, 32, 49
120 DATA D1,CD, 3D,DO,F5,CB, 7F,CC, 51,D0,F1,F5, CB, 67, CC, TE
130 DATA DO,F1,CB,47,28,05,CD, 48,D0,18,E6,FB, C9, DB, AR, E6
140 DATA FO,F6,08,D3,AA,DB,A9,C9,21,00,10,2B, 7C, BS, 20, FB
150 DATA C9,2A,C7,F3,11,60,00,19,E5, 34, 49,D1, 16, 00, 5F, 19
160 DATA AF,CD,13,D1,El, 3A,49,D1,FE, 1F, 28,08, 16, 00, 5F, 13
170 DATA 19,3C,18,01,AF,32,49,D1, 3E,01,CD,13,D1,C9, 2A, C7
180 DATA F3,11, 60,00,19,E5,3A,49,D1,16, 00, 5F, 19, AF, CD, 13
190 DATA D1,E1, 3A,49,D1,B7,28,08,16,00,5F, 1B, 19, 3D, 18, 06
200 DATA 3E,1F,16,00,5F,19,32,49,D1, 3E, 01,CD, 13,D1,C9, 2A
210 DATA CB,F3,11,31,D1,DD,21,39,D1,FD, 21, 41, D1, D5, 06, 08
220 DATA 1A,CD,13,D1,13,23,10,F8,D1,06,08,1A,DD, A6, 00, FD
230 DATA B6,00,CD,13,D1,23,13,DD, 23,FD, 23,10, EE, C9, 2A, C9
240 DATA F3,3E,F1,06,10,CD,13,D1,23,10,FA,C9,2A,C7,F3, 06
250 DATA 00,AF,CD,13,D1,23,10,FA,C9, 33, 2D, 00, B7, 28, 07, AF
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260 DATA D3, 99, 3E, 8E,D3,99,7D,D3, 99, 7C,E6, 3F, D3, 99,E3,E3
270 DATA DB, 98,C9,F5, 3A, 2D, 00,B7, 28,07, AF,D3, 99, 3E, 8E,D3
280 DATA 99,7D,D3,99,7C,E6,3F,F6,40,D3,99,E3,E3,F1,D3,98
290 DATA CQ,M,ISS,M,SS,M,SS,M,SS,FF,81,81,31,81,81,81
300 DATA FF, 00,00, 3C,24,24,3C

Listagem do programa de teste:

10 SCREEN2

20 BLOAD"PROG17.BIN"
30 DEFUSR=&HD000
40A=USR(0)

COMENTARIOS SOBRE
0 PROGRAMA QUE MOVIMENTA CARACTERES

Ao executar o programa de teste, vocé podera observar que a mira se desloca para a di-
reita ou para a esquerda sem modificar o fundo da tela. E claro que este exemplo é bem sim-
ples, mas j4 serve para dar uma idéia de como se processa a substituigdo de sprites por
caracteres redefinidos.

ANIMACAO DE CARACTERES
NA TELA DE ALTA RESOLUCAO

Um outro efeito que sempre me chamou a ateng&o é a animag&o de objetos. Suponha que
vocd esteja fazendo um jogo que deve apresentar um radar. Neste caso, vocé teria duas
opgbes: deixar o radar parado mostrando sempre 0 mesmo lado, ou fazé-lo movimentar-se so-
bre si mesmo. E inegével que a segunda opgao exerce um apelo visual muito mais forte. Mas,
como fazer tal animag@o? A animago, tanto faz se nos desenhos animados como no compu-
tador, consiste na troca rapida de imagens. No caso do radar, terlamos que trocar pelo menos
quatro imagens: o radar de frente, de lado com o centro apontando para a direita, de tras e,
por Gltimo, de lado com o centro apontando para a esquerda. Feitos os quatro desenhos, res-
taria transferi-los para a tabela de padrdes, colocar as respectivas cores na tabela de cores e,
por fim, usar a tabela de nomes para realizar a troca répida das quatro imagens (caracteres).
Parece simples, nao? Na verdade, é bem simples. Neste capltulo, vou apresentar somente a
rotina que faz tal animag&o, mas, no préximo caplitulo, onde veremos as interrupgdes, vocé vai
rever esta mesma rotina, s6 que com um efeito muito mais interessante. Bom, vamos entao a
listagem do programa para animagéo de um radar.
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O PROGRAMA QUE
IMPLEMENTA A ANIMACAO DE CARACTERES

Listagem em assembly Z-80 do cédigo-fonte do programa para animagéo em tela grafl
ca:

;Programa para animagao em tela gréfica
;Compilar com o programa GEN80.COM usando a seguinte
;sintaxe:

;G EN80 PROG18.BIN=PROG18.GEN

;onde PROG18.GEN é o nome do arquivo-texto com esta

;listagem

versao equ #002d

grpnam equ #f3c7

grpcol equ #13c9

grpcgp equ #13cb

scrmod equ #fcaf
defb #fe ;simula em CP/M
defw inicio ;0 cabecalho de
defw fim ;um arquivo
defw inicio ;.BIN
org #d000

inicio
Id a,(scrmod) ;0 MSX esta no modo
cp #02 ;gréafico?
ret nz ;Nao, retorna ao BASIC
di ;desabilita as interrupgdes
call transdes ;chama a rotina transdes
call transcor ;chama a rotina transcor
call tabnomes ;chama a rotina tabnomes
Id hl,(grpnam) ;hl aponta para a tab. de

;nomes
Id de,32'3+16 ;de=Y=3 X=16
add hl,de ;hl aponta para a posigao
i(X,Y)

xor a ;a=num. do primeiro desenho
call wtvram ;coloca o radar na tela
Id e,a ;salva o registro ano e

loopprin



inc

and

call
call

bit -

basic
ei
ret

letecla

and
or
out

ret

espera
push

loopesp dec
id
or
ir
pop
ret

ae
a

%00000011

e,a
wtvram
letecla

0,a
Z,basic
espera

loopprin

a,(#aa)
#f0
#08
(#aa),a
a,(#a9)

hl

hl, #8000
hi

ah

|
nz,loopesp
hl

;recupera o registro aem e
;incrementa o apontador do
;desenho

;and 3 para ficar na faixa
;0.3

;salva o registroano e
;escreve o carac. no video
;16 as teclas do cursor e

;a barra de espago

;a barra de espago foi
;pressionada?

;Sim, prepara a volta ao
;BASIC

;Nao, espera para diminuir a
wvelocidade de processamento
;fecha o loop

;habilita as interrupgbes
;retorna ao BASIC

;prepara o ppi para ler
;alinha (#08) com as
;informagbes sobre as
teclas do cursor

;18 a coluna selecionada
;volta

;salva hl=apontador para a
‘VRAM

;provoca um retardo
:baseado em sucessivos
:decrementos no valor de
shi

;recupera hl

retorna

:a rotina transdes transfere os desenhos do radar para a

itabela de padrdes

transdes
Id

hl,(grpcgp)

;hl aponta para a tab. de
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;padrbes
Id de,desenhol ;de aponta para o desenho1
Id b,#08"4 ;b=8 bytes por desenho * 4
;desenhos
transdes1 Id a,(de) ;este loop transtere
call wtvram ;todos os
inc de ;desenhos para a RAM
inc hi ;de video
djnz transdes1 :
ret ;retorna
;a rotina transcor fornece a cor dos 4 desenhos
;(caracteres) transferidos para a tabela de padrées
transcor
Id hl,(grpcol) ;hl aponta para a tabela das
;cores
Id a,#f1 ;jbranco (f=15) para cor de
frente e
;preto (1) para a cor de
fundo
Id b,#08%4 ;b=32 bytes a colorir
transcori call wtvram ;loop para enviar
inc hl :a cor
djnz transcori :
ret ;retorna

;a rotina tabnomes preenche um tergo da tela com espagos
;em branco usando o caractere 4, ja que este caractere
;ndo foi definido, estando, portanto, em branco. Na verdade,
todos os caracteres na faixa de 4 a 255 estao em branco,
;pois a rotina transdes sé definiu os caracteres de 0 a 3

tabnomes
Id hl,(grpnam) ;hl aponta para a tab. de
;nomes
Id b,#00 ;prepara um loop com 256
;repeticbes
Id a,#04 ;a=num. do carac. 4 (branco
;em branco néo definido)
tabnomes1 call wtvram ;preenche um tergo da tela
inc hl ;com espagos em branco

djnz tabnomes1 :
ret ;retorna



rdvram

or
ir
xor
out
Id
out

rdvram1 Id
out
Id
and
out
ex
ex

ret

wtvram
push
Id
or
ir
xor
out
Id
out

wivrami Id
out
Id
and
or
out
ex
ex
pop
out
ret

a,(versao)
a
z,rdvram1
a

(#99),a
a,#8e
(#99),a
a,l
(#99),a
ah

#3f
(#99),a
(sp).hl
(sp).hl
a,(#98)

af
a,(versao)
a
z,wtvram1
a

(#99),a
a,#8e
(#99),a
a,l
(#99),a
a,h

#3f

#40
(#99),a
(sp)hl
(sp).hl

af

(#98),a

;obtém a versao do MSX
6 MSX1?

;Sim, vai para rdvram1
:Nao, inicializa o VDP
;do MSX2

sinforma ao

;VDP o enderego na
;VRAM onde sera
;lido o dado

:demora para
;sincronizagao
;18 o dado na VRAM

;salva o dado a ser gravado
;:obtém a versdo do MSX

6 MSX1?

;Sim, vai para wtvram1
;Nao, inicializa o VDP

;do MSX2

sinforma ao

;VDP o enderego na
:VRAM onde 0
;dado sera

;gravado

;demora para
;sincronizagao
;recupera o dado
;grava o dado

;Tabela de 32 bytes com os desenhos do radar

desenhol

oVvIDEO 91
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desenho2

desenho3

desenho4

fim

defb
defb
defb
defb
defb
defb
defb
defb

defb
defb
defb
defb
defb
defb
defb
defb

defb
defb
defb
defb
defb
defb
defb
defb

defb
defb
defb
defb
defb
defb

defb.

defb

equ

%00000000
%00000100
%00001000
%00011110
%00011110
%00011000
%00010100
%00010000

%00000000
%00111000
%01000100
%10010010
%10010010
%01000100
%00111000
%00010000

%00000000
%01000000
%00100000
%11110000
%11110000
%00110000
%01010000
%00010000

%00000000
%00111000
%01111100
%11111110
%11111110
%01111100
%00111000
%00010000
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Listagem em linhas DATA do cédigo-objeto do programa para animacdo em tela grafi-
ca:

10 FOR A%=HD0O0O TO &HDOCD

20 READ BS

30 POKE A%, VAL ("&H"+BS)

40 NEXT A%

50 BSAVE "PROG18.BIN", §HD00O, §HDOCD

100 DATA 3A,AF,FC,FE, 02,C0,F3,CD, 48,D0,CD,59,D0,CD, 67, D0
110 DATA 2A,C7,F3,11,70,00,19,AF,CD, 8F, DO, 5F, 7B, 3C, E6, 03
120 DATA 5F,CD, 8F,DO,CD, 32,D0,CB, 47, 28, 05, CD, 3D, DO, 18, EC
130 DATA FB,C9,DRB,AA, E6,F0,F6,08,D3,AA, DB, A9, C9,ES5, 21, 00
140 DATA 80, 2B, 7C,BS,20,FB,E1,C9, 2A,CB, F3,11,AD, DO, 06, 20
150 DATA 1A,CD, 8F,DO,13,23,10,F8,C9, 2A,C9,F3, 3E,F1, 06, 20
160 DATA CD,8F,D0,23,10,FA,C9,2A,C7,F3, 06,00, 3E,04,CD, 8F
170 DATA DO,23,10,FA,C9, 33, 2D, 00, B7, 28, 07, AF, D3, 99, 3E, 8E
180 DATA D3,99,7D,D3,99,7C,E6, 3F, D3, 99,E3,E3,DB, 98,C9,F5
190 DATA 3A,2D, 00,B7,28,07,AF,D3, 99, 3E, 8E,D3, 99, 7D, D3, 99
200 DATA 7C,E6, 3F,F6,40,D3,99,E3,E3,F1,D3,98,C9, 00, 04, 08
210 DATA 1E,1E,18,14,10,00,38,44,92,92,44,38,10,00,40,20
220 DATA FO,FO0, 30,50,10, 00, 38, 7C, FE, FE, 7C, 38,10, 00

Listagem do programa de teste:

10 BLOAD"PROG18.BIN"
20 DEFUSR=&HD000

30 SCREEN 2

40 A=USR(0)

COMENTARIOS SOBRE O PROGRAMA
QUE IMPLEMENTA A ANIMACAO DE CARACTERES

Ao executar o programa de teste, vocé vera a parte de cima de um pequeno radar girando no
meio do primeiro tergo da tela. Como vocé mesmo podera observar, o efeito de animagao é
provocado pela troca sucessiva do nimero do desenho na tabela de nomes. Agora que che-
gamos ao fim da apresentagao das rotinas para a parte de video, ficou bem claro que a mais
importante de todas as tabelas usadas pelo VDP é a tabela de nomes, por gerenciar todas as
demais tabelas. Se aparecerem duvidas, leia com atengao os comentérios feitos nas listagens
.dos cédigos-fonte , tentando, ao mesmo tempo, fazer pequenas modificagdes para observar
o0s novos resultados. Nao tenha medo, pois a linguagem assembly néo estraga o seu micro-
computador, afinal, esta é a linguagem natural do seu MSX.

Terminada a parte de video, vamos passar agora para o uso de interrupgdes e hooks no MSX.
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Capitulo 2

OS HOOKS
E O INTERPRETADOR BASIC

Neste capitulo, vamos ver um assunto que, apesar de relativamente simples, assusta mui-
tos usudrios. Os chamados hooks (ganchos) nada mais sao do que desvios nas rotinas nor-
mais da BIOS e do Interpretador BASIC. "Como assim?" Ao projetar as rotinas da BIOS edo
Interpretador BASIC do MSX, a Microsoft, talvez baseada no sistema criado para o IBM-PC,
adotou o sistema de hooks para todas as principais rotinas armazenadas na ROM do MSX.
Assim sendo, quando chamamos uma dessas rotinas, como por exemplo a rotina para leitura
do teclado, a primeira tarefa realizada pela prépria rotina é fazer uma chamada (CALL, em as-
sembly) ao hook correspondente a ela. Como a rotina de inicializagdo do MSX preenche to-
dos os hooks com o byte #C9 (RET em assembly), a chamada das rotinas aos ganchos
geralmente resulta em nada, a menos que o usuério redefina os hooks. Para cada rotina que
disponha de um hook existe uma area de 5 bytes reservada nas variaveis do sistema. E nes-
sa area que se situa o hook propriamente dito. Por ser uma area pequena (apenas 5 bytes), o
seu uso fica limitado a saltos (JUMPS, em assembly) para rotinas mais complexas criadas pe-
lo usuério. Levando em conta que a tabela de hooks se estende do enderego #FD9A ao #FFC9
e que cada hook gasta 5 bytes, podemos contar, entao, com 112 hooks para os propésitos
mais variados. Nao é o objetivo deste livro apresentar uma tabela com todos os hooks ( para
tanto, consulte o "Livro Vermelho do MSX"), mas ensinar uma utilizagao mais personalizada
do seu computador. Entre os 112 hooks podemos destacar trés categorias:

1.Hooks que permitem redefinir rotinas ja existentes;

2.Hooks que implementam rotinas nao existentes, como por exemplo as rotinas para acesso
ao disk drive, e;

3.Hooks que funcionam como interrupgdes em 60 ciclos.

Neste capitulo, vamos estudar os trés tipos acima, comegando pelo ultimo.

HOOKS DAS INTERRUPCOES

Vocé ja deve ter ouvido falar que o MSX apresenta uma interrupgao que "varre” o seu te-
clado 60 vezes por segundo. O nome interrupgéo vem do fato de que para o MSX fazer a var-
redura do teclado, interrompe (suspende) a execugao do programa principal (um programa em
BASIC ou até em linguagem de maquina) para executar a rotina que faz a varredura. O termo
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varredura esta ligado a leitura completa do teclado para detectar a tecla ou teclas pressiona-
das. O tempo em que a execugao do programa principal permanece suspensa depende do ta-
manho e da complexidade da rotina que a interrompeu. Diante deste argumento, vocé vai
concordar que a rotina de interrupgao deve ser a mais simples e menor possivel, pois, caso
contrério, teremos uma execugao cada vez mais lenta do programa principal. Para entender
como funciona uma interrupgao, vejamos o seguinte exemplo: imagine que vocé esteja escre-
vendo um livro no seu computador, usando um editor de textos, quando o telefone toca. Co-
mo vocé nao sabe se a conversa vai demorar ou nao, salva o arquivo editado no disquete antes
de atender o telefone. Feito isto, vocé atende o telefone e deixa o computador ligado, com o
cursor na linha do texto em que se encontrava quando o telefone tocou e vocé salvou o texto
no disquete. Podemos ent&o dizer que o computador est4 & espera de que vocé termine a in-
terrupgao. Assim que vocé terminar a conversa (interrupgéo), retorne ao computador e conti-
nue o seu trabalho normal. Apesar de simples, o exemplo reflete o que ocorre na CPU (unidade
de processamento central que, no caso do MSX, é um Z80) quando se solicita uma interrupgao.
Em linhas gerais, as tarefas executadas pelo Z80, no caso de uma interrupgao, sao as se--
guintes:

1.Salvar o PC, que vem a ser um registro que aponta para o enderego da instrugio sendo exe-
cutada;

2.Salvar todos os registros;

3.Desviar o PC para o enderego da rotina de interrupgao;
4.Executar a rotina de interrupgéo;

5.Recuperar os registros salvos e o PC, e;

6.Retornar com a execugao do programa principal a partir do enderego dado pelo PC.

O PROGRAMA DUMP

Apresentado o0 mecanismo das interrupgdes, vamos nos aprofundar um pouco mais no uso
de tal facilidade no MSX. J4 sabemos que as interrupgdes no MSX ocorrem a cada 1/60 se-
gundos ou a cada 1,67 centésimos de segundo. Como se v8, é um intervalo de tempo (ou tem-
po de amostragem, para os mais técnicos) que permite um bom grau de precisdo em algumas
tarefas, como a de colocar na tela um relégio com segundos. Mas, deixemos o exemplo do
relégio para depois, ja que se trata de um exemplo cl4ssico que todos conhecem. Que tal al-
go mais Util para nés, programadores? H4 cerca de um ano, vi um programa de shareware
(programas de demonstrag@o gratuitos) para o IBM-PC que me impressionou pela simplici-
dade e eficiéncia. O que esse programa faz é mostrar o contetido de diversas posigbes da
meméria numa pequena janela na tela, independentemente do programa que o micro esteja
executando. Pelas caracteristicas, fica evidente que se trata de um programa que utiliza os
mecanismos de interrupgdo. Quando o vi em agao, pensei: "Eis um programa que seria Gtil no
MSX". O fato de podermos tirar um raio X da meméria durante a execugao de programas é
fantastico. Suponha, por exemplo, que vocé deseje acompanhar a evolugao do stack pointer



OS HOOKS E O INTERPRETADOR BASIC 103

(pilha) durante a execugao de uma determinada rotina. Passado o entusiasmo inicial, come-
cei a me deparar com alguns problemas, entre eles:

1.Como simular o recurso de janelas no MSX?
2.Como imprimir o contetido da memdria (dump) com a rapidez necessaria?
3.Em que enderego da RAM colocar a rotina?

O primeiro problema foi resolvido até de maneira bem simples. Levei em consideragao que
a depuragao (etapa de corregao de erros légicos em programas) se faz usando a tela de tex-
to, 8 que 0 MSX permite redefinir o tamanho da tela no que tange ao nimero de linhas. Diante
disto, o primeiro problema desapareceu, pois bastava enganar o MSX a respeito do nimero
de linhas da tela para simular o mecanismo da janela. "Mas, por que é tdo importante simular
0 mecanismo das janelas?" Acontece que, se houver uma mistura de informagdes na tela, vai
ficar extremamente dificil acompanhar tanto os resultados do programa principal como os da
interrupgao. Para evitar essa confusao, torna-se necessério dividir a tela em duas 4reas: uma
dedicada exclusivamente ao programa principal e outra dedicada exclusivamente & rotina de
interrupgao. O interpretador BASIC do MSX faz uso de uma variavel do sistema chamada
CRTCNT, que armazena o nimero de linhas da tela no modo texto. Ao ligar o MSX, a rotina
de inicializagao coloca nessa variavel o valor 24, que corresponde ao nimero de linhas numa
tela de texto. Entretanto, como a nossa rotina no vai fazer qualquer tipo de chamada as roti-
nas na ROM do MSX, n&o existe tal limite para a nossa interrupgao. Que podemos, entao, fa-
zer? Na época, pensei em reservar um nimero de linhas que fosse apenas suficiente para os
propésitos da interrupgéo a ser criada. Reservei, entdo, 4 linhas para a apresentagao, por in-
terrupgao, de uma determinada regiio da meméria. Para reservar tal nimero de linhas, basta
colocar o valor 20 na variavel CRTCNT. Feito isto, a tela de texto passa a apresentar duas di-
visbes: aquela usada pelo interpretador BASIC, que vai da linha 0 4 19, e aquela usada pela
rotina de interrupg&o, que vai da linha 20 a 23. Restava entao resolver os 2 Ultimos problemas.
O segundo problema foi resolvido empregando o acesso direto &s portas do VDP para a apre-
sentag3o dos resultados, e a utilizagao da instrugao DI (em assembly), que garante a ndo exe-
cugao de outras interrupgdes durante o funcionamento da nossa interrupgao. Este Gltimo passo
6 absolutamente necessario, j4 que n3o ha garantia de que a execugao da nossa rotina levara
somente 1,67 centésimos de segundo para ser executada (se bem que a nossa rotina certa-
mente gasta muito menos tempo do que esse limite). Se, por um acaso, nao fizéssemos isto,
poderia ocorrer um pedido de interrupgao durante a execugao da nossa rotina, que levaria o
Z80 a executé-la de novo, acarretando assim um "travamento” do microcomputador. O tercei-
ro problema também foi resolvido facilmente, ja que uma rotina de interrupgéo que se preze
nao deve ficar & mercé do uso indevido da meméria RAM destinada ao BASIC. O interpreta-
dor BASIC j& deixa livres uns escassos 24Kb de meméria RAM; se formos tirar mais ainda pa-
ra armazenar as nossas rotinas, as coisas podem se complicar. O que me ocorreu, entao, foi
usar uma pequena parte daqueles 32Kb de RAM que ndo sio usados pelo BASIC. Se vocé
néo esta familiarizado com o mecanismo de slots do MSX, sugiro que leia algo sobre o assun-
to no livro "Introdugéo & Linguagem de Maquina para MSX", de minha autoria. Como sabe-
mos, esses 32Kb estéo localizados nas péginas 0 e 1 do slot que contém 64Kb de meméria
RAM (slot 2 no Expert e 3 no Hot-Bit). Usando essa meméria para armazenar a nossa rotina
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de interrupgao, chegamos ao milagre de néo gastar um byte sequer da memdéria RAM desti-
nada ao BASIC. Resta-nos agora escolher o hook que sera desviado para a nossa rotina.
Existem somente dois hooks que podem ser aproveitados para interrupgbes em 60 ciclos; séo
eles:

HKEYI usado pela rotina de varredura do teclado
HTIMI usado pelo timer do MSX

O hook HKEY!I situa-se no enderego #FD9A, e o hook HTIMI no enderego #FD9F. O ni-
co que fica realmente liberado para uso é o primeiro, ja que o segundo é usado pela interface

de disco para parar e ligar o motor do drive. Resta-nos, portanto, saber como usar os hooks.
A propria Microsoft sugere o seguinte uso para os cinco bytes de qualquer hook:

Primeiro byte y RST #30

Segundo byte : Identificagao do slot
Terceiro e

Quarto bytes : Enderego da rotina
Quinto byte : RET

A instrugao RST #30 nada mais é do que um CALL #0030, s6 que ocupa apenas um byte,
e ndo trés como a instrugdo CALL. A rotina presente no enderego #0030 da ROM do MSX faz
uma chamada interslots, ou seja, ativa a pagina de meméria especificada pelo enderego da
rotina no slot desejado, e por fimchama arotina (CALL). Paratanto, a instrugao RST #30 obtém
o byte de identificagao do slot e o0 enderego da rotina nos trés bytes que a seguem no hook. O
nome desta rotina, que se inicia no enderego #0030, § CALLF. Como vamos colocar a nossa
rotina de interrupgdo na pagina 1 (o pedago de 16Kb que se estende do enderego #4000 ao
#7FFF) do slot que contém os 64Kb de RAM, devemos colocar os seguintes dados no hook:

RST  #30
DEFB #02
DEFW #4000
RET

se o micro for um Expert, e:

RST  #30
DEFB #03
DEFW #4000
RET

se o micro for um Hot-Bit. Como o slot da RAM pode variar de méaquina para méquina, tor-
na-se necessario fazer uma rotina que descubra o valor exato a colocar no segundo byte do
hook. Mais uma vez, sugiro consultar a bibliografia indicada para tirar quaisquer dividas so-
bre o funcionamento dos slots no MSX. Agora que j4 temos a base necesséria, que tal pas-
sarmos para as listagens da nossa rotina de interrupgao?
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Listagem em assembly Z-80 do cédigo-fonte do programa para dump da memérla:

;programa para fazer dump da meméria
;Compilar com o programa GEN80.COM usando a seguinte
;sintaxe:

;GEN80 PROG19.BIN=PROG19.GEN
;onde PROG19.GEN é o nome do arquivo-texto com esta
;listagem

versao equ #002d
linlen  equ #13b0
valtyp equ #663
endini equ #1600
tempo equ #1602
txtcgp equ #3b7
erafnk equ #00cc
cricnt  equ #3b1

hkeyi equ #fd9a

defb #fe ;simula em CP/M
defw inicio :0 cabecalho de
defw inidump+fimdump-dump+1
;um arquivo
detw inicio .BIN
org #9000
inicio
di ;desabilita as interrupgoes
in a,(#a8) ;1& a config. de slots
Id e,a ;salvaeme
rrca ;prepara para ativar
rrca ;a pagina 1
or - y
and %11111100 ;ativa a pagina 1 em RAM
out (#a8),a ;
rrca ;descobre o slot da RAM
rrca :
and #03
Id (slotnewhk),a ;guarda o slot
Id hl,newhook ;prepara o desvio
Id de,hkeyi ;:do hook
Id bc, #0005 :
Idir ;desvia

Id hl,inidump ;prepara a transferéncia
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newhook

slotnewhk

inidump equ

* dump

Id
Id
inc
Idir

and
out
Id
Id
Id
Id
Id
Id
call
ei
ret

defb
defb
defw
defb

org

Id
inc
cp
Id
ret
xor

di
or

ir
Id

o

ir
Id
Id

de,dump

;da rotina de interrupgao

be,fimdump-dump;para o end. #4000

bc

a,(#a8)
%11110000
(#a8),a
a,20
(crtent),a;
a,20
(tempo),a
hl, #8000
(endini),hl
erafnk

#7
#00
dump
#c9

#4000

hl,tempo
a,(temporeal)
a

(hl)
(temporeal),a
nz

a
(temporeal),a

a,(versao)
a

z,inicio1
a,(linlen)
41
c,inicio1
a,25

hl, 1600

transfere
;restabelece a configuragao
;original dos slots

itira as 4 Gltimas linhas

;inicializa o tempo
;inicializa o end. inicial
;apaga as teclas de fungao
;habilita as interrupgdes
;volta ao BASIC

;verifica se ja chegou
;ao tempo-limite

:Nao, volta ao interpretador
;Sim, zera a varidvel tempo

:desabilita as interrupgdes
:a=versdo do MSX

;6 igual a zero (MSX 1)?
;se for, vai para inicio1

; 0 MSX 2 est4 em 80 colunas?

;Nao, pula para inicio1
;a=numero de digitos
;hl=20*80=1600=pos. inicial



iniciol Id

inicio2 Id

enderdump

loopdump1

loopdump?2

loopdump3

jr inicio2

a1

id hl,800
(posini),hl

Id (numdigs),a
Id de,(endini)
Id hl,(posini)
call setvdpwt

Id b,#04

push bc

Id ad

call hexa

Id a,e

call hexa

call espaco

Id a,(numdigs)
Id b,a

Id a,(de)

call hexa

call espaco

inc de

djnz loopdump?2
Id a,(numdigs)
cp 12

ir nc,loopdump3
Id a,(de)

call hexa

inc de

pop  be

djnz loopdump1
ei

ret

OS HOOKS E O INTERPRETADOR BASIC

;a=numero de digitos
;h|=20*40=800=pos. inicial
;guarda o end. da tab. de
;nomes

;guarda o nimero de digitos
;obtém o end. de varredura
;obtém o end. da tab. de nomes
;prepara o VDP para escrita
;b=4 linhas a imprimir
;salvab

;a=2 primeiros digs. do end.
;imprime-os

;a=2 segundos digs. do end.
;imprime-os

;imprime um espago
;a=nUmero de digitos
;b=nUmero de digitos
;obtém o byte no end.
;imprime 2 digitos em hexa
;imprime um espago
;incrementa o ponteiro
;continua

;teste se impressao em 40
;ou em 80 colunas

;Se em B0, vai para loopdump3
;Se em 40, imprime o Ultimo
digito

;obtém o préximo enderego
;recupera o cont. de linhas
;continua até terminarem as
;linhas

;habilita as interrupgdes
;retorna ao BASIC

;a rotina hexa imprime um valor de 8 bits em hexadecimal

hexa

push
Id
and
mca
rrca
rrca
mrca
call

de ;salva o par alterado

e,a ;e=a=valor a imprimir

#10 ;obtém os 4 bits mais altos
;desloca-os para as posigoes
;inferiores

hexa1 ;imprime o primeiro digito

107
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Id ae ;recupera o valor
pop de ;recupera o par alterado
and #of ;obtém os 4 bits inferiores
hexal c¢p #0a ;o digito é maior ou igual a
H#A?
jr c,hexa2 ;Nao, pula para hexa2
add a,#07 ;Sim, adiciona #07 ao cédigo
;em ASCII
hexa2 add a,#30 ;adiciona #30 (#30=ASCII 0)
out (#98),a ;imprime
ret ;retorna
espaco
Id- a,#20 ;a=céd. ASCII do espago
out (#98),a ;imprime
ret ;retorna
setvdpwt
Id a,(versao) ;obtém a versao do MSX
or a 6 MSX17?
jr z,wtvram1 ;Sim, vai para wtvram1
xor a :Nao, inicializa o VDP
out (#99),a ;do MSX2
Id a,#8e
out (#99),a
witvram1 Id a,l :informa ao
out ~ (#99),a ;VDP o enderecgo na
Id a,h ;VRAM onde o
and #3f ;dado serd
or #40 ;gravado
out (#99),a ;
ret ;retorna
posini defw #0000
numdigs defb #00
temporeal defb #00
fimdump equ $

Listagem em linhas DATA do cédigo-objeto programa para dump da meméria:

10 FOR A%=§H9000 TO &HIOEC
20 READ B$
30 POKE A%, VAL ("&H"+B$)
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40 NEXT A%

50 BSAVE "PROG19.BIN", &§H9000, §8H90EC

100 DATA ¥3,DB, A8, 5F, OF, OF, B3,E6,FC,D3, A8, OF, OF ,E6, 03, 32
110 DATA 45,90, 21,44,90,11,9A,FD, 01,05, 00,ED,BO, 21, 49, 90
120 DATA 11,00, 40,01,A2,00,03,ED,BO,DB,A8,E6,F0,D3,A8, 3E
130 DATA 14,32,B1,F3, 3E, 14,32,02,F6,21,00,80,22,00,F6,CD
140 DATA cc,00,FB,C9,F7,00,00,40,C9,21,02,F6,3A,A1, 40, 3C
150 DATA BE, 32,Al1,40,CO0,AF,32,A1,40,F3, 3A,2D, 00,B7, 28, 0E
160 DATA 3A,BO,F3,FE, 29,38,07,3E, 19,21, 40,06,18, 05, 3E, OB
170 DATA 21,20,03,22,9E,40,32,A0,40,ED,5B,00,F6,2A, 9E, 40
180 DATA CD,86,40,06,04,C5,7A,CD, 67,40, 7B,CD, 67,40,CD, 81
190 DATA 40,3A,A0,40,47,1A,CD,67,40,CD,81,40,13,10,F6, 3A
200 DATA AO,40,FE, 0C,30,04,1A,CD, 67,40,13,C1,10,D7,FB,C9
210 DATA D5, 5F,E6,FO, OF, OF, OF, OF,CD, 76, 40, 7B, D1,E6, OF,FE
220 DATA OA,38,02,C6,07,C6,30,D3,98,C9,3E,20,D3,98,C9, 3A
230 DATA 2D, 00,B7,28,07,AF,D3, 99, 3E, 8E,D3, 99, 7D,D3, 99, 7C
240 DATA E6, 3F,F6,40,D3,99,C9, 00,00, 00,00,00,00

Listagem do programa de teste:

10 BLOAD"PROG19.BIN",R

20 POKE &HF602,15:REM DEFINE UM NOVO INTERVALO (25 CENTESIMOS)
30 POKE &HF600,&H80:POKE &HF601,&H80:REM DEFINE END. INICIAL

40 FOR A%=0 TO 5000 '

50 NEXT

COMENTARIOS SOBRE O PROGRAMA DUMP

Se vocé ja tem alguma préatica com o assembly e com o mecanismo de slots, no deve ter
sentido dificuldade em acompanhar a listagem do cédigo-fonte. Talvez, o fato mais estranho
seja a utilizagdo de dois ORGs. Esta necessidade se deve ao fato de que o programa
PROG19.BIN tera de ser carregado obrigatoriamente na meméria RAM do BASIC, pois o co-
mando BLOAD sé consegue carregar arquivos nessa area (entre os enderegos #8000 e
#E100, se vocé estiver usando apenas um drive I6gico). Assim sendo, temos de colocar no
infcio uma rotina que faga os ajustes necessarios para transferir a nossa rotina para o enderego
desejado, além de desviar o hook HKEYI. Coloquei, entdo, essa rotina a partir da posigao
#9000 (vocé pode altera-la), mas, como arotina de interrupgao seré deslocada para o enderego
#4000, tive de colocar um segundo ORG para que os deslocamentos relativos a rotina de in-
terrupgao se fizessem para os enderegos corretos. Este macete vale para todas as ocasides
em que vocé tenha de carregar um programa numa determinada area e, depois, transferi-lo
para a posigao correta de execugao. Como vocé vé, ndo existe grande mistério.

Ao executar o programa de teste, vocé vera que a linha 20 define um intervalo seguro de
25 centésimos (15/60). Digo seguro porque é um intervalo pequeno o suficiente para acom-
panhar a evolugao das modificagbes feitas em RAM e ao mesmo tempo grande de modo que
nao trava o micro. Na linha 30, temos a definigao do enderego inicial do dump que, no caso, é
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#8000. As linhas 40 e 50 s@o apenas uma pequena demonstragio do que a nossa interrupgao
pode fazer. Vocé ja deve saber que todo o programa em BASIC (como a listagem do progra-
ma de teste) termina com uma seqiéncia de trés bytes iguais a #00. ApSs esses trés bytes,
comega a area das variaveis inteiras do BASIC, com cada variavel ocupando 5 bytes:

Primeiro byte : Identificagéo (#02)

Segundo e

Terceiro bytes : Nome da variavel

Quarto e

Quinto bytes - Valor da varidvel na forma LSB e
MSB

Ao executar o programa de teste acima, vocé vera no final da primeira linha (se estiver no
modo de 80 colunas do MSX2) ou no final da segunda linha e inicio da terceira (se vocé esti-
ver no modo de 40 colunas de qualquer MSX) a seguinte seqiiéncia de bytes escritos na base
hexadecimal:

0000000241008913

Se vocé reparar, durante a execugao do programa, os dois Ultimos bytes acima apresen-
tam uma alterag&o constante de valores. O valor 89 13 é o que aparece por Gltimo quando a
execugao do programa termina. "Mas, o que vém a ser esses bytes?" Os trés primeiros bytes
vocé ja sabe que s&o o indicador de término do programa em BASIC, o byte 02 é o indicador
de variavel inteira, o byte 41 é o cédigo em ASCII da letra A, que vem a ser o nome da nossa
variavel, o byte 00 apés o 41 seria o segundo caractere do nome da variavel, ja4 que o MSX
permite que o nome de cada variavel seja composto por até dois caracteres e, por fim, os dois
Ultimos bytes correspondem ao valor da variavel A. D4 para perceber que a nossa rotina de
interrupgao é bastante répida, j4 que consegue captar a atualizagdo do valor da variavel A fei-
ta pelo comando FOR NEXT do BASIC. Vamos, entao, passar para outro exemplo.

O PROGRAMA PARA ROTACAO POR INTERRUPCAO

No inicio de 1988, elaborei um conjunto de programas utilitarios para o MSX-DOS, que re-
cebeu o nome de MSX-DOS Tools Nacional. Uma das rotinas que mais chamava a atengao
colocava 0 meu nome na Gltima linha da tela e fazia tal linha girar para a esquerda num inter-
valo de tempo constante. Agora, vocé ja sabe que usei uma interrupg&o para tal efeito. O que
vamos ver aqui nada mais é do que uma combinagao da rotina acima com a rotina de rotagao
da tela para a esquerda, apresentada no Capitulo 1. O programa que vamos ver nio coloca
qualquer mensagem na Ultima linha da tela, de modo que sugiro a vocé usar um artificio se-
melhante ao apresentado na listagem do programa de teste.
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Listagem em assembly Z-80 do codigo-fonte do programa para rotar somente a ultima
linha da tela para a esquerda:

;pregrama para rotar a Oltima linha da tela
;Compilar com o programa GEN80.COM usando a seguinte
isintaxe:

GENS0 PROG20.BIN=PROG20.GEN

;onde PROG20.GEN é o nome do arquivo-texto com esta

slistagem
versao equ #002d
linlen equ #f3b0
txtnam equ #3b3
valtyp equ #1663
argusr equ #i718
txtegp equ #3b7
tempo equ #1600
erafnk equ #00cc
crtent equ #{3b1
hkeyi equ #{d9a
defb #fe ;simula em CP/M
defw inicio ;0 cabecalho de
defw inirota+fimrota-rotaesq+1
:um arquivo
detw inicio ..BIN
org #9000
inicio
di ;desabilita as interrupgbes
in a,(#a8) ;1é a config. de slots
Id e,a ;salvaeme
rrca ;prepara para ativar
rrca ;a pagina 1
or e :
and %11111100 ;ativa a pagina 1 em RAM
out (#a8),a :
rrca :descobre o slot da RAM
rrca :
and #03
Id (slotnewhk),a ;guarda o slot
Id hl,newhook ;prepara o desvio

Id de,hkeyi :do hook
Id bc, #0005 :
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newhook

slotnewhk

inirota

rotaesq

Idir
Id
Id
Id
inc
Idir

and
out
Id
Id
Id
Id
call
ei
ret

defb
defb
detw
defb

equ

org

Id
inc
Id
cp
ret
di
xor
Id

or
jr
Id
cp
jr
Id

hl,inirota
de,rotaesq

;desvia
:prepara atransferéncia
;da rotina de interrupgao

bec,fimrota-rotaesq -

bc

a,(#a8)
%11110000
(#a8),a
a,23
(crient),a;
a,20
(tempo),a
erafnk

#7
#00
rotaesq
#c9

#4000

a,(temporeal)
hl,tempo

a
(temporeal),a
(hi)

nz

a
(temporeal),a
a,(versao)

a

z,rotaesq1
a,(linlen)

41

c,rotaesq1

a, 8o
rotaesq2

itransfere
;restabelece a configuragao
;original dos slots

1

tira a Gltima linha
sinicializa o tempo

;apaga as teclas de fungao
:habilita as interrupgdes
volta ao BASIC

;verifica se o tempo-limite
;foi atingido ou néo

:Néo, volta para o BASIC
;desabilita as interrupgdes
:zera a variavel contadora

:a=versdo do MSX

:é igual a zero (MSX 1)?

;Sim, vai para rotaesq1

:0 MSX 2 esta em 80 colunas?

:Nao, pula para rotaesq1
:se estiver a=80 colunas
;pula para rotaesq2 por ser MSX 2



rotaesq1

loop1

lelinha

esclinha

Id

rotaesq2ld

add

a,40

(numcol),a

Id hl,(txtnam)
Id a,(numcol)
Id b,23

Id e,a

Id d,#00
hl,de

djnz loop1

call setvdprd
Id a,(numcol)
push hl

Id hl,bufferlinha
Id b,a

call lelinha

Id a,(numcol)
Id hl,bufferlinha
Id e,a

Id d,#00

Id a,(hl)

add hl,de

Id (hl),a

pop hi

call setvdpwt
Id hl,bufferlinha+1
Id a,(numcol)
Id b,a

call esclinha

ei

ret

in a,(#98)

Id (h),a

inc hi

djnz lelinha

ret

Id a,(hl)

out (#98),a
inc hl
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;a=40 colunas

:coloca o nim. de colunas em
;numcol

:hl=end. tabela de nomes

;a=num. de colunas

:b=n0m. da Gh. linha

;de=nUmero de colunas

:calcula o end. da Ultima

;linha na tabela de nomes

N

;prepara o VDP para leitura

;a=num. de colunas

;salva hi

;hl aponta para o buffer

;b=nUm. de colunas

;1&@ uma linha

;a=num. de colunas

;hl aponta para o buffer

:de=nUm. de colunas

;a=primeiro carac. da linha

;hl=aponta para o fim da

linha+1

;coloca o prim. carac. na Glt.

;POS.

;recupera hl

;prepara o VDP para escrita

;hl aponta para o buffer+1

;a=num. de colunas

;b=n0m. de colunas

;envia a linha ja rotada

;habilita as interrupgdes

;retorna ao BASIC

;lé o carac. da VRAM
;salva-o no buffer
;incrementa o ponteiro
;prepara a préxima leitura
;retorna

;16 o carac. do buffer
;escreve-o na VRAM
;incrementa o ponteiro

113
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setvdprd

rdvram1 Id

setvdpwt

wivram1 Id

temporeal
bufferlinha
numcol

fimrota

djnz
ret

or
ir
xor
out
Id
out
a,l
out

and
out
ret

or
ir
xor
out
Id
out
a,l
out

‘Id
and
or
out
ret

defb
defs
defb

equ

esclinha

a,(versao)
a
z,rdvram1
a

(#99),a
a,#8e
(#99),a

(#99),a
a,h
#3f
(#99),a

a,(versao)
a
z,wtvram1
a

(#99),a
a,#8e
(#99),a

(#99),a
a,h
#3f
#40
(#99),a

#00
81
#00

;prepara a préxima escrita
;retorna

:obtém a versdo do MSX
6 MSX1?

;Sim, vai para rdvram1
:Nao, inicializa o VDP
;do MSX2

;infforma ao

;VDP o enderego na
:VRAM onde sera
;lido o dado

]

;retorna

:obtém a versio do MSX
6 MSX17?

;Sim, vai para wtvram1
:Nao, inicializa o VDP
:do MSX2

sinforma ao

;VDP o enderego na
‘VRAM onde o
:dado sera

:gravado

;retorna
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Listagem em linhas DATA do cédigo-objeto do programa para rotar somente a tltima
linha da tela para a esquerda:

10 FOR A%=&H9000 TO &H912F

20 READ B$

30 PORE A%, VAL ("&H"+B$)

40 NEXT A%

50 BSAVE "PROG20.BIN", &H9000, &§H912F

100 DATA F3,DB,A8,5F, OF, OF, B3,E6,FC,D3, A8, OF, OF ,E6, 03, 32
110 DATA 3C, 90,21, 3B,90,11, 9A,FD, 01,05, 00,ED,BO, 21, 40, 90
120 DATA 11,00,40,01,EE, 00,03,ED,BO,DB,A8,E6,F0,D3,A8, 3E
130 DATA 17,32,B1,F3,3E, 14, 32,00,F6,FB,C9,F7,00,00,40,C9
140 DATA 3A, 9B, 40,21, 00,F6, 3C, 32, 9B, 40,BE, C0,F3,AF, 32, 9B
150 DATA 40, 3A, 2D, 00,B7,28,0B,3A,B0,F3,FE, 29, 38, 04, 3E, 50
160 DATA 18,02, 3E, 28, 32,ED, 40, 2A,B3,F3, 3A,ED, 40,06, 17, 5F
170 DATA 16,00,19,10,FD,CD, 6D, 40, 3A,ED, 40,E5, 21, 9C, 40, 47
180 DATA CD, 5F, 40,3A,ED, 40, 21, 9C, 40,5F, 16,00, 7E,19,77,E1
190 DATA CD, 83, 40,21, 9D, 40, 3A,ED, 40,47,CD, 66, 40,FB, C9,DB
200 DATA 98,77,23,10,FA,C9,7E,D3,98,23,10,FA, C9, 3A, 2D, 00
210 DATA B7,28,07,AF,D3,99, 3E, 8E,D3, 99, 7D, D3, 99, 7C, E6, 3F
220 DATA D3,99,C9, 3A, 2D, 00,B7,28,07,AF, D3, 99, 3E, 8E, D3, 99
230 DATA 7D,D3,99,7C,E6,3F,F6,40,D3,99,C9,00,00,00, 00, 00
240 DATA 00,00,00,00,00,00,00,00,00,00,00,00,00,00, 00,00
250 DATA 00, 00,00,00,00,00,00,00,00,00,00,00,00,00,00,00
260 DATA 00,00,00,00,00,00,00,00,00,00,00,00,00,00, 00,00
270 DATA 00,00,00,00,00,00,00,00,00,00,00,00,00,00,00,00
280 DATA 00, 00,00,00,00,00,00,00,00,00,00,00,00,00, 00,00
290 DATA 00,00, 00

Listagem do programa de teste:

10 KEYOFF

20 IF (PEEK (&HF3B0) >40) THEN CL%=80 ELSE CL%=40
30 A$="Programa de demonstragao”

40 FOR A%=0 TO LEN(A$)-1

50 VPOKE (23*CL%+A%),ASC(MID$(A$,A%+1,1))

60 NEXT A%

70 BLOAD"PROG20.BIN",R

COMENTARIOS SOBRE
0 PROGRAMA PARA ROTACAO POR INTERRUPCAO

Se, por um acaso, vocé nao gostou da velocidade de rotagao da Gltima linha, tente alterar
o valor em #F600. Antes de fazer tal alterag@o, convém ficar ciente de que valores abaixo de
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8 podem congelar o seu micro,devido & "lentidao”, ndo da nossa rotina, mas da rotina RST #30
que usamos para desviar o hook. No meu ponto de vista, o comando abaixo imprimira uma ve-
locidade bem razoavel:

POKE &HF600,10

Entre com o comando acima apés o interpretador BASIC exibir a mensagem Ok, quando
terminar a execug&o do programa de teste. Infelizmente, temos um problema: nao podemos
usar o comando CLS do BASIC para apagar a tela, j& que este comando ignora o valor colo-
cado em CRTCNT. Nao adianta enganar o interpretador BASIC no que diz respeito ao nime-
ro de linhas na tela, no caso do comando CLS. Observe que o artificio de se colocar um valor
menor que 24 na varidvel CRTCNT é vélido para a exibigao das teclas de fungdbes e para os
comandos de edigao (seta para baixo, seta para a esquerda, etc), embora n2o o seja para o
comando CLS. Como vocé pode perceber, temos al um bug (situagao de erro ndo prevista) no
projeto do MSX. Ainda neste capitulo, vamos aprender como desviar o interpretador de erros
(através do respectivo hook) para implementarmos novos comandos no interpretador BASIC.
Nesse momento, vamos criar o comando CLRSCR, que apagard a tela de acordo com um de-
terminado argumento, respeitando inclusive o nimero de linhas colocado em CRTCNT. Va-
mos ver, agora, um efeito igualmente interessante.

O PROGRAMA PARA _
ANIMACAO GRAFICA POR INTERRUPCAO

No primeiro capitulo, cheguei a mencionar que se poderia obter efeitos de animagao inte-
ressantes usando-se as interrupgbes. Talvez vocé fique surpreso ao saber que os jogos da fa-
mosa Konami s&o controlados por uma interrupgao, ou seja, a parte do programa que 1 os
joysticksteclado e toma as agbes cablveis é resultado de um desvio do hook HKEYI. Isto tem
certa légica, pois, como sabemos, as colisdes de sprites (leia-se coliséo de avides com misseis,
etc) sdo testadas a cada ciclo de 60 Hz, exatamente na mesma freqiiéncia em que sao ativa-
das as rotinas de interrupgao. Se levarmos em conta que a interrupg&o de 60 Hz é gerada pe-
lo VDP (processador de video), temos entao um perfeito sincronismo entre o teste da colisao
de sprites e o inicio da execugao das rotinas de interrupgao. O exemplo que vamos ver nada
mais é do que a conjungao de dois exemplos do Capitulo 1: o programa para movimentagao
de sprites e o programa para animagao de um pequeno radar. Neste caso, a rotina para a qual
sera desviado o hook sera a de animagao do radar. Vocé vai perceber que se consegue um
efeito bem interessante. Vamos, entao, as listagens:



OS HOOKS E O INTERPRETADOR BASIC 117

Listagem em assembly Z-80 do cédigo-fonte do programa para fazer animacgao por Iin-
terrupgéo:

programa para movimentar sprites pela tela
;Compilar com o programa GEN80.COM usando a seguinte
;sintaxe:

\GEN80 PROG21.BIN=PROG21.GEN

;onde PROG21.GEN é o nome do arquivo-texto com esta

Jlistagem
versao equ #002d
kilbuf equ #0156
grpnam equ #13c7
grpcol equ #f3c9
grpcgp equ #3cb
grppat equ #3ct
grpatr equ #3cd
scrmod equ #fcaf
hkeyi equ #fd9a
defb #fe ;simula em CP/M
defw inicio ;0 cabecalho de
defw fim ;um arquivo
defw inicio ;-BIN
org #d000
inicio
Id a,(scrmod) ;0 MSX esta no modo
cp #02 ;grafico?
ret nz :Nao, retorna aoc BASIC
Id hl,(grppat) ;hl aponta para a tab. de
;padrbes
Id de,desenho ;de aponta parao
;desenho
Id b,#08 ;b=8 bytes que formam o
;desenho
loop1 Id a,(de) ;este loop envia o
:desenho
call wivram ;para a tabela de
;padroes
inc de ;dos sprites na RAM de
video
inc hi (VRAM)

djnz loop1 :
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loop2

loopprin

Idir
ai

call

push
bit

hl,(grpatr)
de,atributos
b,#04
a,(de)
wtvram
de

hl

loop2
transdes
transcor
tabnomes

hl,(grpnam)

de,32°3+16
hl,de

(posicao),hl
a,15

(tempolim),a
a

(desatual),a
(tempo),a
hl,novohook

de,hkeyi
bc, #0005

letecla

af
7,a

;hl aponta para a tab.
;de atributos

;de aponta para os
;atributos

;b=4=n0m. de bytes dos
;atributos

;este loop envia os
:atributos

;para a tabela de
;atributos

:dos sprites na RAM de
wvideo

{(VRAM)

:chama a rotina transdes
;chama a rotina transcor
:chama a rotina tabnomes
;desabilita as
sinterrupgdes

;hl aponta para a tab.
:de nomes

:de=>Y=3 X=16

;hl aponta para a
;posigao (X,Y)

;salva a posigao de
;escrita

stemporiza em 0.25
;segundo

;guarda o caractere
:atual

;zera a variavel tempo
;prepara o desvio do
:hook

:habilita as
;interrupgdes

;& as teclas do cursor
;e a barra de espago
;salva o valor lido

;a seta para direita foi
;pressionada?



call

pop
push
bit

call

pop
push

bit
call
pop
push
bit

call

Id
Id

Idir
ei

call

ret

z direita
af

af

4,a
z,esquerda
af

af

5,a
z,cima
af

af

6,a

Z,baixo

af
0,a

Z,basic

espera

loopprin

hl,hkeyi
de,hkeyi+#01

(hl),#c9
bc, #0004

kilbuf
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:Sim, chama a rotina
;direita

;recupera o valor lido
;torna a salvar

;a seta para esquerda
;foi pressionada?
:Sim, chama a rotina
;esquerda

;recupera o valor lido
itorna a salvar

;a seta para cima foi
;pressionada?

:Sim, chama a rotina
;cima

;recupera o valor lido
torna a salvar

:a seta para baixo foi
;pressionada?

:Sim, chama a rotina
:baixo

;recupera o valor lido
;a barra de espago foi
;pressionada?

;Sim, prepara a volta ao
:BASIC

;:Nao, espera para
:diminuir a
:velocidade do movimento
fecha o loop

:desabilita as
sinterrupgdes

:desfaz o desvio do
;hook.

;Etapa necessaria porque
;0 MSX retorna parao
;modo texto assim que
terminar

;0 programa em BASIC.
;habilita as
;interrupgbes

;limpa o buffer do
teclado

;retorna ao BASIC

119
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;a rotina radar é a responsavel pela animagéao do radar

;usando o desvio da interrupgao HKEY]

radar

novohook

letecla

ret

ret

defb
detw
defb
defb

and
or
out

ret

hl,tempolim

a,(tempo)
a
(tempo),a
(hl)

nz

a
(tempo),a
hl,(posicao)
a,(desatual)
#03

wtvram
a

(desatual),a

#c3
radar
#c9
#c9

a,(#aa)
#0
#08
(#aa),a
a,(#a9)

;hl=>variavel tempo-
Jlimite

;a=tempo atual
;incrementa tempo atual
;guarda o novo valor
;tempo atual=tempo-
;limite?

:Nao, volta sem animagao
:Sim, desabil. as
sinterrupgbes

;zera a var. tempo atual

]

;obtém a pos. de escrita
;obtém o nim. do desenho
;garante estar entre 0 e
3

:escreve o caractere
:incrementa o num do
caractere

;,guarda para a prox.
sinterrupgao

:habilita as
;interrupgbes

retorna

JUMP

:chama a rotina radar
;RET

RET

;prepara o ppi para ler
;alinha (#08) com as
;informagdes sobre as
iteclas do cursor

:Ié a coluna selecionada
volta



direita

esquerda

cima

cimal

cima2

baixo

inc
call

inc
call

ret

inc
call

dec
call

ret

call
or
jr
dec

jr
Id

call

ret

hl,(grpatr)

hl
rdvram

wivram

hl,(grpatr)
hl
rdvram

a
wtvram

hl,(grpatr)

rdvram
a
z,cimal
a

cima2
a,191

wivram

hl,(grpatr)
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;hl aponta para o
;atributo X
:na VRAM

;1é a posigao x do
isprite

sincrementa-a

:informa ao VDP a nova
;posicao

yretorna

;hl aponta para o
;atributo X
:na VRAM

;1é a posigao x do
;sprite

:decrementa-a

sinforma ao VDP a nova
;posigao

yretorna

;hl aponta para o
:atributo Y

:na VRAM

;lé a posigao y do
isprite

;6 zero?

:Sim, vai para cima1
:N&o, decrementa y (sobe
;0 sprite)

;vai para cima2

;coloca o sprite na
:Gltima linha

:informa ao VDP a nova
;posicao

;retorna

;hl aponta para o
;atributo Y
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call
cp
ir
inc
jr
baixo1 xor
baixo2 call
ret
espera
Id
loopesp dec
Id
or
jr
ret

rdvram
191

Z,baixo1
a

baixo?2
a
wtvram

hl,#1000
hl

a,h

|
nz,loopesp

;na VRAM

J|é a posigdo y do
;sprite

;ja esta na dltima
linha?

;Sim, vai para baixo1
;Nao, incrementa y
;(desce o sprite)

;vai para baixo2
;a=0=primeira linha
;informa ao VDP a nova
;posicao

retorna

;provoca um retardo
;baseado em sucessivos
:decrementos no valor de
;hi

]

;a rotina transdes transfere os desenhos do radar para a

jtabela de padrges

transdes

transdes1 Id
call
inc
inc
djnz
ret

;a rotina transcor fornece a cor dos 4 desenhos
;(caracteres) transferidos para a tabela de padrées

transcor

hl.(grpcgp)

de,desenho1
b,#08%*4

a,(de)
wtvram
de

hl
transdesi

;hl aponta para a tab,

;de padrbes

;de aponta para o desenho1
;b=8 bytes por desenho*4
;desenhos

;este loop transfere

fodos os

;desenhos para a RAM

:de video

sretorna



transcori

call
inc
djnz
ret

hl,(grpcol)
a,#f1

b,#08%4
wivram
hl
transcori
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;hl aponta para a tabela
;das cores

;branco (f=15) para a cor
;de frente e

;preto (1) para a cor de
fundo

;b=32 bytes a colorir
;loop para enviar

;acor

:retorna

:a rotina tabnomes limpa as 4 primeiras posigdes da tabela
:de nomes para que os 4 desenhos do radar ndo aparegam

tabnomes

tabnomes1

rdvram

rdvram1i

di

or
jr
xor
out
Id
out

out
Id
and
out
ex

hl,(grpnam)
a,#04

b,a
wtvram
hl

tabnomesi

a,(versao)
a
z,rdvrami
a

(#99),a
a,#8e
(#99),a
a,l
(#99),a
ah

#3f
(#99),a
(sp).hl

;hl aponta para a tab. de
;nomes

:a=num. do carac. em
;branco

Jlimpa as 4 primeiras
;posigdes da tab. de
;nomes

:retorna

;desabilita as
;interrupgbes

:obtém a versao do MSX
;@ MSX17?

:Sim, vai para rdvram1
:N3o, inicializa o VDP
;do MSX2

sinforma ao

:VDP o enderego na
:VRAM onde sera
:lido o dado

;demora para

123
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wivram

wtvram1

stabela de 8 bytes com o'desenho do boneco

desenho

ex
ai

ret

di

push

pop
out
ei

ret

defb
defb
defb
defb
defb
defb
defb
defb

(sp).hl
a,(#98)

af

a,(versao)
a
z,wtvram1
a

(#99),a
a,i#8e
(#99),a
a,l

(#99),a
a,h

#3f

#40
(#99),a
(sp),hl
(sp).hl

af

(#98),a

%00111000
%00101000
%00111000
%00010000
%00111000
%01010100
%00101000
%01000100

;sincronizagao

;16 o dado na VRAM
;habilita as
;interrupgbes

;desabilita as
;interrupgbes

;salva o dado a ser
,gravado

;obtém a versdo do MSX
6 MSX1?

;Sim, vai para wtvram1
;Nao, inicializa o VDP
;do MSX2

;informa ao

;VDP o enderego na
;VRAM onde o
;dado sera
;gravado
;demora para
;sincronizagéo
;recupera o dado
;,grava o dado
;habilita as
sinterrupgdes



jfabela dos atributos do sprite

atributos
y

X
modelo
cor

tabela de 32 bytes com os desenhos do radar

desenho1

desenho2

desenho3

desenhc4

defb
defb
defb
defb

defb
defb
defb
defb
defb
defb
defb
defb

defb
defb
defb
defb
defb
defb
defb
defb

defb
defb
defb
defb
defb
defb
defb
defb

defb
defb
defb
defb

86
128
0
15

%00000000
%00000100
%00001000
%00011110
%00011110
%00011000
%00010100
%00010000

%00000000
%00111000
%01000100
%10010010
%10010010
%01000100
%00111000
%00010000

%00000000
%01000000
%00100000
%11110000
%11110000
%00110000
%01010000
%00010000

%00000000
%00111000
%01111100
%11111110
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;coordenadas do ponto
:central da tela
;primeiro plano

;cor branca parao
;sprite

125



126 Guia do Programador MSX

CAP2
defb %11111110
defb %01111100
defb %00111000
defb %00010000
posicao defw  #00
desatual defb #00
tempolim defb #00
tempo defb  #00
fim equ $

Listagem em linhas DATA do cédigo-objeto do programa para fazer animagéo por inter-
rupcgéo:

10 FOR A%=&HDO0OO TO &HD19D

20 READ BS

30 POKE A%, VAL ("&H"+BS)

40 NEXT A%

50 BSAVE "PROG21.BIN", §HD00O, &HD19D

100 DATA 3A,AF,FC,FE, 02,CO0, 2A,CF,F3,11, 6C,D1, 06, 08, 1A, CD
110 DATA 4C,D1,13,23,10,F8,2A,CD,F3,11, 74,D1, 06, 04, 1A, CD
120 DATA 4c,D1,13,23,10,F8,CD,04,D1,CD,15,D1,CD,23,D1,F3
130 DATA 2A,C7,F3,11,70,00,19,22,98,D1, 3E, OF, 32, 9B, D1, AF
140 DATA 32,9A,D1,32,9C,D1,21,AF,DO,11, 9A,FD, 01, 05, 00, ED
150 DATA BO,FB,CD,B4,DO,F5,CB, 7F, CC, BF, DO,F1, F5,CB, 67, CC
160 DATA CB,DO,F1,F5,CB, 6F,CC,D7,D0,F1,F5,CB, 77, CC, E9, DO
170 DATA F1,CB, 47,28, 05,CD,FB,DO, 18,D8,F3, 21, 9A,FD, 11, 9B
180 DATA FD, 36,C9,01, 04, 00, ED, BO, FB, CD, 56, 01, C9, 21, 9B, D1
190 DATA 3A,9C,D1,3C, 32,9C,D1,BE, CO,F3,AF, 32, 9C,D1, 24, 98
200 DATA D1,3A,9A,D1,E6,03,CD, 4C, D1, 3C, 32, 9A, D1,FB, C9, C3
210 DATA 8D,DO,C9,C9,DB,AA,E6,FO,F6,08,D3,AA, DB, A9, C9, 2A
220 DATA CD,F3, 23,CD, 30,D1, 3C,CD, 4C,D1,C9, 2A,CD,F3, 23, CD
230 DATA 30,D1, 3D,CD, 4C,D1,C9, 2A, CD,F3,CD, 30, D1,B7, 28, 03
240 DATA 3D, 18, 02, 3E, BF,CD, 4C,D1,C9, 2A, CD, F3, CD, 30, D1, FE
250 DATA BF, 28,03, 3C, 18, 01, AF,CD, 4C,D1,C9, 21, 00, 10, 2B, 7C
260 DATA B5,20,FB,C9,2A,CB,F3,11,78,D1, 06,20, 1A,CD, 4C, D1
270 DATA 13,23,10,F8,C9,2A,C9,F3, 3E,F1, 06,20, CD, 4C, D1, 23
280 DATA 10,FA,C9,2A,C7,F3, 3E, 04, 47,CD, 4C, D1, 23,10, FA, C9
290 DATA F3, 3A, 2D, 00, B7, 28, 07,AF, D3, 99, 3E, 8E, D3, 99, 7D, D3
300 DATA 99,7C,E6,3F,D3,99,E3,E3, DB, 98, FB,C9,F3,F5, 3A, 2D
310 DATA 00,B7,28,07,AF,D3, 99, 3E, 8E,D3, 99, 7D, D3, 99, 7C, E6
320 DATA 3F,F6,40,D3,99,E3,E3,F1,D3, 98, FB, C9, 38, 28, 38, 10
330 DATA 38,54, 28, 44, 56,80, 00,0F, 00, 04, 08, 1E, 1E, 18, 14,10
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340 DATA 00, 38, 44,92,92,44, 38,10, 00,40, 20,F0,F0,30,50,10
350 DATA 00,38, 7C,FE,FE, 7C, 38,10, 00,00, 00,00, 00, 00

Listagem do programa de teste:

100 BLOAD"PROG21.BIN"

110 SCREEN 2

120 LINE (10,10)-(40,40),15,BF

130 LINE (215,150)-(245,180),12,BF
140 LINE (215,10)-(245,40),13,BF
150 LINE (10,150)-(40,180),14,BF
160 DEFUSR=&HD000

170 A=USR(0)

COMENTARIOS SOBRE O PROGRAMA
PARA ANIMACAO GRAFICA POR INTERRUPCAO

Embora o programa acima seja basicamente o resultado da unido de dois programas do
Capitulo 1, temos aqui algumas diferengas:

1.A rotina para animagao do radar ja nao é feita pelo programa em si, mas sim por uma rotina
de interrupgao.

2.As rotinas de acesso ao video e para leitura direta da linha do teclado, que fornece o status
das teclas de movimentag&o do cursor e da barra de espago, ndo desativam as interrupgdes
de forma permanente. Isto é absolutamente necessario para que haja uma animagao do ra-
dar, pois se as interrupgdes forem permanentemente desabilitadas (DI em assembly), a rotina
de interrupgao que faz a animagéo do radar ndo sera ativada.

3.0 hook da interrupgao foi desviado usando-se a instrugao JUMP, e ndo a RST #30, como
recomenda a Microsoft. Neste ponto, houve apenas a escolha de uma alternativa mais sim-
ples e répida. Acontece que a rotina ativada pela instrugao RST #30 é destinada basicamente
a chamada de rotinas em slots/paginas diferentes, o que evidentemente ndo é o nosso caso,
pois a nossa rotina ocupa a meméria RAM destinada ao BASIC, nao havendo, portanto, qual-
quer necessidade de chamadas interslots. Se a nossa rotina se iniciasse, digamos, no en-
derego #4000, haveria a necessidade de usar a instrugdo RST #30 para ativar a nossa
interrupgao (como usamos no primeiro @ segundo exemplos), j& que o enderego #4000 esta
fora da RAM destinada ao BASIC.

4.Neste exemplo, o desvio do hook é destruido na volta ao BASIC. Antes de comentar a for-
ma como se "processa” um desvio no hook, gostaria de comentar o motivo de tal destruigao.
Ocorre que, ao voltar para o0 modo de comando (o modo em que vocé entra com as linhas de
um programa), o MSX se coloca automaticamente no modo texto. Desta forma, néo seria in-
teligente deixar ativo um hook que foi projetado para funcionar no modo gréfico. A presenga
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de tal hook no modo texto sé serviria para diminuir a velocidade de execugio do interpretador
BASIC, além de alterar continuamente a tabela de padrées de um MSX 2 no modo de 80 co-
lunas. Para se destruir um hook, basta preencher o seu primeiro byte com o valor #C9 (ins-
trugao RET em assembly). No nosso caso, resolvi preencher todos os cinco bytes com esse
valor, usando a instrugdo LDIR. Agora, um detalhe importantissimo: NUNCA ALTERE UM
HOOK DE INTERRUPGAO (OS DOIS PRIMEIROS HOOKS) COM AS INTERRUPGOES HA-
BILITADAS; dé sempre um comando DI antes de alterar um destes dois hooks.

5.Na volta ao BASIC, o programa acima, além de destruir o hook, faz uma chamada a rotina
KILBUF, para promover uma limpeza do buffer do teclado. Nos programas do Capitulo 1, onde
n&o existiam interrupgdes, nio houve necessidade de tal chamada. Acontece que agora ha-
bilitamos as interrupges para poder animar o radar. Como conseqiiéncia, habilitamos também
as interrupgdes para leitura do teclado e para controle do motor do(s) drive(s). J4 que o sprite
é movimentado pelas teclas do cursor, se ndo promovermos uma limpeza do buffer do tecla-
do na volta ao BASIC, todos esses movimentos se transportario para o modo de comando,
deslocando o cursor para posigbes imprevisiveis.

Esgotado o assunto das interrupgdes, vamos para um estudo mais detalhado da interpre-
tagéo dos erros no BASIC do MSX.

O INTERPRETADOR BASIC E 0S ERROS

Vocé ja deve ter notado que se entrar com um comando maluco, como por exemplo MSX,
o interpretador BASIC do seu MSX exibir4 a seguinte mensagem:

ERRO DE SINTAXEse for um Hot-Bit
Syntax errorse for um Expert

Se conseguissemos interceptar a rotina da mensagem de erro e promover uma pesquisa
sobre o tipo de erro, poderfamos levar alguma vantagem, ndo? "Mas, que tipo de vantagem?"
Imagine que vocé tenha entrado com o seguinte comando:

CLRSCR 1

Como sabemos, tal comando néo existe no MSX. Se vocé entrasse com o comando aci-
ma, o interpretador iria exibir de imediato a mensagem de erro de sintaxe. Por outro lado, se
vocé conseguisse desviar a rotina de erro para uma rotina que analisasse o tipo de erro e a
sentenga que o causou, poderia facilmente implementar novos comandos ac BASIC. Tal "ma-
cete” é possivel em todos os microcomputadores que usem o BASIC da Microsoft, como o
MSX. Para entender como tudo isto funciona, precisamos de alguns principios basicos.
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ARMAZENAMENTO DE UMA LINHA EM BASIC

Para poder entender como o interpretador BASIC funciona, temos de entender o esquema
de armazenamento de uma linha em BASIC na meméria RAM do MSX. Quando entramos com
uma linha em BASIC, tal como:

10 FOR A%=1 TO 5000

o interpretador BASIC transforma os caracteres em ASCII da linha acima em cédigos
préprios, de modo a otimizar o espago gasto pela linha. Desta forma, apesar da linha ter sido
entrada com 19 caracteres ASCIl de comprimento, ocupard, na verdade, 18 posigbes de
memédria. Antes de mais nada, vamos aproveitar o programa DUMP (programa 19) para nos
ajudar nesse entendimento. Siga os seguintes passos:

1.Va para o BASIC.
2.Carregue o programa 19 com o seguinte comando:
BLOAD"PROG19.BIN",R

3.Digite NEW e aperte Enter/Return para apagar qualquer programa em BASIC que, por ven-
tura, esteja na meméria.

4.Entre com a linha acima (10 FOR A%=1 TO 5000).

Ao terminar de digitar e dar entrada a linha acima, vocé vera que as 2 primeiras linhas das
4 produzidas pelo programa DUMP (programa 19) serdo as seguintes (assumindo que vocé
‘esteja no modo de 40 colunas):

8000001280 0A 0082204125 EF1220
800C D9 20 1C 88 13 00 00 00 00 00 00 00

O que significam todos estes nimeros em hexadecimal? O valor contido em #8000, #00,
indica a presenga ou nao de um erro incontornavel. Para entender como ele funciona, faga o
seguinte:

1.Digite RUN e aperte Enter/Return. Apés este comando, o MSX responderé com a mensa-
gem Ok. Embora vocé néo tenha entrado com mais nenhuma linha, a linha acima nao possui
qualquer erro de sintaxe. Ao receber o comando RUN, o interpretador BASIC executa o co-
mando FOR contido na linha de exemplo. Ao executar o comando FOR, o interpretador aca-
ba por inicializar a variavel A% com o valor inicial 1, e retorna para o modo de comando com
a mensagem Ok, por néo ter encontrado o NEXT correspondente ao comando FOR.

2.Apbs 'o MSX ter exibido a mensagem Ok, entre com a seguinte linha no modo direto:

POKE &H8000,255
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3.Digite novamente RUN e aperte a tecla Enter/Return. O que aconteceu? O seu MSX respon-
deu com uma mensagem de erro, ao invés da mensagem OKk. Para que o seu MSX volte ao
normal, entre com a seguinte linha no modo direto:

POKE &H8000,0

Como vocé pode ver, a posigao de meméria #8000 é usada para sinalizar o acontecimen-
to de um erro inesperado. Passemos entdo para a posigéo #8001. Os enderecos #8001 e
#8002 armazenam o enderego da préxima linha em BASIC, que no nosso caso é #8012 (néo
se esquega que o Z80 trabalha na forma LSB e MSB, no caso, #12 #80), como vocé pode ve-
rificar na listagem produzida pelo programa DUMP. Os enderegos #8003 e #8004 contém o
numero da linha (10=#0A) também na forma LSB e MSB. Como vocé podera constatar, o va-
lor contido nestas duas posigoes é #000A=10. O enderego #8005 contém o valor #82, que na-
da mais é do que o "token” do comando FOR. Como ja tinha afirmado, o interpretador BASIC
traduz a linha recém-entrada para cédigos préprios, visando a otimizag&o do espago ocupado
pela prépria linha. Estes cédigos recebem o nome genérico de token. Vocé pode perceber a
vantagem de tal método olhando para o exemplo do comando FOR, que na sua forma literal
gasta 3 caracteres ou 3 bytes, e na sua forma "okenizada” gasta apenas 1 byte. O enderego
#8006 armazena o valor #20, que nada mais é do que o cédigo ASCII do caractere de espago
em branco entre o comando FOR e A%. O enderego #8007 contém o valor #41, que vem a ser
o cédigo ASCII da letra A. O enderego #8008 contém o valor #25, que nada mais é do que o
codigo ASCII do caractere %. O enderego #8009 contém, entéo, o token do sinal de igual, no
caso #EF. O enderego #800A contém o token do nimero 1, no caso #12 (consulte o livro "PRO-
GRAMAGAO AVANCADA EM MSX", para maiores detalhes). O enderego #800B, por sua
vez, contém o cédigo ASCII do caractere de espago entre 1 @ TO. O enderego #800C contém
o token do comando TO. O enderego #800D armazena o cédigo ASCII do caractere de espago
entre TO e 5000. O enderego #800E contém um valor de identificagédo que avisa que o nime-
ro contido nos dois enderegos de memdria seguintes é um inteiro na faixa de 256 a 32767. Os
enderegos #800F e #8010 contém, respectivamente, o valor LSB (#88) e MSB (#13) do nime-
ro inteiro. Vejamos se isto esta correto:

#13=19 em decimal
#88=136 em decimal
Nimero final=19*256+136=5000

Como se percebe pelos calculos acima, o valor armazenado na forma LSB e MSB esté cor-
reto. O enderego #8011 contém o valor #00 que, por sua vez, representa o papel de indicador
de fim de linha. Os enderegos #8012 e #8013, que correspondem ao inicio de uma nova linha
(lembre-se do contelido em #8001 e #8002), apresentam o valor #0000. Este fato indica que
a linha anterior foi a Gltima do programa em BASIC. A partir desta constatagio, podemos
concluir que um programa em BASIC termina com uma seqiiéncia de trés enderegos de
meméria contendo o valor #00. A partir do enderego #8014, temos a 4rea da meméria RAM
destinada ao armazenamento das variaveis (inteiras, strings, arrays, etc). Vocé pode conferir
a validade de tal enderego com o seguinte comando:

PRINT HEX$(PEEK(&HF6C2)+256*PEEK(&HF6C3))
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Ao entrar com o comando acima, o seu MSX respondera com 8014, que, como ja sabe-
mos, corresponde ao inicio da area destinada ao armazenamento das variaveis do programa
em BASIC. "Mas, o que significam os enderegos #F6C2 e #F6C37?" Esses enderegos estiao
na area das variaveis do sistema e s3o atualizados continuamente pelo interpretador BASIC
a medida em que vamos retirando ou acrescentando linhas a um programa.

ARMAZENAMENTO DE UMA VARIAVEL INTEIRA

Com a linha de exemplo anterior (10 FOR A%=1 TO 5000) e com o programa DUMP fun-
cionando, digite o comando RUN e pressione a tecla Enter/Return. Vocé vai observar que a
segunda linha produzida pelo programa DUMP apresenta os seguintes dados:

800C D9 20 1C 88 13 00 00 00 02 41 00 01

O que temos agora? A resposta é bem simples: ja sabemos que a partir do enderego #8014
(somente neste exemplo) se inicia a area das variaveis, de modo que o valor #02 em #8014 é
um byte de identificagao usado para sinalizar uma variavel inteira (#03 para string, efc); o va-
lor #41 em #8015 é o cédigo ASCII da primeira letra da variavel (A, neste caso); o valor #00
em #8016 seria a segunda letra da variavel (nenhuma=nul=#00, neste caso), ja que o interpre-
tador BASIC do MSX permite até dois caracteres no nome de uma variavel (por isso, os nomes
ED e EDU se referem a mesma varidvel no MSX); o valor #01=1 em decimal no enderego
#8017 corresponde ao valor LSB da variavel e, por fim, o valor #00 em 8018 (ndo aparece na
linha acima) corresponde ao valor MSB da varidvel A%. Como ja tinhamos visto, o comando
FOR apenas inicializa a variavel A% com o primeiro valor, no caso 1, ja que nao existe um co-
mando NEXT que faga os incrementos sucessivos no valor da variavel A%. Para entender um
pouco mais sobre este assunto, siga os seguintes passos com o programa DUMP carregado:

1.Digite NEW e pressione a tecla Enter/Return.
2.Digite o seguinte programa em BASIC:

10 FOR A%=1 TO 500
20 NEXT A%

3.Digite RUN e pressione a tecla Enter/Return.

4.0Observe a variagao nos enderegos #8020 e #8021 (o penultimo par de valores mostrado pe-
lo DUMP na sua segunda linha)

Que conclusdes podemos tirar? Em primeiro lugar, chegamos a concluséo de que o nos-
so programa DUMP (programa 19) é rapido o suficiente para detectar a variagao do contetdo
davariavel A%, promovida pelo comando NEXT A%. Em segundo lugar, fica claro que o inicio
da 4rea das variaveis passou para o enderego #801D devido & inclusdo da linha 20. Por ulti-
mo, chegamos a conlusao, através dos valores contidos em #8020 e #8021, que a variavel A%
sai do loop com o valor 5001, e ndo 5000, como poderiamos pensar. "Mas, como assim?" Ora,
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os enderegos #8020 e #8021 armazenam o conteldo da variavel A% e o programa DUMP
mostra que esses valores sao, respectivamente, #89 e #13. Fazendo as contas:

#89=137 em decimal
#13=19 em decimal
Valorfinal=19*256+137=5001

Vocé pode conferir tal afirmagao entrando com o seguinte comando:
PRINT A%

que o MSX respondera com 5001.

PROCEDIMENTO DE INTERRUPCAO
DE UM PROGRAMA EM BASIC

Agora que ja temos os subsidios necessarios, vamos entender como funciona a interpre-
tagdo de um programa em BASIC. Vocé ja deve saber que um programa em BASIC é inter-
pretado pelo interpretador BASIC do seu MSX, mas, o que vem a ser isso? Um programa
interpretado tem a sua execugao feita linha a linha, ou seja, o interpretador obtém a linha a
ser executada, traduz para a linguagem de maquina, executa o programa traduzido e, por fim,
retorna com os resultados para o ambiente BASIC. J4 um programa compilado n&o apresen-
ta a etapa de tradugao; o programa ja estd todo traduzido para a linguagem de maquina. Ago-
ra, fica facil entender por que os programas compilados sao bem mais rapidos do que os
programas interpretados. A Unica vantagem do programa interpretado sobre o compilado é
que o primeiro permite uma depuragao (etapa de conserto de erros) muito mais facil, devido &
possibilidade de se interromper a execugao do programa numa determinada linha. "Mas,
Eduardo, como é que se processa a interpretagao?” Bem, existe na BIOS do MSX uma rotina
chamada CHRGTR, que tem como fung&o "varrer" o programa em BASIC na meméria. "Var-
rer? Como assim?” Esta rotina faz um rastreamento da meméria, ou seja, quando entramos
com um comando RUN ou GOTO, acionamos esta rotina, que é a responsavel pela obtengéo
de cada elemento que constitui uma linha e pelo transporte dele para o tradutor. Como se faz
tal rastreamento? O par de registros HL (do Z80) apresenta sempre o endereco de memdria
do elemento de uma determinada linha que estiver sendo considerado. Diante disto, ja deve-
mos desconfiar que, quando entramos com o comando RUN, o par HL é carregado com o en-
derego #8000, ja que este é o enderego inicial de um programa em BASIC, A rotina CHRGTR
é muito poderosa, como demonstram as suas caracteristicas:
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Nome da rotina : CHRGTR

Endereco inicial : #0010

Modo de chamada : RST#10

Parametros de entrada : HL=enderego do caractere atual
no programa

Parametros de saida : A=préximo caractere no programa

Registros alterados : AF e HL que passa a apontar para
0 novo caractere

Tabela 2.1: Caracteristicas da rotina CHRGTR

Convém mencionar que, no retorno desta rotina, as flags (registro F do Z80) desempe-
nham um papel importante:

Se o préximo caractere for um espago em branco (#20), tabulagao (#09) ou retorno de li-
nha (#0A), sera pulado pela rotina CHRGTR.

Se o préximo caractere for um terminador de linha (:) ou fim de linha real (#00), a rotina ter-
minara com as flags Z e NC.

Se o préximo caractere for um digito entre 0 e 9, ou seja, se for um niimero, a rotina termi-
nara com as flags NZ e C.

Se o préximo caractere for um caractere puro, ou seja, se ndo pertencer a nenhum dos ti-
pos anteriores e se ndo for um token, a rotina terminaré com NZ e NC.

Como se vé, além de rastrear o programa em BASIC, esta rotina retorna com o tipo de va-
lor na posigao de memdria que estiver sendo processada. A unido desta rotina com a rotina
de interpretagdo dos erros resultara num modo poderoso e simples de implementagZo de no-
vos comandos. Para podermos prosseguir na implementagao de novos comandos, devemos
antes estudar o mecanismo de processamento dos erros.

MECANISMO DE INTERPRETACAO DOS ERROS

A medida que o interpretador BASIC vai "varrendo” o programa em BASIC usando a roti-
na CHRGTR, coloca, ao mesmo tempo, o c6digo de erro pertinente no registro E do Z80. Se
nao acontecer nenhum erro, o registro E é carregado com #00; caso contrario, é carregado
com o cbdigo de erro pertinente. Como j& vimos, o erro que nos interessa é o de sintaxe, j4
que é este o erro que o interpretador BASIC emite quando encontra um comando que desco-
nhece. Consultando o manual que acompanha o nosso MSX, observamos que o cédigo para
erro de sintaxe é o #02. O que nos resta fazer? Simples: basta interceptar a rotina de manipu-
lagao de erros e verificar se o valor no registro E & igual a #02. "Mas, como vamos interceptar
tal rotina?" Usando o hook dessa rotina! Vocé deve estar lembrado que afirmei que, assim que



134 Guia do Programador MSX
CAP2

uma rotina é ativada, a primeira agao tomada é um desvio para o hook correspondente. Des-
ta forma, o hook é "executado” antes mesmo da prépria rotina, abrindo, assim,a chance de ter-
mos acesso a todos os parametros de entrada dela. No nosso caso, o que nos interessa é ter
acesso ao valor contido no registro E, para sabermos se trata-se de um erro de sintaxe ou nao.
Se for um erro de sintaxe, devemos desviar a rotina de erro para uma rotina nossa que pes-
quise se o erro foi ou ndo motivado por um novo comando criado por nés. Se for este o caso,
devemos executar as agbes pertinentes ao nosso novo comando, devolvendo em seguida o
controle ao interpretador BASIC, e ndo mais a rotina para manipulagao de erros. Ja se o erro
tiver sido motivado por um outro comando que nao seja um criado por nés, devemos devolver
o controle & rotina para manipulagéo de erros. Vejamos, entdo, como se processa todo este
mecanismo de desvio, comegando por algumas informag&es basicas e necessérias. A primei
ra delas se refere ao enderego do hook para desvio da rotina da interpretagao de erros. O hook
que desejamos chama-se HERRO e situa-se no enderego #FFB1. A segunda informagao que
desejamos diz respeito a como obter o enderego, na meméria RAM, do comando que originou
o erro. Este enderego é fornecido por uma variavel do sistema chamada SAVTXT, que se si-
tua no enderego #FB6AF. Com estas informagGes, torna-se possivel elaborar uma rotina que
crie novos comandos para o BASIC. Mas, antes, uma pergunta: como fazer para que a nossa
rotina nao gaste um Unico byte da RAM destinada aos programas em BASIC? Lembre-se que
a resposta ja foi dada no inicio deste capitulo. Se vocé acha que para isso devemos colocar a
nossa rotina na pagina 1 (entre os enderegos #4000 e #7FFF), aproveitando a rotina de cha-
madas interslots, CALLF, esta absolutamente certo.

O PROGRAMA PARA A
CRIACAO DE NOVOS COMANDOS NO BASIC

Com base nas informagbes expostas nos tépicos anteriores, vamos para a listagem do pro-
grama que implementa um nove comando: o comando REVERSE. Antes de partir para a lis-
tagem, gostaria de fazer um comentario sobre os nomes dos novos comandos. A regra manda
que os comandos sejam na mesma lingua dos comandos principais, ou seja, em inglés. Eu,
particularmente, nao dou a minima para aqueles que, baseados no fato dos comandos esta-
rem em inglés, e nao em portugués, me acusam de ter trocado apenas o nome do verdadeiro
autor. Ora, fazer a tradugao de um programa é uma tarefa relativamente simples. Entao, por
que trocar apenas o nome do autor? Se fosse um caso de pirataria, acho que deveria traduzir
também os nomes dos comandos, ou nao? Aposto que se escrevesse o programa com todos
os comandos em portugués, alguém iria afirmar que fiz o papel de um bom "piratao”, traduzin-
do os nomes dos comandos e trocando 0 nome do autor verdadeiro! Como se vé, se dermos
ouvidos aos argumentos dos incompetentes e invejosos ndo vamos produzir absolutamente
nada. Por que adotei o inglés para dar nome aos novos comandos? A resposta esta baseada
na coeréncia, ou seja, se todos os demais comandos s&o em inglés, por que colocar os novos
comandos em portugués? Outro fato que merece destaque nesta "defesa” é que, sempre que
possivel, adotarei nomes de comandos ja existentes em outras linguagens, como o Turbo Pas-
cal (CLRSCR é um exemplo tipico). Agindo dessa forma, estaremos promovendo uma inte-
gragao maior entre os conceitos adquiridos na experiéncia com diversas linguagens. Como se



OS HOOKS E O INTERPRETADOR BASIC 135

néo bastasse, adotando a nomeagao em inglés ainda podemos contar com a ajuda dos to-
kens. Vejamos, por exemplo, o comando SCRSAVE. Embora SCR n&o seja um token, SAVE
0 6, de modo que, ao invés do comando acima ocupar 7 bytes, ocupara somente 4. Isto por si
s6 ja representa uma boa defesa’a nomenclatura em inglés. Vamos entio as listagens:

Listagem em assembly Z-80 do cédigo-fonte do programa que Implementa o comando
REVERSE:

;programa para implementagéo do comando REVERSE

;Compilar com o programa GEN80.COM usando a seguinte

isintaxe:

;GEN80 PROG22.BIN=PROG22.GEN

;onde PROG22.GEN é o nome do arquivo-texto com esta

Jlistagem

versao equ #002d

linlen equ #13b0

txtnam equ #3b3

txtegp equ #3b7

calslt equ #001c

calbas equ #0159

chrgtr equ #4666

avlexp equ #520e

getcoor equ #579c

dridet equ #247

crient equ #3b1

errflg equ #414

savixt equ #6af

scrmod equ #fcaf

grpacx equ #fcb7

grpacy equ #fcb9

hkeyi equ #fd9a

herro equ #ttb1
defb #fe ;simula em CP/M
defw inicio ;0 cabecalho de
defw fim-erro+rotina+#01

;um arquivo

defw inicio ..BIN
org #d000

inicio
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di ;desabilita as interrupgdes
in a,(#a8) ;18 a atual configuragao dos
Id b,a ;slots e prepara para ativar
and #0 ;a pagina 1 do slot da RAM
rrca ;
rrca ;
rrca ;
rrca :
or b :
out (#a8),a ;ativa as paginas 1,2e 3 em
and #03 :RAM e descobre o slot onde
Id (slot),a ;se encontram os 64Kb de RAM
Id ab ;a=config. inicial dos slots
Id hl,novohook ;promove o desvio do hook
Id de,herro :dos erros
Id bc,0005 i
Idir ;
Id hl,rotina ;transfere a rotina para a
Id de,erro ;pagina 1 da RAM
Id be,fim-erro+#01 3
Idir ; _
out (#a8),a ;habilita a config. original
ei ;habilita as interrupgbes
ret :retorna ac BASIC
novohook
defb 7 ;RST #30
slot defb #00 ;identificagao do slot
defw erro ;enderego de desvio
defb #c9 ;RET
rotina
org #4000
erro
push af ;salva os registros afetados
push be ;
push de :
push i :
examerro Id ae ;a=cédigo do erro
cp #02 ;6 erro de sintaxe?
ip nz,aborta ;N3o, volta ao BASIC
pegachar Id hl,(savtxt) ;Sim, obtém a posigao do

;ponteiro do BASIC



or
ip
pula inc
inc
inc
inc
proxchar Id
call
compara call

aborta pop
pop
pop
pop
ret

a,(hl)

a
nz,proxchar
hl

hl

hl

hl

ix,chrgtr
chamabasic
compstring

hl
de
bc
af

O0S HOOKS E O INTERPRETADOR BASIC

;6 final de linha?

:N&o, obtém o préximo carac.
:Sim, pula as 4 posigoes
:referentes ao numero da
:linha e ao end. da préxima
Jlinha

:obtém o primeiro caractere
:do novo comando

:compara com a lista de novos
:comandos

;recupera os registros salvos

:retorna ao BASIC

:a rotina compstring é a responsavel pela localizagéo da

srotina do novo comando

compstring
Id
id

compstri Id

cpir

ip
compstr2 inc

inc
Id

cp
jp

(auxiliar),hl
hl lista

bec,endlista-lista

de,(auxiliar)
a,(de)
po,naoachei
de

a,(de)
(hi)

nz,compstri

hl
a,(hl)

#00
z,achei

;salva o pont. do BASIC
:hl aponta p/ lista de
:comandos

:bc=tamanho da lista
;de aponta p/ comando em
:BASIC

;obtém o primeiro byte
;tenta encontra-lo na
lista

:se be=0 -> ndo achou
;:achou o primeiro e
;parte

;para a comparagao dos
:demais caracteres. Vai
para

;compstr1 se achar um
:byte diferente.

;Caso contrério,
;continua até o fim do
;comando.

;Se chegou ao fim e
;entdo achou o comando
:na lista.
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naoachei
achei

P
ret
inc

inc
Id
pop

push

ex

ret

compstr2
hl

c,(hl)

hl

b,(hl)

af

be

(auxiliar),de

de,hl

;Caso contrério, compara
;0 préximo byte,

;Se achou, obtém o
;endereco

;de entrada da rotina,
;colocando-o em BC
;retira da pilha o
;enderego de

;retorno para a rotina
;erro e

;coloca na pilha o
;enderega de

;entrada da rotina do
;novo comando
;guarda o ponteiro

;do BASIC

;transfere o ponteiro
;para HL

;usa RET para dar um
;jump

;para o enderego contido
;BC que foi salvo na
;pilha

,a rotina lecomandos é a responsavel pela interpretagao dos
;valores que se seguem ao nome do novo comando. Os valores
;devem estar separados por virgulas. Na entrada, o par IX
;aponta para uma tabela com valores default e o registro B

;contém o numero de valores a interpretar

lecomandos

lecoman_1

push
push
Id
call

pop
jr

cp
ir
dec
push
push
Id

ix

ix

ix,chrgtr
chamabasic
ix

z,lecoman 4

z,lecoman_3
hl

ix

be

ix,avlexp

;salva o par IX

L]

;obtém um valor

;recupera o ponteiro IX

;Se nao houver valor vai para

;lecoman_4

;8 virgula?

;Sim, assume o default
;Nao, obtém o valor
;salva o ponteiro
;salva o contador
;obtém o valor
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call chamabasic J
pop be ;recupera o valor
pop ix ;recupera o ponteiro
Id a,e ;:a=valor interpretado
Id (ix+#00),a ;coloca-o na tabela
lecoman_3 inc ix ;incrementa o ponteiro
djnz lecoman_1 ;repete para os demais
;valores
lecoman_4 pop ix ;recupera o ponteiro salvo
ret ;retorna

:a rotina erro_05 emite a mensagem de chamada ilegal

erro_05
Id a,#05 ;a=cddigo do erro
Id (errflg),a ;salva o erro em errflg
ip voltaerro :vai para voltaerro

:a rotina voltaerro substitui o erro original por um outro

voltaerro
pop hl ;recupera os pares
pop de :salvos no inicio da
pop bc ;rotina erro
pop af :
Id a,(errflg) ;a=erro a ser emitido
Id e,a :e=erro a ser emitido
ret ;volta para a rotina

:de manipulagao de erros
:do interpretador BASIC

:a rotina volta promove a volta ao BASIC sem que haja
sinterrupgao no processamento, ou seja, sem que o sistema
:detecte o erro ocorrido

volta
' dec hi ;hl aponta para o final
:do lltimo comando
xor a :modifica para nenhum erro
Id (errflg),a ;ocorrido

pop de ;recupera os registros
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chamabasic

inverte

pop
pop
pop
pop

pop

pop

pop

pop

push
push
push
Id

e
ret

call
ret

Id
Id
call
Id

Id
Id
Id

cp
ip
Id

or

de

de

af

af

bec

de

ix,chrgtr
chamabasic

calbas

b,#04
ix,tabinver
lecomandos
a,(ix+#00)
(grpacx),a
a,(ix+#01)
(grpacy),a
a,(ix+#02)
(compstr),a
33
nc,erro_05
(auxiliar),hl
a,(ix+#03)
a

;salvos no inicio da rotina
;erro. Note que hl ndo é
;recuperado.

;obtém o end. de retorno da
;nossa rotina para a rotina
;de chaveamento de slots
;obtém o end. de retorno da
;rotina de chaveamento de
;slots para RST #30

;obtém o end. de retorno de
;RST #30 para o hook
;obtém/destréi o end. de
;retorno do hook para a
;rotina

;de erro do interpretador
:BASIC

;obtém/destréi o end. de
;retorno

;da rotina de erro para o
;interpretador BASIC

;repde na pilha os end. de
;retorno salvos nestes
;registros

;faz com que hl aponte
;para o préximo comando
;e retorna ao BASIC

;chama a rotina calbas
retorna

;b=nUm. de valores
six=tabela default

;1é os 4 valores

;obtém coord. x

;salva em grpacx
;obtém a coord. y
;salva em grpacy
;obtém o comp. da string
;salva em compstr

6 >=337

;Sim, chamada ilegal
;salva ptr. do BASIC
;a=flag de recuperagéo
;esta setada?



inverte0

inverte3

loopinv1

ir

Id
or
ir

Id
call
Id
Id
Id
call

Id
Id
Id
or
ip
Id
Id
Id
Id
call
Id
Id
Id
cp
ip

cp
ip
call
di

Id
push

add
ax
Id

Id

Id

Id
pop
push
push
push

Z,inverte0
a,(inversao)

a

z,inverte0
hl,(butnor+#01)
setvdpwt
hl,bufnor+#03
a,(bufnor)

b,a

esclinha

a,#ft
(inversao),a
hl,(auxiliar)
a,(compstr)
a

z,volta
ix,bufnor
iy,bufinv
(ix+#00),a
(iy+#00),a
calpadvid
a,(grpacx)
ea
a,(colunas)
e

c,erro_05

a,(grpacy)
24
nc,erro_05
lefrase

hl,(tabpad)
hi

de,#e0"8
hl,de

de,hl

c,#e0

b, (ix+#00)
ix,bufnor+#03
iy,bufinv+#03
hi

bc

hi

de

0§ HOOKS E O INTERPRETADOR BASIC

;Nao, vai para inverte0

;Sim, ja foi feita alguma
iinversao?

:Nao, vai para inverte0

;Sim, obtém a pos. da string
;antiga e prepara o VDP
;hl->inicio da string antiga
;a=comp. da string antiga
;a=comp. da string antiga
;escreve a string antiga

:no modo normal

:sinaliza uma inversao
;hl=ponteiro do BASIC
;a=comp. da string
;comprimento=07?

;Sim, volta com erro

;Nao, ajusta os buffers

;para a string normal e

;para a string invertida

;com o comprimento da
;calcula os padrdes do video
;obtém a coord. x
icolocaem e

;obtém o nimero de colunas
;compara com o valor lido
:Se valor lido > colunas
:volta com erro

:obtém a coord. y

;6 maior do que 237

:Sim, volta com erro

;18 a string a inverter
;desabilita as interrupgdes
;hi=end. da tab. de padrdes
;salva o0 end. da tab. de
;padrbes

;calcula o enderego do
;:desenho do caractere #e0
:de=end. do des. do carac. #e0
c=#el

;b=nUmero de carac. da string
six=enderego da string normal
;iy=end. da string invertida
;recupera hl

;salvabe

;salva hl

;salva de
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loopinv2 add

loopinv3 call

call

inc
inc
djnz
pop
pop
Id
inc
inc
inc
djnz
envinvert

Id
Id
call
Id

call
ei
Id

tabinver
defb
defb
defb
defb

de, #0008

b, (ix+#00)
hl,de
loopinv2
de

b,#08
rdvram

de,hl
wtvram
de,hl

hl

de
loopinv3
hl

bc
(iy+#00),c
c

iX

iy
loopinv1

iy,bufinv

I, (iy+#01)
h,(iy+#02)
setvdpwt

b, (iy+#00)
hl,bufinv+#03
esclinha

hl,(auxiliar)
volta

#00
#00
#00
#00

;bytes para o desenho de cada
,caractere

:b=caractere a inverter
;calcula o enderego desse
,caractere

;recupera de

;prepara a modificagao

;1é o byte original

inverte

stransfere para o novo
;destino

;hi=hl+1

;de=de+1

1b=b-1

;recupera hl

;recupera be

;modifica a string

ic=C+1

;aponta para o préximo carac.

;repete ate o fim da string

;recupera o pont. do buffer
;hl=end. de escrita da string
;ajusta o VDP para escrita
;jb=nlm. de carac. da string
;end. da string

;escreve a frase invertida
;habilita as interrupgbes
;recupera ptr. do BASIC
;volta para o BASIC

;posicao x

;posigao y
;comprimento

iflag de restauragao

;a rotina calpadvid calcula os padrdes do video: a tabela de
;padrdes e o numero de colunas. Os valores resultantes sdo

;colocados em tabpad e colunas, respectivamente



calpadvid
ex af,af’
axx
Id hl,(txtcgp)
Id a,(versao)
or a
jr z,calpad_1
Id a,(linlen)
cp 41
ir c,calpad_1
Id a,80
add hl,hl
ir calpad_2
calpad_1 Id a,40
calpad_2 Id (colunas),a
Id (tabpad),hl
exx
ex af,af’
ret
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;salva o registro af

;salva os demais registros
;obtém a tab. de padrdes
;obtém a versao

:do MSX. E MSX1?

;Sim, vai para calpad_1
:obtém o tamanho da tela

:0 MSX 2 esta em 80 colunas?
;iNao, vai para calpad_1
:Sim, a=80 colunas

;calcula novo end. da

:tabela de padrbes

;vai para calpad_2

;a=40 colunas

:salva as colunas

;salva o end. da tab. de
;padrdes

;recupera os registros salvos

]

;reforna

:a rotina lefrase transporta da tela para o buffer bufnor

;a sentenga a inverter.

lefrase
push  af
push bc
push  de
push hl
call calendfra
call setvdprd
Id b, (ix+#00)
Id hl,bufnor+#03
call lelinha
pop hi
pop de
pop be
pop  af
ret

;salva os registros
:maodificados por esta
;rotina

;calcula o end. da string

:na VRAM

;prepara o VDP para leitura
;obtém o comp. da string
;hl->inicio da string

;1é a string

;recupera os registros
:salvos

;retorna
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;a rotina calendfra,baseada nas coordenadas fornecidas, calcula o enderego da sentenga a

;inverter na meméria VRAM
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calendfra

loopcal_1

calend1

;inicio da lista com os nomes dos novos comandos e
;enderegos de chamada

lista

endlista

;rotinas para o acesso direto a RAM de video

rdvram

wtvram

Id
Id
Id
or
jr

Id
Id
Id
Id
add
djnz
Id
Id
add
Id

Id
ret

defm
defb
defw
defb

call
in
ret

push
call
pop
out
ret

h,#00

d,h
a,(grpacy)
l,a

a
z,calend1
ILh

b,a
a,(colunas)
e,a

hl,de
loopcal_1
a,(grpacx)
ea

hl,de

(bufnor+#01)

(bufinv+#01)

"REVERSE"
#00

inverte

#00

setvdprd
a,(#98)

af
setvdpwt
af
(#98),a

;calcula o end. da string

:na memodria VRAM, baseada
;nas coordenadas passadas
;a string esta na linha 0?
;Sim, vai para calend1

iNao, calcula o end. do
;inicio da linha

;obtém a coord. x

;e=coord. x

;soma ao end. ja encontrado
,hl;salva no buffer das strings
,hl:normal e invertida
sretorna

:nome do comando
fim do nome

;end. da rotina

#{im da lista

;ajusta o VDP para leitura
;18 um byte
;retorna

:salva o dado a enviar
;:ajusta o VDP para escrita
;recupera o dado a enviar
;envia

rretorna



setvdprd

rdvram 1

setvdpwt

wtvram1

or
jr
xor
out
Id
out
Id
out
Id
and
out
ex
ex
ret

or
ir
xor
out
Id
out
Id
out

and
or
out
ex
ex
ret

a,(versao)
a
z,rdvrami
a

(#99),a
a,#8e
(#99),a
a,l
(#99),a
a,h

#3f
(#99),a
(sp),hl
(sp).hl

a,(versao)
a
z,wtvram1
a

(#99),a
a,#8e
(#99),a
a,l

(#99),a
a,h

#3f

#40
(#99),a
(sp).hl
(sp).hl
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;obtém a versdo do MSX
;6 MSX1?

;Sim, vai para rdvram1
:Nao, inicializa o VDP
;do MSX2

;informa ao

;VDP o enderego na
;VRAM onde sera
:lido o dado
;demora para
;sincronizagao
;retorna

;obtém a versao do MSX
6 MSX1?

;Sim, vai para wivram1
;Nao, inicializa o VDP
:do MSX2

;informa ao

;VDP o enderego na
:'VRAM onde o
;dado sera

;gravado

;demora para
;sincronizagao
;retorna

;a rotina lelinha transporta uma linha da VRAM para a RAM

lelinha

in

Id
inc
djnz
ret

a,(#98)
(hl),a
hl
lelinha

:1é o carac. da VRAM
;salva-o no buffer
;incrementa o ponteiro
;prepara a préxima leitura
retorna
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;a rotina esclinha transporta uma linha da RAM para a VRAM

esclinha
Id a,(hl) ;1@ o carac. do buffer
out (#98),a ;escreve-o na VRAM
inc hi ;incrementa o ponteiro
djnz esclinha ;prepara a proxima escrita
ret ;retorna

;area das variaveis usadas no programa

bufnor

defb #00 ;tamanho da string

defw #0000 ;posicaoc de escrita

defs 33 ;string
bufinv

defb #00 ;tamanho da string

defw #0000 ;posigao de escrita

defs 33 ;string
inversao defb #00 sflag de campo ja invertido
compstr defb #00 ;comprimento da string
colunas defb #00 :numero de colunas na tela
tabpad defw #0000 ;endereco da tab. de padrdes
auxiliar defw #0000 ;ponteiro do BASIC
fim equ $

Listagem em linhas DATA do cédigo-objeto do programa que implementa o comando
REVERSE:

10 FOR A%=&HDOOO TO &HD2EB

20 READ B$

30 POKE A%,VAL ("&H"+BS)

40 NEXT A%

50 BSAVE "prog22.BIN", &HD00O, sHD2BB

100 DATA F3,DB,AS8,47,E6,F0, OF, OF, OF, OF, BO, D3, A8, E6, 03, 32
110 DATA 2E,DO,78,21,2D,D0,11,B1,FF,01,05,00,ED, B0, 21, 32
120 DATA DO,11, 00, 40,01, 89, 02,ED, BO, D3, A8,FB, C9,F7, 00, 00
130 DATA 40,C9,F5,C5,D5,ES, 7B,FE, 02,C2, 20, 40, 2A, AF, F6, TE
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140 DATA B7,C2,16,40,23,23,23,23,DD, 21, 66,46,CD,AD, 40,CD
150 DATA 25,40,E1,D1,C1,F1,C9,22,86,42,21,E0,41,01, 0A, 00
160 DATA ED, 5B, 86,42, 1A,ED,B1,E2, 48,40, 13, 1A, BE, C2, 2E, 40
170 DATA 23,7E,FE,00,CA, 49, 40,C3, 38,40, C9, 23, 4E, 23, 46,F1
180 DATA C5,ED, 53,86, 42,EB, C9,DD, E5,DD, E5,DD, 21, 66, 46, CD
190 DATA AD, 40,DD,E1, 28, 1A, FE, 2C, 28, 12, 2B, DD, E5,C5, DD, 21
200 DATA OE,52,CD,AD, 40,C1,DD,E1, 7B,DD, 77, 00, DD, 23, 10, D9
210 DATA DD,E1,C9,3E, 05,32,14,F4,C3,89,40,E1,D1,C1,F1, 3A
220 DATA 14,F4,5F,C9,2B,AF,32,14,F4,D1,D1,C1,F1,D1,Cl1,F1
230 DATA DD,E1,DD,E1,F5,C5,D5,DD, 21, 66, 46,C3,AD, 40, C9, CD
240 DATA 59,01,C9,06,04,DD,21,83,41,CD, 55,40,DD, 7E, 00, 32
250 DATA B7,FC,DD,7E, 01, 32,B9,FC,DD, 7E, 02, 32, 82, 42, FE, 21
260 DATA D2,81,40,22,86,42,DD,7E,03,B7,28,16, 3R, 81, 42, B7
270 DATA 28,10, 2R, 3A,42,CD,11,42,21,3C, 42, 3A, 39,42,47,CD
280 DATA 32,42, 3E,FF, 32,81,42,2A, 86,42, 37,82, 42,B7,CA, 92
290 DATA 40,DD, 21,39, 42,FD,21,5D, 42,DD, 77, 00,FD, 77, 00, CD
300 DATA 87,41, 3A,B7,FC,5F, 3A,83, 42, BB, DA, 81, 40, 3A, B9, FC
310 DATA FE,18,D2,81,40,CD,A9,41,F3,2A,84,42,E5,11, 00, 07
320 DATA 19,EB, OE,EO,DD, 46, 00,DD, 21, 3C, 42,FD, 21, 60, 42,E1
330 DATA C5,ES,D5,11,08,00,DD, 46,00,19,10,FD,D1, 06, 08, CD
340 DATA EB, 41, 2F,EB,CD,F1,41,EB, 23,13,10,F3,E1,C1,FD, 71
350 DATA 00,0C,DD,23,FD,23,10,D8,FD,21,5D,42,FD, 6E, 01, FD
360 DATA 66,02,CD,11,42,FD, 46,00, 21, 60, 42,CD, 32,42,FB, 2A
370 DATA 86,42,C3,92,40,00,00,00,00,08,D9,2A,B7,F3, 3a, 2D
380 DATA 00,B7,28,0C, 3A,BO,F3,FE, 29, 38, 05, 3E, 50, 29, 18, 02
390 DATA 3E,28,32,83,42,22,84,42,D9,08,C9,F5,C5,D5,E5,CD
400 DATA C1,41,CD,F9,41,DD, 46, 00, 21, 3C, 42,CD, 2B, 42,E1, D1
410 DATA C1,F1,C9,26,00,54, 3A,B9, FC, 6F, B7, 28, 09, 6C, 47, 3A
420 DATA 83,42,5F,19,10,FD, 3A,B7,FC, 5F, 19,22, 3A, 42, 22, 5E
430 DATA 42,C9,52,45,56,45,52,53,45,00,B1,40,00,CD,F9, 41
440 DATA DB, 98,C9,F5,CD,11,42,F1,D3,98,C9, 3A, 2D, 00, B7, 28
450 DATA 07,AF,D3,99,3E, 8E,D3, 99, 7D, D3, 99, 7C, E6, 3F, D3, 99
460 DATA E3,E3,C9,3A, 2D, 00,B7,28, 07,AF, D3, 99, 3E, 8E, D3, 99
470 DATA 7D,D3, 99, 7C, E6, 3F,F6,40,D3,99,E3,E3,C9,DB, 98, 77
480 DATA 23,10,FA,C9, 7E,D3, 98,23, 10,FA, C9, 00, 00, 00, 00, 00
490 DATA 00,00, 00,00, 00,00, 00,00, 00,00, 00,00, 00,00, 00, 00
500 DATA 00, 00,00,00, 00,00, 00,00, 00,00, 00,00, 00, 00, 00, 00
510 DATA 00,00, 00,00, 00,00, 00,00, 00, 00, 00,00, 00, 00, 00, 00
520 DATA 00,00, 00,00, 00,00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00
530 DATA 00,00, 00,00,00,00, 00,00, 00, 00,00, 09

Listagem do programa de teste:
100 CLS:DIM B$(5):BLOAD"PROG22.BIN",R

110 REM *** Verifica o tamanho da tela ***
120 IF PEEK(&HF3B0)>40 THEN CP%=80 ELSE CP%=40
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130 REM *** Loop de leitura dos comandos ***

140 FOR A%=1TO 5

150 READ B$(A%)

160 NEXT A%

170 REM *** Loop para imprimir as opgdes ***

180 FOR A%=1TOS5

190 LOCATE (CP%-LEN(B$(A%)))/2,A%+5:PRINTB$(A%)

200 NEXT A%

210 REM *** Loop de demonstragéo do comando REVERSE ***

220 SL%=1:PS%=6

230 X%=(CP%-LEN(B$(SL%)))/2:CM%=LEN(B$(SL%)):REVERSE X%,PS%,CM%,1
240 A$=INKEY$:IF A$=""THEN 240

250 AT%=ASC(A$)

260 IF (AT%<>&H1E AND AT%<>&H1F) THEN 240

270 IF (AT%=&H1E AND PS%>6) THEN PS%=PS%-1:5L%=SL%-1:GOTO 230
280 IF (AT%=&H1E AND PS%=6) THEN PS%=10:SL%=5:GOTO 230

290 IF (AT%=&H1F AND PS%<10) THEN PS%=PS%+1:SL%=SL%+1:GOTO 230
300 GOTO 220

310 REM *** Comandos a serem exibidos ***

320 DATA Banco de dados,Planilha,Editor de textos,Editor grafico,Sair

COMENTARIOS SOBRE O
PROGRAMA QUE IMPLEMENTA O COMANDO REVERSE

Antes de executar o programa de teste, vamos rever alguns tépicos. Antes de mais nada,
vamos comegar pelo estudo da sintaxe do novo comando. A sintaxe é:

REVERSE X, Y,Comp,Flag

onde
X é a coordenada horizontal do primeiro caractere da sentenga a ser invertida
¥ é a coordenada vertical do primeiro caractere da sentenga a ser invertida

Comp é o comprimento, em caracteres, da sentenga a ser invertida
Flag  é um indicador que ativa (1) ou desativa (0) a reinversao da Ultima sentenga

Uma vez vista a sintaxe, vamos para a andlise do programa-fonte.

Antes de analisarmos as rotinas criadas por nés, vamos analizar duas rotinas presentes
na ROM do MSX e por nés usadas: CALBAS e EVLEXP. A rotina CALBAS tem como fungéo
chamar uma rotina do interpretador BASIC a partir de qualquer configuragao de slots. Esta ro-
tina se torna particularmente Util porque o interpretador BASIC ocupa as paginas 0 e 1 do slot
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0, e a nossa rotina ocupa a pagina 1 do slot da RAM. Como duas péginas iguais (nocasoa 1,
que é usada tanto pelo interpretador BASIC como pelo nosso programa, ainda que em slots
diferentes) ndo podem ser ativadas ao mesmo tempo, sé nos resta o recurso de utilizar a roti-
naCALBAS que, em sintese, desativa a pagina 1 do slot atual, ativa a pagina 1 do slot 0 (ROM),
executa a rotina desejada, desativa a pagina 1 do slot 0 e, por fim, ativa a pagina 1 do slot
atual. Como vocé pode comprovar, é uma rotina muito versatil e Gtil. Ja a rotina EVLEXP (do
inglés evaluate expression - calcular a expressao) tem como fungao calcular o resultado final
de uma expressio em BASIC, tal como 22, X+Y, X+LEN(B$), etc. Esta rotina retorna com o
resultado calculado como um inteiro no par DE. A Tabela 2.2 apresenta as caracteristicas des-
tas duas rotinas.

Nome da rotina : CALBAS

Enderego inicial 1 #0159

Modo de chamada : CALL

Parametros de entrada : IX=enderego da rotina BASIC a
: ser executada

Parametros de saida : Nenhum

Registros alterados : AF',BC',DE’,HL’,lY

Nome da rotina : EVLEXP

Endereco inicial : #520E :

Modo de chamada | : Por Intermédio de CALBAS

Parametros de entrada : HL=Iniclo da expressao a avaliar

Parametros de saida : HL=fim da expressdo avaliada

DE=valor inteiro do resultado
Registros alterados : AF, BC, DE, HL

Tabela 2.2: Caracteristicas das rotinas CALBAS e EVLEXP

A rotina lecomandos foi projetada para interpretar comandos separados por virgula, per-
mitindo inclusive que o usuério ndo entre com determinados valores. Por exemplo, se vocé
desejar reinverter (colocar no modo normal) a Gltima sentenga invertida, bastara entrar com o
comando

REVERSE ,,0,1

onde as duas primeiras virgulas provocam a adogao dos valores default (no caso, os ulti-
mos usados) para x e y. Como o terceiro parametro é o comprimento da string a inverter, bas-
ta colocé-lo em zero para que nZo haja inversao alguma. Como vocé ja sabe, o quarto e
Gltimo parametro define a reinversao da Ultima sentenga invertida. Como afirmam os co-
mentérios no cabegalho desta rotina, o par IX na entrada deve apontar para uma tabela de va-
lores default que seré preenchida ou no, de acordo com os valores fornecidos pelo usuario.
Vocé pode n3o estar vendo muito sentido nesta rotina, ja que sé existe um comando imple-
mentado. Ocorre que a versao final deste programa apresenta mais de vinte comandos, logo,
seria ilégico possuir uma rotina de interpretagao para cada um deles. Como quase todos os
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comandos utilizam a entrada de valores separados por virgulas, senti-me na obrigagéo de fa-
zer uma rotina geral para interpretagéo de valores. Imagine a economia de bytes que isto ge-
rou! Além da rotina lecomandos, temos uma outra rotina que, devido  técnica empregada,
pode n&o ter o seu funcionamento perfeitamente entendido. Vamos, ent3o, ao estudo da roti-
na volta. Essa rotina é a responsavel por enganar o interpretador BASIC quanto ao erro de
sintaxe. Vamos ver como se encontra a pilha apés a execug&o da rotina que implementa o co-
mando REVERSE:

Bytes Motivo

2 End. de retorno da rotina de erros para o
interpretador BASIC

2 End. de retorno do hook para a rotina de
erros

2 Par AF salvo pela rotina erro

2 Par BC salvo pela rotina erro

2 Par DE salvo pela rotina erro

2 Par HL salvo pela rotina erro

Como n&o desejamos que o sistema recorde que ocorreu um erro de sintaxe, temos de
destruir os quatro bytes do topo da pilha referentes aos enderegos de retorno usados pela ro-
tina de erro. Por outro lado, temos de recuperar os registros salvos na pilha (AF, BC, DE e HL).
"Como fazer, entdo?" A resposta mais simples é fazer seis pops seguidos de quatro pushs,
como mostra a listagem do cédigo-fonte. Cabe aqui um lembrete: nunca utilize um comando
que use o desvio do vetor de erro (como o comando REVERSE) em conjunto com o coman-
do IF...THEN. Por exemplo, o comando

IF A%<9 THEN REVERSE 0,0,10,1

resultaria numa mensagem de erro de sintaxe. O motivo é simples: o comando THEN faz
uma avaliagio do préximo comando antes de executé-lo, logo, temos neste caso dois indi-
cadores de erro, o do comando THEN e o do interpretador BASIC ao executar o comando RE-
VERSE. Como o hook que usamos s6 atua sobre os erros de sintaxe vistos pelo interpretador
BASIC, néo temos como destruir a indicagao de erro de sintaxe colocada na pilha pelo coman-
do THEN. "Como posso evitar essa limitagdo?" Onde for possivel, basta que vocé inverta as
situagdes. Veja, por exemplo, a linha a seguir:

110 IF A%<9 THEN REVERSE 0,A%,10,1:ELSE A%=A%+1
Ela poder4 ser transformada em

110 IF A%>=9 THEN A%=A%+1 ELSE REVERSE 0,A%,10,1
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sem qualquer prejufzo ao processamento. Além desta simples inversao na ordem dos coman-
dos, vocé sempre podera langar mao dos comandos GOSUB (preferivel) e GOTO. Vamos,
entéo, ver algumas das caracteristicas deste tipo de implementagao.

Pontos positivos

i3 Nao faz uso de um byte sequer da RAM destinada ao
BASIC
2. Nao faz uso do comando USR, que, por nao ser

descritivo, é confuso

3. E totalmente transparente, dando a sensagao de que 0
comando esté disponivel na ROM do microcomputador

4, Permite a emissdo de novos erros, como os erros de
tipos ndo compativeis (mismatch error), de
chamada ilegal (illegal function call), etc.

5. Permite o uso de fungdes do préprio BASIC, como,
por exemplo, em:

REVERSE X, Y, LEN(B$(A%)),0
Ponto negativo

1 N3o pode ser usado apés um comando THEN

Tabela 2.3: Caracteristicas dos comandos implementados por desvio do vetor de erro

0 PROGRAMA QUE IMPLEMENTA O COMANDO CLRSCR

Como afirmei no inicio deste capitulo, terminariamos este tépico com a implementagao do
comando CLRSCR. Voca vai perceber que este novo comando nada mais é do que uma uniao
de 5 programas do Capitulo 1 com o programa que implementa o comando REVERSE. Ten-
do em vista que as listagens permanecem praticamente inalteradas, creio que vocé nao tera
qualquer dificuldade em acompanhar a légica envolvida. Vamos entao as listagens.

Listagem em assembly Z-80 do cédigo-fonte do programa que implementa o comando
CLRSCR:

:programa para implementar o comando CLRSCR
:Compilar com o programa GEN80.COM usando a seguinte
;sintaxe:
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‘GEN80 PROG23.BIN=PROG23.GEN

;onde PROG23.GEN é o nome do arquivo-texto com esta

slistagem

versao
linlen
txtnam
txtcgp
calslt
calbas
chrgtr
eviexp
getcoor
dridef
crtent
errflg
savtxt
scrmod
grpacx
grpacy
hkeyi
herro

inicio

equ
equ
equ
equ
equ
equ
equ
equ
equ
equ
equ
equ
equ
equ
equ
equ
equ
equ

defb
defw
defw

detw

org

di

in

Id
and
rrca
rrca
rrca
rrca
or
out
and
Id

#002d
#{3b0
#f3b3
#3b7
#001c
#0159
#4666
#520e
#579c
#247
#{3b1
#f414
#f6af
#fcaf
#fcb?7
#fcb9
#fd9a
#ffb1

#fe
inicio

;simula em CP/M
;0 cabecalho de

fim-erro+rotina+#01

inicio

#d000

a,(#a8)
b,a
#10

b
(#a8),a
#03
(slot),a

;um arquivo
.BIN

;desabilita as interrupgdes

J1é a atual configuragao dos
;slots e prepara para ativar
;a pagina 1 do slot da RAM

;ativa as paginas 1, 2 e 3 em
;RAM e descobre o slot onde
;5@ encontram os 64Kb de RAM



novohook

slot

rotina

erro

examerro

pegachar

pula

proxchar

compara

aborta

Id
Id
Id
Id
Idir
Id
Id
Id
Idir
out
ei
ret

defb
defb
defw
defb

org

push
push
push
push

inc
inc
inc
inc
Id

call
call

pop

ab
hl,novohook
de,herro
bc,0005

hl,rotina
de,erro
be,fim-erro+#01

(#a8),a

#7

#00
erro
#c9

#4000

af

bc

de

hl

a,e

#02
nz,aborta
hl,(savtxt)

a,(hl)

a
nz,proxchar
hl

hl

hl

hl

ix,chrgtr
chamabasic
compstring

hl
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;a=config. inicial dos slots
;promove o desvio do hook
;dos erros

;transfere a rotina para a
;pagina 1 da RAM

;habilita a config. original
;habilita as interrupgées
;retorna ao BASIC

;RST #30
;identificagao do slot
;enderego de desvio
RET

;salva os registros afetados

;a=cddigo do erro

;6 erro de sintaxe?

;Nao, volta aoc BASIC
;Sim, obtém a posigao do
;ponteiro do BASIC

;6 final de linha?

;Néao, obtém o proximo carac.
;Sim, pula as 4 posigbes
;referentes ao nimero da
;linha e ao end. da préxima
Jlinha

;obtém o primeiro caractere
;do novo comando

;compara com a lista de novos
;comandos

;recupera os registros salvos

153
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pop
pop

pop
ret

de
bc
af

:retorna ao BASIC

:a rotina compstring é a responsavel pela localizagéo da

;rotina do novo comando

compstring

compstri

compstr2

naoachei
achei

inc
Id
cp
P
ip
ret
inc

inc
id

pop

push

(auxiliar),hl
hl,lista

bc,endlista-lista

de,(auxiliar)
a,(de)
po,naoachei
de

a,(de)
(hi)

nz,compstri

hi
a,(hl)

#00
z,achei

compstr2
hi

c,(hl)
hl
b,(hl)
af

bec

:salva o pont. do BASIC
;hl aponta p/ lista de
;comandos

:bc=tamanho da lista

:de aponta p/ comando em
:BASIC

;obtém o primeiro byte
:tenta encontra-lo na
lista

:se bc=0 -> ndo achou
;achou o primeiro e
;parte

;para a comparagao dos
:demais caracteres. Vai
;para

;compstr1 se achar um
;byte diferente.

:Caso contrario,
:continua até o fim do
;comando.

;Se chegou ao fim e,
;:entao, achou o comando
:na lista.

:Caso contrario, compara
;0 préximo byte.

:Se achou, obtém o
;enderego

:de entrada da rotina
:colocando-o em BC

;retira da pilha o
;endereco de
;retorno para a rotina
erro e

;coloca na pilha o



lecomandos

lecoman_1

lecoman_3

lecoman_4

Id
ex

ret

push
push
Id
call

pop
ir

o
ir
dec
push
push
Id
call

pop
pop

Id
inc
djnz

pop
ret

(auxiliar),de

de,hl

ix

ix

ix,chrgtr
chamabasic
ix
z,lecoman_4

z,lecoman_3
hl

ix

be

ix,eviexp
chamabasic
be

ix

ae
(ix+#00),a
ix
lecoman_1

ix
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;enderego de

;entrada da rotina do
;novo comando
;guarda o ponteiro

;do BASIC

;transfere o ponteiro
;para HL

;usa RET para dar um
jjump

;para o enderego contido
;BC que foi salvo na
;pilha

;a rotina lecomandos é a responsével pela interpretagéo dos
wvalores que se seguem ao nome do novo comando. Os valores
;devem estar separados por virgulas. Na entrada, o par IX
;aponta para uma tabela com valores default e o registro B
jcontém o ndmero de valores a interpretar

;salva o par IX
;obtém um valor

;recupera o ponteiro IX
;Se nao houver valor, vai para
;lecoman_4

6 virgula?

;Sim, assume o default
;Nao, obtém o valor
;salva o ponteiro

;salva o contador

;obtém o valor

H

;recupera o valor
;recupera o ponteiro
;a=valor interpretado
;coloca-o na tabela
;incrementa o ponteiro
;repete para os demais
;valores

;recupera o pontsiro salvo
;jretorna
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:a rotina erro_05 emite a mensagem de chamada ilegal

erro_05

Id
Id

ip

a,#05
(errflg),a

voltaerro

;a=cédigo do erro.
;salva o erro em errflg
;vai para voltaerro

;a rotina voltaerro substitui o erro original por um outro

voltaerro

pop
pop
pop

pop
id

Id
ret

hl

de

bc

af
a,(errflg)
e,a

;recupera os pares
;salvos no inicio da
;rotina erro

:a=erro a ser emitido
:e=erro a ser emitido
;volta para a rotina

;de manipulagao de erros
:do interpretador BASIC

:a rotina volta promove a volta ao BASIC sem que haja
;interrupgéo no processamento, ou seja, sem que o sistema

:detecte o erro ocorrido

volta

dec

xor
Id
pop
pop
pop
pop
pop

pop

pop

pop

hl

a

(errflg),a

de
de
bec
af

de

af

:hl aponta para o final

:do ultimo comando
;modifica para nenhum erro
;ocorrido

;recupera os registros
:salvos no inicio da rotina
;arro. Note que hl ndo é
;recuperado.

;obtém o end. de retorno da
;nossa rotina para a rotina
;de chaveamento de slots
;obtém o end. de retorno da
;rotina de chaveamento de
;slots para RST #30

;obtém o end. de retorno de
;RST #30 para o hook
:obtém/destréi o end. de
;retorno do hook para a



chamabasic

inverte

inverte0

pop

push
push
push

ip

ret

call
ret

d

call
Id
Id
Id

Id
Id

cp
ip
or
jr
or
ir

call
Id

Id
call

af

be

de

ix,chrgtr
chamabasic

calbas

b,#04
ix,tabinver
lecomandos
a,(ix+#00)
(grpacx),a
a,(ix+#01)
(grpacy),a
a,(ix+#02)
(compstr),a
33
nc,erro_05
(auxiliar),hl
a,(ix+#03)
a

z,inverte0
a,(inversao)
a

z,inverte0

hl, (bufnor+#01)

setvdpwt
hl,bufnor+#03
a,(bufnor)

b,a

esclinha

a,#ft
(inversao),a
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;rotina

;de erro do interpretador

;BASIC

;obtém/destréi o end. de

;retorno

;da rotina de erro para o
sinterpretador BASIC
;repde na pilha os end. de
;retorno salvos nestes

;registros

ifaz com que hl aponte
;para o préximo comando
;e retorna ao BASIC

;chama a rotina calbas

;retorna

;b=nlm. de valores
jix=tabela default

;16 os 4 valores

;obtém a coord. x

;salva em grpacx

;obtém a coord. y

;salva em grpacy

;obtém o comp. da string
;salva em compstr

6 >= 337

;Sim, chamada ilegal
;salva ptr. do BASIC
;a=flag de recuperacao

;esté setada?

;Né&o, vai para inverte0
;Sim, ja foi feita alguma

;inversao?

;Nao, vai para inverte0
;Sim, obtém a pos. da string
;antiga e prepara o VDP
;hl->inicio da string antiga
;a=comp, da string antiga
;a=comp. da string antiga
;escreve a string antiga

;no modo normal

1

;sinaliza uma inversao

157
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inverte3

loopinv1

loopinv2

loopinv3

Id
Id
or
P
Id

Id
Id
call
Id
Id
Id
cp
ip

cp
jp
call

Id
push

add
ex
Id

Id

Id

Id
pop
push
push
push
id

add
djnz
pop
Id
call

cpl

)

call
ex
inc

hl,(auxiliar)
a,(compstr)
a

z,volta
ix,bufnor
iy,bufinv
(ix+#00),a
(iy+#00),a
calpadvid
a,(grpacx)
ea
a,(colunas)
e
c,erro_05

a,(grpacy)
24
nc,erro_05
lefrase

hl,(tabpad)
hl

de,#e0"8
hl,de

de,hl

c,#el

b, (ix+#00)
ix,bufnor+#03
iy bufinv+#03
hl

be

hl

de

de, #0008

b, (ix+#00)
hl,de
loopinv2
de

b,#08
rdvram

de,hl
wtvram
de,hl
hi

:hl=ponteiro do BASIC
;a=comp. da string
:comprimento=0?

:Sim, volta com erro

:Nao, ajusta os buffers

:para a string normal e

;para a string invertida

:com o comprimento da
:calcula os padrdes do video
:obtém a coord. x

;colocaem e

:obtém o nimero de colunas
:compara com o valor lido

:Se valor lido > colunas

:volta com erro

:obtém a coord. y

:6 maior do que 237

:Sim, volta com erro

:1& a string a inverter
:desabilita as interrupgdes
thl=end. da tab. de padrdes
:salva o end. da tab. de
;padroes

:calcula o enderego do
:desenho do caractere #e0
:de=end. do des. do carac. #e0
c=#el

:b=ntimero de carac. da string
‘ix=enderego da string normal
;iy=end. da string invertida
;recupera hl

;salva be

;salva hl

;salva de

:bytes para o desenho de cada
;caractere

:b=caractere a inverter
:calcula o enderego desse
;caractere

;recupera de

:prepara a modificagao
;& o byte original
iinverte

jtransfere para o novo
:destino

:hi=hl+1



envinvert

tabinver

newcls

inc

djnz
pop
pop

inc
inc

inc
djnz

Id
Id
call
Id

call
ei
Id
ip

defb
defb
defb
defb

Id
Id
call

Id
cp
call

Id

Id
inc

Ip

de
loopinv3
hl

be
(iy+#00),c
c

ix

ly
loopinv1

iy, bufinv

I, (iy+#01)
h,(iy+#02)
setvdpwt

b, (iy+#00)
hl,bufinv+#03
esclinha

hl,(auxiliar)
volta

#00
#00
#00
#00

b,#02
ix,tabnewcls
lecomandos
(auxiliar),hl
a,(ix+#00)
#02
nc,erro_05

‘calpadvid

a,(colunas)
e,a
a,(ix+#01)
e

E
nc,erro_05
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;de=de+1

:b=b-1

;recupera hl

;recupera bc

;modifica a string
iC=C+1

;aponta para o préximo
;caracter

;repete até o fim da string

;recupera o ponteiro do
;buffer

;hl=end. de escrita da string
;ajusta o VDP para escrita
;b=n0m. de carac. da string
;end. da string

;escreve a frase invertida
;habilita as interrupgdes
;recupera ptr. do BASIC
;volta para o BASIC

;posigao x

;posigao y
;comprimento

flag de restauragao

;b=nm. de valores
iix->tab. de valores default

1]

;salva o ponteiro do BASIC
;obtém o primeiro valor
;verifica o limite

;se estiver fora, volta com
;erro

;calcula os padrdbes do video
;obtém o numero de colunas
;e=n0mero de colunas
;a=nUmero de rotagbes

;rotagdes>colunas?
;Sim, volta com erro
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or a

P z,volta
Id a,(ix+#00)
ar a

ip nz,newcls_0

;Zero rotagdes?

:Sim, volta sem erro
;a=tipo de rotagao

;6 zero (esquerda)?
;Nao, vai para newcls_0

:newcls_1 faz o cls com rotagao para a esquerda

Id hl,bufferlinha+1

newcls_1

di

id b, (ix+#01)
loopcls_11

push be

Id hl,(txtnam)

Id a,(colunas)

Id e,a

Id d,#00

Id a,(crtent)

Id b,a
loopcls_12

push bc

call setvdprd

id a,(colunas)

push de

push hl

Id hl,bufferlinha

Id b,a

call lelinha

Id a,#20

id (hl),a

pop hi

pop de

call setvdpwt

push de

push  hl

Id a,(colunas)

Id b,a

call esclinha

pop  hi

pop  de

add hl,de

pop be

djnz loopcls_12

;desabilita as interrupgdes
;b=nUmero de rotagdes

:salva contador externo
:hl=end. tabela de nomes
:a=nlm. de colunas
;de=nUm. de colunas
;a=nUmero de linhas
:b=nlmero de linhas

;salva contador intermediario
;prepara o VDP para leitura
;a=n0m. de colunas

;salva de

;salva hl

;hl aponta para o buffer
;b=nGm. de colunas

;1@ uma linha

;a=carac. espago em branco
;coloca o espago na ult. pos.
;recupera hl

;recupera de

;prepara o VDP para escrita
salva de

:salva hl

;hl aponta para o buffer+1
;a=ndm. de colunas

;b=nlm. de colunas

;envia a linha ja rotada
;recupera hl

;recupera de

;hl aponta para a prox. linha
;recupera be

;repete para as demais linhas



pop
djnz

ei
Id

be
loopcls_11

hl, (auxiliar)
volta
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;recupera bc

rrepete até terminar todas

;as rotagbes

;habilita as interrupgdes
;recupera o ponteiro do BASIC
:retorna ao BASIC

:newcls_0 faz o cls com rotagao para a direita

newcls_0
di
Id
loopcls_01
push
Id

Id
id
Id

loopcls_02
push
call

push
push
id

call
Id
Id

pop
pop
call

push
push

call

pop

pop
add

b, (ix+#01)

bc

hl, (txtnam)
a,(colunas)
e,a

d,#00
a,(crtent)
b,a

bc

setvdprd
a,(colunas)
de

hi
hi,bufferlinha+1
b,a

lelinha

a,#20
hl,bufferlinha
(hl),a

hl

de
setvdpwi
de

hi
hl,bufferlinha
a,(colunas)
b,a
esclinha

hi

de

hl,de

:desabilita as interrupgdes
:b=nlmero de rotagbes

:salva contador externo
:hl=end. tabela de nomes
:a=n0m. de colunas
:de=n0m. de colunas

)

:a=nUmero de linhas
:b=nlmero de linhas

:salva contador intermediario
;prepara o VDP para leitura
;a=n0m. de colunas

:salva de

;salva hl

:hl aponta para o buffer+1
;b=nUm. de colunas

:l& uma linha

;a=carac. de espago em branco
;hl aponta para o buffer
;coloca 0 espago na prim.
;posigao

;recupera hl

;recupera de

;prepara o VDP para escrita
;salvade

:salva hl

;hl aponta para o buffer
;a=num. de colunas
:b=nlm. de colunas

;envia a linha ja rotada
;recupera hi

;recupera de

;hl aponta para a préx. linha

161
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pop bc ;recupera be
djnz loopcls_02 ;repete para as demais linhas
pop bc ;recupera bec
djnz loopcls_01 ;repete até terminar todas
,as rotagdes
ei ;habilita as interrupgdes
Id hl,(auxiliar) ;recupera o ponteiro do BASIC
ip volta ;retorna ao BASIC
tabnewcls
defb #00 itipo decls
defb #00 ;nimero de rotagbes

;a rotina calpadvid calcula os padrées do video: a tabela de
;padrées e o nimero de colunas. Os valores resultantes sao
;colocados em tabpad e colunas, respectivamente.

calpadvid
ex af,af' ;salva o registro af
exx ;salva os demais registros
Id hl, (txtcgp) ;obtém a tab. de padrdes
Id a,(versao) ;obtém a versao
or a ;do MSX. E MSX1?
ir z,calpad_1 ;5im, vai para calpad_1
Id a,(linlen) ;obtém o tamanho da tela
cp 41 ;O MSX2 esta em 80 colunas
ir c,calpad_1 ;N&o, vai para calpad_1
Id a,80 ;Sim, a=80 colunas
add hl,hi ;calcula novo end. da
itabela de padrdes
ir calpad_2 ;vai para calpad_2
calpad_1 Id a,40 ;a=40 colunas
calpad_2 Id (colunas),a ;salva as colunas
Id (tabpad),hl ;salva o end. da tab. de
;padrdes
axx ;recupera os registros salvos
ex af,af’ -
ret ;retorna

;a rotina lefrase transporta da tela para o buffer bufnor
;a sentenga a inverter



lefrase
push
push
push
push
call

call
Id

call
pop
pop
pop

pop
ret

af

be

de

hi
calendfra

setvdprd

b, (ix+#00)
hl,bufnor+#03
lelinha

hi

de

be

af
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;salva os registros
:modificados por esta
;rotina

:calcula o end. da string
:na VRAM

:prepara o VDP para leitura
;:0btém o comp. da string
:hl->inicio da string

;18 a string

:recupera os registros
:salvos

;retorna

163

‘a rotina calendfra,baseada nas coordenadas fornecidas, calcula o enderego da sentenga a
inverter na memoéria VRAM

calendfra

Id h,#00

Id d,h

Id a,(grpacy)

Id l,a

or a

ir z,calend1

Id I,h

id b,a

Id a,(colunas)

id e,a
loopcal_1 add hl,de

djnz loopcal_1
calend1 Id a,(grpacx)

Id e,a

add hl,de

id (bufnor+#01)

Id (bufinv+#01)

ret

:calcula o end. da string
:na meméria VRAM, baseada
:nas coordenadas passadas

:a string esta na linha 07
:Sim, vai para calend1

:Nao, calcula o end. do
;inicio da linha

:obtém a coord. x

;e=coord. X

:soma ao end. ja encontrado
,hl:salva no buffer das strings
,hl;normal e invertida

;retorna

inicio da lista com os nomes dos novos comandos e

;enderegos de chamada
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lista
defm "REVERSE" ;nome do comando
defb #00 ;fim do nome
defw inverte ;end. da rotina
defm "CLRSCR" ;nome do comando
defb #00 ;fim do nome
defw newcls

endlista defb #00 fim da lista

srotinas para o acesso direto & RAM de video

rdvram
call setvdprd ;ajusta o VDP para leitura
in a,(#98) ;16 um byte
ret ;retorna
wivram
push  af ;salva o dado a enviar
call setvdpwt ;ajusta o VDP para escrita
pop af srecupera o dado a enviar
out (#98),a ;envia
ret ;retorna
setvdprd
Id a,(versao) ;obtém a versao do MSX
or a 6 MSX17?
ir z,rdvram1 ;Sim, vai para rdvram1
xor a ;Nao, inicializa o VDP
out (#99),a ;do MSX2
Id a,#8e
out (#99),a :
rdvram1 Id a,l ;informa ao
out (#99),a ;VDP o enderego na
Id a,h ;VRAM onde ser4
and #3f. ;lido o dado
out (#99),a :
ex (sp).hl ;demora para
ex (sp),hl ;sincronizagao
ret
setvdpwt
Id a,(versao) ;obtém a versio do MSX

or a @ MSX1?



ir z,wtvram1
Xor a
out (#99),a
Id a,#8e
out (#99),a
wtvram1 Id a,l
out (#99),a
Id a,h
and #3f
or #40
out (#99),a
ex (sp).hl
ex (sp).hl
ret
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:Sim, vai para wivram1
:Nao, inicializa o VDP
;do MSX2

;informa ao

:VDP o enderego na
:VRAM onde o
;dado sera

:gravado

;demora para
;sincronizagao
;retorna

-a rotina lelinha transporta uma linha da VRAM para a RAM

lelinha
in a,(#98)
Id (hl),a
inc hl
djnz lelinha
ret

118 o carac. da VRAM
;salva-o no buffer
;incrementa o ponteiro
:prepara a préxima leitura
;retorna

‘a rotina esclinha transporta uma linha da RAM para a VRAM

esclinha
Id a,(hl)
out (#98),a
inc hi
djnz esclinha
ret

i4rea das varidveis usadas no programa

bufnor
defb #00
defw #0000
defs 33
bufinv
defb #00
defw #0000

:1& o carac. do buffer
;escreve-o na VRAM
;incrementa o ponteiro
;prepara a préxima escrita
Jretorna

tamanho da string
;posicdo de escrita
;string

tamanho da string
;posigao de escrita

165
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defs 33 ;string
inversao defb #00 ;flag de campo ja invertido
compstr defb #00 icomprimento da string
colunas defb #00 ;ndmero de colunas na tela
tabpad defw #0000 ;endereco da tab. de padrées
auxiliar defw - #0000 ;ponteiro do BASIC
bufferlinha defs 81 ;buffer de linha da tela
fim equ $

Listagem em linhas data do cédi

CLRSCR:

10 FOR A%=gHDOOO TO &HD3D4
20 READ B$

30 POKE A%, VAL ("&H"+BS)

40 NEXT A%

50 BSAVE
100 DATA
110 DATA
120 DATA
130 DATA
140 DATA
150 DATA
160 DATA
170 DATA
180 DATA
190 DATA
200 DATA
210 DATA
220 DATA
230 DATA
240 DATA
250 DATA
‘260 DATA
270 DATA
280 DATA
290 DATA
300 DATA
310 DATA

"PROG23.BIN", §HD00O, sHD3D4

F3,DB,A8,47,E6,F0, OF, OF, OF, OF, BO, D3, A8, E6, 03, 32
2E,DO, 78, 21, 2D, DO, 11, B1, FF, 01, 05, 00, ED, BO, 21, 32
Do,11, 00, 40, 01,A2, 03, ED, BO, D3, A8, FB, C9, F7, 00, 00
40,C9,¥5,C5,D5,E5, 7B, FE, 02,C2, 20, 40, 2A, AF, 6, TE
B7,C2,16,40,23,23,23,23,DD, 21, 66, 46, CD, AD, 40, CD
25,40,E1,D1,C1,¥1,C9, 22, 4K, 43, 21, OF, 42, 01, 13, 00
ED, 5B, 4E, 43, 1A, ED, B1,E2, 48, 40, 13, 1A, BE, C2, 2E, 40
23,7E,FE, 00,CA, 49, 40,C3, 38, 40, C9, 23, 4E, 23, 46, F1
C5,ED, 53, 4E, 43,EB, C9, DD, E5, DD, E5, DD, 21, 66, 46, CD
Ap, 40,DD, E1, 28, 1A, FE, 2C, 28,12, 2B, DD, ES, C5, DD, 21
OE, 52,CD,AD, 40,C1,DD,E1, 7B, DD, 77, 00, DD, 23, 10, D9
DD, E1,C9, 3E, 05, 32,14, F4,C3,89, 40,E1,D1,C1,F1, 3A
14,F4,5F,C9, 2B,AF, 32,14,F4,D1,D1,C1,F1,D1,Cl, F1
DD,E1,DD,E1,F5,C5,D5,DD, 21, 66, 46,C3, AD, 40, C9, CD
59,01,C9,06,04,DD, 21, 83, 41,CD, 55, 40, DD, 7E, 00, 32
B7,FC,DD, 7E, 01, 32, B9, FC, DD, 7K, 02, 32, 4A, 43, FE, 21
D2,81, 40,22, 4K, 43,DD, 7E, 03,B7, 28,16, 3A, 49, 43, B7
28,10,2A,02,43,CD, D9, 42,21, 04, 43,34, 01, 43, 47, CD
FA, 42,3E,FF, 32,49, 43,24, 4K, 43, 3A, 47, 43,B7, CA, 92
40,DD, 21,01, 43,¥D, 21, 25, 43,DD, 77, 00, ¥D, 77, 00, CD
46,42, 3A,B7,¥C, 5T, 3A, 4B, 43, BB, DA, 81, 40, 3A, B9, FC
FE, 18,D2,81, 40,CD, 68, 42,F3, 2A, 4C, 43,ES, 11, 00, 07

go-objeto do programa que implementa o comando
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320 DATA 19,EB, OE,EO,DD,46,00,DD, 21,04, 43,¥D, 21,28, 43,E1
330 DATA C5,ES,D5,11,08,00,DD,46,00,19,10,FD,D1,06,08,CD
340 DATA B3, 42, 2F,EB,CD,B9, 42,EB, 23,13,10,F3,E1,C1,FD, 71
350 DATA 00, 0C,DD,23,FD,23,10,D8,¥D, 21, 25, 43, FD, 6E, 01, FD
360 DATA 66,02,CD,D9, 42,FD, 46,00, 21,28, 43,CD,FA,42,FB, 2A
370 DATA 4E,43,C3,92,40,00,00,00,00,06,02,DD, 21, 44,42,CD
380 DATA 55,40, 22, 4E, 43,DD, 7E, 00, FE, 02,D2, 81, 40,CD, 46, 42
390 DATA 3A, 4B, 43, 5F,DD, 7E, 01, 1C, BB, D2, 81, 40, B7,CA, 92, 40
400 DATA DD,7E, 00,B7,C2,FB, 41,F3,DD, 46,01,C5,2A,B3,F3,3A
410 DATA 4B, 43,5F,16,00,3A,B1,F3,47,C5,CD,C1,42,3A, 4B, 43
420 DATA DS, ES,21,50,43,47,CD,F3,42,3E,20,77,E1,D1,CD,D9
430 DATA 42,D5,ES5,21,51,43,3A,4B,43,47,CD,FA, 42,E1,D1,19
440 DATA C1,10,D6,Cl1,10,C5,FB,2A, 4E, 43,C3,92,40,F3,DD, 46
450 DATA 01,CS,2A,B3,F3,3A, 4B, 43, 5F,16,00,3A,B1,F3,47,C5
460 DATA CD,C1, 42, 3A, 4B, 43,D5,ES5, 21,51,43,47,CD,F3,42,3E
470 DATA 20,21,50,43,77,E1,D1,CD,D9,42,D5,ES5, 21,50,43,3A
480 DATA 4B, 43,47,CD,FA,42,E1,D1,19,C1,10,D3,C1,10,C2,¥B
490 DATA 2A, 4E, 43,C3, 92,40, 00,00, 08,D9, 2A,B7,¥3, 3A, 2D, 00
500 DATA B7,28,0C, 3A, BO,F3,FE, 29, 38, 05, 3E, 50, 29,18, 02, 3E
510 DATA 28,32, 4B, 43,22, 4C, 43,D9, 08,C9,F5,C5,D5,ES, CD, 80
520 DATA 42,CD,C1,42,DD,46,00,21,04,43,CD,F3,42,E1,D1,C1
530 DATA F1,C9,26,00,54,3A,B9,FC, 6F,B7,28,09,6C,47,3R, 4B
540 DATA 43,5F,19,10,FD, 3A,B7,FC,5F,19,22,02, 43,22, 26,43
550 DATA C9,52,45,56,45,52,53,45,00,B1,40,43,4C,52,53,43
560 DATA 52,00, 87,41,00,CD,C1,42,DB,98,C9,F5,CD,D9,42,F1
570 DATA D3,98,C9,3A,2D,00,B7,28,07,AF,D3, 99, 3E, 8E,D3, 99
580 DATA 7D,D3,99,7C,E6,3F,D3,99,E3,E3,C9, 3A, 2D, 00,B7, 28
590 DATA 07,AF,D3,99,3E, 8E,D3,99,7D,D3, 99, 7C,E6, 3F,F6, 40
600 DATA D3,99,E3,E3,C9,DB,98,77,23,10,FA,C9, 7E,D3, 98,23
610 DATA 10,FA,C9,00,00,00,00,00,00,00,00,00,00,00,00,00
620 DATA 00,00, 00,00, 00,00, 00,00, 00,00,00,00,00,00,00, 00
630 DATA 00,00, 00,00,00,00,00,00,00,00,00,00,00,00,00,00
640 DATA 00,00,00,00,00,00, 00,00, 00,00, 00,00, 00,00, 00,00
650 DATA 00,00, 00,00, 00,00,00,00, 00,00, 00,00, 00,00, 00, 00
660 DATA 00,00, 00,00, 00,00, 00,00,00,00, 00,00, 00,00, 00,00
670 DATA 00,00, 00,00, 00,00, 00,00,00,00, 00,00, 00,00, 00,00
680 DATA 00,00, 00,00,00,00, 00,00, 00,00, 00,00,00,00,00,00
690 DATA 00,00, 00,00,00,00,00,00,00,00,00,00,00,00,00,00
700 DATA 00,00, 00,00, 00,00, 00,00, 00,00, 00,00, 00,00, 00, 00
710 DATA 00, 00,00,23,39

Antes de passar para o préximo capitulo, gostaria de colocar novamente as duas exigéncias
no uso de comandos implementados pelo desvio do vetor de erro. S&o elas:

1.Nunca comegar o nome de um novo comando com um token. Se esta exigéncia ndo for cum-
prida, o interpretador BASIC ir4 gerar uma mensagem de erro de sintaxe, mesmo que o vetor
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de erro esteja desviado. O comando SAVESCR é um exemplo tlpico, j& que a palavra SAVE
6 um token do interpretador BASIC. Para contornar este problema, sugiro a inversdo para
SCRSAVE.

2.Nunca use um comando resultante do desvio do vetor de erro apés o comando THEN. D&
preferéncia ao uso do comando GOSUB, que eliminara esse problema e, por tabela, promo-
vera uma maior estruturagao do seu programa em BASIC.

Resta agora apresentar um pequeno programa que nos permita conhecer os bytes/carac-
teres que formam um determinado comando criado por nés. Particularmente, utilizo um peque-
no programa em BASIC para tal tarefa. Vamos, entéo, a listagem desse programa:

Listagem do programa em BASIC para descobrir os bytes/caracteres que formam um
novo comando:

100 GOTO 110:SCRSAVE

110 A%=&H800B

120 CLS:KEYOFF

130 S$="FORMAGAO DO NOVO COMANDO"

140 IF PEEK (&HF3B0)> 40 THEN CP%=80 ELSE CP%=40
150 LOCATE (CP%-LEN(S$))/2,7:PRINT S$

160 LOCATE 0,9:PRINT "Bytes  :"

170 LOCATE 0,11:PRINT "Caracteres :"

180 CT%=0

190 IF PEEK(A%)=0 THEN END

200 LOCATE 13+CT%,9:PRINT HIGHT${"00"+HEX${PEEK(A%)),2)
210 LOCATE 13+CT%,11:PRINT CHR$(PEEK(A%))

220 A%=A%+1:CT%=CT%+3

230 GOTO 190

Antes de executar o programa acima, certifique-se de ter entrado com a listagem exata-
mente como apresentada, j4 que este é um passo imprescindivel para a execugao correta do
programa. Observe que vocé deve entrar com o comando a ser criado na linha 100 logo apés
asentenca GOTO 110:. Na listagem acima, o exemplo usado foi 0 do comando SCRSAVE.O
uso deste programa ficara claro nos exemplos dos capitulos seguintes.

Com alistagem acima, terminamos a apresentacao e estudo dos hooks no MSX. No préxi-
mo capitulo, vamos nos dedicar ao estudo do controle dos dispositivos de sele¢io, mais es-
pecificamente das teclas do cursor e dos joysticks.

BIBLIOGRAFIA RECOMENDADA

INTRODUGAO A LINGUAGEM DE MAQUINA PARA MSX - Eduardo Alberto Barbosa - Rio
de Janeiro - CIENCIA MODERNA COMPUTAGAO LTDA.



Capitulo 3

OS DISPOSITIVOS DE SELECAO

Como j4 afirmei no primeiro capitulo, é cada vez mais freqiiente o uso de uma interface
amigavel como meio de programagao/utilizagao do microcomputador. Ocorre que, embora a
ultima palavra esteja na interface gréfica, podemos fazer maravilhas unindo a simplicidade da
tela de texto aos principios de uma interface amigavel. O que proponho é usar os dispositivos
para controle de diregao (teclas do cursor ou joystick) para fazer a selegio apropriada num
menu. Vou exemplificar, para tornar mais clara a minha proposta. Vocé ja deve ter observado
que os programas mais antigos fazem as selegdes com menus do tipo:

1. Carregar o processador de textos
2. Carregar a planilha
3. Carregar o programa grafico

4, Sair

Escolha uma das opgdes acima (1-4):_

onde vocé devera pressionar um nimero no teclado para executar uma determinada opgéo.
Este método foi a forma mais amigavel de interagao com o usuério durante alguns anos, até
o surgimento de uma nova interface mais versétil e clara: a interface que emprega a inversio
de video para a opgao atual. A principal vantagem deste ultimo método est4 em permitir uma
visualizag&o mais répida e nitida da escolha atual, em contraste com o método anterior, que
nao permite tal recurso. A outra vantagem do método por inversdo se situa na utilizagao so-
mente das teclas do cursor ou joystick para selecionar as diversas opgdes, ao contrario do
método anterior, que exige a utilizagao do teclado. Como vocé j deve estar prevendo, a técni-
ca de escolha por inversao de video é muito mais amigavel e direta, tornando o seu uso pra-
ticamente obrigatério. "Bem, Eduardo, é realmente tudo muito bonito, mas como usar tal técnica
no MSX?" Eu respondo com outra pergunta: Que tal criar um comando especifico para essa
tarefa? Vocé j& deve ter percebido que a chave esta na inversao de video, mas este é um as-
sunto que ja dominamos desde o primeiro capitulo. Partindo deste principio, proponho a criagao
do seguinte comando:

MENU X1,Y1,X2,Y2 Comp,Des,Vint
onde
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X1 representa a posig3o x do primeiro caractere da primeira opgao do menu;

Y1 representa a posigao y do primeiro caractere da primeira opgao do menu;

X2 representa a posigao x do primeiro caractere da Gltima opgéo do menu;

Y2 representa a posigao y do primeiro caractere da Gltima opg&o do menu;

Comp representa o comprimento (em caracteres) da maior opgéo do menu;

Des representa o deslocamento (vertical ou horizontal) de uma opg&o para outra, e;

Vint representa a variavel Inteira que receber4 o valor numérico da selegao feita.

O COMANDO WINDOW

O comando MENU sera implementado utilizando a nossa estrutura para o desvio do vetor
de erro. Uma vez implementado, o comando MENU facilitara em muito o projeto de programas
mais amigaveis em BASIC. Porém, antes de partir para as explicagdes e listagens do coman-
do acima, gostaria de implementar um outro comando, o comando WINDOW, que, como o
nome ja afirma, trata-se de um comando para desenhar janelas na tela de texto. Tendo em
vista que a rotina para o desenho de janelas ja esta pronta desde o primeiro capitulo, sé nos
resta programar a leitura dos valores correspondentes as coordenadas e ao tipo de apresen-
tagao. Para tanto, vamos criar um novo comando com a seguinte sintaxe:

WINDOW X1,Y1,X2,Y2,Tipo
onde
X1 representa a posigao x do canto superior esquerdo da janela a ser criada;
Y1 representa a posigao y do canto superior esquerdo da janela a ser criada;
X2 representa a posig&o x do canto inferior direito da janela a ser criada;
Y2 representa a posigao y do canto inferior direito da janela a ser criada, e;
Tipo representa o tipo da apresentag&o: com ou sem exploséao.
Embora os comandos acima utilizem uma entrada de coordenadas que néo é padréo, pois

o normal seria a entrada de pares de coordenadas entre parénteses tal como acontece no co-
mando LINE, por exemplo, vamos utilizar este método nao-padréo por duas razées:
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1.0 interpretador BASIC nao aceitaria a entrada de um comando como
WINDOW (30,0)-(50,10),1

ja que interpretaria os argumentos (30,0) como referéncia a uma matriz chamada window, o
que resultaria num erro de subscrito fora de faixa.

2.No Capitulo 2, desenvolvemos uma rotina chamada lecomandos, que interpreta os valores
passados como argumentos e separados por virgulas, entdo, por que reinventar a roda?

Feitos os esclarecimentos, vamos as listagens do programa que implementa os comandos do
Capitulo 2 acrescidos do comandoc WINDOW,

Listagem em assembly Z-80 do cédigo-fonte do programa que implementa o comando
WINDOW:

;programa que implementa o comando WINDOW

;Compilar com o programa GEN80.COM usando a seguinte

isintaxe:

;GEN80 PROG24.BIN=PROG24.GEN

;onde PROG24.GEN é o nome do arquivo-texto com esta

Jlistagem

versao equ #002d
linlen equ #13b0
txtnam equ #13b3
txtegp equ #3b7
calslt equ #001c
calbas equ #0159
chrgtr equ #4666
eviexp equ #520e
getcrd equ #579c
dridef equ #1247
crtent equ #13b1
errflg equ #414
savixt equ #i6af

scrmod equ #icaf

grpacx equ #fcb7
grpacy equ #fcb9
hkeyi equ #fd9a
‘herro equ #tb1

defb ife ;simula em CP/M
defw inicio ;o cabecalho de
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CAPS

inicio

novohook

slot

rotina

erro

defw

defw

org

di

in
Id
and
rrca
rrca
rrca
rrca
or
out
and
Id

Id

Id

Id

Id
Idir
Id

Id

Id
Idir
out
ei
ret

defb
defb
defw
defb

org

push

fim-erro+rotina+#01

inicio

#d000

a,(#a8)
b,a

b

(#a8),a

#03

(slot),a

ab
hl,novohook
de,herro
be,0005

hl,rotina
de,erro
be,fim-erro+#01

(#a8),a

#H7

#00
erro
#c9

#4000

af

;um arquivo
;.BIN

;desabilita as interrupgdes

;1é a atual configuragao dos
;slots e prepara para ativar

;a pagina 1 do slot da RAM
;ativa as paginas 1, 2e 3 em
:RAM e descobre o slot onde
:se encontram os 64Kb de RAM
;a=config. inicial dos slots
;promove o desvio do hook

:dos erros

L}

stransfere a rotina para a
;pégina 1 da RAM

;habilita a config. original
;habilita as interrupgdes
;retorna ao BASIC

;RST #30
;identificagao do slot
;enderego de desvio
;RET

;salva os registros afetados



examerro

pegachar

pula

proxchar

. compara

aborta

push
push
push
Id
cp
P

Id

Id
or
ip
inc
inc
inc
inc
Id
call
call

pop
pop
pop

pop
ret

bc

de

hi

a,e

#02
nz,aborta
hl,(savtxt)

a,(hl)

a
nz,proxchar
hl

hl

hi

hl

ix,chrgtr
chamabasic
compstring

hl
de
bc
af
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;a=cédigo do erro

;6 erro de sintaxe?

;Néao, volta ao BASIC
;Sim, obtém a posigao do
;ponteiro do BASIC

;6 final de linha?

;N2o, obtém o préximo carac.
;Sim, pula as 4 posigbes
;referentes ao nimero da
Jlinha e ao end. da préxima
slinha

;obtém o primeiro caractere
:do novo comando

;compara com a lista de novos
;comandos

;recupera os registros salvos

;retorna ao BASIC

;a rotina compstring é a responsavel pela localizagéo da

srotina do novo comando

compstring

compstri

compstr2

Id
Id

(auxiliar),hl
hl,lista

be,endlista-lista

de,(auxiliar)
a,(de)
po,naoachei
de

a,(de)
(hl)

nz,compstri

;salva o pont. do BASIC
;hl aponta p/ lista de
;comandos

;bc=tamanho da lista
;de aponta p/ comando em
;BASIC

;obtém o primeiro byte
;tenta encontra-lo na
slista

;se be=0 -> ndo achou
;achou o primeiro e
;parte

;para a comparagao dos
;demais caracteres. Vai
;para

;compstr1 se achar um

173
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inc
Id

cp

ip
naoachei ret
achei inc

inc
Id
pop

push

ex

ret

:byte diferente.

hl ;Caso contrario,

a,(hl) ;continua até o fim do
:comando.

#00 ;Se chegou ao fim e,

z,achei ;entao, achou o comando
:na lista.

compstr2 ;Caso contrario, compara
;0 proximo byte.

hi :Se achou, obtém o
;enderego

c,(hl) ;de entrada da rotina,

hl :colocando-o0 em BC

b,(hl) 3

af ;retira da pilha o
;enderego de

bc ;retorno para a rotina
;erro e

;coloca na pilha o
;enderego de
:entrada da rotina do
;novo comando
(auxiliar),de ;guarda o ponteiro
;do BASIC
de,hl itransfere o ponteiro
;para HL
;usa RET para dar um
;jump
;para o enderego contido
;BC que foi salvo na
;pilha

;a rotina lecomandos « a responsavel pela interpretagao dos
;valores que se seguem ao nome do novo comando. Os valores
;devem estar separados por virgulas. O par IX na entrada
;aponta para uma tabela com valores default e o registro B
:contém o numero de valores a interpretar

lecomandos
push
lecoman_1 push
Id
call
pop

ir

ix ;salva o par IX

ix -

ix,chrgtr ;obtém um valor

chamabasic

ix ;recupera o ponteiro IX
z,lecoman_4 ;Se ndo houver valor, vai para

;lecoman_4



lecoman_3

lecoman_4

cp
ir
dec
push
push
Id
call
pop
pop
Id

Id
inc
djnz

pop
ret

z,lecoman_3
hi

ix

be

ix,evlexp
chamabasic
bc

ix

a,e
(ix+#00),a
ix
lecoman_1

ix
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;6 virgula?

;Sim, assume o default
;N@o, obtém o valor
salva o ponteiro

;salva o contador
;obtém o valor
;recupera o valor
;recupera o ponteiro
;a=valor interpretado
;coloca-o na tabela
;incrementa o ponteiro
;repete para os demais
;valores

;recupera o ponteiro salvo
;retorna

;a rotina erro_05 emite a mensagem de chamada ilegal

erro_05

Id
d
jp

a,#05

(errflg),a
voltaerro

;a=cédigo do erro
;salva o erro em errflg
;vai para voltaerro

;a rotina voltaerro substitui o erro original por um outro

voltaerro

pop
pop
pop
pop
Id
Id
ret

hi

de

bc

af
a,(errflg)
e,a

;recupera os pares
;salvos no inicio da
;rotina erro

'

;a=erro a ser emitido
;@=erro a ser emitido
;volta para a rotina

;de manipulagao de erros
;do interpretador BASIC

;a rotina volta promove a volta ao BASIC sem que haja
jinterrupgao no processamento, ou seja, sem que o sistema
idetecte o erro ocorrido

volta

dec

hl

;hl aponta para o final
;do Gltimo comando
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chamabasic

inverte

xXor
\d
pop
pop
pop
pop
pop

pop

pop

pop

pop

push
push
push
Id

ip
ret

call
ret

Id
Id
call
Id
Id
Id
Id
Id
Id
cp
ip

a
(errflg),a
de

de

bc

af

de

be

af

af

bec

de

ix,chrgtr
chamabasic

calbas

b,#04
ix,tabinver
lecomandos
a,(ix+#00)
(grpacx),a
a,(ix+#01)
(grpacy),a
a,(ix+#02)
(compstr),a
33
nc,erro_05

;modifica para nenhum erro
;ocorrido

recupera os registros
;salvos no inicio da rotina
:arro. Note que hl ndo é
;recuperado.

:obtém o end. de retorno da
:nossa rotina para a rotina
:de chaveamento de slots
:obtém o end. de retorno da
:rotina de chaveamento de
;slots para RST #30

:0btém o end. de retorno de
;RST #30 para o hook
:obtém/destréi o end. de
;retorno do hook para a
;rotina

:de erro do interpretador
;BASIC

:obtém/destréi o end. de
;retorno

:da rotina de erro para o
sinterpretador BASIC

;repde na pilha os end. de
:retorno salvos nestes
;registros

:faz com que hl aponte
;para o préximo comando
:e retorna ao BASIC

:chama a rotina calbas
;retorna

:b=n0m. de valores
:ix=tabela default

|18 os 4 valores
:obtém coord. x
;salva em grpacx
:obtém coord. y
;salva em grpacy
;obtém o comp. da string
:salva em compstr

6 >= 337

:Sim, chamada ilegal



inverte0

inverte3

Id
Id
or
ir
Id
or
ir
Id
call
Id
Id
Id
call

Id
Id
Id
Id
or
ip
Id
Id
Id
Id
call
Id
Id
Id
cp
ip

cp
ip
call
di

id
push

add
ex

id
Id
Id
id

(auxiliar),hl

a, (ix+#03)

a

z,inverte0
a,(inversao)

a

z,inverte0
hl,(bufnor+#01)
setvdpwt
hl,bufnor+#03
a,(bufnor)

b,a

esclinha

a,#if
(inversao),a
hl,(auxiliar)
a,(compstr)
a

z,volta
ix,bufnor
iy,bufinv
(ix+#00),a
(iy+#00),a
calpadvid
a,(grpacx)
e,a
a,(colunas)
e
c,erro_05

a,(grpacy)
24

nc,erro_05
lefrase

hl, (tabpad)
hi

de,#e0'8
hl,de
de,hl

c,#el

b, (ix+#00)
ix,bufnor+#03
iy,bufinv+#03
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;salva ptr. do BASIC
;a=flag de recuperagao
;osta setada?

;Nao, vai para inverte0
;Sim, ja foi feita alguma
:inversao?

;Nao, vai para inverte0
;Sim, obtém a pos. da string
;antiga e prepara o VDP
;hl->inicio da string antiga
;a=comp. da string antiga
;a=comp. da string antiga
;escreve a string antiga

;no modo normal

;sinaliza uma inversao
;hi=ponteiro do BASIC
;a=comp. da string
;comprimento=07

;Sim, volta com erro

;N&o, ajusta os buffers
;para a string normal e
;para a string invertida
;com o comprimento da
;calcula os padrdes do video
;obtém a coord. x
icolocaem e

:obtém o nimero de colunas
;compara com o valor lido
:Se valor lido > colunas
;volta com erro

;obtém a coord. y

;& maior do que 237

;Sim, volta com erro

;1é a string a inverter
;desabilita as interrupgdes
;hl=end. da tab. de padrdes
;salva o end. da tab.

;de padrbes

;calcula o enderego do
;desenho do caractere #e0
;de=and. do desenho do
;caractere #e0

ic=#a0

;jb=nimero de carac. da string
;ix=end. da string normal
;iy=end. da string invertida

177
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pop hl ;recupera hl
loopinv1 push bc ;salvabe

push hi ;salva hl

push de ;salva de

Id de, #0008 ;bytes para o desenho

;de cada caractere

Id b, (ix+#00) ;b=caractere a inverter
loopinv2 add hl,de ;calcula o enderego desse

djnz loopinv2 ;caractere

pop de ;recupera de

Id b,#08 ;prepara a modificagao
loopinv3 call rdvram J1é o byte original

cpl sinverte

ex de,hl ;transfere para o novo

call wivram ;destino

ex de,hl 2

inc hl ;hi=hl+1

inc de ;de=de+1

djnz loopinv3 ib=b-1

pop hl ;recupera hl

pop be ;recupera be

Id (iy+#00),c ;modifica a string

inc c ;e=C+1

inc ix ;aponta para o préximo carac.,

inc iy

djnz loopinv1 ;repete até o fim da string
envinvert

Id iy,bufinv ;recupera o ptr. do buffer

Id I, (iy+#01) ;hl=end. de escrita da string

Id h, (iy+#02) ]

call setvdpwt ;ajusta o VDP para escrita

Id b,(iy+#00) ;b=nim. de carac. da string

Id hl,bufinv+#03 ;end. da string

call esclinha ;escreve a frase invertida

ei ;habilita as interrupges

Id hl,(auxiliar) ;recupera ptr. do BASIC

ip volta ;volta para o BASIC
tabinver

defb #00 ;posigao x

defb #00 ;posigéo y

defb #00 ;comprimento

defb #00 flag de restauragéo

newcls



Id
Id
call
Id
Id
cp
jp
call
Id
Id
Id
inc
cp
ip
or
ip
Id
or

ip

b,#02
ix,tabnewcls
lecomandos
(auxiliar),hl
a,(ix+#00)
#02
nc,erro_05

calpadvid
a,(colunas)
e,a

a, (ix+#01)
8

e
nc,erro_05
a

z,volta

a, (ix+#00)
a
nz,newcls_0
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;b=nlim. de valores
;ix->tab. de valores default

;salva o ponteiro do BASIC
;obtém o primeiro valor
;verifica o limite

:se estiver fora, volta com
erro

;calcula os padrdes do video
;obtém o nimero de colunas
;e=nUmero de colunas
;a=numero de rotagdes

;rotagbes>colunas?
;Sim, volta com erro
;Zero rotagbes?

;Sim, volta sem erro
;a=tipo de rotagao

;6 zero (esquerda)?
;Nao, vai para newcls_0

;newcls_1 faz o cls com rotagao para a esquerda

newcls_1

loopcls_11

loopcls_12

di
push

Id
Id

Id
Id

push
call
Id
push
push
Id

Id
call
Id

Id

pop

b,(ix+#01)
bc
hl,(txtnam)
a,(colunas)
e,a

d,#00
a,(crtcnt)
b,a

be
setvdprd
a,(colunas)
de

hl
hl,bufferlinha
b,a

lelinha
a,#20
(hl),a

hl

;desabilita as interrupgdes
;b=nUmero de rotagbes
;salva contador externo
;hl=end. tabela de nomes
;a=num. de colunas
:de=nlm. de colunas
;a=numero de linhas
;b=nUmero de linhas

;salva contador intermedidrio
;prepara o VDP para leitura
;a=num. de colunas

:salva de

;salva hl

:hl aponta para o buffer
‘b=nim. de colunas

;16 uma linha

;a=carac. espago em branco
;coloca o espago na Ult. pos.
;recupera hl

179



180 Guia do Programador MSX

CAP.3

pop
call

push
push
Id

Id

Id
call
pop
pop
add
pop
djnz
pop
djnz

ei
Id
jp

de
setvdpwt
de

hl
hl,bufferlinha+1
a,(colunas)
b,a
esclinha

hl

de

hl,de

bc
loopcls_12
bc
loopcls_11

hl,(auxiliar)
volta

;recupera de

;prepara o VDP para escrita
;salvade

;salva hl

;hl aponta para o buffer+1
;a=num. de colunas

;b=nUm. de colunas

;envia a linha ja rotada
;recupera hl

;recupera de

;hl aponta para a préx. linha
;recupera be

;repete para as demais linhas
;recupera bc

;repete até terminar todas

;as rotagbes

;habilita as interrupgdes
;recupera o ponteiro do BASIC
;retorna ao BASIC

;newcls_0 faz o cls com rotagao para a direita

newcls_0

loopcls_01

loopcls_02

di
Id

push
Id
Id
Id
Id
Id
Id

push
call
Id
push
push

call
id
Id

b, (ix+#01)

bc
hl,(txtnam)
a,(colunas)
e,a

d,#00
a,(crtent)
b,a

be

setvdprd
a,(colunas)
de

hi
hl,bufferlinha+1
b,a

lelinha
a,#20
hl,bufferlinha
(hl),a

;desabilita as interrupgdes
;b=nimero de rotagdes

;salva contador externo
;hl=end. tabela de nomes
;a=num. de colunas
;de=num. de colunas
;a=numero de linhas
;b=nlmero de linhas

;salva contador intermediario
;prepara o VDP para leitura
;a=n0m. de colunas

;salva de

;salva hi

;hl aponta para o buffer+1
;b=n0m. de colunas

;lé uma linha

;a=carac. espago em branco
;hl aponta para o buffer
;coloca o espago na prim.
;posicao



tabnewcls

window

pop
pop
call
push
push
Id

Id

Id
call
pop
pop
add
pop
djnz
pop
dinz

defb
defb

Id
call

call

Id
Id
Id
Id
Id
cp
ip

cp
ip

cp

hi

de
setvdpwt
de

hl.
hl,bufferlinha
a,(colunas)
b,a
esclinha

hi

de

hl,de

be
loopcls_02
be
loopcls_01

hl,(auxiliar)
volta

#00
#00

ix,tabwindow
b,#05
lecomandos
(auxiliar),hl
calpadvid

ix,tabwindow
h,(ix+#00)
I,(ix+#01)
d,(ix+#02)
e,(ix+#03)
a,h

d
nc,erro_05
a,l

e
nc,erro_05
a,e

24
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;recupera hl

;recupera de

;prepara o VDP para escrita
;salva de

;salva hl

;hl aponta para o buffer
;a=num. de colunas

;b=n0m. de colunas

;envia a linha ja rotada
;recupera hi

;recupera de

;hl aponta para a préx. linha
;recupera be

;repete para as demais linhas
;recupera bc

;repete até terminar todas

;as rotagbes

;habilita as interrupgées
;recupera o ponteiro do BASIC
;retorna ao BASIC

ftipo de cls
;numero de rotagdes

jix aponta p/ tabela
;b=nlm. de comandos
;16 as coordenadas
;salva o ptr. do BASIC
;calcula os parametros
;dovideo

;ix aponta p/ tabela
;h=x1

=y

;d=x2

;e=y2

jesta se x2>x1
X2<=x1->arro

;testa se y2>y1

;y2<=y1->erro
a=y2
¥2>=247
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windvolta

P
Id
dec
cp
ip
Id
or
ip
call

Id
ip

nc,erro_05
a,(colunas)
a

d
c,erro_05
a,(ix+#04)
a

nz,zoom
janela

hl,(auxiliar)
volta

;Sim, volta com erro
;a=colunas natela

X2>=colunas?

;Sim, volta com erro
;a=tipo de apresentagao
;6 zero?

;Nao, vai para zoom
;Sim, chama janela

;hl=ponteiro do BASIC
;volta para o BASIC

;A rotina zoom cria o efeito de explosao da janela

zoom

looptest

xor
Id

Id

Id

Id
Id
add
srl
dec

inc

inc
Id
Id
add
srl
dec
Id
inc

inc
Id

call
call
call

call

a
(bufcol),a
(buflin),a
(coror1),hl
(coror2),de
a,h

ad

a

a

h.,a

a

a
d,a
a,l
a,e
a

a
la
a

a
e,a
janela
coluna
linha

janela

;Zera o acumulador

;zera o buffer da coluna
;zera o buffer da linha

;salva as coordenadas x1,y1
;salva as coordenadas x2,y2
;carrega a com h (x1)

;soma com d (x2) e divide
;por dois para achar Xmedio
.decrementa Xmedio
carrega h (x1) com Xmedio
iincrementa o ponto médio
;paraque

x2=x1+1, onde x1=Xmedio-1
carrega d com x2

;a=y1

;soma com e (y2) e divide
;por dois para achar Ymedio
;decrementa Ymedio
;carregal (y1) com Ymedio
;incrementa o ponto médio
;paraque

;y2=y1+1, onde y1=Ymedio-1
;carrega e com y2

;desenha a primeira janela
;verifica em rel. & col.

slimite

;verifica em rel. & linha
Jlimite

;desenha a janela



coluna

fimcol

linha

fimlin

espjanela

espjanelal

teste?2

call

call

ir
Id
Id
call
ip

ret

Id
cp
jr
ret

espjanela
teste2

nz,looptest
hl,(coror1)

" de,(coror2)

janela
windvolta

a,(coror1+#01)
h

nc,fimcol

h

d

a#01
(bufcol),a

a,(coror1)
|

nc.fimlin

|

e

a,#01
(buflin),a

af
hi
hl,#1000

hl

a,h

I
nz,espjanelai
hi

af

a,(bufcol)
#01
z,contes
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;retardo para tornar o efeito
;visivel

;verifica se ja chegou &
;janelafinal

;Né&o, continua com a exploséo
;imprime a janela final

]

;retorna ao BASIC

;a=coord. x1 original
;jafoi atingida?

;Sim, vai para fimcol

;Nao, x1=x1-1

X2=x2+1

retorna

;indica que a coluna-limite
;foi atingida

;retorna

;a=coord. y1 original
;jafoi atingida?

;Sim, vai para fimlin
;Nao, y1=y1-1

y2=y2+1

retorna

;indica que a linha-limite
;foi atingida

;sretorna

;salva os registros
;afetados
;altere este valor para mudar

;retardo. Decrementa hl
yverifica se chegou

;a0 fim

;Nao, volta para espjanelat
;recupera os registros

;e retorna

;verifica se a coluna-
;limite foi atingida
;Sim, vai para contes
;Nao, retorna
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contes Id
cp
ret

a,(buflin)

#01

;verifica se a linha-
;limite foi atingida
;retorna. Flag Z serd o
sindicador.

;a rotina janela é a responsavel pelo desenho da prépria

;janela no video

janela

push
push
push
call
Id
sub
dec

janell Id
out
ex
ex
djnz
Id

out
pop

call
Id

out
ex
ex
janel2 Id
out
ex
ex

be
de
hl
posit
a,d

h

a

b,a
be

a,#18
(#98),a
(sp),hl
(sp).hl
a,#17
(#98),a
(sp).hl
(sp),hl
janell
a,#19

(#98),a
be

le
posit
a#la

(#98),a
(sp),hl
(sp).hl
a,#17
(#98),a
(sp),hl
(sp),hl

;salva todos os registros
;alterados pela rotina
;posiciona o cursor em x1,y1
;a=x2

a=x2-x1

;a=num. de pos. da linha do
;topo

;b=n0m. de pos. da linha do
jtopo

;salva nim. pos. da linha do
jtopo

;a=carac. do canto sup. esq.
;escreve o caractere
;demora para sincronizagio
;a=trago horizontal

;escreve a linha superior
;demora para sincronizagéo
1

;a=caractere do canto sup.
:direito

;@screve o caractere
;recupera num. pos. linha do
fopo

l=y2

;coloca o cursor em x1,y2
;a=caractere do canto inf,
;esquerdo

;escreve o caractere
;demora para sincronizagio
;a=trago horizontal

;escreve a linha inferior
;demora para sincronizagao

L



janel3

janel4

tabwindow

djnz
Id

out

pop

pop
push
push

-Id

sub
dec
Id

Id
sub
dec
Id
inc
call

out
push
Id

Id
out
ex
ex
djnz
Id
out

inc

pop
djnz

pop
pop
pop
ret

defb
defb
defb
defb
defb

janel2
a,#1b

(#98),a
hl

de

de

hi

a,e

|

a

b,a

a,d

h

a

ca

|

posit
a,#16
(#98),a
bc

b,c
a,#20
(#98),a
(sp).hl
(sp).hl
janeld
a,#16
(#98),a
|

bc

janel3

hl
de
be

#00
#00
#00
#00
#00
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;a=caractere do canto inf.
:direito

;escreve o caractere
;recupera x1,y1

;recupera x2,y2

;salva x2,y2

;salva x1,y1

;a=y2

;a=y2-y1

;a=num. de posigdes verticais
;b=nlm. de posigdes verticais
;a=x2

;a=x2-x1

;a=nUm. de pos. horizontais
;e=ndm. de pos. horizontais
y1=y1+1

;posiciona o cursor

;a=trago vertical

,escreve o caractere

;salva num. de pos. verticais
;b=nlm. de pos. horizontais
;a=caractere espago em branco
;escrave o carac. para limpar
;demora para sincronizagao
;ajanela

;a=trago vertical

;escreve o caractere
y1=y141

;recupera num. de pos.
verticais

;repete até acabar as linhas
verticais

;recupera os registros salvos

;e retorna

;coordenada x1
;coordenaday1
:coordenada x2
;coordenada y2
;tipo de apresentagao

185



186 Guia do Programador MSX

CAP.3

bufcol defb #00 ;buffer auxiliar
buflin defb #00 ;buffer auxiliar
corori defw #0000 ;buffer auxiliar
coror2 detw #0000 ;buffer auxiliar

;a rotina calpadvid calcula os padrdes do video: tabela de
; padrdes e o nimero de colunas. Os valores resultantes sao
;colocados em tabpad e colunas, respectivamente.

calpadvid
ex af,af’ ;salva o registro af
exx ;salva os demais registros
Id hl, (txtcgp) ;obtém a tab. de padroes
Id a,(versao) ;obtém a versao
or a ;do MSX. E MSX1?
ir Z,calpad_1 ;Sim, vai para calpad_1
Id a,(linlen) ;obtém o tamanho da tela
cp 41 ;O MSX2 esta em 80 colunas?
jr c,calpad_1 ;Nao, vai para calpad_1
Id a,80 ;Sim, a=80 colunas
add hl,hl ;calcula novo end. da
tabela de padroes
ir calpad 2 ;vai para calpad_2
calpad_1 Id a,40 ;a=40 colunas
calpad_2 Id (colunas),a ;salva as colunas
Id (tabpad),hl ;salva o end. da tab. de
;padrdes
exx ;recupera os registros salvos
ex af,af’ <
ret ;retorna

;a rotina lefrase transporta da tela para buffer bufnor:
;a sentenga a inverter

lefrase
push  af ;salva os registros
push  be ;modificados por esta
push de ;rotina
push  hl :
call calendfra ;calcula o end. da string
;na VRAM
call setvdprd ;prepara o VDP para leitura
Id b, (ix+#00) ;obtém o comp. da string

Id hi,bufnor+#03 ;hi->inicio da string



call
pop
pop
pop

pop
ret
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lelinha ;1é a string
hi ;recupera os registros
de ;salvos
bc ;
af :
retorna

:a rotina calendfra,baseada nas coordenadas fornecidas, calcula o enderego da sentenga a
:inverter na meméria VRAM

calendfra

Id
Id
id
Id
or
jr

Id
Id
Id

loopcal_1 add
djnz
calend1 Id
Id
add
id
id
ret

h,#00 ;calcula o end. da string

d,h :na meméria VRAM, baseada
a,(grpacy) ;nas coordenadas passadas
l,a .

a ;a string esta na linha 07
z,calend1 ;Sim, vai para calend1

I,h :Nao, calcula o0 end. do

b,a ;infcio da linha

a,(colunas) :

e,a :

hl,de :

loopcal_1 i

a,(grpacx) ;obtém a coord. x

e,a :e=coord. X

hl,de ;:soma ao end. ja encontrado

(bufnor+#01),hl  ;salva no buffer das strings
(bufinv+#01),hl  ;normal e invertida
;retorna

;a rotina posit posiciona o cursor nas coordenadas passadas

;por hl. h=x e l=y

posit
push
push
push
push
ex

Id
id
or

af :salva todos os

be ;registros afetados

de ;por esta rotina

hi 3

de,hl itroca o conteldo de hl pelo
;do registro de

hl,#0000 ;zera hl

a,e ;a=linha

a - ;6 igual a zero?
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ir
push

Id
Id

posit1 add
djnz
pop
posit2 id
or
jr

add

posit3 call
pop
pop
pop

pop
ret

Z,posit2
de

b,a
a,(colunas)
e,a
d,#00
hl,de
posit1
de

a,d

a
z,posit3
e,a
d,#00
hl,de

setvdpwt
hl

de

bec

af

;Sim, vai para posit2

;Nao, salva as coordenadas
;b=nim. dalinha

;a=nUm. de colunas
;e=nUm. de colunas
;de=ndm. de colunas
;hi=hl+nGm. de colunas

;recupera as coordenadas
;a=coluna

;6 igual a zero?

;Sim, vai para posit3
:Nao, e=coluna
;de=coluna

;hl aponta para o end. da
‘VRAM

;correspondente a x1,y1
;prepara o VDP para escrita
;recupera os registros

;e retorna

;inicio da lista com os nomes dos novos comandos e

;enderegos de chamada

lista
defm
defb
defw
defm
defb
defw
defm
defb
defw

endlista defb

;rotinas para o acesso direto 4 RAM de video

rdvram
call

"REVERSE"
#00

inverte
"CLRSCR"
#00

newcls
"WINDOW"
#00

window

#00

setvdprd

;nome do comando
;fim do nome

;end. da rotina
;nome do comando
;fim do nome

;end. da rotina
;nome do comando
fim do nome

;end. da rotina

fim da lista

;ajusta o VDP para leitura
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in a,(#98) J1é um byte
ret ;retorna
wivram
push  af ;salva o dado a enviar
call setvdpwt ;ajusta o VDP para escrita
pop. af ;recupera o dado a enviar
out (#98),a ;envia
ret ;retorna
setvdprd
Id a,(versao) ;obtém a versido do MSX
or a ;6 MSX1?
jr z,rdvram1 ;Sim, vai para rdvram1
xor a ;Nao, inicializa o VDP
out (#99),a ;do MSX2
id a,#8e
out (#99),a :
rdvram1 Id a,l ;informa ao
out (#99),a ;VDP o enderegpb na
Id ah ;VRAM onde sera
and #3f ;lido o dado
out (#99),a :
ax (sp),hl ;demora para
ex (sp).hl ;sincronizagéio
ret
setvdpwt
Id a,(versao) ;obtém a versdo do MSX
or g = 0 MSX1?
ir z,wtvram1 ;Sim, vai para wtvram1
xor a ;Nao, inicializa o VDP
out (#99),a ;do MSX2
Id a,#8e
out (#99),a
wtvram1 id a,l sinfforma ao
out (#99),a ;VDP o enderego na
Id a,h ;VRAM onde o
and #3f ;dado sera
or #40 ;gravado
out (#99),a ;
ex (sp),hl ;demora para
ex (sp),hl ;sincronizagao

ret ;retorna
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:a rotina lelinha transporta uma linha da VRAM para a RAM

lelinha

in a,(#98) ;18 o carac. da VRAM

Id (hl),a ;salva-o no buffer apontado
;por hl

inc hl ;incrementa o ponteiro do
:buffer

djnz lelinha ;prepara a préxima leitura na
itela

ret ;retorna

:a rotina esclinha transporta uma linha da RAM para a VRAM

esclinha

Id a,(hl) ;1@ o carac. do buffer

out (#98),a ;:escreve-o na VRAM

inc hl ;incrementa o ponteiro do
;buffer

djnz esclinha ;prepara a préxima escrita na
tela

ret ;retorna

;area das varidveis usadas no programa

bufnor

defb #00 ;tamanho da string

defw #0000 ;posigao de escrita

defs 33 ;string
bufinv

defb #00 stamanho da string

defw #0000 ;posigao de escrita

defs 33 ;string
inversao defo  #00 flag de campo ja invertido
compstr defb #00 ;comprimento da string
colunas defb #00 :nimero de colunas na tela
tabpad defw #0000 ;enderego da tab. de padrdes

auxiliar defw #0000 ;ponteiro do BASIC
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bufferlinha
defs 81 ;buffer de linha da tela

fim equ $

Listagem em linhas DATA do cédigo-objeto do programa que implementa o comando
WINDOW:

10 FOR A%=&HD000 TO &HD52F

20 READ BS

30 POKE A%, VAL ("&H"+BS)

40 NEXT A%

50 BSAVE "PROG24.BIN", &HD0OO, sHD52F

100 DATA F3,DB,A8,47,E6,F0, OF, OF, OF, OF, BO, D3, A8,E6, 03, 32
110 DATA 2E,DO, 78,21,2D,DO, 11, B1,FF, 01, 05, 00, ED, BO, 21, 32
120 DATA DO, 11,00, 40,01,FD, 04,ED, BO,D3,A8,FB, C9,F7, 00, 00
130 DATA 40,C9,F5,C5,D5,ES, 7B, FE, 02,C2, 20,40, 2A,AF,F6, TE
140 DATA B7,C2,16,40,23,23,23,23,DD, 21, 66,46,CD,AD, 40, CD
150 DATA 25,40,E1,D1,Cl1,F1,C9,22,A9,44,21,F1, 43,01, 1C, 00
160 DATA ED,5B,A9,44,1A,ED,B1,E2, 48,40,13, 1A, BE, C2, 2E, 40
170 DATA 23,7E,FE,00,CA, 49, 40,C3, 38, 40, C9, 23, 4E, 23, 46,F1
180 DATA C5,ED, 53,A9, 44,EB, C9,DD, E5, DD, E5, DD, 21, 66, 46, CD
190 DATA AD, 40,DD,E1, 28, 1A, FE, 2C, 28,12, 2B, DD, E5, C5, DD, 21
200 DATA OE,52,CD,AD, 40,C1,DD,E1, 7B,DD, 77, 00, DD, 23, 10, D9
210 DATA DD,E1,C9,3E,05,32,14,F4,C3,89,40,E1,D1,C1,F1, 3A
220 DATA 14,F4,5F,C9,2B,AF,32,14,F4,D1,D1,C1,F1,D1,C1,F1
230 DATA DD,E1,DD,E1,F5,C5,D5,DD, 21, 66, 46,C3,AD, 40,C9, CD
240 DATA 59,01,C9,06,04,DD, 21, 83, 41, CD, 55, 40, DD, 7E, 0C, 32
250 DATA B7,FC,DD,7E,01,32,B9,FC,DD, 7E, 02, 32, A5, 44, FE, 21
260 DATA D2,81,40,22,A9,44,DD, 7E, 03,B7, 28,16, 3A,Ad, 44, B7
270 DATA 28,10, 2RA,5D, 44,CD, 34, 44, 21, 5F, 44, 3, 5C, 44, 47,CD
280 DATA 55,44, 3E,FF, 32,74, 44, 2A, A9, 44, 3A, A5, 44,B7, CA, 92
290 DATA 40,DD,21,5C, 44,FD, 21, 80, 44,DD, 77, 00,FD, 77, 00, CD
300 DATA 70,43, 3A,B7,FC,5F, 3A,A6, 44, BB, DA, 81, 40, 3A, B9, FC
310 DATA FE,18,D2,81, 40,CD, 92,43,F3,2A,A7, 44,E5,11, 00, 07
320 DATA 19,EB, OE,EO,DD, 46, 00,DD, 21, 5F, 44,FD, 21, 83, 44, E1
330 DATA C5,ES,DS5,11,08,00,DD, 46,00,19,10,FD,D1, 06, 08, CD
340 DATA OE, 44, 2F,EB,CD,14,44,EB, 23,13,10,F3,E1,C1,¥D, 71
350 DATA 00,0C,DD,23,FD,23,10,D8,FD, 21, 80, 44, FD, 6E, 01, FD
360 DATA 66,02,CD,34,44,FD, 46,00, 21,83, 44,CD, 55, 44, FB, 2A
370 DATA A9, 44,C3,92, 40,00, 00, 00, 00, 06, 02,DD, 21, 44, 42, CD
380 DATA 55,40,22,A9, 44,DD, 7E, 00, FE, 02, D2, 81, 40,CD, 70, 43
390 DATA 3A,A6, 44, 5F,DD, 7E, 01, 1C, BB, D2, 81, 40, B7, CA, 92, 40
400 DATA DD, 7E, 00,B7,C2,FB, 41,F3,DD, 46, 01,C5, 2A,B3,F3, 3A
410 DATA A6,44,5F,16,00,3A,B1,F3,47,C5,CD, 1C, 44, 3A, A6, 44
420 DATA D5,ES, 21,AB, 44, 47,CD, 4E, 44, 3E, 20, 77,E1,D1, CD, 34
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430
440
450
460
470
480
490
500
510
520
530
540
550
560
570
580
590
600
610
620
630
640
650
660
670
680
690
700
710
720
730
740
750
760
770
780
790
800
810
820
830
840
850
860
870
880
890

DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA

44,D5,ES,21,AC, 44, 3A, A6, 44,47,CD, 55, 44,E1,D1,19
c1,10,D6,C1,10,C5,FB, 2A, A9, 44, C3, 92, 40, F3, DD, 46
01,C5, 2A,B3,F3, 3A,A6,44,5F, 16,00, 3A,B1,F3,47,C5
CD, 1C, 44, 3A, A6, 44, D5,E5, 21,AC, 44,47,CD, 4E, 44, 3E
20,21,AB, 44, 77,E1,D1,CD, 34, 44, D5,E5, 21,AB, 44, 3A
A6,44,47,CD,55,44,E1,D1,19,C1,10,D3,C1,10,C2,FB
2A,A9, 44,C3, 92, 40, 00,00,DD, 21, 65, 43, 06,05, CD, 55
40,22,A9,44,CD, 70, 43,DD, 21, 65, 43,DD, 66, 00, DD, 6E
o1,DD, 56,02, DD, 5E, 03, 7C, BA, D2, 81, 40, 7D, BB, D2, 81
40, 7B, FE, 18, D2, 81, 40, 3A, A6, 44, 3D, BA, DA, 81, 40, DD
7E,04,B7,C2, 8D, 42,CD, 07, 43, 2A,A9, 44, C3, 92, 40, AF
32, 6A, 43, 32, 6B, 43, 22, 6C, 43,ED, 53, 6E, 43, 7C, 82, CB
3F, 3D, 67, 3C, 3¢, 57, 1D, 83, CB, 3F, 3D, 6F, 3C, 3C, 5F, CD
07,43, cD,CE, 42,CD, DD, 42, CD, 07, 43,CD, EC, 42,CD, F9
42,20,EF, 2A, 6C, 43,ED, 5B, 6E,43,CD, 07, 43,C3, 87, 42
3A, 6D, 43, BC, 30, 03, 25, 14, C9, 3E, 01, 32, 6A, 43,C9, 3A
6c, 43, BD, 30, 03, 2D, 1C, C9, 3E, 01, 32, 6B, 43,C9, F5, E5
21,00, 10, 2B, 7C,B5, 20,FB,E1,F1,C9, 3A, 6A, 43,FE, 01
28,01,C9, 3A, 6B, 43, FE, 01, C9,C5, D5, E5, CD, C9, 43, 7A
94, 3D, 47,C5, 3E, 18, D3, 98,E3,E3, 3E,17, D3, 98, E3, E3
10,F8, 3E,19,D3,98,C1, 6B,CD,C9, 43, 3E, 1A, D3, 98,E3
E3,3E, 17,D3, 98,E3,E3, 10,F8, 3E, 1B, D3, 98, E1, D1, D5
ES, 7B, 95, 3D, 47, 7A, 94, 3D, 4F, 2C, CD, C9, 43, 3E, 16, D3
98,C5, 41, 3E, 20, D3, 98,E3,E3, 10, F8, 3E, 16,D3, 98, 2C
c1,10,E7,E1,D1,C1,C9, 00, 00, 00, 00, 00, 00, 00, 00, 00
00,00, 08, D9, 2A,B7,F3, 3A, 2D, 00, B7, 28, 0C, 3A, BO, F3
FE, 29, 38, 05, 3E, 50, 29, 18, 02, 3E, 28, 32, A6, 44, 22, A7
44,D9,08,C9,F5,C5,D5,E5,CD, AA, 43,CD, 1C, 44, DD, 46
00,21, 5F, 44,CD, 4E, 44,E1,D1,C1,F1,C9, 26,00, 54, 3A
B9,FC, 6F,B7, 28,09, 6C, 47, 3A, A6, 44, 5F, 19,10, FD, 3A
B7,FC, 5F, 19, 22, 5D, 44,22, 81, 44, C9,F5, C5,D5,E5, EB
21,00, 00, 7B,B7, 28, 0C,D5, 47, 3A, A6, 44, 5F, 16, 00, 19
10,FD, D1, 7A,B7, 28, 04, 5F, 16,00, 19,CD, 34, 44,E1,D1
Cl1,F1,C9,52,45,56,45,52,53,45,00,B1, 40, 43, 4C, 52
53,43,52,00,87,41,57,49, 4E, 44, 4F, 57, 00, 46, 42, 00
cD, 1C, 44,DB, 98,C9,F5,CD, 34, 44,F1,D3, 98,C9, 3A, 2D
00,B7, 28, 07,AF, D3, 99, 3E, 8E, D3, 99, 7D, D3, 99, 7C, E6
3F,D3, 99,E3,E3,C9, 3A, 2D, 00,B7, 28, 07, AF, D3, 99, 3E
8E, D3, 99, 7D, D3, 99, 1C,E6, 3F,F6, 40,D3, 99, E3, E3, C9
DB, 98, 77,23,10,FA, C9, 7E, D3, 98, 23,10, FA, C9, 00, 00
00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00
00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00
00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00
00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00
00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00
00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00
00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00
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900 DATA 00,00, 00,00,00,00,00,00,00,00,00,00,00, 00, 00, 00
g10 DATA 00,00,00,00,00,00,600,600,00,00, 00, 00, 00, 00, 00, 00
920 DATA 00,00, 00,00,00,00,00,00,00,00,00,00,00,00,29,09

Antas de passar as listagens do programa que implementa o comando MENU, gostaria de
fazer algumas observagbes importantes. Assim sendo, vamos comegar por um résumo das
rotinas da BIOS do MSX empregadas neste novo comando. Como vocé ja sabe, os dois mo-
dalos de MSX (1.0 @ 2.0) s30 compativais a nivel de BIOS, o que implica em afirmar que de-
vemos, na medida do possivel, dar prioridade ao uso das rotinas contidas na BIOS do MSX.
Francaments, a (inica excegao esté nas rotinas para video, onda prafiro usar o acesso direto,
tendo em vista a lentidio dessas rotinas na BIOS; fora esta pequena excegio, é muito mais
vantajoso usar as rotinas da BIOS pelo simples fato de ja estarem prontas e funcionando sem
problemas. Desta forma, vamos fazer uso das rotinas listadas na Tabela 3.1, abaixo.

Nome da rotina :GTSTCK

Endarego Inlclal : #00DS5

Modo de chamada :CALL

Pardmaetros de entrada : A=ldentiflcagdo do Joystick
O=teclas do cursor
1=joystick A
2=|oystick B

Pardmatros de salda : A=Cédlgo do posiclonamento
do Joystick

Reglstros alterados : AF,B,DEHL

Nome da rotina :GTTRIG

Endarego Iniclal : #00D8

Modo de chamada :CALL

Pardmetros de entrada : A=ldentificagdo do disparc

O=barra de espago

1=disparo 1 do joystick A
2=disparo 1 do Joystick B
3=disparo 2 do joystick A
4=disparo 2 do Joystick B

Par@metros de salda : A=Cédigo do status
Reglstros alterados :AF,BC

Nome da rotina : KILBUF

Enderego Inlclal : #0156

Modo de chamada : CALL

ParAmatros de entrada : Nanhum
ParAmetros de salda : Nenhum

Reglstros alterados :HL

Nome da rotina : VARSRC

Tabela 3.1: Rotinas utilizadas no comando MENU
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Enderego iniclal 1 #5EA4

Modo de chamada : Por Intermédio de CALBAS

Pardmetros de entrada : HL=aponta para o primeiro
caracters do noma da
varlavel

Pardmetros de salda : HL=aponta para o caractera
8pos 0 nome da varidvel
DE=endsrego da varldvel

Registros alterados :AF,BC,DE,HL

Tabels 3.1: Rotinas utilizadas no comando MENU {eontinuagao)

Como ja mencionei anteriormenta, voch deve consultar o "Livre Vermelhe do MSX para
tirar quaisquer dividas sobre o funcienamento das rotinas acima, Em todo caso, as fungbes
desempenhadas por cada uma delas séo as seguintes:

GTSTCK L& o posicionamanto dos joysticks ou teclas do cursor.

GTTRIG Lé o estado dos botdes da tiro dos joysticks e da barra de espago.

KILBUF Limpa o buffer do teclado.

VARSRC Procura o enderego inicial de uma variavel do BASIC apontada pelo registro HL.

Devido a sua simplicidade, creio que o uso das rotinas acima ficara claro examinando-sa
os comentdrios que acompanham a listagem do codigo-fonta. Vamos entdo as listagens.

Listagem em assembly Z-80 do cédigo-fonte do programa que Implemanta o comando
MENU:

programa que implementa o comando MENU
;Compilar com o programa GENB0.COM usando a saguinte
isintaxe:

GEN80 PROG25. BIN=PROG25.GEN

;onda PROG25.GEN é o nome do arquivo-texio com esta

Jistagem

vorsao equ #002d
gisick equ #00d5
gttrig aqu #00da

kilbuf equ #0156



linlan
itnam
txtegp
calbas
chrgtr
aviexp
gelerd
varsn
dridef
cricnt
arrflg
valtyp
eavixt
scrmod
grpacx
grpacy
hkeyl
harro

inicio

equ
aqu
equ
aqu
equ
equ
equ
equ
aaqu
aqu
equ
aqu
aqu
aqu
equ
equ
equ
aqu

dalb
dafw
dafw

dafw

org

di
in

and

rrca
rca
fmca
or
out
and

Id
]
Idir

#13b0
#3b3
#3ab7
#0159
#4666
#5200
#579%¢
#5ead
#247
#3b1
#4414
#E63
#igaf
#ecal
#eb7
#icha
#id9a
#ffb1

#fa
inicio
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simula em CP/M
0 cabecalho da

fim-arro+rotina+#01

inicio

#dooo

a,(#aB)
ba
#o

b

(#aB),a

#03

(slot),a

ab
hi,novohoaok
de hemo
be, 0005

hl,rotina

‘um arguivo
. BIN

;desabilita as interrupgbas
;& a atual configuragao dos
:slots @ prepara para ativar
:a pagina 1 do slot da RAM

:ativa as paginas 1,2e 3 em
:RAM e descobra o slot ondae
58 ancontram os 64Kb da RAM
:a=config. inicial dos slots
promove o dasvio do hook

dos arros

transfere a rotina para a
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novohook
slot

rotina

erro

examearro

pegachar

pula

proxchar

compara
aborta

Idir
out
al
ret

defb
dafb
dafw
dalb

arg

push
push
push
push

cp

or

inc
ine
inc
inc

call
call

pop
Pop

de,armro
be fim-arro+#01

(#aB),a

#0O
erro

#4000

af

bc

de

hi

a,e

#02
nz,aborta
hl,(savixt)

a,(hl)

a
nz,proxchar
hl

hi

hl

hi

ix,chrgtr
chamabasic
compslring

hi
da
bc
af

pagina 1 da RAM

;habilita a config. original
shabilita as interrupgdes
sretorna ao BASIC

JRAST #30
sidentificagio do slot
;andareco de desvio
{RET

i5alva os registros afetados

;a=codigo do erro

6 orro de sintaxe?

;Mao, volta ao BASIC
iSim, obtém a posigdo do
;pontairo do BASIC

6 final da linha?

iN3o, obtém o préximo carac,
iSim, pula as 4 posigbes
;referentes ao ndomero da
Jlinha @ ac end. da préxima
dinha

;obtém o primeiro caractare
:do novo comando

;compara com a lista de novos
;comandos

TBCUPSTa 05 registros salvos

Ll
4
L

retorna ao BASIC
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:a rotina compstring é a responsavel pela localizagio da

srotina do novo comando

compstring

compstri

compstr2

naoachal
achai

fFE & & &&

ir

ine

inc

cp
rat
inc

inc

push

ax

(auxiliar),hl
hl.lista

be,andlisla-lista

da,(auxiliar)
a,(de)
po,nacachei
da

a,[da)
(hi)

nz,compstri

hi
a,(hl)

#00
z,achei

compstr2
hl

c,(hl)

hi

b,(hl)
af

{auxiliar),de

de,hl

:salva o pont. do BASIC
:hl aponia p/ lisia de
comandos

‘be=tamanho da lista
:de aponta p/ comando em
:BASIC

;0btém o primeiro byte
tenta encontra-lo na
lista

:s8 be=0 -> néo achou
;achou o primeiro ¢
Jparta

;para a comparagao dos
-demais caracleras. Vai
jpara

icompstr! se achar um
byte diterente.

:Caso contrario,
:continua até o fim do
;comando.

Se chegou ao fim e,
:antdo, achou o comando
na lista.

‘Caso conlrario, compara
0 proximo byte.

:Se achou, obtém o
;endaraco

de entrada da rotina
:colocando-o em BC
;retira da pilha o
endereco de

:relorno para a rofina
@ro a

wcoloca na pilha o
endareco da

:anirada da rolina do
:novo comando

;guarda o ponteiro

:do BASIC

Aransfere o ponteiro
para HL

197
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ret

;usa RET para dar um
jump

para o enderego conlido
;BC que foi salvo na
pilha

:a rolina lecomandos é a responsaval pala interpretagio dos
;valores que se seguem ao nome do nove comandao, Os valores
:devem estar separados por virgulas. O par IX na entrada
/aponta para uma tabela com valores default e o registro B

;contém o nimaro da valores a interpratar

lscomandos

lecoman_1

lacoman_3

lecoman_4

push
push
Id
call

pop
ir

=

ir
dec
push
push
id
call
pop

pop
Id

Id
inc
dinz

pop
rat

i

ix

in,chrgtr
chamabasic
ix

z lacoman 4

z lscoman_3
hl

ix

bc

i, aviexp
chamabasic
be

i

a8
(ix+#00),a
ix
lecoman_1

i

;salva o par IX
;obtém um valor

srecupera o pontairo 1X
5@ nao houver valor, vai para
Jlecoman_4

1@ virgula?

/5im, assume o default
‘Mao, obtém o valor
salva o ponteiro

:salva o contador

;oblém o valor

srecupera o valor
recupera o ponteiro
:a=valor interpretado
icoloca-o na tabela
Jincrementa o pontairo
rapete para os demais
wvaloras

irecupera o ponteiro salvo
retorna

;a rotina erro_05 emite a mensagem de chamada ilegal

aero_05

id
id

jr

a,%05
{errfig),a
valtaarm

;a=cédigo do erro
i3alva o arro em errflg
;vai para voltaarro
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;a rotina ermo_13 emite a mensagem de lipo incompatival
arro_13
Id a,13 a=codigo do ermo
Id (ardig),a salva o erro am arrflg
Ir voltaarmo vai para vollaarro
:a rolina voltasrro substitui o erro original por um outro
voltasrro
pop hi recupera os pares
pop de :salvos no infcio da
pop be ;rotina arro
pop af ;
Id a,(errfig) Ja=arro a sar emitido
Id a,a Je=arro a ser amitido
rat volta para a rotina

;da manipulagio de erros
;do interpralador BASIC

:a rotina volta promove a volta ao BASIC sem que haja
interrupgo no processamanto, ou saja, sem que o sistema
detecta o arro ocorrido

volta

dec hi Jhl aponta para o final
:do Glitimo comanda

xor a :modifica para nenhum arro

Id (arrilg),a ocorrido

pop de ;recupera os registros

pop de :salvos no inlcio da rotina

pop bc ;ermo. Note que hi nfo &

pop af srecuperado.

pop de ;obtém o end. de relorno da
;nossa rotina para a rotina
;de chaveamento de slots

pop bc xobtém o end. de retorno da
:rotina da chaveamenlo de
;slots para RST #30

pop af soblém o and. de relorno de
;RST #30 para o hook

pop i ;obtém/destrdl o end. de
sretorno do hook paraa
rotina

de arro do intarpratador

199
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chamabasic

invaria

rolinvarsan

pop

push
push

ret

call
ret

‘B ES QAT JEEEEEER

a=

a
=

—_
. -

af

be

de

ix.chrgtr
chamabasic

calbas

b #04

ix, tabinvar
lacomandos
(auxiliar),hl
rotinversao

hl,(auxiliar)
volta

a,(ix+#00)
(grpacx),a
a,(ix+#01)
{grpacy),a
a,(ix+#02)
(compstr).a
a3
nc,errainv_05
a,(ix+#03)
a

z,invertal
a,(invarsapn)
a

z,inverted
a,(bufnor)

a
z,inveriald

;BASIC

obtém/destrdi o end. de
;ralormo

yda rotina de erro para o
Jinterpretador BASIC
srepba na pilha os end. de
sratorno salvos nastes
;regisiros

Faz com que hl aponta
para o préximo comando
;e reforna ao BASIC

ichama a rotina calbas
Jsratorna

b=nlim. de valores
rixmtabala default

:1& os 4 valoraes

;salva ptr, do BASIC
chama a rotina de
invarsao

srecupara pir. do BASIC
wvolta para o BASIC

jobtém coord. x

;salva em grpack

obtém coord. y

salva em grpacy

oblém o comp. da string
;salva em compstr

W8 >=337

:Sim, chamada ilegal
:a=flag de recuperagio
esta setada?

;N&o, vai para invarta0
5im, Ja foi feita alguma
iinversio?

iNio, val para inverte0
;5im, obtém o comprimento
ida string.

% 2emo?

;Sim, vai para invarte0



inverteQ

inveriald

loopinv1

loopinv2

TQ8E TQLEEAQEEEEATLES

call

[= N

push

add

hl.(bufnor+#01)
satvdpwl

hl bufnor+#03
a,(bufnor)

ba

asclinha

hl (auxiliar)
a,(compstr)
a

Z,voltainv
ix.bufnor

iy bufinv
{ix+#00),a
(iy+#00),a
calpadvid
a,(grpacx)
aa
a,(colunas)
L]
c.erroinv_05

a,(grpacy)
24

nc,armoiny_05
lafrase

hi, (tabpad)
hi

da,#a0"8
hl,da

de,hl

c,#al

b, (ix+#00)
ix,bufnor+#03
iy, bufinv+#03
hl

be

hi

de

de #0008

b, [ix+#00)
hl,da

loopinv2
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‘N&o, obtém a pos. da slring
;antiga e prapara o VDP
;hl-=inicio da string antiga
;a=comp. da string antiga
Ja=comp. da string antiga
;ascreva a string antiga

no modo normal

hl=panteiro do BASIC
;amcomp. da string
;comprimento=07?

:Sim, volta sem erro

:N3o, ajusta os butfers

para a string normal

;para a string invertida

;com o comprimanto da
calcula os padrbes do video
;obtém a coord. x

coloca em 8

xoblém o nimearo de colunas
compara com o valor lido
:Se valor lido > colunas
wvolta com erro

;obtém a coord. y

& maior do que 237

:3im, volta com erro

15 a string a inverter
;desabilita as interrupgbes
;hl=and. da tab. de padrbas
:salva o end. da tab. de
spadrées

calcula o enderego do
;desanho do caracters #a0
de=and. do das. do carac. #a0
L=Hal

b=nimero de carac. da string
/ixwend, da string normal
Jy=and. da slring invartida
srecupera hl

salvabe

;salva hi

salva da

;bytes para o desenho de cada
:caractere

b=caractere a inverer
calcula o enderego desse
caractera
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loopinv3

anvinvert

arroinv_05

voltainy

tabinvar

pop
Id
call
cpl
ax
call

inc
inc
djnz
pop
pop

ing
inc
inc
djnz

dalb
dafb
defb
defb

dae
b, #08
rdvram

da,hl
wivram
de,hl

hi

da
loopinvd
hi

be
(iy+#00),c
=

ix

Iy
loopinvi

iy.butiny

L{iy+#£01)
h.(iy+#02}
satvdpwt

b, (iy+#00)

hl bufinv+#03
asclinha

a,#f
(inversao),a

af
vaolta

#00
#00
#00

JTrecupera da

prapara a modificagao
;& o byte original
invarle

transiere para o novo
,destine

shi=hl41

da=da+1

Jb=b-1

srecupera hi

yrecupara be

ymedifica a string

c=C+1

;aponta para o préximo carac.,

irepale até o fim da string

Jrecupera o pontaira do
‘buffar
hl=and, de escrita da string

:ajusta o VDP para escrila
b=nim. de carac. da string
and. da string

;escrave a frase invertida
sinaliza uma inversio

;habilita as interrupgtes
retorna

desirdi o end. da retormo
vai para erro_04

;dastrdi a pilha
volta para o BASIC

Jposicgio x

posigio y
;comprimento

Hlag de restauragio



nawcls

Tgaagas

call
Id
Id
Id
ing
cp
P
oar
e
Id
ar

14}

b.#02

ix tabnawcls
lecomandos
{auxiliar),hl
a,(ix+#00)
#02
nc,arra_05

calpadvid
a,[colunas)
8,8
a,(ix+#01)
e

8
nc.arro_05
a

z,volta
a,(bx+#00)
a
nz,newcls_0
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b=nim. de valores
Jix-stab. de valores default

;salva o ponteiro do BASIC
obtém o primeiro valor
wvarifica o limite

&6 astivar fora, volta com
arro

xcalcula os padrbes do video
;obtém o nimero de colunas
;a=nlimero de colunas
;a=nimero de rolagtes

srotagdes>colunas?
'Sim, volta com arro
Zaro rolaghes?

:Sim, volta sem arro
;a=lipo de rolagio

+& zoro (esquerda)?
:N3o, vai para newcls_0

newcls_1faz o cls com rotagdo para a esquerda

newcls 1

loopels_11

loopeis_12

W
=5

EEaaa&? ac

=g
= @
=5

push
push

call

b,(ix+#01)

be
hi,{txtnam)
a,(colunas)
a,a

d, #00
a,(erlent)
b,a

bc

satvdprd
a,(colunas)
de

hi

hl bufferlinha
b,a

lalinha

a,#20

daesabilita as interrupgtes
Jb=nimero de rotagbes

:salva contador extarno
‘hl=gnd. tabala da nomes
;a=nlm. de colunas
:de=nim, de colunas

;B=nimero da linhas
‘b=nlmaro da linhas

;salva contador intermedidrio
prepara o VDP para leitura
;a=nim, da colunas
salvade

isalva hl

;hl aponta para o buffer
ib=nim. da colunas

:l& uma linha

Ja=Carac. espago am branco
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pop

pop
call

push
push
Id

Id

Iid
call

pop

pop
add

pop
djnz

pop
djnz

ai
Id
]

{hl},a

hi

da
satvdpwi
da

hl
hl,buffarlinha+1
a,[colunas)
b.a
asclinha

hi

da

hl,da

be
loopels_12
be
loopcls_11

hl, (auxiliar)
volta

coloca o espago na (lt, pos,
srecupera hi

srecupera de

Jprepara o VDP para escrita
:salva de

;salva hl

;hl aponta para o buffers 1
;a=nim. de colunas

Jb=nlm. de colunas

;anvia a linha ja rotada
yrecupara hi

‘recuperade

:hl aponta para a préx. linha
srecupara be

srepata para as damais linhas
Jrecupeara be

rrepeta até larminar todas
,as rotagbes

;habilita as interrupgties
;recupera o ponteiro do BASIC
retorna ao BASIC

inewels_0 faz o cls com rotagdo para a direita

newcls_0

loopels_01

loopcls_02

b, (ix+#01)

bc
hl,(txtnam)
a,(colunas)
e,a

d #00
a,[ertcnt)
b.a

be

selvdprd
a,(colunas)

da

hi
hibutfarlinha+1
ba

lelinha

a#20
hl,bufferlinha

:desabilita as interrupgdes
ib=nimero de rotagbes

;salva contador extarno
hl=and. tabala de nomas
;a=nlm. de colunas
:de=num. de colunas
;a=numero de linhas
ib=nimearo de linhas

salva conlador intermediario
iprepara o VDP para leitura
:a=nim, de colunas

:salva de

salva hl

hl aponta para o bulfar+1
b=nim. de colunas

J1& uma linha

JA=Carac. espago em branco
;hl apenta para o buffer



tabnewcls

window

call

defb
defb

gEgE®

THETQEEEEER

(hl),a

hi

da
setvdpwt
de

hl
hl,bufferinha
a,(colunas)
b,a
asclinha

hl

da

hl,de

be
loopcls_02
b

loopcls_01

hl,(auxiliar)
volta

#00
#00

ix tabwindow
b,#05
lecomandos
(auxiliar),hl
calpadvid

ix,tabwindow
h,(be+#00)
I (ix+#01)
d,(ix+#02)
o,(x+#03)
ah

d
nc,erro_05
al

8
nc,ero_05

05 DISPOSITIVOS DE SELECAC 205

coloca o espago na prim.
posicio

;racupara hl

srecupera dae

;prepara o VDP para ascrita
salva de

;salva hl

:hl aponta para o buffer
:a=nim. de colunas
;b=nilm. de colunas

;anvia a linha ja rotada
srecupara hl

srecupara de

;hl aponta para a préx, linha
srecupara be

rrepate para as demais linhas
srecupera be

repete até terminar todas
:as rotagbes

ihabilita as interrupgdes
Jecupara o pontaeiro do BASIC
setorna ao BASIC

dipo da cls
indmero de rotagBes

Jx aponta p/ tabela
:;b=niim. de comandos
;& as coordenadas
;salva o pir. do BASIC
wcalcula os parametros
sdovideo

Jx aponta p/ tabala
;h-u‘

ey

;d-!2

jamy2

festa se x2-x1

H2emX1-20Mmo
tasta se y2-y1

Y2<=y1-=armo
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CAPS

windvolta

svggavga

ar

call

id
ip

ae
24
nec,erro_05
a,(colunas)
a

d
c.erro_05
a,(ix+#04)
a

NZz,Zoom
janala

hl, (auxiliar)
volta

a=y2

ye>=247

5im, volta com erro
;Amcolunas na tala

w2>=colunas?

;5im, volta com erro
;astipo de apresentagdo
& zarn?

iMao, vai para zoom
:Sim, chama janela

:hl=sponteiro do BASIC
wvolla para o BASIC

:a rolina zoon cria o eleito de explosao da janala

Zoom

looptast

xor
id
id

add
sr
dec
inc
inc
add
&r
dac
ing
inc

call
call

call

a
(bufcol),a
(buflin),a
(eoror1),hl
(coror2),de
ah

ad

a

a

h,a

a

a
da
a,l
a.e
a

a
la
a

a
8.3
janala
coluna

linha

Zera o acumulador

:zera o buffer da coluna
:zera o buffer da linha

;salva as coordanadas x1,y1
;salva as coordanadas x2,y2
wcarrega a com h (x1)

;soma com d (x2) e divide
:por dois para achar Xmedia
decreamanta Xmedio
carraga h (x1) com Xmadio
incrementa o ponto médio
para que

w2wx 141, onde x1=Xmadio-1
nearrega d com x2

=y

soma com @ (y2) e divide
:por dois para achar Ymedio
:decramenta Ymedio
icarrega | (y1) com Ymedio
dincrementa o ponto médio
Jparaque

ye=y14+1, onde y1=Ymedio-1
carraga e com y2

desanha a primaira janala
wvarilica am rel. & coluna-
dimita

werlfica em ral. & linha-



coluna

fimeol

linha

fimlin

espjanala

espjanelal

teste2

call
call

call
ir

call

ir
dec
ing
rat
Id
Id
ral

cp
ir
dac
inc
ret

rat

push
push
dec

or

pop
pop
rat

janala
espjanala

teste2

nz looptast
hl,(coror1)
da,(corar?)
janela
windvolta

a,(coror1+#01)
h

nc, fimecol

h

d

a,#o1
(bufcol),a

a,{coror1)
|

ne fimlin

|

a,#01
(buflin),a

af
hi
hl, #1000

b

ah

I
nz.espjanalal
hi

af

a,(bufcol)
#01
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dimita

;desanha a janela

yretardo para tornar o efaito
visival

varifica se j4 chegou &

;janala final

;Néo, continua com a exploso
Jmprime a janala final

Jsretorna ao BASIC

;amcoord, X1 original

iié foi atingida?

;Sim, val para fimeol
.Naﬂ, A1=x1-1

X2=x 241

sretorna

indica que a coluna-limite
ol atingida

Jretorna

a=coord. y1 original

s foi atingida?

:Sim, vai para fimlin
;Nao, y1=y1-1

ye=y2+1

sretorna

iindica que a linha-limite
Jfei atingida

Jretorna

;salva os registros
;atetados
;altera este valor para mudar

0 retardo. Decrementa hl
varifica sa chegou

a0 fim

:Nao, volta para espjanelal
Jrecupera os ragistros

8 ratorna

wvarifica se a coluna-
Jdimite foi atingida
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CAP3
ir z.contes :Sim, vai para contes
ral ;Nap, reforna
contes id a,(buflin) ;varifica se a linha-
cp 401 Jlimite foi atingida
ret sretorna. Flag Z serd o
Jindicador.

;8 rolina janala & a responsavel palo desesnho da prépria
;Jjanela no video

janala
push  be ;salva todos os registros
push de ;alterados pela rotina
push  hi :
call posit ;posiciona o cursor em x1,y1
Id ad - T ¥
sub h A=x2-x1
daec a :a=nlm. de pos. da linha do
dopo
id b,a Jb=nlm. de pos. da linha do
Hopo
push bec :salva nim. pos. da linha do
topo
id a#18 :a=carac. do canfo sup. e5q.
out (#98),a ;a8scrave o caractera
ax (sp).hl ;demora para sincronizagio
ax (sp).hl .
janall id a#7 :a=trago horizantal
out (#98),a ;escrave a linha superior
ex (sp),hl ;demora para sincronizagio
ax (sp),hl ;
djnz janall :
Id a#19 ;a=carac. do canlo sup. dir,
out (#98),a :@screve o caractera
pop be :racupara nim. pos. linha do
ftopo
Id l,,ﬂ .I-'|'||'2
call posit wcoloca o cursor em x1,y2
Id a#la ;a=carac.do canto inf. esquerdo
out (#98).a :escreve o caractera
8x (sp).hl :demora para sincronizagio
ax {sp).hl :
janel2 Id ari7y ;astrago horizontal
out (#98),a sascreve a linha inferior

ex {sp),hl :demora para sincronizagio
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ax (sp).hl :
djnz janal2 :
Id a#ib ‘a=carac. do canto inf, dir,
out (#98).a ;escreve o caraclera
pop hi srecupera x1,y1
pop de recupera x2,y2
push de salva x2,y2
push Rl ;salva x1,y1
Id a8 a=y2
sub | Ay 2yl
dac a a=num. de pos. varlicais
Id b,a ;b=nlm. de pos. verticais
Id ad ‘Am¥?
sub h Amx2-x1
dec a ;a=nidm. da pos. horizontais
Id ca c=nlm. de pos. horizontais
inc | yi=y141
janal3 call posit ‘pasiciona o cursor
id a#16 :a=traco vertical
out (#98),a ;ascreva o caractara
push bc isalva ndm. de pos. varticais
Id be b=n0m. de pos. horizontais
janald Id a,#20 ;a=caractere espago em branco
out (#98),a jascrave o carac, para limpar
ax (sp).hl demaora para sincronizagdo
ax (sp).nl ;
djnz janald ;a janela
Id a#16 ;astraco vertical
out (#98),a ;escrave o caracters
inc [ Wl=y141
pop be Trecupera num. de pos,
werticais
djnz janal3 irepete até acabar as linhas
wvert,
pop hi iracupara os regqistros salvos
pop de :
pop be ;
ret a8 retorna
tabwindow
defb #00 ;coordenada x1
defb #00 icoordenada y1
defb  #00 :coordenada x2
defb  #00 coordenada y2
delb #00 dipo de apresentagio

bufcol dalb #00 Jbufter auxiliar
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CAP3

buflin dafb
cororl dafw
coror2 datw

#00
#0000
#0000

-a rotina menu faz a sele¢io em menus

manu

call
dac
call
cp

call

ao

o
&

TgavlEEaEaET/ES

call
Id
dec
cp

e
Id
cp
[+
cp
ip

ix,tabmenu
b.#06
lacomandos
hl

ix,chrgtr
chamabasic
nz,abora
ix,chrgtr
chamabasic
z,aborta
ix,varsrc
chamabasic
(andvar),de
a,(valtyp)
#o2
nz.erro_13
(auxiliar),hl
ix labinver
iy labmeanu
a,(iy+#02)
{iy+#00)
c.errn_05
a,(iy+#03)
(iy+#01)
c,arro_05
calpadvid
a,(colunas)
a

(iy+#00)
c.arro_05
(iy+#02)
c.erro_05
3,24
(iy+#01)
c,erro_05
(iy+#03)
c.erro_05
h,{iy+#00)

‘buffar auxiliar
‘buffer auxiliar
;butfer auxiliar

Jix aponta p/ tabala

‘b=nim. de argumentos

;& os argumentos
:decramenta o ptr. do BASIC
;obtém o préximo caractare

& virgula?

:Mao, erro de sintaxe
:5Sim, obtém o préximo
caractara

:Sa fim da linha->abonta
;procura a variavel
dinteira

:salva o end, da var,
:obtém o tipo da var.
24 intairo?

‘MEo, arro de tipd
:salva o ptr. do BASIC
:ix aponta p/ tabinvar
Jly aponta p/ tabmanu
Anxd

wEw=X 7

:Mao, emite arro

ja=y2

:YE? -'jl"i?

‘Mao, emita erro
:caleula pars. do video
;amn

«*1=colunas?

Sim, emile ermo
A2=colunas?

:Sim, emite arro
:a=nlim. max. da linhas
¥1>24?

*Sim, emite arro
W2-247

Sim, emite erro

th=x1



adaegaas

‘gEEaEx &
8 g

-
p=]

53 &

| (iy+#01)
d,(iy+#02)
a,[iy+#03)
a,(iy+#04)
({ix+#02),a
a,#01
{ix+#03),a

(cooratual),hl
a

(opcao),a
{inversao).a
ah

d

z,vartical

al

8

nz,aborla
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=y1

=x2

o=y2

A=comprimento das opgdes
;salva em tabinvaer

i #01

;ajusta aflag de
restauragio

:salva a pos. atual

;Zera a opgio atual

Zera ainversao
compara x1 com

x2

58 x1=x2 mov. vartical
;compara y1 com

e

5@ ndo lorem iguais
:amita arra de sinlaxa

;a rotina horizontal controla o mov, harizantal. Na rotina
sherizental, temos o calculo do valor da opgao final e, a
;partir de horizont_2, temos o controle do movimanto

propriamenta dito
harizontal
Id
Id
Id
add
Id
Id
Id
Id
Id
horizont_1
sub
ir
ine
cp
Ir
horiz_11 Id
Id

horizont_2

a,(compopcao)
a.a

a,(passo)

a,8

8,3
a,(coordx1)
c,a
a,(coordx2)
b,#00

a
c,horiz_11

b

&
nz,horizont_1
ab
(opcaofim),a

;a=comp. das cpgbes
;salvaaeme
:awincramanto antra as
jopghas
;a=passo+comprimanto
salvaaeme

amx1

Ccmx 1

A=x2

;zara o regisiro b

;subtraiade e

i5e estourou, sai do loop
incrementa b

A=x17?

iNao, volta para horizont_1
/a=0pcio maxima

rsalva em opcaolim
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CAP3

'gggEaasas

P

e
cp
n
ir

ix labinver
hi,{cooratual)
a.h
(ix+#00),a
a,l
(ix+#01),a
rotinversaoc
rdstick

#03
z,movdir
#a7
Z,movesq
#f

z,limsal
horizont_2

;i ponta p/ tabinver
:hl=posigio atual

{az a inversio

Jla joystickeclado
o mov. Toi para a direita?
1Sim, vai para movdir

:0 mov. foi para a asquarda?

:Sim, vai para movasg
:Return ou tiro?

Sim, vai para fimsel
decha o loop

:a rotina movdir controla o movimento para a direita

maovdir

movdir_1

BEEE
a

(=%

saza~gaagas

E&E&&@daas T &

a,passo)
6,a
a,(xatual)
aa

@,a
a,[compopcan)
ae

aa
a,(coordx2)
@
c,movdir_1
a,8
(xatual).a
a,(opcao)

H

{opcao),a
horizont_2

a,(coordx1)
h.a
a,(coordy1)
la
(coaratual),hl
a

(opcan),a
horizont_2

:aw=incramento

B=a

;a=posicao x atual
soma x atual com o
incremento

;a=x atual+passo
;a=comp. das opgies
;amy atual+passo+comp.
sa=x% calculado
a=coord. x limite

= calculado > x imite?
:Sim, vai para movdir_1
‘Nio, a=x calculado
:maodifica x atual
dncramanta o valor da
opgao

;volta para horizont_2

;hl=coord. eriginal

4
"

"

salva em cooratual
Zera a opgao

;salva am opGao
wvolta para horizont_2
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:a rotina movesq controla o movimento para a asquarda

movesq
I a,(passo) A=incremento
Id 0,a w3
Id a,(xatual) a=x atual
Id c,a ;salvaaema
Id a,{coordx1) A=x1
cp c X atual=x1
ir z,movesq 1 iSim, vai para movesq 1
id ac ;Néo, calcula nova pos.
sub 8 ia=x atual-passo
Id a,a e=X alual-passo
id a,(compopcac)  a=comp. das opghas
Id c.a salvaaeme
Id as ;8=x atual-passo
sub c ;a=x alual-passo-comp
Id (xatual),a :modifica xatual
Id a,(opcan) decrameanta o valar
dac a :da opglo
Id (opcao),a :
ip harizont_2 wolta para harizont_2
movesq 1
Id a,(coordx2) :hl=coord. original final
Id h,a ;
Id a,(coordy2) ;
Id la :
Id (cooratual), hl ;salva em cooratual
Id a,(opcaofim) ;amopgdo final
Id (opcan),a ;salva em opgio
e horizont_2 fecha o loop

;a rotina vertical controla o movimento vertical. Na rotina
wvertical, temos o célculo do valor da opcao final o, a
ipartir de vertical_2, temos o controle do movimento
propriamante dito

vertical
Id a[passo) JAasjincremento entra as
opghes
Id a,a ;salvaaem @
id a,{coordy1) =yl
id ca =y
Id a,(coordy2) Ja=y2
Id b, #00 ;Zera o registro b



214 Guia do Programador MSX

CAP3

vertical_1
sub
ing
cp

EE=

vartical_2

BEEEEEEXR

call
cp

TORTHT

]

b

c
nz,verlical 1
ab
{opcaotim),a

ix,tabinver
hl,{cooratual)
a,h
(ix+#00),a
a,l
(ix+#01),a
rotinversao
rdstick

#05
z,movbai
#01
z,moveim
#

z.fimsal
vartical 2

/A=a-passo
:incramenta o registro b
a=y1?

:Néo, volta para verical_1
:a=0pgao maxima
:salva em opcaofim

;ix aponta p/ tabinver
:hl=posicic alual
-salva a pos. a invener
Haz a invarsao

ile joystickfeclado

0 movimento foi para baixo?

:Sim, val para movbai

‘0 movimento foi para cima?

:Sim, vai para moveim
‘Return ou lira?

:Sim, vai para fimsal
:Ndo, facha o loop

:a rotina movbai controla © movimanto para baixo.

mavbai
Id
Id
add
id
id
cp
ip
Id
Id
Id
inc
Id
P

maovbai_1

=4

a,(passo)

aa
a,(yatual)
a8

e,a
a,(coordy?2)
a
c,movbai_1
a8
(yatual).a
a,(opcac)
a
{opcao),a
vartical_2

a,(coordx1)

:a=mincremanto enire as
OpGoas

salvaaeme

;a=y atual

:a=y atual+passo
salva o resullado em &
amy2

iy alual=y27

:Sim, vai para movbai_1
:Nao, a=y atual

;salva am yatual
dncrementa a opgdo
;atual

;salva em opgao

wvaolta para vartical_2

;hl=posigao iniclal



TEXEEAS

h,a
a,(coordy1)
lLa
(cooratual),hl
a

(opcao),a
vertical_2
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=n ma =

=alva em cooratual
;zera a opgho atual

Ll

volta para vartical 2

;a retina moveim controla o movimento para cima

movcim

moveim_1

p=jaEEEE =
[=2

TELES
8

a,(passa)

8,8
a,(coordy1)
ca
a,(yatual)

[
z,movecim_1
]

(yatual),a
a,(opcaon)

a

(opcag)a
varlical 2

a,(coordx2)
h.a
a,(coordy?2)
la
(cooratual),hl
a,(opcaotim)
(opcao),a
vartical_2

;a=incremento entre as
opgdes

salvaaemae

A=yl

salva yl emc

;a=y atual

¥ atual=y17?

:Sim, vai para movcim_1
:N&o, a=y atual-passo
;salva em yatual
decrementa o valor da
;0pGao atual

;5alva em opcao

volta para vertical_2

;hl=posigao final

=salva am cooratual
;a=valor da opgao final
salva em opcao

wvolta para vertical_2

:a rotina fimsal promove a atualizagho da varidvel inteira

;8 ratorna para o BASIC

fimsal

a3aag

hl,{andvar)
a,(opcao)
{hl},a

hl

(hl),#00

:hl=end, da var. intaira
:a=valor da opgio
;atualiza a variavel
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CAP3

tabmenu
coardi
coordx1
coordy1

coord2
coordx2
coordy2
COMpopcan

passo

call
id

ip

dafb
dafb

defb
dafb

defb

dafb

kilbut
Rl (auxiliar)
volta

#00
#00

#00
#00
#00

#00

Jlimpa o buffer do teclado
;obtém o pir. do BASIC
wvolta para o BASIC

:a rotina rdstick 18 o estado dos joysticks e das teclas

sdo cursor

rdstick

rdstick_1

push
push
push
push
push

Id
call
or
ir

Id
call
or
ir

Id
call
or
ir
id
call
or
ir
id
call

Tagew

a,#o0
gisick

a

nz fimstick
a,#01
gtsick

a

nz limstick
a#02
gtsick

a

nz, fimstick
a,#00
gttrig

a

nz fimstick
a#l
gitrig

:salva os registros
;afetados

J1é o estado

:das teclas do cursor
:alguma tecla pressionada?
:Sim, vai para fimstick
;& o estado do

sjoystick na porta A
:algum movimenta?
:Sim, vai para fimstick
& o astado do

:Joystick na porta B
;algum movimanto?
1Sim, vai para fimslick
& o estado da barra
.de espago

dol pressionada?

:Sim, val para fimstick
'|& o estado do bolao de
dliro do joystick A



fimstick

loopandst

ar
ir
Id
call
ar
ir

push

‘id

dec
Id
or
ir
pop
pop
pop
pop
pop

pop
rat

a
nz fimstick
a,#02
gitrig

a
z,rdstick_1

af

hl, #8000
hi

ah

|

nz, koopendst
af

hi
da
be
fy
ix
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foi prassionado?

7Sim, vai para fimstick

& o astado do botfo de
Hiro do joystick B

foi pressionado?

:N3o, volta para rdstick_1

;salva o valor lido
provoca um paquanc
retardo para que as
;selegbes ndo sejam
srépidas demais
srecupara o valor lido
recupera todos os
;registros salvos

;no inlcio da rotina

salorna

;a rotina calpadvid caleula os padrées do video: tabela de
;padrBes @ o nimero de colunas. Os valores resultantes sio
;colocados em tabpad e colunas, respectivamanta.

calpadvid

calpad_1
calpad_2

o m
Fa
=

aE@aS & S8§&E~Q2&&
(=8

af,af’

i, (txtegp)
a,(versao)
a
z,calpad_1
a,(linlan)
a4
c,calpad 1
a,80

hi, ki

calpad 2
a,40
{colunas),a
(tabpad),hl

al al

:salva o registro af

;salva os demais registros
;obtém a tab. de padrdes
xoblém a versio

:do MSX. E MSX17

+5im, vai para calpad_1
;obtém o tamanho da tela
;0 MSX2 estd em 80 colunas?
:N&p, vai para calpad_1
:Sim, a=80 colunas
jealcula novo end. da
iabela de padrbes

vai para calpad_2

;a=40 colunas

salva as colunas

Asalva 0 end. da tab, de
padrbes

;recupera os registros salvos

rretorna
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:a rotina lafrase transpora da tela para o buffer bulnor
a3 santenca a inverar

lefrase

push af ;salva os registros

push be ;modificados por esta

push des ;rotina

push  hi :

call calendira calcula o end. da string
na VRAM

call satvdprd sprepara o VDP para leitura

Id b, (ix+#00) ;obtém o comp. da string

Id hl.bufnor+#03  ;hl-»inicio da string

call lelinha 18 a string

pop hi JTacupera os registros

pop da salvos

pop  be ;

Pop af ;

rat sretorna

;a rotina calend(ra, baseada nas coordenadas fornecidas, calcula o snderego da sentenca a
JInvertar na memdria VRAM

calandira
Id h,#00 :calcula o end. da string
Id d.h ina maméria VRAM baseada
Id a,(grpacy) ;nas coordenadas passadas
Id la :
or a ;a string @sta na linha 07
ir z,calend1 75im, vai para calend1
Id Lh :MNao, calcula o end. do
Id b.a Ainicio da linha
Id a,(colunas) ;
Id a,a .
loopcal_1 add hl.de .
djnz loopeal_1 ;
caland1 Id a,(grpacx) ;obtém a coord, x
Id 8,a a=coord, X
add hl,da ;soma ao end. j4 encontrado
Id (butnor+#01) .hl;salva no butfer das strings
Id {bufinv+#01) bl rmal @ invertida
rat yralorna

:a rotina posit posiciona o cursor nas coordenadas passadas
por hl. hex @ l=y
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posit
push al salva todos os
push be registros afetados
push da por esla rolina
push  hl .
ex de,hl iroca o contetido de hil pelo
e da
Id hl, #0000 zara hl
Id a8 :a=linha
or a ;6 lgual a zera?
ir z,posit2 :Sim, vai para posit2
push da ‘Nao, salva as coordenadas
id b,a b=nim. da linha
Id a,(colunas) a=nim. de colunas
Id 0.4 :emnlm. de colunas
Id d, #o0 :de=niim. da colunas
posit1 add hl,da hl=hl+nlim. de colunas
djnz positl
pop de recupera as coordanadas
posit2 Id ad amcoluna
or a :4 igual a zero?
jr z,posit3 :Sim, vai para posit3
Id - :Ndo, e=coluna
Id d #00 :de=coluna
add hl,de :hl apanta para o end. da
VRAM
corraspondente a x1,y1
posit3 call salvdpwl prepara o VDP para escrita
pop hi :recupara os registros
pop de ]
pop be i
pop  af ;
rat ;@ retoma

‘inicio da lista com os nomes dos novos comandos @

:andaregos de chamada

lista
deim "REVERSE" :nome do comando
dalb #00 {im do noma
dafw invarta wand. da rotina
defm "CLRSCR" :nome do comando
defb #00 #im do nome
delw nawcls :end. da rotina

deim  “WINDOW" ‘nome do comando
defb #00 #im do noma
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dalw window ;end. da rotina
defm “MENU" . :nome do comando
dafb #00 Him do nome
dofw menu ;and., da rotina
endlista defb #00 fim da lista

rotinas para o acesso direlo 4 RAM de video

rdvram
call satvdprd ;ajusta o VDP para leitura
in a,(#98) 18 um byte
rot ;ratarna

wivram
push  af :salva o dado a enviar
call satvdpwt :ajusta o VDP para escrita
pop af irecupara o dado a enviar
out (#98),a ;envia
raf Jretorna

satvdprd
Id a,(versao) wobtém a versio do MSX
or a @ MSX17
ir z.rdvrami 75im, vai para rdvram1
xor a ;N&o, inicializa o VDP
out (#99),a do MSX2
Id a,#8a
out (#99),a i

rdvram d a,l sinforma ao
oul (#39),a ;VDF o enderego na
Id ah ;VARAM onde seré
and #3f Jido o dado
out (#99).a :
ex (sp).hl demora para
ax (sp),hl :sincronizagio
rat

setvdpwt
d a,(versao) ;obtém a versio do MSX
or a B MSX17
ir z,wivram1 ;Sim, vai para wivram
xor a ;Nao, inicializa o VDP
out (#99),a «do MSX2

Id a#8a
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out (#99),a
wivram1 Id al dinforma ao
out (#99),a VDP o enderago na
I ah VRAM onda o
and #3af :dado sara
or #40 ;gravado
out (#99),a i
ax (sp).hl ;demora para
ax (sp).hl sincronizagio
rat Jratorna

:a rotina lelinha transporta uma linha da VRAM para a RAM

lalinha

in a,(#98) & o carac. da VRAM

Id {hi),a :salva-o no buffer apontado
por hi

inc hi ‘incramanta o ponteiro do
buffar

dinz lalinha ;prapara a préxima leftura na
tela

ret Jretorna

-a ratina esclinha transporta uma linha da RAM para a VRAM

esclinha

Ied a,(hl) 18 o carac, do buffer

oul (#98),a :ascrava-o na VRAM

inc hi incrementa o pontairo do
butter

djnz esclinha :prepara a praxima ascrita na
iela

ret sratorna

:area das varidveis usadas no programa

bufnar
dafb #00 damanho da string
detw #0000 ;posigio de escrita
defs b 1 5tring

bufiny
defb #00 tamanho da string

dafw #0000 ;posigao de escrita
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defs 33 istring
inversao dafb #00 flag de campao ja invertido
compstr datb #00 comprimento da string
colunas defb 200 inmaro de colunas na tela
labpad defw #0000 ;anderego da tab. de padrbes
auxiliar defw #0000 ponteiro do BASIC
andvar dafw #0000 :ond. da variavel BASIC
opcao defb  #00 wvalor da opgio atual
opcaofim defb  #00 wvalor da opgao final
cooratual coordenadas atuais
yatual defb  #00 ¥
xatual defb #00 x
buffarlinha

dafs B1 buffer de linha da tela
fim equ $

Listagem em linhas DATA do cddigo-objeto do programa que implementa o comando
MENU:

10 FOR A%=gHDOOO TO &HD7SE
20 READ BS

30 POEE A%, VAL ("GH"+BS)

40 MEXT A%

50 BSAVE “PROG25.BIN", §HDOOO, sHDTIE

100 DATA F3,DB,AS8,47,E6,F0,0F,O0F, OF, OF, BO,D3,A8,E6, 03,32
110 DATA 2E,DO,78,21,2D,D0O,11,B1,¥F, 01,05, 00,ED,BO, 21,32
120 DATA DO,11,00,40,01,6C,07,ED,B0,D3,A8,FB,C9,F7, 00,00
130 DATA 40,C9,F5,C5,D5,E5, 7B,FE, 02,C2,20,40, 2A,AF,F6, TE
140 DATA BR7,C2,16,40,23,23,23,23,DD,21, 66,46,CD,B3,40,CD
150 DATA 25,40,E1,D1,C1,F1,C9,22,12,47,21,53,46,01,23,00
160 DATA ED,5B,12,47,1A,ED,Bl,E2,48,40,13,1A,BE,C2, 2E, 40
170 DATA 23,7E,FE,00,CA, 49, 40,C3, 38,40,C9,23,4E,23, 46,71
180 DATA C5,ED,53,12,47,.EB,C9,DD,ES,DD,ES,DD, 21,66, 46,CD
190 DATA B3, 40,DD,E1,28,1A,FE, 2C, 28,12, 2B,DD,E5,CS5,DD, 21
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200 DATA OE,52,CD,B3,40,C1,DD,El,7B,DD,77,00,DD,23,10,D9
210 DATA DD,El,C9,3E,05,632,14,F4,18,07, 3E, 0D, 32,14,F4, 18
220 DATA 00,E1,D1,C1,F1,3A,14,F4,5F,C9, 2B, AF, 32,14, F4, D1
230 DATA D1,Cl1,F1,D1,Cl,F1,DD,El,DD,E1,F5,C5,D5,DD, 21, 66
240 DATA 46,C3,R3,40,C9,CD,59,01,09,06,04,DD,21,98, 41,CD
250 DATA 55,40,22,12,47,CD,CC,40,2A,12,47,C3,58,40,DD, 7E
260 DATA ©0,32,B7,FC,DD,7E,01,32,B9, FC,DD, 7E, 02,32, OE, 47
270 DATA FE,21,D2,93,41,DD,7E,03,B7,28,1C,3A,0D,47,B7, 28
280 DATA 16,3A,.C5,46,B7,28,10,2A,C6,46,CD, 9D, 46,21,C8, 486
290 DATA 3A,CS,46,47,CD,BE, 46,2A,12,47, 3A, OE, 47,87, CA, 97
300 DATA 41,DD,21,CS, 46,FD,21,E9,46,DD,77,00,FD,77,00,CD
310 DATA D2,45, 3A,B7,FC,5F, 3A, OF, 47, BB, DA, 93, 41, 3A, B, FC
320 DATA FE,18,D2,93,41,CD,F4,45,F3,24,10,47,85,11, 00, 07
330 DATA 19,ER, OE,E0,DD,46,00,DD,21,C8, 46,FD, 21,EC, 46,E1
340 DATA CS,ES,DS,11,08,00,DD,46,00,19,10,FD,D1,06,08,CD
350 DATA 77,46,2F,EB,CD,7D, 46,EB,23,13,10,F3,E1,C1,FD, 71
360 DATA 00,0C,DD,23,FD,.23,10,D8,FD,21,.E9,46,FD, 6E,. 01, FD
370 DATA 66,02,CD,9D, 46,FD, 46, 00, 21,EC, 46,CD, BE, 46, 3E, FF
380 DATA 32,0D,47,FR,CS,F1,C3,81,40,F1,C3,58, 40,00, 00, 00
390 DATA 00,06,02,DD,21,5C,42,CD,55,40,22,12,47,0D, 7E, 00
400 DATA FE, 02,D2,81,40,CD,D2,45, 3R, 0F, 47, 5F, DD, 7E, 01, 1C
410 DATA EB,D2,81,40,B7,CA,98,40,DD,7E,00,B7,C2,13, 42,F3
420 DATA DD, 46,01,C5,2R,B3,F3,3A,0F,47,.5F, 16, 00, 3A,B1,F3
430 DATA 47,CS5,cCD,85, 46, 3A, OF, 47, D5, E5, 21, 1A, 47, 47, ¢D, B7
440 DATA 46,3E,20,77,.E1,D1,CD,9D,46,D5,E5,21,1B,47, 3A, OF
450 DATA 47,47,CD,BE, 46,E1,D1,19,01,10,D6,01,10,05,FR, 23
460 DATA 12,47,03,98,40,F3,DD, 46,01,C5, 2A,B3,F3, 3A, OF, 47
470 DATA SF,16,00,3A,Bl,F3,47,C5,CD, 85, 46, 3R, OF, 47,D5,E5
480 DATA 21,1B,47,47,CD,B7,46,3E,20,21,1A,47,77,E1,D1, €D
490 DATA SD,46,D5,E5,21,1A,47,3A,0F,47,47,CD,BE, 46,E1,D1
500 DATA 19,C€1,10,D3,C1,10,C2,FB,2A,12,47,C3,98,40,00,00
510 DATA DD, 21, 7D, 43,06, 05,CD, 55, 40,22,12,47,0D,D2, 45,DD
520 DATA 21,7D,43,DD, 66,00,DD, 6E,01,DD, 56, 02,DD, SE, 03, 7C
530 DATA BA,D2,81,40,7D.BB,D2,81,40,7B,FE,18,D2,81, 40, 3A
540 DATA OF,47,3D,BA, DA, 81, 40,DD, 7E, 04,B7,C2,A5, 42, CD, 1F
550 DATA 43,2A,12,47,C3,98, 40,AF,32,82,43,32,83,43,22,84
560 DATA 43,ED,53,86,43,7C,82,CB,3F,3D, 67,3C,3C,57,7D,83
570 DATA CB, 3F, 3D, 6F, 3C, 3C,5F,CD,1F, 43, CD,E6,42,CD, F5, 42
580 DATA CD,1F,43,CD,04,43,CD,11,43,20,EF, 2R, 84,43,ED, 5B
590 DATA 86,43,CD,1F,43,C3,5F,.42,3A,85,43,BC,30,03,25,14
600 DATA C9,3E,01,32,82,43,C9,3A,84,43,BD,30,03,2D,1C,CH
610 DATA 3E,01,32,83,43,C9,F5,ES,21,00,10, 28, 7C,BS, 20, FB
620 DATA E1,F1.C9,3A, 82, 43,FE,01,28,01,C9,3A,83,43,FE, 01
630 DATA C9,C5,D5,E5,CD, 2B, 46,7A,94,3D,47,C5,3E,18,D3, 98
€40 DATA E3,E3,3E,17,D3,98,E3,E3,10,F8,3E,19,D3,98,C1, 6B
€50 DATA CD,2B,46,3E,1A,D3,98,E3,E3,3E,17,D3,98,E3,E3,10
660 DATA F8,63E,1B,D3,98,.E1,D1,D5,E5, 7B, 95, 3D, 47, TA, 94, 3D
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670
680
690
To0
710
120
730
740
750
Te0
170
780
790
800
810
820
B30
840
830
860
870
BBO
890
800
510
220
230
940
950
260°
870
280
990
1000

1010

1020
1030
1040
1050
10860
1070
1080
1090
1100
1110

1120
1130

DATA
DATA
DATA
DATA
DATR
DATA
DATA

DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA

4F, 2C,CD, 2B, 46, 3E, 16,D3, 98,05, 41, 38, 20,03, 98, E3
E3,10,F8,3E,16,D3, 98,2C,C1,10,E7,E1,D1,C1, C9, 00
oo, 00, 00,00, 00,00, 00, 00, 00, 00, DD, 21, 83,45, 06, 06
CD, 55, 40, 2B, DD, 21, 66, 46, CD, B3, 40, FE, 2C,C2, 20, 40
DD, 21, 66,46,CD,B3, 40, CA, 20, 40, DD, 21, Ad, 5E, CD, B3
40,ED,53,14,47,3A,63,F6,FE, 02, C2,88, 40,22,12, 47
DD, 21, 9B, 41,¥FD, 21, 83, 45,¥D, 7E, 02,FD,BE, 00, DA, A1
40,FD, 7E, 03,FD,RE, 01, DA, 81, 40, CD, D2, 45, 3A, OF, 47
3p,FD,BE, 00, DA, 81, 40, ¥D, BE, 02, DA, 81, 40, 3E, 18, FD
BE,01,DA,B1,40,FD,BE, 03,DA, 81, 40,FD, 66, 00, FD, 6E
01,FD, 56,02,FD, 5E, 03,¥D, 7E, 04,DD, 77, 02,38, 01, DD
77,03,22,18,47,AF, 32,16,47,32,0D,47,7C,BA, CA, D3
44,7D,BB,C2, 20,40, 3A,87, 45,5F, 3A, 88, 45,83, 5F, 3A
83,45, 4F,3A,85,45,06,00,93,38,04,04,B9,20,F9, 78
32,17,47,DD, 21,98, 41,2A, 18,47, 7C,DD, 77, 00, 7D, DD
77,01,cDh,cc, 40,CD, 89, 45, FE, 03, CA, 67, 44,FE, 07, CA
98,44 ,FE,FF,CA,70,45,18, DA, 3A, 88, 45, 5F, 38, 19, 47
83,5F, 3A, 87, 45,83, 5F, 3A, 85, 45, BB, 38, OE, 7B, 32,19
47,3A,16,47,3C,32,16,47,C3,41, 44,34, 83,45, 67, 3A
B4, 45, 6F, 22,18, 47 ,AF,32,16,47,C3,41, 44, 3K, 88, 45
5F,3A,19,47,4F, 30,83, 45,B9,28,16, 79, 93, 5F, 3A, 87
45,4F,7B,91,32,19,47,3A,16,47,3D, 32,16, 47,C3, 41
44,3R,85,45,67,3A, 86, 45, 6F, 22,18, 47,38,17, 47,32
16,47,C3,41, 44,3, 88, 45, 5F, 3A, 24, 45, 4F, 3A, 86, 45
06,00,93,04,B9,20,FB,78,32,17,47,0D, 21, 9B, 41, 2A
18,47,7¢,0D, 77,00, 7D, DD, 77,01, CD, CC, 40, CD, 89, 45
FE,05,CA,10, 45,FE, 01,CA, 40, 45,FE,FF, CA, 70, 45,C3
E9, 44, 31,88, 45,5F, 3A,18,47,83,5F, 3A, 86,45, BB, DA
2E,45,7B,32,18,47,3A,16,47,3C, 32,16, 47,C3,E9, 44
3A,83,45,67,3A,84,45,6F, 22,18, 47, ,AF, 32,16, 47,C3
E9,44,3A, 88, 45,5F, 3A, 84, 45, 4F, 37,18, 47,89, 28, OE
93,32,18,47,3A,16,47,3D,32,16,47,C3,E9, 44, 3A, 85
45,67,3N, 86,45, 6F, 22,18, 47,3A,17,47,32,16,47,¢c3

DATA E9,44,2A,14,47,3A,16,47,77,23, 36,00,CD, 56,01, 2

DATA 12,47,C3,98, 40,00, 00, 00, 00, 00, 00, DD, ES,FD, ES, C5

DATA DS,ES, 3K, 00, CD, D5, 00,B7, 20, 28, 38, 01, CD, DS, 00, B7
DATA 20,20, 38,02, CD, D5, 00,B7, 20, 18, 3E, 00, CD, D8, 00, B7
DATA 20,10, 3E,01,CD,D8, 00,B7, 20, 08, 3E, 02, CD, D8, 00, B7
DATA 28,D0,F5,21,00,80,2B,7C,B5,20,FB,F1,E1,D1,C1,FD
DATA E1,DD,E1,CS,08,D9,2A,B7,F3, 3A, 2D, 00, B7, 28, 0C, 3A
DATA BO,F3,¥E,29,38,05, 3K, 50,29, 18, 02, 3E, 28, 32, OF, 47
DATA 22,10,47,D9,08,C9,F5,C5,D5,ES,CD, 0C, 46, CD, B5, 46
DATA DD, 46,00,21,C8,46,CD,B7, 46,E1,D1,C1,F1,C9, 26, 00
DATA 54, 3A,B9,FC, 6F,B7, 28,09, 6C, 47, 3A, OF, 47, 5F, 19, 10
DATA ¥D, 3A,B7,FC, 5F,19,22,C6, 46,22, EA, 46,C9,F5,C5, D5

DATA ES,EB, 21,00,00, 7B,B7,28, 0C,D5, 47, 3A, OF, 47, 5F, 16
DATA 00,19,10,FD,D1,7A,B7,28,04,5F,16,00,19,CD, 8D, 46
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1140 DATA E1,D1,C1,F1,C9,52,45,56,45,52,53,45,00,B7, 40,43
1150 DATA 4cC,52,53,43,52,00,5F,41,57,49,4E, 44, 4F,57,00,5E
1160 DATA 42,4D,45S,4E,55,00,88,43,00,CD,85,46,DB,68,C8,F5
1170 DATA CD,5D,46,F1,D3,98,C9,3A,2D,00,B7,28,07,AF,D3,99
1180 DATA 3E, BE,D3,99,7D,.D3, 99,7C,E6,3F,D3,59,E3,E3,C9,3A
1190 DATA 2D,00,B7,28,07,AF,D3,699, 3E,8KE,D3,99,7D,D3, 98, 7C
1200 DATA E6, 3F,F6,40,D3,9%,E3,E3,C9,DB,98,77,23,10,FA,CS
1210 DATA 7E,D3,98,23,10,FA,C9,00,00,00,00,00,00,00,00,00
1220 DATA 00,00, 00,00, 00,00, 00,00, 00,00, 00, 00, 00,00,00,00
1230 DATA ©O0,00,00,00,00,00,00,00,00,00,00,00,00,00,00,00
1240 DATA 00,00,00,00,00,00,00,00,00,00, 00,00, 00, 00, 00, 00
1250 DATA 00,00, 00,00, 00,00, 00,00,00,00,00,00,00,00,00,00
1260 DATA 00,00, 00,00, 00,00, 00,00,00,00,00,00,00,00,00,00
1270 DATA 00,00, 00,00, 00,00, 00,00,00,00,00,00,00,00, 00,00
1280 DATA 00, 00,00,00,00,00,00,00,00,00,00,00,00,00,00,00
1290 DATA 00,00, 00,00,00, 00,00,00,00,00,00,00,00,00,00,00
1300 DATA 00,00,00,00,00,00,00,00,00,00, 00, 00, 00,00,00,00
1310 DATA 00, 00,00, 00,00,00,00,00,00, 00,00, 00,00, 6C, 69

Listagem do programa de testa:

1000 CLS:KEYOFF

1010 REM *** CARREGA OS PROGRAMAS NECESSARIOS ***
1020 BLOAD"PROG25.BIN",R

1030 BLOAD"PROGE.BIN"

1040 BLOAD"PROG7.BIN®

1050 DEFUSR0=4HD000:DEFUSR1=4HD200:RESTORE 1700
1060 REM *** CONSTRAI O MENU PRINCIPAL ™"

1070 FOR A%=1TO 4

1080 READ A%({A%)

1090 NEXT A%

1100 FOR A%=1TO 4

1110 LOCATE (A%-1)"7+1,0:PRINT A${A%)

1120 NEXT A%

1130 REM *** TEXTO EXPLICATIVO "**

1140 5§(1)="SELECIONE A OPGAO DESEJADA"

1150 55(2)="USANDO AS TECLAS DO CURSOR"

1160 IF (PEEK(&HF3B0))>40 THEN CT%=80 ELSE CT%=40
1170X1=(CT%-LEN(S$(1)))/2-1:X2=X1+LEN(S$(1))}+1:¥1=8:Y2=12
1180 WINDOW X1,Y1,X2,Y2,0

1190 LOCATE X1+1,Y1+1:PRINT 55(1)

1200 LOCATE X1+1,Y1+3:PRINT 5%(2)

1210 REM *** LOOP DE LEITURA DO MENU PRINCIPAL
1220 MENU 1,0,22,0,4,3,A%

1230 REVERSE ,,0,1:REM *** APAGA A OPGAO ***
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1240 ON A%-+1 GOSUB 1280,1400,1520,1630
1250 Z%a=USR1(0):REM *** RECUPERA A TELA ***
1260 GOTO 1220

1270 REM *** MENL) DA PRIMEIRA OPGAD **

1280 RESTORE 1710:CP%=0

1290 FOR B%=1TO &

1300 READ B${B%)

1310 IF LEN(B$(B%))>CP% THEN CP%=LEN(B$(B%))
1320 NEXT B%

1330 GOSUB 1650:REM """ DESEMHA A JANELA ***
1340 FOR B%=1TO 6

1350 LOCATE X141,Y1+B%:PRINT B$(B%)

1360 NEXT B%

1370 MENU X141,Y14+1,X141,Y2-1,CP%,1,B%

1380 RETURN

1390 REM *** MENU DA SEGUNDA OPGAOD ***

1400 RESTORE 1730:CP%=0

1410 FOR B%=1TO 4

1420 READ B$(B%)

1430 IF LEN(B$(B%))>CP% THEN CP%=LEN(B$(B%))
1440 NEXT B%

1450 GOSUB 1650:REM *** DESENHA A JANELA ***
1460 FOR B%=1TO 4

1470 LOCATE X141,Y14B%:PRINT B$(B%)

1480 NEXT B%

1490 MENU X1+1,Y141,X141,¥Y2-1,CP%.,1,B%

1500 RETURN

1510 REM *** MENU DA TERCEIRA OPGAQ =

1520 RESTORE 1750:CP%=0

1530 FOR B%=1 TO 4

1540 READ B$(B%)

1550 IF LEN(B$(B%))>CP% THEN CP%a=LEN(B$(B%))
1560 NEXT B%

1570 GOSUB 1650:REM *** DESENHA A JANELA ***
1580 FOR B%=1TO 4

1590 LOCATE X141,Y14B%:PRINT B$(B%)

1600 NEXT B

1610 MENU X14+1,Y141,X141,Y2-1,CP%,1,B%

1620 RETURN

1630 END

1640 REM """ ROTINA PARA DESENHAR A JAMELA ***
1650 X1=A%" 7: X2aX1+CP%4+2:¥1=1:Y2=Y1+B%

1860 Z2%=USRO(D):REM salva a tela atual

1670 WINDOW X1,¥1,X2,¥2.0

1680 RETURN

1690 REM *** DADOS USADOS NOS MENUS ***

1700 DATA "FILE®,"EDIT","COMP"=,"EXIT"
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1710 DATA “Copy","View","Delata”
1720 DATA "Renama”,"Print","Sava"
1730 DATA "Insert™,"Delate”

1740 DATA "Undo","Copy”

1750 DATA "To memaory®,"To disk”
1760 DATA “Make .EXE","Make .COM"

Antes de passar &s andlises das listagens acima, gostaria de observar gue a rotina do co-
mando REVERSE sofreu algumas modificagbes para se adaptar ac comando MENU, portan-
to, fique atento a esta nova listagam.

Ao executar o programa de taste, vocé terd um pequeno exemplo (tenho certeza que voca
serd bem mals criative) de como e quandao usar o comando MENU, Observe que, para tornar
o efeito visual muito mais intaressanta, usei o comando WINDOW em conjunto com as rotinas
do Capitulo 1 que salvam e recuperam umatela de texto. O resultado é bem interessante, nao?
Existern, porém, algumas restrighes no uso do comando MENU; sdo elas:

1.Nao deva axistir nanhum campo invertido no momento da execugao do comando MENU. Pa-
ra se cerificar que tal condicio esta satisfeita, ulilize o comando

REVERSE ,,0,1
antes do comando MENU.

2 Quando o menu estiver na horizontal, vocé devara ter muito cuidado em fornecer ao coman-
do MENU opges com espagamentos fixos entra si, ou saja, o deslocamanto entre uma opgao
@ outra deve ser sempra o mesmo. Caso contrério, o sistema produzird um erro de chamada
ilegal.

3.Certifique-se que duas coordenadas (x1 e x2, se o movimento for na vertical, ou y1 e y2, se
o movimento for na horizontal) sejam iguais, pois a rotina delecta a diregio do movimento ba-
seada nessa igualdada. Caso contrério, o sistema produzird uma mensagem de erro de sin-
laxe.

Fora as observacdes acima, bastard acompanhar os comentarios na listagem do codigo-
fonte para entender o funcionamento de cada uma das rotinas apresentadas. Comao vocé pode
perceber, existem muitos comandos que poderio ser implementados usando-se o método do
desvio do vetor de arro, Acraedito que, uma vaz com as ferramentas fornecidas neste capitulo
@ no CapHulo 2, vocé serd capaz de implemantar os comandeos que achar mais convenientas.

Com as listagens acima, encerramos o Capitulo 3 e passamos a aplicagho pritica de um
assunto gue ndo abordel nos meus livros anteriores, mas que, mesmao assim, recebi diversas
cartas trazendo dividas a respeito. No Capltulo 4, vamos explorar o funcienamanto da ins-
frugdo CALL do BASIC.
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Capitulo 4
A INSTRUCAO CALL

Para entender como funciona a instrugio CALL do BASIC, precisamos de alguns conhe-
cimentos de base, antra ales o funcionamento do sistema de carfuchos no MSX.

Embara a Microsoft tanha divulgado no exterior um catélogo com todas as informagbes so-
bre o sistama MSX (inclusive de hardware), nunca vi nenhum langamenta nacional com tais
informagdes. Ja que vocd ndo tem acesso a essa biblioteca, vou apresantar um panorama ge-
ral sobre como o MSX interpreta o sistama de carluchos.

A INICIALIZACAO DO MSX

Quando voca liga o MSX, ativa uma série de rotinas complexas que t8m como fungio ini-
cializé-lo, ternando-o pronto para o uso. O gue fazem exatamente essas rotinas? Em primei-
ro lugar, o MSX faz uma inicializagio de todos os periféricos "internos”, ou seja, inicializa o
video, o processador de sons e parte do ppi (o chip qua controla o teclado, o motor do grava-
dor cassete, a paginagdo da memdria, ete). Logo depois, sai em busca de um bloco continuo
de 16Kb de memdria RAM que se estenda do enderego #8000 a #BFFF. O curioso é qua as-
sa busca sa realiza de cima para baixo, ou seja, do endereco #BFFF ao #8000. Achado o blo-
co de memdria RAM de #8000 a #BFFF (pagina 2), o MSX inicia a busca de um bloco de
mamdria RAM que se estenda do enderego #C000 a #FFFF (péagina 3). Achados os blocos, o
MSX parte para a busca de um bloco de 32Kb continuos que se estenda do enderego #8000
a #FFFF. Terminada esta etapa, & feito um teste para habilitar o bloco de 32Kb de meméria
RAM que se encontre no slot mals proximo ao slot 0. Apds este passo, o MSX termina a ini-
cializagio definitiva do ppi e passa para a inicializagao das variaveis do sistema. Em seguida
ainicializagdo das variaveis do sistema, 0 MSX inicia a procura de cartuchos de expanséo (jo-
gos, interface de drive, programas extensivos em ROM, elc.) e, sa for o caso (somanta cartu-
chos de jogos), desvia a execugio para um deles,

O SISTEMA DE CARTUCHOS

Ja sabamos que apds a habilitagio dos 32Kb continuos de memdéria RAM (péaginas 2 a 3)
@ a Iniclalizagdo da drea das varidveis do sistema, o M3X inicia a blusca de cartuchos de ex-
pansdo. Mas, como is50 é feito? Acontece que os cartuchos de expansio s6 podem ocupar a
pagina 1 ou 2, ou seja, a partir do enderego #4000 (jogos, manipuladores de comandos & ma-
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nipuladores de dispositives) ou a partir do endereco #8000 (cartuchos com programas em BA-
SIC). Assim sendo, o que o MSX tem de varificar sio os dois primeiros bytes do enderego
#4000 o #8000 de todos os slots e subslots (no caso de slots expandidos). Se esses bytes fo-
rem iguals a #41 e #42, respectivamante, o MSX reconhece que ali existe um cartucho de ax-
pansdo. Curioso salientar que este também & o método usado pelo IBM-PC no
reconhecimento de extensdes da ROM, s& qua os bytes de identificagdo mudam de #41 &
#42 para #55 e #AA. Apds este reconhecimanto, o MSX parte para uma outra verificagio, pa-
ra poder se ajustar ao tipe do cantucho. Fundamentalmente, existem quatro tipos de cartucho,
quais sajam:

1.Cartuchos com jogos;

2.Cartuchos com manipuladores de comandos alivados par intermédio da instrugio CALL do
BASIC;

3.Cartuchos com manipuladores de dispositivos, como a RS232, ativados por intermédio do
comando OPEN e associados (CLOSE, etc.) do BASIC, e;

4.Cartuchos com programas am BASIC,

Os trés primeiros tipos ocupam os 16Kb da pégina 1 (#4000 a #7FFF) do slot ou subslot
onde eslao localizados; ja o quarto tipo ocupa os 16Kb da pagina 2 (#8000 a #BFFF) do slot
onda esté localizado. Um exemplo do Gitimo tipo é o cartucho de demonstragio que acompa-
nha o modelo Expart. "Mas, Eduardo, como é que 0 MSX reconhece cada um dos tipos de car-
tucho?" Para entender o reconhecimento, veja a Figura 4.1 abaixo.

INICIO + #0000 IDENTIFICAGAO - #4142

+ #0002 INIT = Endereco inicial da
axecugio do jogo/ I« -

+ #0004 STATEMENT = Enderego inicial de
execucdo da um manipu-
lador de comandos

+ #0006 DEVICE = Enderegu inicial de
execugdo de um manipu-
lador de dispositivos

+ #0008 TEXT = Endereco inicial do
programa em BASIC

+ #000A RESERVADO PARA EXPANSOES FUTURAS

+ #0010 INICIO DOS PROGRAMAS

Onde INICIO pode ser Igual a #4000 ou a #8000, dependendo do tipo do cartucho

Figura 4.1: Tabela dos parametros dos cartuchos
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Dessaforma, se, por exemplo, o MSX encontrar na pagina 1 (#4000 a #7FFF) do slot ou subs-
lot qua estiver examinando a seguinte segqléncia da byles:

41 4210 40 00 00 00 00 00 00

sabard que ali se encontra um carlucho de jogo para o qual devaré ser transfaerida imediata-

mente a execugao. Note que, neste exemplo,a execugio seria transferida para o enderago
#4010, Por outro lado, se o0 MSX ancontrar uma seqléncia do tipo

41 42 00 00 08 40 00 00 00 00

sabera que nesse slot/subslot, em particular, existe um manipulador de comandos ativado por
intermédio da instrugao CALL do BASIC. Neste caso, a execugao nao é transferida para o en-
darago #4008, como moslra o exemplo acima. Ao invés disso,o0 MSX inicializa as varidvels do
sistema que indicario ao BASIC que nesse slot/subsiot existe um manipulador de comandos
a sar ativado pela instrugdo CALL. J& se o MSX encontrar a seguinte seqléncia de byles:

414200000000 10 40 00 00

sabera que na pagina 1 do slol/subslot que est4 sendo analisado encontra-se um manipula-
dor de dispositivos (como uma RS232, por exemplo) a ser ativado pelas instrugtes do BASIC.
Nesta caso, a execugdo também ndo & translerida para o enderego #4010, como mostra a
saqléncia de byles acima. O que ocorre, na realidade, & uma inicializagio das variaveis do
sistema, qua por sua vez informardo ao BASIC que nesse slol/subslot existe um manipulador
de dispositivos. Por dltimo, se o MSX encontrar uma seqléncia do tipo

41 42 00 0D 00 DO 00 0O 10 B8O

saberd que na pagina 2 (#8000 a #BFFF) existe um programa em BASIC com inicio a partir
do enderago #8010. Neste caso, o MSX promovae um desvio das varidveis do sislema ralacio-
nadas as tabelas usadas pelos programas em BASIC (inicio do texio do programa, inicio da
drea de varidveis, elc.) 8 desvia a execucdo para o comando RUN na BIOS do BASIC, o que
por sua vez resultara na execugio do programa BASIC gravado no cartucho. Obsarve que a
prasenga do enderego #0000 em INIT, STATEMENT, DEVICE ou TEXT indica a auséncia de
tal tipo de cartucho no slot/subslot em quaestio. Observe também que podemos ter dois tipos
de carucho num mesmao slolsubslot. Veja, por exemplo, a seqiéncia

414210 40 40 40 00 00 00 0O

Ela indica que existe uma rotina a ser ativada imediatamente no enderego #4010 (talvez
para promovar alguma inicializagao) e, ao mesmo tempo, existe um manipulador de coman-
dos a partir do enderego #4040, Meste caso, a rotina que se inicia em #4010 devera terminar
com uma instrugio RET (em assembly) para parmitir uma volta 4 inicializagio do MSX, de mo-
do que esta possa descobrir que nesse slot/subslot também existe um manipulador de coman-
dos.

Para nés, s inlaressa estudar o manipulador de comandos {(STATEMENT). Vejamos os
molivos:
1.0s cartuchos para jogos (INIT) ¢ tdm sentido se vocé for programar jogos para serem utili-
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zados em cartuchos. Ora, isto implica ter acesso a um gravador de EPROMS, que vem a sar
um aquipamanto que pouquissimos Usuarios possuam.

2.0s cartuchos para manipuladores de dispositivos (DEVICE) sé 1ém sentido se tivarmes
conectado ao nosso MSX algum tipo de periférice, como a RS232, por exemplo. Este também
néo é o caso da esmagadara maioria dos usudrios do MSX,

3.0s cartuchos com programas em BASIC também s616m sentido para programas de demons-
tragae ou aplicativas em BASIC programados para serem comercializados em cartuchos. Mais
uma vez, surge a necessidade de se possuir um gravador da EPROMSs.

O MANIPULADOR DE COMANDOS (STATEMENT)

Quando o interpretadar BASIC encontra uma sentenga do tipo
CALL<Nome do Comando> [ <Lista de argumentos> |

transfare para a varidvel do sistama PROCNM o Nome do Comando e promove uma consul-
ta & tabela contida na varidvel do sistema SLTATR para encontrar os slots/subsiots que pos-
suam um manipulador de comandos. Logo apds, o sistema promove um desvio para as rotinas
am cada um desses slots/subslots até que uma delas reconhega o Nome do Comando &
passe a executar as instrugbes pertinentes.

Antes, porém, para podermos usar o manipulador de comandos, precisamaos seguir algu-
mas regras;

1.0 par da registros HL deve ser preservado, |4 que & o apontador usado palo interpratador
BASIC. Como vimos no Capitulo 2, o interpretador BASIC varre o programa em BASIC usan-
do o par HL.

2,Por ser um manipulador de comandos, a rotina e os byles de identificagio (241, #42, etc.)
devem se localizar na pagina 1 (do endarego #4000 ao #7FFF) de qualquer slot/subslot,

3.Respeitar a sintaxe de chamada vista no inicio dests tépico.

4.Ac ser alivada, a rotina do manipulador de comandos deva, primeiramanta, comparar o nome
passado palo interpretador BASIC com o noma da prépria rotina. © nome passado pelo inter-
pretador BASIC é colocado em PROCNM e apresanta um comprimento de, no maximo, 15 ca-
ractares. O fim do nome & assinalado com o caractera NUL (#00)

5.5e 0 nome da rotina néo coincidir com o nome colocado em PROCNM, a rotina devera vol-
lar ao BASIC recuperando o par HL salvo em 1 e setando a flag de carry para indicar que o
nome nao coincidiu. Se todos 0s manipuladores analisados retornarem com a flag de carry se-
lada, o interpretador BASIC amitird um erro de sintaxe.
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6.Se o teste de comparagao resultar em verdadeiro, a rotina devera ser executada e, no final,
retornar recuparando o par de registros HL salvo em 1 a resetando a flag de carry (a insirugao
XOR A em assambly realiza tal fungao), para que o sistema nio emita uma mensagem de ar-
ro da sinlaxe.

Como consolo, resta saber que todos os registros podem ser alterados, com excegio do
pontairo HL e do ponteiro SP da pilha, ou seja, todos os PUSHs que fizermos deverao ser cor-
raspondidos por um nimero igual de POPs,

A parlir de agora, ja temos quase todas as informagbes necessdrias para poder implaman-
tar o nosso comando RENMEW a ser ativado através da instrugao CALL do BASIC, @ que tem
como fungio recuperar programas em BASIC apagados acidentalmente.

Antes, porém, precisamos entendar o gerenciamanto da algumas variavels do sistema re-
lacionadas com o sistema de cartucho.

VARIAVEIS DO SISTEMA E O SISTEMA DE CARTUCHOS

Apesar de existirem diversas varidveis do sistema para o gerenciamanto do mecanismo
dos slots, vamos nos preccupar apenas com aguelas que dizem respaito ao manipulador de
comandos (STATEMENT). Come voca j4 sabe, durante a inicializagao (alguns preferem o ter-
mo RESET) do MS¥, é feita uma busca de cartuchos da expanséo para poder inicializar as
varidveis do sistema correspondentes. Temos, entio, duas allarnativas para implementar o
nosso comando RENEW a ser ativado pela instrugio CALL do BASIC:

1.Deslocar a nossa rotina do enderego de carregamento na RAM do BASIC para a pigina 1
do slot que contenha os 64Kb de RAM e provocar um reset através da instrugio JUMP #0000
am assambly. Mo nosso caso, isso significaria deslocar a rotina do enderego #D000 para o en-
dareco #4000 (habilitando antes a pagina 1 da RAM, é claro) e, logo em seguida, provocar um
resal usando a instrucio JUMP #0000, para quae na nova inicializag@o o sislema reconhecesse
o nosso comando. Mas, eu acho que esta ndo é uma alternativa elegante. Supanha que o
usuério tenha apagado acidentalmenta algum programa em BASIC e deseje recupera-lo. Se
a instalagio do nosso comando provocar um reset, muito provavalmenta tal programa jamais
sera recuperado.

2.Daslocar a nossa retina do enderego de carregamento na RAM do BASIC para a pagina 1
do slot que contenha os 64Kb da RAM e promovar a mesma Iniclalizagdo das varlavels do sis-
tema que seria feita pelo reset do sistema. Francamente, acho este método muito mais simpiti-
€0 que o primairo.

Vamos, entd3o, passar ao estudo das varidveis do sistema envolvidas na ulilizagao do ma-
nipulador de comandos. As varidveis anvolvidas sao:

SLTATR que se inicia no enderego #FCCS e ccupa B4 bytes. Esta variavel contém um mapa
complalo de lodos os cartuchos de expansio em fodos os slots e subslots, Como podemos
tar até 16 slots (4 subslots por cada um daos 4 slots principais) e como cada slot possui 4 pagi-
nas da 16Kb (cada slot 56 pode ter 64Kb de memdria - limitagho imposta palo processadaor de
B bits), chegamos aos 16"4=64 byles ccupados por esta tabela.
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PROCNM que se inicia no enderego #FDB9 @ ocupa 16 bytes, sendo 15 bytes para o armaze-
namanta lemporario do nome do comande alivado pela instrugdo CALL e 1 byte sempra igual
a #00 para indicar o lérmino do noma.

Das duas varidveis acima, a mais complexa é a SLTATR. Vejamos a sua estrutura:

FCC8H SLTATR: DEFS 4 SP0,5350
FCCOH DEFS 4 ;5P0,551
FCD1H DEFS 4 15P0,552
FCD5SH DEFS 4 15P0,583
FCD9H DEFS 4 5P1,850
FCDDH DEFS 4 SP1,551
FCEIM DEFS 4 JFS1,882
FCESH DEFS 4 ;8P1,553
FCESH DEFS 4 ;5P2,550
FCEDH DEFS 4 15P2,551
FCF1H DEFS 4 ;5P2,852
FCFsH DEFS 4 5P2,553
FCFaH DEFS 4 i5P3,550
FCFDH DEFS 4 i5P3,551
FDO1H DEFS 4 SP3,552
FDOSH DEFS 4 ;5P3,383
Onde SP ¢ a abreviagdo para Slot Principal e 55 é a abreviagdo para
Slot Secunddrio

Tabels 4.1: A varidvel do sistema SLTATR

"Mas, o que os enderegos acima significam?” Bem, nfio & nada complicado. Vejamos um
axemplo: suponha que o seu micro seja um Expert 1,0 e que, portanto, apresenta os 64Kb de
RAM no slot 2. Agora, vamos também supor que desejemos colocar o nosso manipulador de
comandos na pagina 1 do slot principal. Consultando a Tabela 4.1, chegamos & conlusfo de
que o enderego inicial do slot 2 (SP2) & #FCE9, mas, como queremos modificar a pagina 1,
devemos apontar para o anderaco seguinte, ou seja, para o enderego #FCEA. Note que, na
auséncia de slots expandidos, a abreviagio S50 se aplica ao slot principal. Assim sendo, fica
claro que o mneménico DEFS 4 reserva naverdade 4 bytes, sendo um para cada uma das
quatro paginas (0 a 3) possiveis. Mas, o que devemos colocar nessas posighes de meméria
parainformar ao sistema que numa determinada pagina de um delerminade slot/subslot existe
um manipulador de comandos? Para isto, devemos seguir a seguinte codificagio em bits co-
locada em cada um dos 64 bytas da tabela SLTATR:
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BIT SIGNIFICADO

Programa em BASIC
Manipulador da dispositivos
Manipulador de comandos
Nao usado

Nao usado

Néo usado

MNao usado

Mao usado

O =W AEOm=~

Como ja sabemos, s6 tem sentido satar (colocar em 1) o bit 7 na pagina 2 (#8000 a #BFFF)
do slot/subslot em questao, da mesma forma que sé tem sentido setar os bits 6 & 5 na pagina
1 (#4000 a #7FFF) do slot/subslol em questio. Dasta forma, fica claro que os valores cor-
respondentes &s paginas 0 e 3 da tabela serfio sempra iguais a zero {sam nanhum bil sela-

da). Terminada a teoria, vamos 4 aplicagdo prética destes principios: a implementagio do co-
mando RENEW.

0 COMANDO RENEW

Como ja afirmei, este comando sera implementado para ser alivado por inlermédio da ins-
trugio CALL do BASIC. A sua fungio é recuperar programas am BASIC apagados acidental-
mente. Antes, porém, vamos a uma pequena explicagio do algoritmo usado para tal
recuperagio. Vocd dove astar lembrado que, no Capltulo 2, vimos que o armazenamenio da
uma linha em BASIC & feita da seguinte forma:

INICIO  + #0000 Enderego da préxima linha
+ #0002 Nomero da linha
+ #0004 Primeiro comando da linha

F|rr| da linba marcado pelo byle #00

Ao entrarmos com o comando NEW, o sistema simplesmanta reinicializa trés ponleiros que
se siluam na drea das varidvais do sistama, e preenche com zeros os primairos 2 byles da pri-
meira linha, ou seja, pardemos o indicativa do enderaco inicial da segunda linha. Assim san-
do, o que temos a fazer é procurar o enderego do fim da primaira linha (indicado paelo byte #00),
incrameantar o endarego encontrado para que ale aponta para o inlcio da segunda linha e, por
fim, colocar tal endereco nos dois primaeiros byles da primaira linha. Faeito isto, precisamos ini-
cializar os irés ponteiros na drea das varidveis do sistama. A fungio desses ponteiros & indi-
car o infcio da drea destinada as variaveis do programa BASIC; sio eles:
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VARTAB que se inicia no enderego #FEC2 a que tem como fungdo apontar para o primeiro
byte da drea de armazenamanto de variavels,

ARYTAB que sa inicla no endereco #FEC4 e qua tem como fungio apontar para o primeiro
byte da &rea de armazenamento da arrays.

STREND que sa inicia no enderego #F6CE a que tem como fungdo apontar para o primairg
byte apds a drea de armazenamanto de arrays.

"Mas, quais sdo os valores a serem colocados em cada um desses ponteiros?” Simples.
Todos eles séo gerenciados pelo interpretador BASIC & medida que o pregrama em BASIC
vai sendo executado. Sendo assim, basta fazer com que todos esses panteiros apontem para
o fim do programa em BASIC s, depois, o comando RUN se encarregara de inicializa-los com
os valores apropriados. Ficamos, entdo, na dependéncia de achar o final do programa em BA-
SIC, ndo 47 Vocé val ver que & muito simples achar tal endereco. No Capilulo 2, vimas qua
um programa em BASIC termina com uma seqiléncia de trés bytes iguais a #00, sendo que o
primeiro byte corresponde ao fim da Gltima linha e os dois bytes seguintes ao inicio da linha
seguinte, que ndo existe. O gue eu sugiro @ gue obtanhamos no inicio de cada linhao endarago
da linha seguinte, para verificarmos se o contaido desse enderego & igual a #0000 (& claro
que estaremos analisando também o conteddo do enderago saguinte, pois #0000 é uma quan-
tidade de 16 bits). Se esta comparagao for verdadeira, achamos o fim do programa em BA-
5IC; caso contrério, tomamos o conteldo do enderago analisado, que nada mais é do qua o
endereco para a linha seguinte, e repelimos a comparagio até encontrar o valor #0000. Co-
mo vocé pode comprovar, nao existe qualquer mistério. Vamos, entlo, s listagens do progra-
ma que implemanta o comando RENEW.

Listagem em assembly Z-80 do cédigo-fonte do programa que implementa o comando
RENEW:

;programa que implemanta o comando REMEW

;Compilar com o programa GEN80.COM usando a seguinte

sintaxea:

;G EN80 PROG26.BIN=PROG26.GEN

;onde PROG26.GEN é o nome do arguivo-texto com esla

Jdistagem

txtlab aqu #6765
varlab aqu #i6c2
arylab aqu #i6cd
strend equ #l6cB
sitatr equ #lcca

procnm equ #fdag
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dafb #e simula em CP/M
defw  inicio o cabecalho de
defw  f{im-ranaw+rolina+#01
;um arquivo
defw  inicio +BIN
org #dD00
inicio
di .desabllita as interrupgbes
in a,(#ad) & a atual configuragio dos
Id b,a :slots e prepara para ativar
and #0 ;a pagina 1 do slot da RAM
rrea :
rrea :
rrca 4
rrea :
ar b t
out (#aB).a ;ativa as paginas 0,1,2e 3
and #03 ;em RAM e descobre o slot
ende se encontram os 64Kb
e HAM
id hl,zliatr :hl aponta para shatr
d de,18 da=incramanto
or a slot 07
ir Z,inicio_1 :Sim, vai para inicio_1
led b.a ;N3o, calcula endereco
inicie 0 add hl,da «da area de dados do
dijnz inicie 0 :slol em questan
inicio_1 xar a ;zera o acumulador
sat 5a Jdindica manipulador
de comando (CALL)
inc hi Al aponta para a drea

:de dados da pagina 1
ido slot em questao

Id (hl),a sindica ao sistama qua
;a pagina 1 do slot da
RAM contém uma rotina

;a ser ativada por CALL
Id hl,rotina dransfere a rotina para a
Id de,ranew pagina 1 da RAM
Id be lim-renaw+#01;
Idir !
in a,(#aB) ;8 a configuragio atual
and %11110000 ;ativa os 32Kb de ROM

oul (#aB),a :habilita a config. original



238 Guia do Programador MSX

CAPA
el
rat
ratina
org #4000
renaw
dalb #41 942
defw  HOODO
dafw iniranew
defs 10
iniranaw
id (ptrbasic),hl
id hl,procnm
Id de,comando
ranaw_0 Id a,(da)
ar a
ir z,renew_1
cp (hl)
ir nz,voltaranaw
inc hi
inc de
ir ranew_0
voltaranaw
id hl,(ptrbasic)
scf
rel
renaw_1
Id hi, (txttab)
inc hl
inc hi
inc hi
ing hi
renaw_10 Id a.(hl)
or a
jr z,ranaw_11
inc hil

ir ranew_10

;habilita as interrupgbes
;relorna ao BASIC

JIindicativo de expansao
N&o & jogo

sand. de entrada do
;manipulador de comandos
zara os 10 bytes reslantes

;salva o plr. do BASIC

hl aponta para proenm

ide para o nome do comando
iloop para comparagio

«dos nomas

#im do name?

iSim, ativa a rolina

:N&o, continua a comparacéo
:Falhou. Volta com erro

iMao falhou, Continua a
;comparagao

;recupara o ptr. do BASIC
;sela a flag de carry

:para indicar erro

wvolta ao BASIC

;hl aponta para o inicia
;do programa em BASIC

Joop para procurar o
Hinal da primeira linha
:Encontrou? Val para
srenaw_11

;Néo, continua a procura



ranaw_11

renew_2

achoufim

comando

ptrbasic

fim

EEaEa

xor

dafm
defb

dafw

equ

hi

de,hl
i, {txttab)
(hl),8

h

(hi},d

da,hl

a,(hl)

hi

d.(hl)

ad

e
nz,renew_2

hi

{wartab),hl

(arytab),hl
{strand),hl

hl, (ptrbasic)
a

"RENEW"
#00

#0000
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:hl aponta para o inicio
;da sagunda linha
:dﬂ-m

recupara o ponleiro
;para a segunda linha

ihl=de
de=inicio da proxima
dlinha

0 nimero da linha
6 zero?
;:Nao, continua a procura

:Sim, achou o final do
;programa em BASIC
:ajusta os vatores
MECesSsSAarios

Trecupera o pir. do BASIC
zera a flag da carry

~volta ao BASIC sam

o

Listagem do codigo-objeto do programa que implementa o comando RENEW:

10 FOR A%=EHDOCO TO EHDO93

20 READ B§

30 POKE AS&,VAL("&H"+BS)

40 HEXT A%

50 BSAVE "FROG26.BIN", GHEDOOO, 4EDOS3

100 DATA ¥3,DB,AS,47,ES, F0,OF,OF, OF, OF, B0, D3, A8, E6, 03, 21
110 DATA C9,FC,11,10,00,B7,28,04,47,19,10,FD,AF,CR,EF, 23
120 DATA 77,21, 34,D0, 11,00, 40, 01, 5F, 00, ED, BO, DB, A8, E6, FO

39
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130 DATA D3,A8,FB,C9,41,42,00,00,10,40, 00,00, 00, 00, 00, 0O
140 DATA 00, 00,00,00,22,5C, 40,21,89,FD, 11,56, 40, 1A, B7, 28
150 DATA OC,RBE, 20,04,23,13,18,F5, 2a,5C, 40,37,C9, 24, 76, F6
160 DATA 23,23,23,23,7E,B7,28,03,23,18,F9,23,EB, 27, 76, F6
170 DATA 73,23,72,EB, 5B, 23,56, TA,B3,20,¥8,23,22,C2,F6, 22
180 DATA C4,F6,22,C6,F6,2A, 5C, 40, AF,C9, 52, 45, 4E, 45, 57, 00
190 DATA ©0,00,00,00

Para testar, carrague o programa PROGZ26.EIN, carregue um programa sm BASIC qual-
quer, entre com o comando NEW para apagar o programa em BASIC carregado e, por fim, an-
lra com o comando

CALL RENEW
para recuperar Integralmente o programa em BASIC apagado.
O examplo acima, além da (til, & bastante elucidativo quanto ac método de utilizagao e im-

plementagao do comando CALL do BASIC. No prdximo capitulo, vamos estudar e criar roti-
nas para a utilizagao de um periférico muito em moda: a MEGARAM.

BIBLIOGRAFIA RECOMENDADA

PROGRAMAGAD AVANGADA EM MSX - EDITORA ALEPH



Capitulo 5

A MEGARAM

CQuando no inicio de 1988 apareceram as primeiras MEGARAMS, o mercado ndo tomou
consciéncia do poder deste dispositivo. A sua utilizagao ficou até hoje limitada aos jogos que
a utilizam. Apés analisar a MEGARAM, fiquel convencido de que se frata de um dispositivo
que pode, simplesmeante, aumantar em muito a capacidade de processamanta do MSX (tanto
na versdo 1 como na 2). Vejamos, entio, os motivos para tal afirmagéo. 7

O QUE E A MEGARAM

A MEGARAM nada mais é que um cartucho com 256 Kbytas de meméria RAM. O termo
MEGA se refere a 1 Megabit, ou seja, 128 Kbytes. Como se v&, o termo maga asta mal em-
pregado, ja que a MEGARAM apresenia 256 Kbytes, mas deixemos isso para 14, O qua acho
de espstacular na MEGARAM é o fato de que ala oferece,num Gnico slot, 256 Kbytes, quan-
do sabamos qua, pelo sistema de chaveamento normal, sé podemos ter 64 Kbytes por siot ou
subslat, no caso de expansao de slots. Fica claro, ento, que a MEGARAM passui um cha-
veamanlo proprio, pois, caso contrdrio, ndo conseguiria acessar os 256 Kbytes disponivais fa-
zendo uso de apanas um slot ou subslot. Isto é simplesmente maravilhosol Se possulrmos um
expansor de slots com 4 MEGARAMS conectadas a cada um dos 4 subslots, podemos alcangar
almpressionanta quantidade de 1 Megabyte per slot principall Incrivel, n3o? Ainda mais incrival
se considerarmas que o projeto original do MSX sé previa a utilizagio de, no méximo, 1 Me-
gabyte usando-se todos os 16 subslots, cada qual com 64 Kbytes. Imagine as novas possibi-
lidades que a MEGARAM abre. Com esta capacidade de meméria, & possival projetar
programas com tal complexidade e rigueza de detalhas antes 56 vistas em micros da 16 a 32
bits. "Poxa, ja fiquai empolgado! Mas, como posso acessar tudo isso?"

FUNCIONAMENTO DA MEGARAM

Ofuncionamento da MEGARAM ¢ inacreditavelmenta simples, se vocd j& dominao garan-
ciamento dos slots no MSX. Vocé j4 sabe que um slot ou subslot normal do MSX esté dividi-
do em paginas de 16 Kbytes, A MEGARAM & semalhanta; asta dividida em péginas da 8
Kbytes. Sendo assim, a MEGARAM apresenta um total de 256 Kbytes/ 8 Kbytes = 32 paginas,
Vamos, entdo, ao o estudo do gerenciamento de todas essas paginas.
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O garenciamento da MEGARAM & {eito com o auxllio de uma porta de dados (a porta #8E)
8 dos enderegos que delimitam paginas de 8 Kt ies (#0000, #2000, #4000, #6000, #8000,
#A000, etc.). Para indicar A MEGARAM que devemos chavear a pagina de um determinado
anderego, devemos, primeiraments, indicar essa operagio com a instrugio

OUT(#8E),A

SQmM Nos preccuparmos com o valor do registro A. Logo apds, devemos indicar a MEGARAM
a pagina e o segmento de memaria que recebera o contelddo de tal pagina. Assim sando, su-
panha que desejamos colocar o conteddo da pagina 0 (a numeragio das piginas vaide 0 a
31) no segmento de mamdria que se inicia no endere¢o #4000 & termina no enderego #7FFF
do slot ou subslot onde esta instalada a MEGARAM, As instrugbes necessarias seriam;

OUT  (#BE).A ‘PREPARA A MEGARAM PARA CHAVEAMENTO

XOR A A=PAGINA D

LD (#4000),A ,COLOCA A PAGINA 0 ENTRE OS ENDEREGOS
#4000 E #7FFF

Sendo assim, fica claro que, no caso acima, as rotinas contidas na pagina 0 da MEGARAM
devem fazar deslccamentos (JUMP, CALL, JR) para os enderacos antra #4000 e #7FFF. Por-
lanto, devemos tomar muito cuidado na hora de programar tais rofinas. Se, por exemplo, as
inslrugbes acima fossem subslituidas pelas instrugtas

OUT  (#8E),A ;PREPARA A MEGARAM PARA CHAVEAMENTO
¥XOR A A=PAGINA 0
LD (#8000),A ;COLOCA A PAGINA 0 ENTRE OS ENDEREGOS

#8000 E #9FFF

as rotinas na pagina 0 deverlam fazer deslocamentos para os enderegos entre #8000 e #9FFF.
Agora quae ja aprendemos a chavear, vamos aprander a ler e a escrever na MEGARAM. Uma
vez chaveada, a MEGARAM estara pronta para ser lida e quase pronta para ser gravada; di-
go quase porque ainda falta uma inslrugo para podermos praticar tal agio, Para assinalar &
MEGARAM que desejamos escrover numa determinada pagina, devemos fazer uso da ins-
trugas

INA,(#8E)

Suponha, entdo, que desejamos alterar o primeiro byle da pagina 0, previsla para saer usa-
da entre os enderecos #4000 e #7FFF. Suponha, ainda, que o byle a ser ascrito nassa primei-
ra posigao da pagina 0 esteja contido no registro E e seja igual a #EB (as minhas iniciais em
digitos hexadecimais). O conjunic de instrugées a usar seria;
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LD E#EB {E=VALOR A SER GRAVADO

OUT  (#8E),A ;PREPARA A MEGARAM PARA CHAVEAMENTO

XOR A A=PAGINA 0

LD (#4000),A ;COLOCA A PAGINA 0 ENTRE OS ENDEREGOS
#4000 E #7FFF

IN A (#8E) ;PREPARA A MEGARAM PARA ESCRITA

LD AE ;TRANSFERE PARA A O VALOR A SER ESCRITO

LD (#4000),A ;ESCREVE O NOVO VALOR NO PRIMEIRO ENDE-
;RECO DA PAGINA 0

Agora qua vocé j& sabe como gerenciar a MEGARAM, que tal construir uma retina que ve-
rifiqua sa exisla ou ndo uma MEGARAM conectada ao MSX?

IDENTIFICANDO A EXISTENCIA DE UMA MEGARAM
O algoritmo de busca a ser usado & o seguinte:

1.0bter @ salvar a configuragio atual dos slots do MSX,

2.Iniciar a busca da MEGARAM palos slots principais, comegando pelo slot 0,

JVarificar se o slot principal em questao estd expandido ou néo.

4.5e o slot principal estiver expandido, iniciar uma busca em cada um dos quatro subslots
possiveis.

5.5e o slot principal ndo estiver expandido, fazer a busca da MEGARAM nesse slot.
6.Repatir os passos dnin 5 para lodos os quatro slots principais.
7.Terminada a busca, habilitar a configuragao original de slots salva no passo 1.
B.Se a busca tiver sido bem- sucedida, voltar ao BASIC com o slot @ 0 subslot (se for o caso)
onde fol encontrada a MEGARAM. Caso contrario, voltar com o valor genérico #FFFF para in-
dicar a nfo existéncia de uma MEGARAM conectada ao MSX,

O algoritmo para o lesta da existéncia da MEGARAM é o seguinte:

1.Habilitar a pagina 1 (#4000 a #7FFF) do slot & do subslot (se for o caso de um slot expandi-
do) que estiverem sendo verificados.

2.Ler e salvar o conteldo da posigan #4000 para evitar um possivel dano num programa resi-
dente em RAM normal.

3.Praparar a MEGARAM para chaveamento da pagina 0 dela na pagina 1 do slot e do subs-
lot (se for o caso) sando analisados.



244 Guia do Programador MSX
CAPS

4.Proceder ao chaveamento.
5. Preparar a MEGARAM para a operagio de escrita na pagina 0 dela.

6.Gravar o valor #EB no primeiro endereco da pagina 0 da MEGARAM, ou seja, escraver o va-
lor #EB no enderago #4000,

7.Praparar a MEGARAM para chaveamento da pagina 0 dela na pagina 1 do slot e do subs-
lot (se for o case) sando analisados.

B.Procedar ao chaveamanto,

9. Preparar a MEGARAM para operago de escrita na pagina 0 dela.

10.Ler o valor contido no endarego #4000 e comparé-lo com #EB.

11.58e o valor lido no passo 10 for diferente de #EB, chega-se 4 conclusio de que no slot e no
subslot sendo analisados ndo existe MEGARAM. Se for este o caso, voltar com a flag de car-
ry resatada (em zero).

12.5e o valor lido no passo 10 for igual a #EB, chega-se a conclusfo de que no siot & no subs-
lot sendo analisados existe uma MEGARAM conectada. Se este for o caso, voltar com a flag
da carry setada (em um).

As rotinas da ROM do MSX a serem usadas sdo as seguintes:

Nome da rotina : RDSLT

Endarago Iniclal : #000C

Modo de chamada : CALL

Par@metros de entrada : A=identificagio do slot
HL=endarego a ser lido

Parimetros de saida : A=byte lido

Registros alterados : AF.BC,DE

Neme da rotina : WRSLT

Enderego Inlclal : #0014

Modo de chamada : CALL

Pardmetros de entrada ¢ A=identificagio do slot
HL=enderego a ser modificado
E=byle a ser escrito

Par&metros de salda : Manhum

Raglstros alterados :AF.BC.D

Tabela 5.1: Rotinas usadas na verificagio da existéncia de uma MEGARAM conectada ao
sistema
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Nome da rotina : ENASLT

Enderego Iniclal : #0024

Maodo de chamada : CALL

Pardmetros de sntrada : A=identificagio do slot
HL=endarago

Pardmetros de saida : Nenhum

Registros alterados : AF.BC.DE

Nome da rotina : RSLREG

Enderaco Iniclal : #0138

Modo de chamada : GALL

Pardmetros da antrada :Menhum

Parédmatros de salda : A=conteido do registro
principal dos slots

Registros alterados H

Nome da rotina :WSLREG

Endarego iniclal 1 #0138

Modo de chamada : CALL

Parémetros de entrada : A=valor a escraver

Parametros de salda : Nenhum

Registros alterados : Nanhum

Tabela 5.1: Rotinas usadas na verificagio da existéncia de uma MEGARAM conectada ao
sislama(continuagio)

Cabe ressaltar qua o mapeamento por bits usado na identificagio de um slot obedece &
seguinte regra:

BITS DO REGISTRO A
7 6 5 4 3 2 1 0
Flag | o© 0 0 #SSlot #SPrin

onde

Flag é um bit que indica se nesta identificagio est4 incluldo ou nfio um nimero para o slot se-
cundério (#55L0T)
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#SSLOT & um par de dois bits (bits 2 & 3) qua indica o nimearo do slet secundério (entre 0 e
3)

#SPrin & um par de dois bits (bits 0 @ 1) qua indica o niimaro do slat principal (entre 0 e 3)

Tarminada a leoria, vamos para as listagens do programa que detecta a presanga da ME-
GARAM no sistema.

Listagem em assembly Z-80 do cédigo-fonte do programa que detecta a presenca da
MEGARAM:

;programa para deteclar a presenga da MEGARAM

:Compilar com o programa GENB80.COM usando a seguinte

sinlaxe:

;GENSQ PROG27.BIN=PROG27.GEN

onde PROG27.GEN & o nome do arquivo-texto com asta

Jlistagem
rdsh oequ #000c
wrsit aqu #0014
anasit aqu #0024
rslrag aqu #0138
wsirag aqu #013b
phydio aqu #0144
bufsat equ #1351
valtyp aqu #i663
argusr aqu #7ia
axptbl agu #cet
defb  #fe :simula em CP/M
defw  inicio 0 cabaecalho da
dafw fim ;um arquivo
defw inicio i-BIN
org #d100
inicio
di ;desabilita as interrupgdes
call rsireg 18 a configuragio atual

Id {confatual),a :salva em confatual



loopbusca

loopbus_1

naocachou

fimbusca

fimbus_1

Xor

call
ir
inc

inc
djnz

ir

a
hl,exptbl

b,#04
(slotatual),a
(subsatual),a
7.(hl)

nz,slotsecund

lestamega

¢ fimbusca

hl
a,(slotatual)
a
loopbusca

hi, &ttt

fimbus 1

a,(subsatual)

la
h,#00

a,#02

(valtyp),a
{argusr),hl

a,(coniatual)
wslreg

;alﬂlﬂl 1]

hl aponta para a tabala
de expansdes de slots
b=nimero de siots
principais

Salva o slot atual

nestes endaragos

o slot atual esta

expandido?

1Sim, faz a procura

inos slots secundirios

iN8o, testa a presenca da
MEGARAM no slot principal
;atual

5@ achou, val para fimbusca

:Se ndo, repets a busca no
préximo slot

Prepara a sinalizagio
ida que ndo achou a
MEGARAM

;8 volta ao BASIC

;obtém o slot/subsiot
;onde encontrou a
MEGARAM
:Prepara a volta ao
BASIC

jindica paramatro
linteiro

2 passa a indicagio
ipara o BASIC
A=config. atual
srestabelece a

config. atual

shabilita as interrupgtes
Jelorna ao BASIC

AMEGARAM 247
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;a rotina slotsecun promove uma busca da MEGARAM nos
:quatro possivels slots secundarios de um slot

principal

slotsecund
push
push

slotsec 1

rla
fla
and

and

or
sat

call

i
inc
djnz

fimslotsec

pop
pop

be
hi
a, 200
b,#04

%00001100

8,3
a,(slotatual)
%=00000011

e
7.a

(subsatual),a
tastamega

c.fimslotsec
a8
slotsec_1

hl
be
nec,loopbus_1

fimbusca

;salva os ragisiros
;afetados

:o=10, slot secundario
;b=4 slots secundarios

;a=nlm do slot secund,
:caloca o niomero nos
hits 283

;oblém samente os bils
2e3

;salva o resultado em @
;obtém o slot principal
cartifica-sa de astar
wantre0e 3

:a=0 do slot & do subslot
JIndica que ID contém
sidentificagio de subslot
;salva neste andaeraego
Jlesla a presenga da
MEGARAM

:Achou, val para fimslotsec
5e ndo, repete a busca
no préximo subslot

recupera os registros
salvos

:Se ndo achou, continua
;A busca noutro slot

Se achou, volta para

0 BASIC

:a rotina testamega testa a prasenga da MEGARAM
:num determinado slot/subslot

lastamega
push
push
push
call

be
de

hi
lasiot

;salva os ragistros
.afetados

;& o contelddo da



push af
out (#Ba).a
id e, #00
call ascshot
in a,(#8e)
Id a,ftab
call ascslot
out (#8a),a
Id a,#00
call ascslol
call laslot
cp #ab
ir z fimtesta
pop  af
d a,a
call escshot
xor a
ir fimtesta_1
fimteste
pop  af
d ea
call ascslot
scf
fimtesta_1
pop  hl
pop de
pop  bc
rat

:a rotina leslot 156 o contetdo do endaeraco

;#4000 de qualquer slot/subslot

lesiot
d

hl, #4000

pos. #4000 do slot ou
;subslot em questao

:salva o valor lido

:prepara a MEGARAM para
:chaveamento

ichavela a MEGARAM para
:apagina 0

;prepara a MEGARAM para
:escrila

‘@=valor a escraver
B5Crave

:prapara a MEGARAM para
:chaveamento

ichaveia a MEGARAM para
;apagina0

Jé o valor

;compara com o valor
:escrilo

:Sa achou, vai para fimtaste

;5e nao, recupara o valor
;original @ o repbe

:,Zara a flag de carry para
dndicar gue nao encontrou
:a MEGARAM

:Repbe o valor
original

v

indica que encontrou a
MEGARAM

recupera os
jregistros salvos

i
@ ratorna

:hl aponta para o

AMEGARAM 149
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id

call
ret

a,(subsatual)

rdsh

sendaraco a ler
woblém o ID do slot
;ou subslot

& o valor

sratorna com o valor
ilida no registro a

;a rotina escslot escrave o conteddo do registro
'8 no andere¢o #4000 de qualquer slot/subsiot

escsiol

confatual

siotatual defb

subsatual

fim

id

call

rat

dafb

defb

aqu

hi, #4000

a,(subsatual)

wrslt

#00

:hl aponta para o
endarego a ser
:modificado
;obtém o 1D do slot
;ou subslot
iescreve o valor
:contido no registro
8

relorna

:armazena a configuragao
sariginal

;armazena os registros dos
;slots principais atuais

;armazena o slot secundario
:atual

Listagem em linhas DATA do cddigo-ob|eto do programa que detecta a presenca da ME-

GARAM:

10 FOR A%=gHD100 TO gHD1BO

20 READ B§

30 POKE A%, VAL ("eH"+BS)

50 BSAVE "PROG27.BIN", 4HD100, sHD1BO
100 DATA F3,CD,38,01,32,AD,D1,AF,21,C1,FC,06,04,32,A8,D1
110 DATA 32,AF,D1,CB, 7E,20,27,CD, 64,D1, 38, 0C, 23, 3A, AE, D1



120
130
140
150
160
170
la0
150
200
210

DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
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ac,10,EA, 21, ¥9,FF, 18, 06, 3A, AF, D1, 6F, 26, 00, 3B, 02
32, 63,76,22,F8,F7,3A,AD,D1,CD, 3B, 01,FB,C9, C5,E5
1E, 00, 06,04, 78B,17,17,E6, 0C, 5F, 3A,AE, D1,E6, 03, B3
CB,FF, 32,AF, D1, CD, 64,D1, 38,03,1C,10,E7,E1,C1,D2
1¢,D1, 18, c4, C5, D5, ES,CD, 9%, D1, F5, D3, 8E, 1E, 00, CD
A3,D1,DB, 8E, 1E,EB, CD,A3, D1, D3, 8E, 1E, 00, CD, A3,D1
cD, 99,D1,FE, EB, 28, 08, F1, 5§, CD,A3,D1,AF, 18, 06, F1
SF,CD,A3,D1, 37,E1,D1,C1,C9, 21, 00, 40, 3A,AF, D1, CD
oc, 00,c9,21, 00, 40, 3A, AF,D1,CD, 14, 00, C9, 00, 00, 00
0o

Listagem do programa de teste:

100 CLS:KEYOFF

110 BLOAD"PROG27.BIN"

120 DEFUSR=&HD100:REM *** ENDEREGO DE ENTRADA DA ROTINA =™
130 A%=USR(0):REM *** A%=SLOT/SUBSLOT DA MEGARAM ™"

140 IF A%=-1 THEN GOTO 350:REM *** NAO EXISTE MEGARAM ***

150 A$=RIGHT$("00000000"+BIN$(A%),8)

160 IF MID$(AS,1,1)="0" THEN GOSUB 180 ELSE GOSUB 220

170 END
180 GOSUB 290:REM *** IMPRIME O TITULO **

190 LOCATE 0,11:PRINT "SLOT PRINCIPAL : ";

200 PRINT VAL("&B"+MID$(A$,7,2))

210 RETURN

220 GOSUB 290:REM *** IMPRIME © TITULO ***

230 LOCATE 0,11:PRINT "SLOT PRINGIPAL :=;

240 PRINT VAL("&B"+MID$(A$,7,2))

250 LOCATE 0,12:PRINT “SLOT SECUNDARIO : *;

260 PRINT VAL("&B"+MID$(AS$,5,2))

270 RETURN

280 REM *** MENSAGEM PRINCIPAL ***

290 58="LOCALIZAGAO DA MEGARAM"

300 |F PEEK(&HF3B0)>40 THEN CT%=80 ELSE CT%=40

310 LOCATE (CT%-LEN(S$))/2,8

320 PRINT 5%

330 REM *** MENSAGEM DE ERRO ***

340 RETURM

350 S$="NAO EXISTE MEGARAM CONECTADA AO SISTEMA"
360 IF PEEK(&HF3B0)>40 THEN CT%=80 ELSE CT%=40

370 LOCATE (CT%-LEN(S$))/2,8

380 PRINT S%

390 END
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Ao ser executado, o programa em BASIC acima promoverd a busca através da rotina em
linguagem de méquina que se situa a partir do enderego #D100. No retorno, a variavel A% in-
dica o sucesso ou nio da busea, como se pode ver pelo teste feito na linha 140,

UMA APLICACAO UTIL DA MEGARAM

Vocé deve estar lembrado que, no Capitulo 1, afirmei qua um método de se acelerar as
operagbes de 1O é usar buffers. Senda assim, que tal usar a MEGARAM como um superbuf-
fer de 256 Kbytes? Melhor ainda: Que tal usar esse butfer para uma copia fisica de disquetes
no padrao MSX-DOS ou MS-DOS? Para chegar ao programa que faré tal maravilha, temos de
criar mals duas rotinas: uma que parmita a transferéncia de dados da RAM normal para a ME-
GARAM e outra que parmita a transferéncia de dados no sentido inverso. A idéia é usar um
buffer de 16 Kbytes em RAM para o armazenamento temporério da 32 satores do disquete o,
depois, descarregar esse buffar em duas paginas da MEGARAM (nao se asqueca que o
conceito de paginas na MEGARAM envaolve blocos de apenas 8 Kbytes). A implamantagio
destas duas rotinas néo apresanta nenhum transtorno adicional em relagéo & implamentagio
da rotina para o teste da existéncia da MEGARAM (programa 27). As novas rotinas recebe-
ram os saguintes nomes:

RAM_MEGA transfere um bloco da RAM normal, entre os enderagos #3000 e #CFFF, para
duas paginas da MEGARAM entre os enderegos #4000 e #7FFF (uma pégina de #4000 a
#5FFF e outra de #8000 a #7FFF).

MEGA_RAM transfare um bloco de 16 Kbytes de duas paginas da MEGARAM, entre os en-
deregos #4000 e #7FFF, para a RAM normal entre os enderecos #3000 e #CFFF.

LEBOOT & o setor de boot (selor 0) para analisar o tipo de disquste.
LECONJ |& um conjunto de até 32 setores (16 Kb) do disqusta-fonte para a memaria RAM,
GRCONJ grava um conjunto de até 32 setores (16 Kb) no disquete de cépia,

N&o se intimide com as rotinas para a leitura e gravagao de selores apresentadas nas lis-

tagens abaixo. No préximo capitulo, vamos estudar essas e outras ratinas relacionadas cam
o sistema de disco do MSX.

O PROGRAMA PARA COPIA
DE SETORES USANDO A MEGARAM

Este programa se compBem de dois médulos: um em linguagem de magquina a gutro am
BASIC. Reconhego que a listagem em BASIC nao ficou muito clara, por eu nao ter colocado
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comentarios e nem espagos separando os comandos, Esta auséncia se deve ao fato de que
o programa deveria possuir no maximo 2 Kbytas, tendo em vista o carregamento dos selores
a lar/escraver a partir do enderego #3400, Vamos entdo as listagens.

Listagem em assembly Z-80 do cédigo-fonte do programa para cépla de setoras:

ipragrama para copia de setores
;Compilar com o programa GENB0.COM usando a seguinte

sinlaxe:

{GENBO PROG28.BIN=PROG28.GEN

;onde PROG28.GEN é o nome do arquivo-texto com asta

listagam

rdsh
wrslt
enaslt
rsireg
wslreg
phydio
bufsat
vahyp
argusr
axpib|

defb
dafw
dafw
dalw

inicio

loopbusca

aqu
equ
agu
aqu
aqu
aqu
aqu
aqu
equ
aqu

#fa
inicio
fim
inicia

org

di
call

Xor

#000c
#0014
#0024
#0138
#013b
#0144
#1351
#1663
#1718
#fcet
simula am CP/M
;0 cabecalho de
Jum argquive
-BIN
#d100
;desabilila as interrupgles
rsireg 16 a conliguragio atual
(confatual),a ;salva em confatual
a :amsiot 0
hl,exptbl ihl aponta para a tabela
;de expansdes da slots
b, #04 b=nimero de slots
principais
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CAPS

Id

bit

call

ir
loopbus_1

ine

inc

djnz

naocachou

fimbusca

fimbus 1

EE aagae g8

(slotatual),a
(subsatual),a
7.(hi)
nz,.slotsecund

testamega

¢ limbusca

hi
a,(slotatual)
a
loopbusca

hi, &ttt

fimbus 1

a,(subsafual)

la
h,#00

a,#02
(valtyp).a
{argusr),hl

a,(confatual)
wslrag

:Salva o slot atual
;nestes enderegos

0 slot atual esta
;expandido?

iSim, faz a procura
;nos slols secundarios
MNéo, tesla a presenga da

{MEGARAM no slot principal

:atual

iSe achou, vai para fimbusca

:Se ndo, repete a busca no

;préximo slot

;prapara a sinalizagio
de que ndo achou a
MEGARAM

;8 valta ao BASIC

;obtém o slot/subslot
;onde encontrou a
MEGARAM
;prepara a volla ao
BASIC

sindica parAmetro
sinteiro

;@ passa a indicagio
‘para o BASIC
:a=config. atual
irestabelece a

:config. atual

;habilita as interrupgdes
ratorna ao BASIC

:a rotina slotsecun promove uma busca da MEGARAM nos
:quatro possiveis slots secunddarnios de um slot

principal



slotsecund

slolsec_1

fimslolsec

push
push

rla
rla
and

and
or
set
call
ir

inc
djnz

2

be

hi

o 400
b#04

a,e

00001100

ea
a,(slotatual)
00000011

[l
7,a

{subsatual),a
tastamega

¢ fimslotsec
e
slotsec_1

hl
be

nc,loopbus_1

fimbusca

;salva os ragistros
.afetados

;e=10. slot secundario
ib=4 slots secundarios

;a=nlim do slot secund.
wcoloca o ndmerno nos
bits2e3

obtém somante os bits
2aed

salva o resultado em e
obtém o slot principal
icartifica-se da estar
antra0e 3

:a=1D do slot e subslot
sindica que 1D contém
Jdentificacao de subsiot
salva neste anderego
testa a presenga da
‘MEGARAM

;Achou, vai para fimslotsec
:Se ndo, repete a busca
:no préximo subslot

[recupera os ragislros
salvos

:Se ndo achou, continua
:a busca noutro slot

:Se achou, volta para

o BASIC

:a rotina testamega testa a presenca da MEGARAM

num detarminado slot/subslot
lestamega
push be
push de
push  hi
call laslat
push  af
out (#8a),a

:salva os registros
afetados

18 o conteldo da

pos. #4000 do slot ou
subslot em questao

:salva o valor lido

;prapara a MEGARAM para

A MEGARAM 255



256 Guia do Programador MSX

CAPS

fimtaste

fimtesta_1

;a rotina leslot & o conteddo do enderego

Pop

call
xor

pop
pop

ret

a,#00
ascshot
a,(#8a)

e, #ab
ascslot
(#8a),a

a,#00
ascslol
leslot
#ab

z limtesta
af

ea
oscslot

fimasta 1

af
8.4
ascslot

hi
da

#4000 de qualguer slot/subslot

laslot
kd hl, #4000
id a,(subsatual)
call rdsht

:chaveamento

ichaveia a MEGARAM para
;8 pagina D

;prepara a MEGARAM para
wescrila

Je=valor a escrevear
ascrave

prepara a MEGARAM para
ichaveamanto

chaveia a MEGARAM para
12 pagina 0

& o valor

Compara com o valor
ascrito

:Se achou, vai para fimteste

:Sa nap, recupara o valor
;original & o repbe

;Zera a flag de carry para
Jindicar que nao encontrou
:a MEGARAM

;Repde o valor
original

indica que encontrou a
MEGARAM

recuperaos
registros salvos

& relorna

:hl aponta parao
enderego aler
;obtém o ID do slot
ou subsiot

@ o valor



rat

-ralorna com © valor
Jlido no registro a

-a rotina escslot escreve o conteldo do registro
-a no enderego #4000 de qualquer slot/subslot

escsiot
Id

id

call

hl, #4000

a,(subsatual)

wrslt

;hl apanta para o
rendereco a sar
:modificado

:obtém o ID do slot
:ou subslot
-ascrava o valor
«conlido no registro
H:]

sretorna

ransfere um bloco de 16 Kbytes da RAM para a MEGARAM

ram_mega
di
call
in

Id
Id
Id
idir
out
Id
call

ai
rat

inimega
a,(#8a)

hi, #2400
de, #4000
b, #4000

(#Ba),a
a,(confatual)
wslreg

.desabilita as interrupgbes
‘nicializa a MEGARAM
;prepara a MEGARAM
;para ascrita

hl=and. inicial

de=end. final

bc=16 Kbytes

transtera

:a=conl. original
:habilita a config.
:original dos slots
‘habilita as interrupgdes
:retorna aa BASIC

transfera um bloco de 16 Kbytes da MEGARAM para a RAM

maga_ram
di
call

inimaga

:desabilita as interrupgbes
inicializa MEGARAM

A MEGARAM
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CAPS
Iid hl, #4000
Id de, #9400
Id bc, #4000
Idir
oul (#8a),a
Id a.(confatual)
call wslreg
al

rat

:a rotina inmega inicializa a MEGARAM.
;O paramaetro da fungiio USR do BASIC

shl=end, inicial

dae=and. final

ibe=16 Kbytes
transfera

:a=cont. original
;habilita a config.
joriginal dos slots
:habilita as interrupgBes
retorna ac BASIC

:deve indicar a pigina da MEGARAM a ser chaveada

inimega
call rslrag
Id (confatual),a
Id a,(subsalual)
Id hl, #4000
call anasit
out (#8a),a
Id a,(argusr)
Id {#4000),a
inc a
id (#6000),a
rat

|& a configuragio

;atual dos slots

;salva em conlatual
;obtém o 1D da MEGARAM
thabilita a pagina

i1 do slot da MEGARAM
;prapara a MEGARAM
;para chaveamentio
.obtém a pagina da
MEGARAM

ichavaia

xhaveia a préxima
pégina no endarego
WHE000

ratorna

i rotina leboot 16 os setores 0 do disquete-fonte & de
;destino, para comparar os tipos e obtar o nimero de
;selores a copiar. O parametro da fungio USR passa

@ nimaro do drive a analisar

laboot
Id hl,{bufsat)

Id de, #0000

id b, #01

;obtém o enderego
do butfer

de=num. do setor
aler

b=nimero de setoras



xar
id
call
id
id
Id

c, M9
a

a, (argusr)
phydio

ix,(bufset)
a,[ix+#15)
(tipofor),a

A MEGARAM

aler
c=parametlro de
Jormatagio
;zeraatlag

:de carry
:amdriva

& o boot
obtém o tipo
de formatagao
:salva em tipofor
wolta ao BASIC

:a rotina leconj & um conjunto de até 32 sotores (16 Kb)
:do disquete-fonta

leconj

r

Z5aa&E & &&

call
ret

hl, #8400
da,(argusr)

a,(numsat)

b.a
a,(tipofor)
c,a

a
a,(drive)
phydic

‘hl=and. inicial
:obtém o numero
-do salor inicial
obtém o nimero
:de setores a ler
‘colocaemb
:obtém o lipo de
Jormatagio

:zera a flag de carry
obtém o driva

‘|& o5 satores
ratorna ao BASIC

:a rotina grconj grava um conjunto de até 32 setores
(32 Kb) no disquele de destino

greon]

EEEEEE & g%

hl, #9400
de,(argusr)

a,(numsat)

b,a
a,(tipolor)
ca
a,(driva)

phydio

:hl=gnd. inicial
;obtém o nimero
:do sator inicial
:oblém o nimero
e salores aler
;l:\'.'lhr.‘a emb
:0btém o tipo da
Fformatacio
«obtém o drive
:sala a flag de carry
.l os selores

159
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CAPS
rat sretorna ao BASIC

drive daefb #00 «drive atual

numset dafb #00 ;nim. de =etoras a
Jler ou gravar

tipofar dafb #00 lipo de formatagio

andini defw #0000 :and. inicial

endfim dafw #0000 ;and, final

confatual defb  #00 ;armazena a conliguragio
original

slotatual delb #00 ;armazena o slot principal
;atual

subsatual defb #00 ;armazena o slot secundario
;atual

fim aqu -

Listagem em linhas DATA do codigo-objeto do programa para cépla de setores:

10 FOR A%=gHD500 TO &HDE51

20 READ B$

30 POKE A%, VAL ("GH"+BS)

40 NEXT A%

50 BSAVE "PROG28.BIN", §HD500, GHDES1

100 DATA ¥3,CD, 38,01, 32, 4E, D6, AF, 21,C1, FC, 06, 04, 32, 4F, D6
110 DATA 32,50, D6,CB, 78,20, 27,CD, 64, D5, 38, 0C, 23, 3A, 4F, D6
120 DATA 3C,10,EA,21,¥F,FF, 18,06, 3, 50, D6, 6F, 26, 00, 3K, 02
130 DATA 32, 63,F6,22,F8,F7, 3A, 4K, D6, CD, 3B, 01, FB, C9, C5, E5
140 DATA 1E,00,06,04,7B,17,17,E6, OC, 5F, 3A, 4F, D6, E6, 03, B3
150 DATA CB,¥T, 32, 50,D6,CD, 64,D5, 38,03, 1¢, 10, E7,E1, C1, D2
160 DATA 1C,DS,18,Cd,C5,D5,ES,CD, 99, D5, F5, D3, 8E, 1E, 00, CD
170 DATA A3,D5, DB, BE, 1E,EB, CD,A3, DS, D3, 8E, 1E, 00, CD, A3, DS

180 DATA CD, 99,D5,FE,ER, 28, ﬂﬂl‘l!ﬂ'ﬂﬂﬂniﬂl! 06, F1
130 DATA 5F,CD,A3,DS,37,E1,D1,C1, C$,21,00,40,3A,50,D6,CD
200 DATA 0C,00,C9,21, 00, 40, 3A, 50,D6,CD, 14,00,C9,F3, CD, E1
210 DATA D5,DBE, 8E, 21, 00,94,11,00, 40,01, 00, 40, ED, BO, D3, 8E
220 DATA 3A,4E,D&,CD

¢p, 3B, 01, ¥B, C9,¥3,CD, E1, D5, 21, 00, 40, 11
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230 DATA 00,94,01,00, 40, ED, B0, D3, 8&, 3A, 4E, D6, CD, 38, 01,FB
240 DATA C9,CD,38,01,32,4E,D6,3A,50,D6,21,00,40,CD, 24,00
250 DATA D3,8E,3A,F8,F7,32,00,40,3C, 32,00, 60,C9,2R,51,F3
260 DATA 11,00,00,06,01,0E,F9,AF, 3A,F8,F7,CD, 44,01,0D, 2R
270 DATA 51,F3,DD,7E,15,32,49,D6,C9,21,00,54,ED, 5B, F8,F7
280 DATA 3R, 48, 0D6,47,3A,49, D6, 4F,AF, 3N, 47,D6,CD, 44,01, C9
290 DATA 21,00,94,ED,SB,F8,F7,3A, 48,D6, 47, 3A, 49,D6, 4F, 3R
200 DATA 47,D6,37,CD, 44,01,¢9,00,00,00, 00,00, 00,00, 00,00
310 DATA 00, 00

Listagem do programa em BASIC para cépla de setores:

1000 KEYOFF:WIDTH40:CLEAR 200,&HI3FF:DEFINTA-Z

1010 CLS:BLOAD"PROG25.BIN", R:BLOAD"PROG28.BIN"

1020 DEFUSR0=&HD500:DEFUSR1=4HD5AD:DEFUSR2=2HD5CB
1030 DEFUSRA3=8HDSFD:DEFUSR4=&HD619:DEFUSR5=4HDE30
1040 DA=&HDB47:NT=4HDG48

1050 GOSUB1780

1060 IFA=1THENENDELSECLS

1070 EDI=PEEK(&HF351)+256*PEEK(&HF352)

1080 DEFFNN(ED!)=(PEEK(ED}+19)+256"PEEK(ED1+20))

1090 A=USRO(0):IFA=-1 THENGOTO2080

1100 GOSUB1130

1110 IFDD=DFTHENGOSUB1200ELSEGOSUB1340

1120 GOTO 1050

1130 S18§="DRIVE-FONTE*:S28="DRIVE-COPIA"

1140 S3%="ESCOLHA OS DRIVES":X1=(40-LEN(S38))/2-1:X2=X1+1+
LEN(S3%):Y1=9:Y2=11

1150 WINDOWX1,Y1,X2,Y2,1:LOCATEX1+1,Y1+1:PRINTS3$:LOCATE1,0
PRINTS1$:.LOCATE21,0:PRINTS2$:C=0:D=0

1160 MENU1,0,21,0,11,9.A

1170 IFA=0THENGOSUB1480:DF =A:C=1:IFD=1THENRETURNELSEGOTO
1160

1180 IFA=1THENGOSUB1480:0D=A:D=1:IFC=1THENRETURN

1190 GOTO1180

1200 DA=DF;GOSUB1960:CLS

1210 A=USR3(DF):N1=FNN(EDI)

1220 X1 -U?{E-Ed‘l"l 2 Y2ul

1230 WINDOWX1,Y1,%2,Y2,1

1240 LOCATEX141,Y1+2:PRINT"DISCO-FONTE : *;CHR$(&H41+DF):
LOCATEX1+1,Y2-2:PRINT"NUM. DE SETORES:";N1

1250 DA=DD:GOSUB1980

1260 A=USR3(DD):N2=FNN(ED!)

1270 X1=12:X2=36:Y 1=10:¥2=16

1280 WINDOWX1,Y1,X2,Y¥2,1
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CAPS

1290 LOCATEX1+1,Y142:PRINT"DISCO DA COPIA : “:CHR$(&H414+DD)
LOCATEX1+1,Y2-2:PRINT*NUM. DE SETORES:";N2

1300 GOSUB2080

1310 IFN1=N2THENGOTO1840

1320 GOSUB15%0

1330 RETURN

1340 S1%5="COLOAUE OS5 DISQUETES NOS DRIVES™

1350 GOSUB1900:.CLS
1360A=USR3(DF):N1=FNN(ED!):A=USR3{DD):N2=FNN(ED!)

1370 X1=0:X2=241=2:¥2=8

1380 WINDOWX1,Y1,%2,¥2,1

1390 LOCATEX1+1,¥1+2:PRINT"DRIVE : ";CHR%(&H41+DF)

1400 LOCATEX1+1,Y2-2:PRINT"NUM. DE SETORES:";N1

1410 X1=X14+12:X2=X24+12:Y1=Y148:¥2uY 248

1420 WINDOWX1,¥1,X2,¥2.1

1430 LOCATEX141,Y142:PRINT"DRIVE ; “:CHR$(8H41+DD)
LOCATEX1+1,Y2-2:PRINT"NUM. DE SETORES:*;N2

1440 GOSUB2080

1450 IFN1==N2THENGOTO 1840

1460 GOSUB1590

1470 RETURN

1480 IFA=OTHENX1=1ELSEX1=21

1490 X2=X1+8:Y1=1:Y2=4

1500 LOCATEX1-1,Y1+1:PRINT" ".LOCATEX1-1,¥Y1+2:PRINT"*:
LOCATEX2+1.¥14+1:PRINT" ":LOCATEX2+1,¥1+2:PRINT" "

1510 REVERSE,.0,1

1520 WINDOWX1,¥1,X2,Y2,1

1530 LOCATEX1+1,Y1+1:PRINT"DRIVE A"

1540 LOCATEX1+1,Y1+2.PRINT"DRIVE B"

1550 MENUXT+1, Y141, X141, ¥142,7.1,A

1560 REVERSE,,0.1

1570LOCATEX1-1. Y14+ 1+A:PRINT > LOCATEX2+1,Y1+1+APRINT <~
1580 RETURN

159001 =N1-(N1MOD512):02=MN1-{(N1-Q1)MOD32):03=N1

1600 FORX=0TOQ1-15TEP512
1610DA=DF:PG=0:N5=32:POKEDR,DA:POKENT NS:IFQ1=0THENQL=02-1
ELSEQL=X+511

1620 IFDF=DDTHENGOSUB1860

1630 FORY=XTOOQLSTEP32:51=Y.GOSUB2000:A=USR4(Y):A=USR1{PG):
PG=PG+2:NEXTY
1640IFQ1=0THENNS=N1-02:POKENT,N5:5I=02:GOSUB2000:A=USR4
(Q2):A=USR1(PG)

1650 DA=DD:PG=0:NS=32:POKEDR,DA:POKENT NS IFDF=DDTHENGOSUB
1980

1860 FORY=XTOOLSTEP32:51=Y.GOSUB2020:A=USR2(PG):A=USR5(Y):
PG=PG+2.NEXTY
1670IFQ1=0THENNS=N1-02:POKENT,NS:SI=02:GOSUB2020:A=USR2
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(PG):A=USR5(Q2):GOTO1770

1680 NEXTX

1690 DA=DF:PG=0:NS=32:POKEDR,DA:POKENT, NS:IFDF=DDTHENGOSUB
1980

1700 FORY=01TOQ2-1STEP32:Sl=Y:GOSUB2000:A=USR4(Y):A=USR1
(PG):PG=PG+2:NEXTY

1710 IF(Q2=Q3ANDDF=DD)THENGOSUB 1980
1720IFQ2-Q3THENPG=0:DA=DD:POKEDR,DA:FORY=Q1TOQ2-1STEP32:
S1.Y:GOSUB2020:A=USR2(PG):A=USRS5(Y):PG=PG+2:NEXTY:GOTO1770
1730NS=Q3-Q2:POKENT NS:Sl=02:GOSUB2000:A=USR4(Q2):A=
USR1(PG)

1740 DA=DD:PG=0:NS=32:POKEDR,DA:POKENT,NS:IFDF=DDTHENGOSUB
1980

1750 FORY=Q1TOQ2-1STEP32:Sl=Y:GOSUB2020:A=USR2(PG):A=USRS
(Y):PG=PG+2:NEXTY

1760NS=0Q3-02:POKENT NS:S1-02:GOSUB2020:A=USR2(PG):A=USR5
(Q2)

1770 RETURN

1780 CLS:S1$="COPIA DE DISQUETES? SIM":52$="NAO"

1790 X1m(40-LEN(S1$))/2:Y1=11:LOCATEX1,Y1:PRINTS1$

1800 X1=X14+LEN(S1$)-3:LOCATEX1,Y141:PRINTS2§

1810 MENUX1,Y1,X1,Y141,3,1,A

1820 REVERSE, 0,1

1830 RETURN )

1840 S$1$="0 DISQUETE DE COPIA E DIFERENTE":S28="DO DISQUETE-FONTE"
1850 CLS:BEEP:X1=(40-LEN(S18))/2:X2=X1+14LEN(S1$):Y1=10

¥2=13

1860 WINDOWX1,Y1,X2,Y2,1
1870LOCATEX141,Y141:PRINTS1$:LOCATE(40-LEN(S28))/2,
¥14+2:PRINTS2%

1880 GOSUB2080:GOSUB1780

1890 IFA=1THENCLS:END:ELSECLS:RETURN1070

1900 S2§=" PRESSIONE QUALQUER TECLA"

1910 X1=(40-LEN(S1$))/2-1:X2=X1414LEN(S18):Y1=20:Y2=23

1920 GOSUB2070

1830 WINDOWX1,Y1,%2,¥2 1
1940LOCATEX1+1,Y1+1:PRINTS1$:LOCATE(40-LEN(S2$))/2,Y2-1:PRINTS2$
1950 IFINKEY$="THEN1950ELSEGOSUB2070:RE TURN

1960 S1$="COLOQUE O DISQUETE-FONTE EM “+CHRS(&H41+DA)+™ "
1970 GOSUB1900:RETURN

1980 518="COLOQUE O DISQUETE DE COPIA EM "+CHR$(&H41+4DA)+" =
1990 GOSUB1900:RETURN

2000 S1$="LENDO DO SETOR"+STR$(S!)+" AO"+STR$(SHNS-1)

2010 GOSUB2040:RETURN

2020 $1$="GRAVANDO DO SETOR"+STR$(SI)+* AO"+STRS(SHNS-1)
2030 GOSUB2040;:RETURN
2040CLS:X1=(40-LEN(S18))/2-1:X2=X1+14LEN(S15):Y1=10:Y2a12
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CAPS

2050 WINDOWX1,¥1,X2.¥2,0

2060 LOCATEX1+1,Y1+1:PRINTS15:RETURN

2070 FORA=Y1TOY2:LOCATED A:PRINTSTRINGS(38," ");:NEXTA:RETURN

2080 S1%$="PRESSIONE QUALQUER TECLA":S2%="PARA CONTINUAR":
GOSUB1910:RETURN

2090 51§="SISTEMA SEM MEGARAM COMNECTADA":S25="IMPOSSIVEL CONTI-
NUAR-:GOSUB1910:CLS:END

Apesar de confusa visualmante, a listagem em BASIC acima n#o & dificil de ser entendi-
da. A majeor parte das sub-rotinas & dedicada a exibir mensagens ou menus, sendo qua ape-
nas trés lidam com o acesso ao disco: uma sub-rotina para comparar os disquetes na cdpia
usando apenas um drive, outra para fazer a mesma comparagio usando dois drives e, por Glti-
mo, uma rotina dedicada Unica e exclusivamente & copia.

Ao execular o programa acima, vocé vai parceber uma disparidada entre a velocidade do
processo de leitura, que & razoavelmentea rdpide, e a velocidade do processo de gravagho, qua
& muito lanto. Tal disparidade sera corrigida no Capitulo 7, quando estudaremos o acesso di-
reto dos drives.

Com o programa acima, terminamos o estudo da MEGARAM num exemplo prético. As ro-
tinas apresentadas para o acesso da MEGARAM sao extramamanta flexiveis, sendo por isso
mesmo facilmante adapladas a novas candigbes. No prdximo capitulo, vamos estudar o am-
bienta do MSX-DOS e as rotinas que ele ofaraca.

BIBLIOGRAFIA RECOMENDADA

INTRODUGAO A LINGUAGEM DE MAQUINA PARA MSX - Eduardo Alberto Barbosa - Rio
de Janairo - CIENCIA MODERNA COMPUTAGAO LTDA.

APROFUNDANDO-SE NO MSX - EDITORA ALEPH

PROGRAMAGAD AVANGADA EM MSX - EDITORA ALEPH



Capitulo 6

O SISTEMA DOS

Apesar de nao ser uma interface das mais amig4veis, pois necessita que o usuario conhega
os comandos de antemao, o sistema DOS (do inglés Disk Oparaling System=Sistema Ope-
racional de Disco) é bastante poderoso @ varsatil. "Mas, se é tao poderoso e versatil, por que
néo & amigavel?" Ocorre que o sistema operacional para o MSX (o MSX-DOS) esta baseado
no sistema CP/M, criado nos fins da década da 70. Ora, os microcomputadores daguela épo-
ca nao possulam nem um tergo da capacidade grafica, ou mesmo de processamento, dos
micros atuais. A versatilidade e o poder do CP/M nio pedem ser contestados, pols trata-se de
um sistema que quebrou as barreiras entra os diversos padrbes de microcomputadores da
época (TRS-80, Apple, etc). O que sa pode conlestar ¢ a sua adaptagio a microcomputadores
que oferecem telas coloridas em alta resolugio, maior capacidade de armazenamento em dis-
quetes e maior velocidade de processamento. Nao podemos nos esquecer que o padrao de
armazenamento nos fins da década de 70 eram os disquetes de 5 1/4" com 180 Kbytes far-
matados. Ora, hoje ja temos disquetes armazenando 1,44 MBytes. "Mas, entdo, por que o sis-
tema operacional escolhido para o MSX foi o CP/M?® Acredito que tal escolha se deve a um
motivo basico: custo. Por que inventar um nova sistema operacional para um micro de 8 bits
(nfo podemos deixar de levar em conta que, quando o MSX foi langado, 0s micros de 16 bits
ja estavam se impondo com um padrao) se ja exislia um pronte usando © mesmo procassa-
dor, amplamente testado & com uma farta biblioteca de programas? Acho, sinceramenta, que
foram esses os motivos que pesaram na escolha de um sistema operacional para o MSX.
"Ent&o, quer dizer que nunca podarei ter uma interface amigével do tipo Windows no meu
MSX 7" Nio exatamente. Vejamos o caso do MS-DOS versdo 4.01, que nada mais é do que
um conjunto de programas que, sendo executados sob o DOS, implementam uma interface
grafica bastante amigavel. No MSX, pode-se repetir o mesmo efeito sem grandes malabaris-
mos, a nao ser a possival exigéncia de um acessorio tipo MEGARAM, para suprir as necessi-
dades de meméria de taltipo de programa. Mas, para implementa-lo, temos da conhacar o gue
ofarece o MSX-DOS.

0 MSX-DOS

Vocé poda ficar surpreso, mas a parte principal do MSX-DOS ndo esta contida no chama-
do disqueta do sistema, & sim numa meméria ROM (somente para leitura) contida no carlucho
da interface do drive. E nessa meméria que se encontram as rotinas para o acesso ao driva,
antre slas a rotina para leilura/gravagao de setores, a rotina para formatagao da disquetes @
divarsas rotinas para o garenciamento dos arquivos. "Mas, entio, o que fazem os programas
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do disquete de sistema?" Simples: O disquete de sistema do MSX & composto basicamente
por dois arguivos:

MSXDOS.SYS que inicializa o ambiente do DOS & carrega o interpretador de comandos.
COMMAND.COM que & o responsaval pela interpretagio e execucac de comandos como
DIR, COPY, sic.

Para funcionar, o arquivo COMMAND.COM faz chamadas constantes 4s rotinas contidas
na ROM da interface do drive. Feitos os esclarecimentos, vamos  apresentagao das fungbes
disponiveis no DOS, Antes, porém, cabe ressallar gue lal conjunto de fungdes recebe o noma
genérico da BDOS,

AS FUNCOES DO BDOS

Estas fungdes estdo disponivais tanta no M5X-DOS como no BASIC da Disco, variando
somenta o endereco de chamada.

COMANDO DE CHAMADA

DO BDOS
MSX-DOS CALL #0005
BASIC DE DISCO CALL #F37D

Todas as fungBas abaixo foram implementadas visando uma compatibilidade quase gue
total com o ambiente CP/M. Digo quase total porque existem algumas pequenas diferencas a
nivel de enderagos de memdria, tamanhos de buffers, elc., mas qua no conjunto ndo chegam
acompromeler a pseudocompatibilidade. O fato é que conseguimos executar no MSX-DOS
os grandes sucessos do CP/M, coma Supercale 2, Dbase I, Turbo Pascal, atc.

Para se ativar uma das fungtes abaixo, deve-se adotar o seguinte procedimento:

1.Carregar o registro G com o nimero da fungio a ser executada.
2.Carregar os registros DE e HL (se for o caso) com os valores apropriados.

3.Fazer uma chamada para o endereco inicial do BDOS (#0005 no MSX-DOS e #F37D no BA-
SIC de Disco)
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Fungao #00 : Esta fungdo provoca o reinicio do sistema. Mo caso da saida de um programa
demasiadamente grande @ que, por isso, alterou a memdria da farma impravisivel, torna-se
necessarna a chamada desta fungio para o carmegamaento do arquivo MSXDOS.5YS ou equi-
valenta. Da forma geral, esta fungfo limpa todos os buffars e retorna para o modo de coman-
do do DOS (A=). No BASIC de Disco, esta fungio simplesmente reiniclaliza todo o sistema
com um efeito igual ao de desligar e ligar o computador.

Fungao #01 : Esta fungio faz a leitura de uma tecla com eco na tela. O termo eco eslé rala-
cionado ao fato de que o caractere correspondenta a tacla lida & também impresso natela. O
codiga ASCI| do caractere da tecla lida ratorna no registro A.

Fungdo #02 : Esta fungdo imprime na lela o caractere cujo codigo ASCI se encontra no re-
gistro E. Vioc também pode usar esta fungio para impressdo de caracteres de controle, j&
que o terminal emulado pelo MSX é o VT-52. Os cddigos de controle devario ser pracedidos
do codigo escapae (#1B=27), da modo que voca devera, neste caso, fazer duas chamadas a
esta fungio: uma com o cddigo escape e outra com o codigo do caractere de controle, Os codi-
gos de controla sao:

ASCI HEXA ACAOD

ESC.J 1B,EA Limpa a tela

ESC.E 1B.45 Limpa a tala

ESCK 1B.4B Limpa do cursor ao
fim da linha

ESC.J 18,44 Limpa do cursor ao
fim da tela

EsC,I 1B.6C Limpa toda a linha
onde se enconlra o
cursor

ESC.L 1B AC Insere uma linha em
branco

ESCM 1B,4D Apaga a linha onda
58 anconira o
cursar

ESC.Y.SP+L.SP+C 1B.59,204+L,20+C Posiciona o cursor

nas coordenadas L,C,
onde L=linhae C=
coluna da tela
ESC.A 1B,41 Mova o cursor uma
linha para cima
ESC.B 1B,42 Maove o cursor uma
linha para baixo
EsSC.C 1B,43 Mova o cursor uma
coluna para a
direita
ESCD 18,44 Move o cursor uma
coluna para a
esquerda
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ESC.H 1B.48 Caoloca o cursor nas
coordenadas (0,0)
ESCx 4 1B,78.34 Cursor cheio
ESC.y.4 1B,79.34 Cursor sublinhado
ESC.x,5 1B,78,35 Acende o cursor
ESC.y.5 1B,79,35 Apaga o cursor

Fungaio #03 : Esta fungio espera a chegada de um caractere pela pora sarial (modem, por
exemplo), cujo codigo ASCI| serd colocado no registro A. Durante a execugao desta rotina, &
possivel o uso da combinagio CONTROL-S no taclado para suspender a leitura da porta se-
rial. Infelizmente, esta funglo néo funciona nos modems que ndo seguem o padrao MSX (até
o fechamento desta livro, nenhum modem para o MSX seqguia o padrio).

Fungio #04 : Esta fungiio envia para a porta serial o caractere cujo codigo ASCII se encon-
tra no registro E. Parmanecem vélidas as duas observagtes feitas na fungao anteriar.

Funclio #05 : Esta fungdo envia para a impressora (porta paralela) o caracters cujo codigo
ASCII se encontra no registro E. Da mesma forma que nas duas rotinas anteriores, & feita uma
varificagio do teclado para detectar um possivel CONTROL-S que suspenda o envio do ca-
ractere para a imprassora.

Fungéo #06 : Esta fungdo faz uma laitura direta do teclado com funcionamento semelhante
a0 da fungéo INKEY$ do BASIC. Se na chamada a esta fungio o registro E armazenar o va-
lor #FF, na volta o registro A conteré o cédigo ASCII da tecla prassionada, Mas,se na chama-
daoregistre E armazenar qualquer valor diferenta de #FF, estafungao imprimira primeirameante
o caractera cujo codigo ASCII esta na tala, procedendo em seguida a leitura do teclado, com
o codigo'ASCII da tecla pressionada retornando em A. Seo ragistro A voltar com o valor #00,
assuma-se que nao fol pressionada nenhuma tecla,

Funglio #07 : Esta fungio faz uma leitura direta do teclado com aspara. O seu funcionamen-
1o & muito semelhante ao da fungdo INPUT$(1) do BASIC. O cédigo ASCIl da tecla pressio-
nada retorna no registro A.

Fungfio #08 : Esta funglo é idéntica & fungéio #01, diferindo apenas no eco para a tela, pois
o caractere lido ndo & enviado para sla.

Funcfio #08 : Esta funglio imprime uma string na tela, Na chamada, o par de registro DE da-
vara apontar para o enderago de memdria que contém o primeiro caractere da string a serim-
pressa. A string davera terminar com o caractere $ (#24), que ndo sera impresso,

Fung#o #0A : Esta fungio |é toda uma linha, funcionando de modo semelhante & fungao LINE
INPUT do BASIC. Ela apresenta a vantagem de podermos definir o comprimento da linha a
ser lida. Assim sendo, o par DE na chamada deve apontar para um buffer com a seguinte as-
trutura:



O SISTEMA DOS 268

Primeiro byte : NOmero de caracteres a ler
Segundobyte  : NOmero de caracteres lidos
Tercairo byte : Primairo caractara lida
Quarlo byla : Segundo caractere lido

Fica claro que os caracteres lidos serdo colocados a partir da terceira posigao do buffer. A lei-
lura lermina assim que seja pressionada a tecla Enter/Return. Note que devemos fornecer na
primaira posigio do buffer o nimero maximo de caracteres a ler. Se o nimaro de caracteres
lidos ulirapassar essa limite, o sistlema emile um beep para cada caractere extra, sendo gua
iodos os exiras serfo ignorados. Note que vocé podera usar a tecla de BackSpace (BS) para
aditar a entrada. No retorno, a segunda posigio do buffer indicard o nimero de caracteres Ii-
dos.

Fungéo #0B : Esta fungdo faz uma verificagio direta do teclado nos moldes da fungao INKEY$S
do BASIC. Se o registro A apresantar o valor #FF no relorno, alguma lecla foi pressionada; ja
so apresentar o valor #00, nenhuma tecla foi pressionada. Esta fungio detecta as teclas de
contrale, como CONTROI-P @ CONTROL-C, tomando as decisbas apropriadas.

Fungdo #0C : Esta fungio retora com o ndmero da versio do DOS instalado. No caso do
MSX-DOS, o registro HL relorna com #0022, indicando uma compatibilidade com o sistema
CP/M versao 2.2.

Fungéo #0D ; Esta fungio promova uma atualizagio dos dados do disqueta (tipo, nimaro de
arguivos, etc.) contidos nos buffers do MSX-DOS. Tenha o cuidado deo usar esta fungio so-
manle na troca da disquetes, pois todos os bulfers (incluindo os FCBs) sardo apagados.

Fungéo #0E : Esta lungiio seleciona um drive como default. O registro E devera armazenar o
drive “'_,A“ I-F. otc.) que se tornard o default.
a 17

Fungio #0F : Esta fungio abre um arquivo. O par DE deve apontar para @ FCB do arquive
que se deseja abrir. Note que esta operagio ¢ absolutamente necessaria para se iniciar uma
laitura. Se o ragistro A aprasentar o valor #00 no retorno, o arquive existe; ja se aprasentar o
valor #FF, o arquivo ndo foi encontrado. Por esta razdo, essa fungdo & muito utilizada para se
daescobrir sa um determinado arquive existe ou nao. S6 um lembrate: o par DE deve apontar
para o FCB de um arquivo nio aberto.

Fungdo #10 : Esta fungio dave ser exacutada apos a etapa de gravagio de registras num ar-
quivo. Ma entrada, o par DE deve apontar para o FCB do arquivo recém-gravado. E absoluta-
menle indispensavel chamar esla fungio apds a gravagao de novos registros em qualquer
arquivo, caso contrario, a entrada do arquivo correspondenta no diratdrio nfo sera atualizada,
o que, por sua vez, conduzird & parda de todos os dados do arguivo em questdo.

Fungdo #11 : Esta fungio procura o prifmeiro arguive no diretdro cujo nome combine com a
descricio contida no FCB apontado palo par DE. A descriglo contida no FCB pode fazer use
do caractare coringa ~7°, Se o regisiro A apresentar o valor #00 no retorno, fol encontrado um
arquivo que corresponde & descriglo feita no FCB, caso contrério, o registro A relorna com o
valar #FF. O FCB do amquivo encontrado é colocado a partir do primeiro byte do DMA.
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Fungdo #12 : Esta fungo procura o priximo arquivo no diretdrio cujo nome combine com a
descrigio contida no FCB apontado pelo par DE. Permanecem validas todas as observagfes
feitas na fungao #11.

Fungéo #13 : Esta fungio deleta o arquivo cujo FCB é apontado pelo par DE. Se o registro A
aprasantar o valor #00 no relorno, o arquivo foi deletado com sucesso, caso contrario, o regis-
tro A retorna com o valor #FF. Obsarve que o FCB pods conter o caractara coringa *77, san-
do que, neste caso, serlo apagados todos 0s arguivos cujos nomes se cormespondam com a
aspecificagio contida no FCB.

Fungio #14 : Esta fungio 1& um bloco de 128 bytes de um arquivo seqllencial cujo FCB &
apantado palo par DE. O bloco de 128 bytes é coloccade no DMA. Se o regisiro A aprasentar
o valor #00 no retorno, o bloco fol lido com sucesso; se aprasentar o valor #01, foi lido o Glti-
mo bloco da 128 bytes do arquivo e, por Ultimo, se aprasantar o valor #02, houve algum lipo
de erro de leitura.

Fungdo #15 : Esta fungio grava um bloco de 128 bytes num arquivo seqliencial cujo FCB &
apontado palo par DE. Os 128 byles a serem gravados devem estar no DMA. Se o registro A
aprasantar o valor #00 no retorno, a gravagho foi feita com sucesso; ja se apresantar o valor
#01, hafalta de espago livre no disco. Qualguer outro valor indica uma situagio de erro de gra-
vagao,

Funcéio #16 : Esta fungio cria um arquive no disco. Na enlrada, o par DE deve apontar para
o FCB do arquivo a ser criado. Se o registro A apresentar o valor #00 no retorno, o arquivo foi
criado com sucesso; j4 se apraseniar o valor #FF, ndo existe mais espago no direldrio para a
criagio de um novo arquivo.

Fungéo #17 : Esta fungio renomeia um ou mais arquivos. Na enlrada, o par DE deve apon-
tar para o FCB do arguivo ou arquives (no caso do FCB conter o caractere coringa *7") a se-
rem renomeados. Na primeira posigio do FCB, devemos colocar o driva (1=A, 2=B, eic.) do
arguivo a ser renomeado, seguido do seu nome entre as posigbes 2 e 12. A partir da décima
oitava (FCB+#11) posicio, devemos colocar o novo nome que o arquivo recebera. Se o regis-
tro A apresentar o valor #FF no retorno, o arquivo nio foi encontrado; ja se apresentar o valor
#00, o arquivo foi encontrado e renomeado com sucesE0.

Fungéo #18 : Esta fungdo reterna com os 16 bits do par HL setados de acordo com os drives

presentes no sistema. Assim sendo, o bit 0 de L representa o drive A, o bit 1 o drive B @ assim
por diante, até um méximo de 16 drives.

Fungfio #18.: Esta fungdo retorna no registro A com o nimero do drive default atual (0=A, 1=B,
atc.).

Fungdo #1A : Esta fungdo define o enderego inicial do DMA. Na chamada, o par DE deve
conter o enderego de memdria a ser ocupado palo DMA. No reset de disco (fungho #0D) e na
iniclalizacio do sistama, o DMA é ajustado automalicamente para o anderego #0080.

Fungéo #1B : Esta fungdo retorna com algumas infermagbes a respeito do disquete no drive
a ser analisado. Na entrada, o registro E deve conter o nimero do drive (1=A, 2=B, atc.). Se o
ragistro A apresentar o valor #FF no retomno, a espeacificago feila para o drive ndo foi vilida,
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caso contrario, o registro A relorna com o nimero de setores por aglomerado, o par BC com
o tamanho do setor em bytes {512 bytes), o par DE com o nimero total de aglomerados no
disquete, o par HL com o nimero de aglomerados livres, o registro 1Y aponta para uma copia
da FAT do disquata na RAM a, por Gltime, o registro X aponta para uma area (BPB) na RAM
que contém as Informagdes necessérias sobre o disquete no drive analisado.

Fungéo #1C : Estafungio ndo esta implementada no MSX-DOS, No CP/M, ela ativa a protegio
contra escrita de um determinado disquete.

Fungao #1D : Esta fungio ndo estd implemeniada no MSX-DOS. No CP/M, ela retorna no par
HL com os drives protegidos contra gravagao.

Funcao #1E : Esta fungao nao esta implementada no MSX-DOS. No CP/M, ela retorna com
os atributos (somente para leitura, etc.) do arquive cujo FCB & apontado pelo par DE.

Fungao #1F : Esta fungio nfo esta implementada no MSX-DOS. No CP/M, ela retorna no par
HL o enderego de memdria onde estdo os parametros do disquete no drive default.

Fungdo #20 : Esta fungio ndo esta implemantada na MSX-DOS. No CP/M, ela retorna com o
cédigo do usudrio.

Fungdo #21 : Estalungio ativa a leitura randdmica de um registro do arquivo cujo FCB & apon-
tado pelo par DE. Ao ativar asta fungao pela primeira vez, devemos colocar nas posigbas 14
e 15 (#0E e #0F) do FCB o tamanho do registro a ser lido, e nas posigdes de 32 a 36 (#20 a
#24) o nimero do registro, comegando palo valor zero. Assim sendo, se quiséssemos ler o re-
gistro 0 (primeiro registro) de um arquivo onde os regisiros apresentam o tamanho de um byte,
tariamaos de colocar na posigao 14 do FCB o valor #00, na posigio 15 o valor #01 & nas po-
sighaes de 32 a 36 o valor #00. Se o registro A apresentar o valor #00 no retorno, a lsitura foi
bem-sucedida; se o valor for #01, foi lido o Ghimo registro do arquivo e, por dltimo, se o valor
for #02, houve problemas na leitura.

Fungéo #22 : Esta fungao aliva a gravagao randomica de um ragistro para o arquivo cujo FGB
é apontado pelo par DE. Os parametros de entrada desta rotina s80 os masmos da rotina #21.
Se o registro A apresentar o valor #01 no refarno, o disco ndo apresenta mais espago livre pa-
ra armazenameanto; se o valor for #00, a operagio foi completada com sucesso e, por Gltimo,
no caso de qualquer outro valor, houve algum tipo de erro de gravagao,

Funcéo #23 : Esla funglo relorna com o tamanho do arquivo nas posigbes de 32 a 36 do FCB
apontado pelo par DE. Se o registro A apresentar o valor #00 no reforno, a operagio foi com-
pletada com sucesso; [4 se apresentar o valor #FF, o arquivo n&o fol encontrado.

Funglo #24 ; Esta fungio |8 o préximo registro randdmico do arquivo cujo FCB é apontado
pelo par DE. A leitura & feita apds o incremento do ndmero do registro no FCB.

Funcfio #25 : Esta fungdo ndo esta implementada no MSX-DOS. No CP/M, ela serve para rei-
niciar o drive apts uma parada prolongada ou uma troca de disquetes.



272 Guia do Programadar MSX
CAPG

Fungao #26 :Esta fungéo faz a gravagio de varios registros randomicos de uma sé vez. Na
antrada, o par DE deve, como sempre, apontar para o FCB do arquivo. Observe que, no caso
de registros randémicos, existe um campo do FCB que indica o tamanho de cada registro @
outro qua indica o nimero do registro atual. Baseado no tamanho de cada registro e no nLL'J me-
ro do registro atual contidos no FCB, o sistema grava um determinado nimero de ragistios
passados pelo par HL. Se o registro A aprasentar o valor #01 no retorne, ndo existe espago
suficiente no disquete para gravagio dos registros; j4 se apresentar o valor #00, a gravagao
foi bem-sucedida. Ao retornar da fungdo, o par HL apresenta o nimero de registros efetiva-
menta gravados, No caso de falta de espago no disquete, o arquivo fica setado com ¢ tama-
nho dado pelo FCB dele.

Fungdo #27 : Esta fungio faz a leitura de varios registros randdmicos de uma sé vez. Na en-
irada, o par DE aponta para o FCB do arquivo, e o par HL conlém o nimero de registros a lar.
Para esta fungdo valem os comentarios feitos na fungio #26 sobre os campos do FCB rela-
cionados acs arquivas randémicos. Se o registro A apresantar o valor #01 no relorno, foi én-
contrado o fim do arquivo (EOF); ja se apresentar o valor #00, foram lidos com sucesso todos
os regisiros indicados por HL. Ao retornar desta lungao, o par HL apresenta o ndmero de re-
gistros lidos,

Funcdo #28 : Alé o fechamento desle livro, ndo consegui encontrar uma ulilidade pratica pa-
ra asta fungao que, ao que pareca, funciona de modo semalhante a fungio #22, embora preen-
cha os bytes restantes do DMA (considerando um tamanho de 128 bytes para o DMA) com
Zaros.

Fungao #29 : Esta fungdo ndo esta implementada no MSX-DOS.

Funcdo #2A : Esla funcgao retorna com a data atual. O par HL contém o ano; o registro D o
més (1=Janeiro, 2=Favarairo, elc.); o registro E o dia; @ o registro A o dia da semana (0=Do-
mingo, 1=Segunda-feira, elc.).

Fungso #2B : Esta fungdo modifica a data atual. Os pares DE e HL deverdo conter a infor-
magao nacassdria, conforma descrilo na fungao #2A.

Fungfo #2C : Esta fung3o retorna com a hora atual. O registro H contém as horas; o L os mf-
nutos; o D os segundos; e o E os cantésimos de sagundo,

Fungéo #2D : Esta fungio acerta a hora atual. Os pares DE e HL deverao conter a informagio
nacassaria, conforme descrito na fungio #2C.

Fungéo #2E : Esta fungao ativa e desaliva a verilicagao de escrita. Infelizmente, varia de sis-
tema para sistema, de modo que aconselho vocé a evita-la.

Funcao #2F : Esta fungao faz uma leitura direta de satores. Na entrada, o par DE devera apra-
santar o nimero do primeiro setor a lar; o registro H o ndmero de setores a lere o registro Lo
drive (s 8l qua contém o disquete a ser lido, Os sefores serfo colocados saqiien-
cialmante a partir do DMA. No retorno, a flag de carry indica se houve ou néio um erro de lei-
tura (C=arro, NG=Sam arro),
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Fungfo #30 : Esta fungio realiza uma gravagio dos setores armazenados na memdria a par-
tir do DMA. Os parametros de entrada e de saida s&o exalamente os mesmos da funglio #2F.

Apresentadas as fungbes, vamos passar & andlise da estrutura do FCB no MSX-DOS (e,
por tabela, no BASIC de Disco) que, como vimes, & uma pega fundamental na manipulagio

dos arquivos.

A ESTRUTURA DO FCB

O FCB vam da abreviago da Fila Control Block, qua em inglés quer dizer Bloco de Controla
de Arquivo. O nome é bastanle apropriado. A fungio realizada por este paqueno buffar, qua
ocupa 36 bytes da memdria RAM, é a de conlrolar parmanentemanta as informacgbes vilais da
um arquivo: o tamanho e o tipo, a data e a hora de eriagio, alc. Vejamos, entfo, a sua astru-

tura;

Byte
0

1a8
g9aii
12

13

14

16
16a19
20a21

22a23

24 ad
3z

33a36

Fungado

Nimero do drive: O=default, 1=drive A,
2=driva B, ate.

Nome do arquivo

Extensdo do arquivo

Campo de extansio

Reservado

Valor LSB do tamanhao do registro randdmico
Valor MSBE do tamanho do registro randémico
Tamanho do arquivo em bylas

Data da criaglo ou modificagdo do arquivo:
Bits F a 9=ano (0=1980, 119=2089)

Bits 8 a 5=més (1 a 12)

Bits 4 a O=dia (1 a 31)

Horério da erlagdo ou modificagio do arquivo:

Bits F a B=horas (0 a 23)

Bits A a 5=minutos (0 a 59)

Bits 4 a O=segundos (0-29)

Raservados

MNimero do registro relativo aos 128 bytes do
bloco de um arquivo seqliencial

Numera do registro randdmico

Tabala 6.1: A astrutura do FCB.
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Para completar o conjunto de informagfes necessarias 4 construgio de programas usan-
do o sistama de disco, precisamos ter acesso a algumas informagfes contidas no setor de
boot (o setor zero) do disquele.

O SETOR DE BOOT NO MSX-DOS

O selor de bool esla organizado em duas dreas: uma #@rea de dados, que se eslende da
posigao #00 a posigao #1D, e uma area com a rotina de partida (boot), gue se eslende da po-
sigio #1E em diante. Vamos comegar pela area de dados:

Byte Fungéo
#00 o 4F O Instrugio da partida no DOS (utilizada
no boot a quente)
#03 a #04 Nome do fabricanta em ASCII. Esses
bytas podem ser altlerados pelo usuério
#0B Valor LSB do nimero da bytes por sslor
#0C Valor MSB do ndmaro de bytes por setor
#0D Nimaro de setoras por aglomaradao
#0E Valor LSB do nimero de setores reservados
#0F Valor MSB do nimero da selores reserva-
dos
#10 Mimerc da FATs usadas no disqueta
#11 Valor LSB do ndmero maximo de entradas
no diratdrio
#12 Valor MSB do ndmero méximo de entradas
no diratério
#13 Valor LSB do niémero total de seloras
#14 Valor MSB do nimero total de satores
#15 ldentificagio do tipo de formatagdo do
disquete
#18 Valor LSB do nimero de setores por FAT
#17 Valor MSB do nimaro de setares por FAT
#18 Valor LSB do nimero de setores por
trilha
#19 Valor MSB do nimero de setores por
trilha
#1A Valor LSB do nimaro da faces do disco
#1B Valor MSB do nimero de faces do disco
#cC Valor LSB do nimero de setoras ocultos
#1D Valor M3B do nimero de selores ocullos

Tabals 6.2;: Os dados no sefor de boot




O SISTEMA DOS 273

S5e voch estranhar os tarmos ulilizados na Tabela acima, sugiro a leitura do livre mais com-
pleto no assunio: Sistemas Opaeraclonals do MSX & Suas Ferramentas, de Sérgio Guy Pi-
nheiro Elias @ Paulo Robarte Pinhaire Elias. Como vocé pode perceber, existem muitas
informagbas contidas no setor da bool de um disquete. Infelizmente, o sistema MSX-DOS igno-
ra por completo todas elas. O (nico byte de informagdo utilizado pelo MSX-DOS é o primsiro
byte da FAT, que é uma repatigio do valor contido na posig3o #15 do sefor de boot. A pre-
senga de lais dados na rotina de boot foi mantida para permitir uma compatibilidade a nivel de
discos com o MS-DOS, utilizado na familia IBM-PC. E realmente uma pena que o sistema MSX-
DOS ignora tais dados, pois isso abriria a possibilidade de se formatar um disquete com 42
trilhas & 10 setores por trilha, por exemplo. Embora o MSx-DOS nao utilize tais dados, nada
impade que nds fagcamos um uso Inteligente deles. As informaghes existem & sio coerentes,
loge, por que ndio utilizd-las? Suponha, por exemplo, que vocé deseje saber o sator inicial @ o
sator final do diretdrio de um determinado disquete. O qua fazer?

Simples: basta obter, em primeiro lugar, o nimersc de setores ocullos & soma-lo ao resul-
tado da multiplicagio do nimaro de FATs pelo nimaro de setoras por FAT, para obter assim
o setor Inicial do diretdrio. Vejamos o caso de um disquate de 5 1/4" de face dupla (360 Kb):

Nimero de setores oculios =1
Mimero de setores por FAT =2
Mimero da FATS =2
Total de setores =5

Como o setor inicial recebe o nimero 0, o Inicio do diretério se situa no setor (0+5)=5. "Ja
antandil Mas, como vamos achar o setor final do diretdrio?" Basta obter o nimero total de an-
tradas no diretério, multiplicar esse nimero por 32, que & o nimern de bytes gasto por cada
arquivo no diretdrio, @ depois dividir o resultado por 512, que, por sua vez, é o ndmaro da bytes
por setor num disquete padrio MS-DOS (se vocé quiser ser mais rigorose, também podera
obter este (ftimo valor das posighes #0B e #0C do setor da boot). Vejamos esses calculos no
caso de um disquete do mesmo tipo usado no exemplo anterior:

Ndamero de entradas =112

Bytes por arquivo no dir. =32

Bytes por sator =512

NOomero de satores gastos

pelo diretério =(112"32)/512=7

Logo, se o diretério se Inicia no setor 5 @ gasta 7 setores, ento termina no setor 11,
Conseqlientements, os arquivos comegam a sar armazenados a partir do setor 12. "Mas, qual
é a utilidade de se saber o setor inicial e o sator final do diretério?” A utilidade aparecera num
programa para ordenagao do diretdrio de qualquer disquete. Agora que ja esgotamos a araa
de dados do setor de boot, vamos ao estudo da rotina de partida,

A rotina de partida sa inicia na posigio #1E do setor de boot e realiza as seguintes tarefas:

i.Tenta localizar o arquivo MSXDOS.SYS ou equivalente (SOLXDOS.SYS, efc.). Para tanto,
coma com um FCB (ou dois) desse arquivo.
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2.Se conseguir localizar o arquivo de sistema no passo 1, carrega esse arquivo a partir da po-
sigAo #0100 da memdria RAM. Ao terminar o carregamento, da um salto até a posigio #0100
para executar o arquivo recém-carregado.

3.5 ndo conseguir localizar o arquivo de sistama, faz um desvio até uma rotina na ROM da
intarface do drive para inicializar o BASIC de Disco.

Como vocé pode parcebar, a rotina da partida é extramamanta simples. "Mas, como é que
o sistama chega a esta etapa?” Na verdade, quando o computador @ ligado o MSX inicia uma
busca de cartuchos de expansao. Nessa busca, acaba encontrando um cartucho correspon-
dente & interface do drive. Ao encontrar tal cartucho, o MSX é levado a executar o programa
contido na ROM dessa interface. Esse programa se inicia no enderego #4000, Apds inicializar
todas as varidveis a serem usadas pelo sistema de disco, o programa contide na ROM da in-
terface habilita todo o slot com 64 Kbytes de RAM & executa uma pequena rotina que ele mes-
mo transferiu para a pagina 3 da memdria RAM (entre os enderegos #C000 e #FFFF). Essa
rotina, na pagina 3 da memdria RAM, tem como fungdo ler o setor 0 do disquete colocado no
drive A, Para tanto, promova a leitura do setor 0 @ desloca a rotina de partida (contida a partir
da posigao #1E do setor 0) para o enderego #C000 da meméria RAM. E a partir deste enderego
que a rotina de boot & executada. Apds esta etapa, temos a reallzagio dos passos 1,2 e 3,
dascritos acima.

Jé estamos ficando mestres em sistema de disco, ndo? Para terminar o nosso mestrado,
&6 estd faltando estudar a estrutura do diretdrio.

A ESTRUTURA DO DIRETORIO

O diretdrio &, por assim dizer, um referencial dos arquivos contidos no disquete. Esta 4rea
& extramamente importanta para a manutengio da ordem dos arquivos armazenados nos dis-
cos, Vamos entdo antender como astd estabalecida a estrutura de uma entrada no diratério.

Byte Fungio

#00 a #07 Noma do arquive

#08 a #0A Extensao do arquivo

#0B Byla da atribulo

#0C a #15 Reservados

#16 e #17 Hora da criagio do arquivo
#18e#18 Data da criagfo do arquivo
#1Aa#1B Primeiro aglomerado do arquivo
#Ca#IF Tamanho do arquivo

Tabels 6.3: Estrutura de uma entrada no diretério



O SISTEMA DOS 277

As posigbes #1A e #1B armazenam o nimero do primeiro aglomerade do arquive, mas, o
que vam a ser isso? O sislema de armazenamenlo de arquivos no MS-DOS a no MSX-DOS
utiliza a chamada FAT (do inglés File Alocata Table - Tabela da Alocagao da Arquivos), A FAT
nada mais & do que um mapa com a localizagio de lodos os aglomerados que pertancem a
um detarminado arquive. "Mas, o que & um aglomarada?" Um aglomerado & a manar partigio
légica de um arquivo compreendida pelo sistema. No caso de disquetes de 5 1/4," um aglo-
merado equivale a um setor nos disquetes de face simples, e a dois selores nos disquetes da
face dupla. Destaforma, por exemplo, se gravarmos um arquive com, digamos, 20 bytes, gas-
tarfamos 512 byles num disquete de face simples e 1024 num disquele de face dupla. Na FAT,
um aglomerado aponta para outro aglomerado, & eslae, por sua vaz, aponla para oulro, @ as-
sim por diante, até chegar a um aglomerado que aponta para o aglomerado #FFF, que, por
sua vaz, ndo axista. Assim, o sistema fica sabendo que o aglomerado que apontou para #FFF
é o Ultimo do arquivo. Este é o funcionamento basico da FAT, Voltando 4 estrutura de uma en-
trada no diretdrio, temos nas posigbes #16 @ #17 a hora da criaglo do arquivo, @ nas posigdes
#18 & #19 a data da criaglio dele. A codificagio usada para esses valores é a mesma utiliza-
da no FCB. De todas as posighes na esirutura de diretdrio, a mais intrigante e, infalizmenta,
néo usada no M5X-DOS é a posigio #0B, que contém o chamado byte de atributo. Vejamos
a sua codificagao:

Bit Fungio

0 Se estiver setado (em 1), indica que o
arguive em guestdo & somente para leitura, o que im-
plica no arquivo nio poder ser apagado
ou modificada.
| So estiver setado (em 1), indica que o
arquivo em questio ndo aparecera na listagem de dire-
tério promovida pelo comando DIRou FILES. — 41 00 =
2 Sa estiver setado (em 1), indica que @ um
argquivo de sistema e como tal 6 podera ser
acessado pelo proprio sistema.
3 Se estiver setado (em 1), indica que o nome
em questio ndo é de um arquivo, mas sim o rd-
tulo (labal) do disquata,
4 Se estiver setado (em 1), indica que o
amquivo é na verdade, um subdiretdrio. Este é o Gnico bit
que o MSX-DOS reconhece, mas, mesmo assim,
ndo aceita. Na listagem do diretdrio, o MSX-DOS
coloca o sufixa DIR apés o nome do arguiva.

5 Se estiver setado (em 1), indica que éd um
arquive de dades, 8 nfo um programa.

] Reservado

7 Resarvado

Tabels 6.4: Estrutura do byte de atributo
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Infalizmenta, o MSX-DOS nao utiliza nenhum dos recursas permitidos pelo byte de atribu-
to. Portanto, ndo nos interessa estudé-lo em maiores detalhes, Vamos passar, agora, 4 andlise
de alguns endarecos (tais da RAM.

ENDERECOS UTEIS DO BASIC DE DISCO

Existem alguns ponteiras para buffers na RAM que podem nos fornecer informacges pre-
ciosas, Todos os ponteiros @ enderagos usados pelo sistema de disco se encontram acima do
endarago #F200, sendo per aste mative multo Utais nos programas que utilizam o BASIC de
Disce. Vale lambrar que os enderegos abaixo sio resultado de uma pesquisa pessoal (como
foram quase todas as informagfes contidas neste & no préximo capitulo), de modo que nao
posso garantir que esses sajam todos os enderegos usados pelo sistema de disco. Eventual-
menta, pedem existir mais endaregos com cutras informaghes, mas creio que aquelas forne-
cidas pelos enderegos aqui apresentados séo mais do que suficiantes,

Enderego #F247 : Este enderego contém o nimero do drive default. Se vocé quiser colocar
o drive B como default, poderd enlrar com a seguinta instrugio am BASIC:

POKE &HF247,1

Se, depois, quiser relornar o drive A como default, entre com a seguinte instrugao:
Pl -rﬁ}_'lf | e, P ikle 'I'_' AdED

POKE &HF247,0 a4 e L TL 1= e ciiTewe Do pLILE

=1t of

Endereco #F341 : Este anderego contém a identificagio do slot (veja o Capitula 5 para maiores
esclarecimentos sobre o byte de identificagio de slots) da pagina 0 (#0000 a #3FFF) da
mamdria RAM,

Enderego #F342 : Este endere¢o contém a identificacio do slot da pagina 1 (#4000 a #7FFF)
da memdria RAM.

Endereco #F343 : Este enderego contém a identificagio do slot da pagina 2 (#8000 a #BFFF)
da memdria RAM,

Enderego #F344 : Este enderego contém a identificagfio do slot da pagina 3 (#0000 a #FFFF)
da memdria HAM.

Enderego #F346 :Esle enderego indica se o disquete com que foi faito o boot continha ou

nio o sistema (MSXDOS.5YS). Se, no momento do boot, o sistema foi carregado, este en-
derego apresentard um valor diferente de #00, caso contrério, apresentara o valor #00. Supo-
nha que vocé tenha dado o bool com um disqueta sem sistama s, depois, queira carregar o
sistema utilizando um outro disquete. Neste caso, o boot pelo primeiro disqueta lavou-o dire-
to ao BASIC de Disco & inicializou esle enderego com o valor #00. Desta forma, se voca ten-
lar o comando

£ Y. i = r_.'__,l'.-
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CALL SYSTEM

o BASIC respandera com uma mensagem de arro. Mas, se vocé trocou o disquete sem siste-
ma por um com sistema, poderd entrar com a seguinte seqliéncia de comandos para o siste-
ma sar carragado:

POKE &HF346,1
CALL SYSTEM

Enderago #F347 : Este enderego indica o nimero de drives légicos instalados no sistema. Se
vocé sé possuir um driva fisico, mas no momento do boot ndo pressionou a tecla CONTROL,
aste enderego conterd o valor #02, indicando que existam #02 drivas légicos no sistama. Ago-
ra, 58 voca prassionou a tecla CONTROL durante o boot, este enderego conterd o valor #01,
indicando que s6 existe um drive ldgico. Se vocé possuir dois drives fisicos (A e B) conecta-
dos ao seu sislema, este endereco apresentard sempre o valor #02, a menos que antes do
boot vocd desligus a alimentagio do drive B e prassione a tecla CONTROL durante o boot.

Enderego #F348 : Este endarego contém a identificagio do slot onde se encontra a interface
do drive (veja o Caplftulo 5 para maiores esclaracimantos sobra a identificagio dos slots),

Enderego #F349 : Este enderego contém um pentairo para uma drea de 3 Kbytes com uma

copia da FAT (1,5 Kbytes) do drive B Seguitfizde-emacopia da FAT (1,5 Kbyles) do driva A.
HEIYB . PouTE /ia .r‘.'..-*-.l(-f_. _

Enderego #F34D : Este anderego contém um panteire para uma drea de 1,5 Kbytes comuma

copia da FAT do disquete no drive default, Se vocé quisar sabar o enderego inicial desta cdpia

da FAT, entra com o seguinte comandao:

?HEX$({PEEK(&HF34D)+256'PEEK({&HF34E))

O resultado apresentado na tela indica o enderego inicial da cépia da FAT em RAM.
Endarago #F34F : Este endereco contém um ponteiro para uma drea de 512 bytes usada co-
mo DMA do BASIC de Disco. Se vocé quiser saber o endarago inicial do DMA do BASIC de
Disco, entra com o comando

? HEX$(PEEK(&HF34F)+256*PEEK(&HF350))

O resultado apresentado na tela indicara o enderego.

Enderego #F351 : Este enderago contém um panteiro que aponta para uma drea de 512 bytes
na RAM, que & usada para a transferéncla de setores. Davido ao seu comprimento (512 byles),
a éirea apontada s6 pode recaber um setor por vez. Se vocé quiser descobrir a localizagiio do
butier de saelores na RAM, entre com o seguinte comando am BASIC:

? HEX$({PEEK(&HF351)+256*PEEK{&HF352))

O resultado apresentado na tela sera o enderago inicial do buffer dos setores.
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Endereco #F353 : Este enderego contém um ponteiro que aponta para uma 4rea de 37 bytes,
usada paelo BASIC de Disco para armazenar o FCB do arquivo atual. Se vocd quiser dascobrir
o enderego inicial do FCB do arquivo atual, entre com o seguinta comando:

? HEX$(PEEK(&HF353)+256" PEEK(&HF354))
O resultado apresentado na tela serd o endareco inicial do buffer dos setores,

Enderego #F355 : Este enderego contém um ponteiro que aponta para uma 4rea de 21 bytas,
que recebe o nome de BPB. O ponteiro neste enderego aponta para o BPB do drive A. Vaja
abaixo a descricio completa de todos os bytes desta 4rea. Vale lembrar que as informages
do BPB s3o atualizadas somente com o uso da fungio #1B do BDOS.

Endereco #F357 : Este enderego contém um pontairo que aponta para o BPB do drive B (sa
axistir). Permanecem vélidas todas as observagfies feitas no enderaco antarior,

Uma vez apresentados os enderegos @ o significado dos respectivos conteldos, vamos
para a analise da estrutura do BPB. Nao tenho a menor idéia do porqué deste nome, mas o
conteldo deste buffer de 21 bytes é extremamente variado e (til, meracendo por isso mesmo
um astudo mais detalhado.

A ESTRUTURA DO BPB (Bloco de Parémetros da BIOS)

O BPB é um buffer de 21 bytes que armazana importantes informaghes sobre os disquates.
Vejamos o significado de cada byte ou par de bytes deste buffer.

Byte Fungdo

#00 Nimero do drive - 1 (0=A, 1=B)

#01 Tipo de formataglo. Os valores usados
no MSX-DOS e MS-DOS sao:

#F8 3 1/2" tace simples
#F9 3 1/2" faca dupla
#FC 51/ face simples
#FD 5 1/4" face dupla

#02 a #03 Nimero de bytes por setor

#04 & #05 Nao consegqul chegar a uma conclusio
sobre o contelido destes endaregos

#06 Nomero de faces - 1 (0=face simples,
1=face dupla)

Tabela 6.5; Estrutura do BPB
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#07 MNimero de setores por aglomerado

#08 o #09 Mimero de setores reservados

#0A MNumero de FATs

#0B MNimero maximo da entradas no diretério
#0C a #0D MNimero do primeiro selor da drea de

armazenamanio (snimara do sator final
do diretdrio + 1)

#0E e #0F Nimaro tatal de aglomerades no disquete
#10 Nomere de setores por FAT

#1e#2 Nimearo do primairo setor do diretério
#13e#14 Enderago da copia da FAT em RAM

Tabela 6.5: Estrulura do BPB(continuagio)

Gostaria agora de apresentar alguns enderegos (teis do MSX-DOS.

ENDERECOS UTEIS DO MSX-DOS

Existem alguns enderagos do MSX-DOS que valem a pena mencionar. Séo eles:

Enderego #0000 : Este enderego contém um vetor para a partida a quante do MSX-DOS. Su-
ponha que vocd queira sair de um programa @ ndo tenha certeza dos estragos feitos na
memdéria. Neste caso, seria conveniente sair com a instrugio

JUMP#0000

que desviaria a execugio para a rotina de partida a quente, & esta rotina, por sua vez, detec-
taria a necessidade ou ndo de se recarregar o sistema.

Enderego #0005 : Este enderego contém o vetor para o BDOS. Vocé pode usar o conteldo
dos enderegos #0006 @ #0007 (enderego do salto para o BDOS) para descobrir a maior po-

sigio possivel para o stack pointer (SP). Paratanto, bastafazer o registro SP igual ao contelido
-1 dos enderegos #0006 e #0007.

Enderego #0030 : Vetor para a rotina CALSLT (chamada de rotinas entre slots).

Endarego #005C : Primeiro FGB do MSX-DOS,

Enderego #006C : Segundo FCB do MSX-DOS.

Endereco #0080 : Este enderego tem dupla fungo: armazena a linha de comando (a partir

do endareco #0081) a sarve como DMA para as transferéncias de e para o disquete. No caso
da linha de comando, os caracteres lidos do teclado sdo armazenados a parir do enderaco
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#0081, contando somente aqueles apds o nome do programa. Mo enderego #0080 & armaze-
nado o nimero de caracteras apds o noma do programa. Supando que o usuario tenha antra-
do com a linha

WS CAPMSX-1.00C
os caracleres armazenados a partir do enderego #0081 serdo:

#0081 Espago em branco
#0082
#0083
#0084
#0085
#0086
#0087
#0088
#0089
#00BA
#008B
#008C
#0080

= ' U0

oo’

Quando utilizarmos este como o enderago inicial do DMA, devemos ter em mante que o
comprimento total do DMA nio podera ultrapassar os 128 bytes, ou seja, o DMA devera si-
tuar-se antra os enderecos #0080 a #00FF, ja que a partir do enderego #0100 temos o inlcio
do programa .COM carregado na mamania.

Para completar a nossa viagem pelo sistema de disco, gostaria de apresentar trés rotinas
Uteis: uma rofina para a leitura e gravacgao de setores, ativada pela BIOS do MSX; uma rotina
para iniclalizagdo do BASIC da Disco; e uma rotina para provocar a parada do drive.

ALGUMAS ROTINAS UTEIS

Como vocé j4 sabe, todas as rotinas para o acesso ao drive estio contidas numa ROM de
16 Kbytes na interface do drive. Além de todas as rotinasfungbes apresentadas acima, exis-
tem trés rotinas que merecem destaque. Na Tabela 6.6 abaixo, temos os parametros para o
acesso de tais ratinas.

Nome da rotina : PHYDIO
Enderego Iniclal 1 #0144
Modo de chamada : CALL

Pardmetros de entrada  : HL-enderego da RAM a partir
do qual serdo colocados
os satores lidos

Tabela 6.6: Rotinas (teis do sistema de disco
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Pari@malros de salda

Registros alterados

Noema da rotina
Enderego de entrada

Modo de chamada
Pardmetros de antrada
Pardmetros de salda
Reglstros alterados

Noma da rotina
Enderego Iniclal

Modo de chamada
Pardmetros de entrada
Pardmetros de salda
Reglstros alterados

DE =n0mearo do primeire setor

a sar lido

B =nUmero da setoras a ler

C =parametro de formalagio

do disquete. Este para-

melro cbedace aqueles mos-

trados na posigio #01 do

BPE

A =nlmero do drive (O=A,

1=B, slc.)

Flag de carry=sa desejarmos

efetuar uma leitura, esta

flag devard estar rese-

tada; ja se desejarmos

efetuar uma gravagio, de-

vemos sata-la

: Flag de carry=sa astiver
salada, houve algum tipo
de erro (de laitura ou
gravagao, dependendo do
caso)

: Todos

: INIBAS (dado por mim)

: #4022 (no slot da interface
do disco)

: Por intermédio de CALSLT

: Nenhum

: Menhum

: Todos

: STPDRYV (dado por mim)

: #4029 (no slot da intarface
do disco)

: Por intermédio da CALSLT

: Nanhum

» Nenhum

: Todos

Tabala 6.5: R—::t'jnas Uleis do sistema de disco(continuagao)

A rotina PHYDIO é bem simples, e ja foi inclusive usada por nés no pragrama 28 do Capitu-
lo 5. A rotina INIBAS sera bastante Util se vocd quiser promover uma volta ao BASIC a partir
de um programa em execugao no MSX-DOS. A rotina STPDRV (StopDrive) para o motor do
drive. Esta rotina & muito Util no infcio de programas como os jogos que desabilitam porcomple-
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to as interrupgbes, impedindo assim a parada do drive, que & feita através da um desvio do
hook HTIMI.

Terminada ateoria, vamos as listagens de alguns programas que permitem uma ilustragio
dao uso dos conceltos vistos anteriormente.

O PROGRAMA QUE IMPLEMENTA
OS COMANDOS FINDFIRST E FINDNEXT

Esta programa é uma continuagio do programa de implemantagio de novos comandos,
qua viemos incrementando desde o Capitulo 3. A principal fungsio deste programa & demons-
trar o uso de duas fungbes do BDOS: a funglio #11, que procura o primeiro arquivo, e a fungio
#12, que procura o arquive seguinte, Vamos entdo as listagens.

Listagem em assembly Z-80 do cédige-fonts do programa que Implementa os coman-
dos FINDFIRST & FINDNEXT:

programa que implamenta os comandos FINDFIRST & FINDNEXT

;Compilar com o programa GENB0,COM usando a seguinta

;sintaxa:

‘GEN80 PROG29. BIN=PROG29.GEN

':nndo PROG29.GEN é o noma do arquivo-texto com esta

Jlistagem

varsao aqu #002d
gtsick aqu #00d5
gttrig aqu #00d8
kilbut equ #0156
linlen aqu #13bo
txtnam aqu #1303
txtegp aqu #3bT
calbas aqgu #0158
chrgtr equ #4666
eviexp aqu #5200
geterd aqu #579%
varsre aqu #5834
anfila aqu #B6ala
dridal aqu #f247
dma aqu #1341
fcb aqu #1353
bdos aqu #3a7d

cricnt equ #13b1



arrflg
valtyp
savixt
scrmod
grpacx
grpacy
hkeyi
herro
dafb
dafw
dafw
defw
inicio
novohook
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aqu #1414
agqu #1663
equ #igal
aqu #cal
aqu #fcb?
agu #fcb9
aqu #dsa
aqu #tib1
#a -simula em CP/M
inicio 0 cabecalho de
fim-arro+rotina+#01
:um arquivo
inicio . BIN
org #d0ooo
di dasabilita as interrupgdes
in a,(#aB) 18 a atual configuragdo dos
Id b.a :slots e prepara para ativar
and #io* :a pagina 1 do slot da RAM
rrca ;
rmca ;
rrea ]
rrca ;
or b x
out (#aB),a -ativa as paginas 1,2e3 em
and #03 ‘RAM & descobre o slot onde
d (slot),a -se encontram os 64Kb de RAM
id ab -a=config. inicial dos slots
Id hl, novohoaok :promove o desvio do hook
d da harra :dos ermos
Id be,0005 :
idir .
id hl,rotina Aranstere a rotina para a
id da,erro ‘pagina 1 da RAM
Id be fim-arro+#01
kdir ;
out (#aB),a ‘habilita a config. original
8i :habilita as intarrupgdes
ret ratorna ao BASIC

defb  #7 ‘RST #30
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slot

ratina

armo

GXaAmarro

pagachar

pula

proxchar

compara

aborta

defb
dafw
dafb

org

push
push
push

push

call
call

pop
pop
pop

pop
rat

#00
arro
#c8

#4000

af

be

da

hi

a0

#02
nz,aborta
hl,(savixt)

a,(hl)

a
nz,proxchar
hi

hi

hl

hi

ix,chrotr
chamabasic
compslring

hl
da
be
af

Jdentificagdo do slot
sanderego de dasvio
RET

:salva os registros afetados

;a=cddigo do erro

& erro de sintaxa?

:Nao, volta an BASIC

:Sim, obtém a posigéo do
ponteiro do BASIC

& final de linha?

{Nao, obtém o préximo carac,
;Sim, pula as 4 posigBes
sreferentes ao nimaro da
Jdinha e ao end. da préxima
dinha

:obtém o primeiro caractere
:do novo comando

;compara com a lisla da novos
comandos

recupera os registros salvos

sratorna ao BASIC

;& rotina compstring é a responsavel pala localizagao da

srolina do nove comando

compstring

Id
Id

Id

{auxiliar),hl
hl,lista

be,endlista-lista

;salva o pont. do BASIC
;hl aponta p/ lista da
;comandos

‘bc=lamanhao da lista



compstrl

compstr2

nacachai
achai

id

cpir

in
inc

ip
ret
inc

inc

pop

push

rat

de,(auxiliar)
a,(de)
po,napachaei
de

a,(da)
(hi)

nz,compstri

hl
a,(hl)

#00
z,achei

compstr2
hi
c,(hl)

hi
b,(hl)

{auxiliar),de

da,hl

:de aponta p/ comando am
;BASIC

;obtém o primeiro byle
tanta encontré-lo na
lisla

a8 be=0 -> ndo achou
;achou o primeiro e
Jpana

'para a comparagio dos
sdamais caracleres. Vai
ipara

:compstr1 se achar um
byte dilarante.

:Caso contrdrio,
:continua até o fim do
comando,

:Se chegou ao lim g,
:entdo, achou o comando
‘na lista.

:Caso contrdrio, compara
;0 préximo byte.

‘Se achou, oblém o
;enderago

:de entrada da rotina,
:colocando-o em BC

-ralira da pilha o
;enderego de

;ratorno para a rotina
1erm e

;coloca na pilha o
;anderego de

;entrada da rotina do
;:novo comando
;guarda o pontairo

«do BASIC

transfere o ponteiro
;para HL

:usa RET para darum
Jjump

‘para o enderega contido
:‘BC que foi salvo na
pilha

O SISTEMA DOS
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;a rotina lecomandos & a rpsponsavel pala interpretagio dos
valores que se seguam ao nome do novo comando, Os valores
:devem estar separados por virgulas. Na enirada,o par IX
;aponta para uma tabela com valores defaull, @ o regisiro B

;contém o nomero de valores a interpratar

lecomandos

lecoman_1

lecoman_3

lecoman_4

push
push
id
call
pap
ir

P

jr
dec
push
push

call
pap
pop

Inc
djnz

pop
ret

i

i

ix,chrgtr
chamabasic
ix
z,lacoman_4

z,lacoman_3
hl

ix

be

ix,eviexp
chamabasic
bc

ix

a8
(ix+#00),a
ix
lecoman_1

ix

salva o par IX
:obtém um valor

rrecupera o pontairo 1X
:Se nao houver valor, vai para
Jecoman_d4

W virgula?

iSim, assume o default
:Nio, obtém o valor
:salva o ponteiro

;=alva o contadar

:oblém o valor

srecupera o valor
recupara o ponteiro
:a=valor interpretado
icoloca-o na tabala
iincrementa o pontairo
;repete para os demais
valores

recupara o ponteiro salvo
raflorna

;arotina erro_05 emite a mensagem da chamada ilegal

arre_05

I

ir

a,#05
(arrflg).a

voltasrm

;a=cddigo do arro
:salva o arro eam errflg
;vai para voltaerro

:a rotina erra_13 emite a mensagem de tipo incompativel

arro_13

id

a,13

:a=codigo do erro
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Id {arrig),a salva o erro em errilg
ir voltaermo wvai para voltaermo

-a rotina voltaerro substitui o erro original per um outro

voltaarro
pop hl JecUpara os pares
pop de :salvos no inicio da
pop be :rotina erro
pop af :
Id a,(errflg) :amarro a ser emilido
Id 8,a :a=arro a ser emitido
ret wvolla para arotina
:de manipulagio da arros

:do interpretador BASIC

-a rotina volta promove a volta ac BASIC sem que haja
sinterrupgdo no processamanto, ou s&ja, sem que O sistema

:detecte o erro ocorrido
volta
dec hi :hl aponta para o final
do dltimo comando
xor a :modifica para nenhum erro
Id {arrflg),a ;ocorrido
pop de recupera os regisiros
pop de :salvos no infcio da rotina
pop bo -arro. Note que hl ndo &
pop af recuperado.
pop da :obtém o end. da retorno da

nossa rotina para a rotina
‘@ chaveamenio de slots

pop be :obtém o end. de retorno da
rotina de chaveamento de
slots para RST #30

pop al ‘obtém o and. da ratorno de
‘AST #30 para o hook

pap ix ‘obtém/dasirdi o end. de
retorno do hook para a
rotina
de arro do interpretador
BASIC

pop i ;obtém/destroi o end. de

289



290 Guia do Programador MSX

CAPS

chamabasic

invarta

retinversao

push
push
push
Id

P
ral

call
ret

ESQ0ETQR AT S EEEEER

or

call

af

be

de

i, chrgtr
chamabasic

calbas

b, #04

ix tabinver
lecomandas
{auxiliar),hl
rotinversao

hi, (auxiliar)
volita

a, i+ #00)
(grpacx),a
a,(ix+#01)
(grpacy),a
a,(ix+#02)
(compsir).a
a3
ne,arrciny_05
a,(i+#03)

a

z,invertal
a,(inversao)
a

z,inverted
a,(bufnor)

a
2z Invertal

hl,(bufnor+#01)

satvdpwi

sretorno

da rotina de arro para o
sinterpretador BASIC
srepa na pilha os end. de
;retorno salvos nastes
sregistros

faz com que hl aponte
ipara o proximo comando
:@ relorna ao BASIC

;chama a rotina calhas
retorna

Jb=nim. de valores
six=tabela default

18 05 4 valores

salva ptr. do BASIC
chama a rotina de
invarsio

srecupara pir. do BASIC
wvolta para o BASIC

wobtém coord, x

;salva em grpacx

;obtém coord. y

:salva em grpacy

;oblém o comp. da string
isalva am compstr

;é == 337

:5im, chamada ilegal
a=llag de recuperacio
;8sla satada?

;M&o, vai para inverte0
:Sim, |4 foi feita alguma
inversao?

iN&o, vai para inverta0
ySim, cbtém o comprimento
da string.

6 zoro?

iSim, val para inverte0
iN&o, obtém a pos. da string
.antiga e prepara o VDP



invertel

invertal

loopinvi

loopinv2

Id

call

call
di

push

push
push

push

add
djnz
pop

hl,bufnor+#03
a,(butnar)

b.a

asclinha

hl,{auxiliar}
a,(compslr)
a

z,voltainv
ix, bufnor

by bufiny
(ix+#00),a2
(iy+#00),a
calpadvid
a,(grpack)
e.a
a,(colunas)
@
c,arroinv_05

a,(grpacy)
24

nc,arroinv_05
lafrasa

hi, (tabpad)
hi

da,#a0"8
hi,da

da,hl

¢, #al

b, (ix+#00})

i, bufnor+#03
iy bufinv+#03
il

bc

hi

da

de #0008

b, (ix+#00)
hl,de
loopinv2
da

b,#08
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‘hl-=inicio da string antiga
;a=comp. da string antiga
-a=comp. da string antiga
-ascreve a string antiga
:ne modo normal

‘hlmponteino do BASIC
-a=comp. da siring
.comprimento=07?

:Sim, volta sem errmo

‘Nio, ajusta os buffers

-para a string narmal @

:para a string invertida

.com o comprimento da
:calcula os padrdes do video
;obtém a coord. X

‘coloca em e

-oblém o nimera de colunas
-compara com o valor lido
‘Sa valor lido > colunas,
wolta com erro

:obtém a coord. ¥y

-6 maior do que 237

:Sim, volta com &rro

'1& a string a inverier
-desabilita as interrupgoes
‘hl=and. da tab. de padrdes
-salva o end. datab. de
padroes

‘calcula o enderego do
-desenho do caractere #el
:de=and. do des. do carac. #e0
:c=tal

‘b=niimera de carac. da string
Jix=end. da string normal
siy=end. da string invertida
recupera hl

:salva be

:salva hl

salva de

‘bytes para o desenho de cada
caractera

‘becaractera a inverter
calcula o enderego desse
(caractare

rrecupera de

-prapara a modificagio
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loopinv3

anvinvar

arroiny_05S

voltainy

tabinvar

call
cpl
ex
call
By
inc
ine
djnz
pop

call
id

call

ai
rat

defb
defb
dafb
dafb

rdvram

de,hl
wivram
de,hl

hi

da
loopiny3
hi

be
(iy+#00),c
[

ix

ly
loopinv1

iy, bufinv

(iy+#01)
h.(iy+#02)
satvdpwi

b, (iy+#00)
hl,bufinv+#03
asclinha

a, it
(inversao),a

af

arro_05

af
volta

#00
#00
#00

b,#02

i1& o byta ariginal
invera

tfransfera para o novo
wdastino

shl=hl41

da=da+1

b=b-1

srecupera hl

srecupara be

:medifica a string

e=C+1

:aponta para o prdximo carac,

repeta até o fim da string

Jrecupera o ponleiro do
buffar

hi=end. de escrita da string
;ajusta o VDP para escrita
:b=n0m. de carac. da string
;end. da string

escrave a frase invertida
;sinaliza uma inversio

:habilita as inlerrupgbas
rratorna

destrdi o end. de retorno
wai para erro_04

ydesirai a pilha
wolta para o BASIC

posicio x

posicio y
;comprimanto

Hlag de restauragéo

b=nlm. da valoras



ix tabnawcls
lecomandos
{auxiliar),hl
a,(ix+#00)
#02
nc,emo_0S

calpadvid
a,(colunas)
8,a
a,(x+#01)
@

8
nc,arra_05
a

z,volta
a,(bc+#00)
a
nz,newcls 0

0 SISTEMA DOS 293

Jix->tab. da valoras dalault

;salva o ponteiro do BASIC
:obtém o primeiro valor
varifica o limita

5@ astiver fora, volta com
;ermo

:wcalcula os padrdes do video
;obtém o nimaro de colunas
;amniumearnn da colunas
;a=nimero de rotagbes

rotagBesscolunas?
15im, volta com aerro
Zaro rolagbes?

:8im, volta sem erro
:a=tipo de rotagao

;8 zero (esquerda)?
:Nao, vai para newcls_0

;newcls_1 faz o cls com rotago para a esquarda

newcls_1

loopcis_11

loopcls 12

b, (ix+#01)

bc
hl,(txtnam)
a,(colunas)
e,a

d #00
a,(crcnt)
b.a

be

setvdprd
a,(colunas)
da

hi
hl,butfarlinha
b.a

lelinha

a#20

(hi),a

;desabilita as interrupgbes
b=nlmero de rotagbes

:salva o contador externo
:hl=and. tabala de nomes
;a=nim. de colunas
:de=num. de colunas

:a=nUmero de linhas
‘b=nimero da linhas

;salva conlador inlermedidrio
;prepara o VDP para leitura
:a=niim. de colunas

;salva de

:salva hl

:hl aponta para o buffer
benim. da colunas

& uma linha

;a=Carac, espago am branco
;coloca o espago na Git. pos.
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pop
call
push
push

call

pop
add
pop
djinz
djnz

ai

hl

da
salvdpwt
de

hi
hl,bufferlinha+1
a,(colunas)
b.a
asclinha

hi

de

hl,da

be
loopels_12
be
loopcls_11

hl,{auxiliar)
volta

;srecupara hl

Jracupara de

:prepara o VDP para escrita
;salvade

isalva hi

ihl aponta para o buffer+1
;a=num, da colunas

;b=ndm. de colunas

;envia a linha ja rotada
;srecupera hl

srecupera de

:hl apanta para a préx. linha
srecupera be

repate para as demais linhas
recupera be

srapata até terminar todas

;as rolagtas

;habilita as interrupgBes
recupera o ponteiro do BASIC
retorna ao BASIC

naewcls_0 faz o cls com rotagdo para a direita

nawcls 0

loopcls_01

loopels_02

b,(ix+#01)

be
hl,(txtnam)
a,(colunas)
8a

d,#00
a,(crent)
ba

be

salvdprd
a,(colunas)

da

hi
hl.butferlinha+1
b,a

lalinha

a,#20
hl,buffarlinha

idesabilita as InterrupgBes
b=nimero de rotagBes

;salva contador externo
hl=ond. tabala da nomas
:B=n0m, de colunas
de=nim. da colunas
:a=numaearo de linhas
b=nlUmero da linhas

;salva contador intermedidrio
prepara o VOP para leitura
;a=nlm. da colunas

salva da

sahva hl

:hl aponta para o buffar+1
ib=num, de colunas

& uma linha

Ja=Ccarac. espago em branco
:hl aponta para o buffer



tabnawcls

window

pop

pop
call

push
push

call

Pop
pop
add
pop
djnz
pop
djnz

dafb
defb

AT EEEEEE

(hl).a

hi

de
satvdpwt
da

hi
hl,bulfarlinha
a,(colunas)
b.a
esclinha

hi

de

hl,de

bc

loopecls_02
be
loopels_01

hl,{auxiliar)
volta

#00
#00

ix,tabwindow
b, #05
lecomandos
(auxiliar),hl
calpadvid

ix {abwindow
h, (ix+#00)
I (ix+#01)
d,(ix+#02)
a,(In+#03)
ah

d

nc,arro_05
al
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jcoloca o espago na prim.
Jpasicio

;recupara hl

srecupara da

prepara o VDP para escrita
salva da

;salva hl

:hl aponta para o buffer
:a=num. de colunas
Jb=ndm. da colunas

:envia a linha ja rotada
racupara hl

Jecupera de

:hl aponta para a prox. linha
srecupeara be

repete para as demais linhas
srecupara be

srepele alé larminar lodas
;as rotagbes

;habilita as interrupgdes
recupera o pontairo do BASIC
sretorna ac BASIC

Hipo de cls
;nimaro de rolaghas

Jix aponta p/ tabala
;b=nim. de comandos
|18 as coordenadas
:salva o pir. do BASIC
icalcula os parametros
sdovideo

:ix aponta p/ tabela
Th=x1

;F-y1

dex2

o=y2

testa se x2=x1

X2emx1-281T0
Jesta se y2=y1

295
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windvalta

call

nec,erro_05
a,e

24
nc,erro_05
a,(colunas)
a

d
¢,armo_05
a,(ix+#04)
a

Nz, zoom
janala

hl,{auxiliar)
volta

¥2e=y1-=arro
amy2

y2>m247

iSim, valta com ermo
/@=colunas na tela

X2a=colunas?

:Sim, volta com erro
ya=lipo de aprasentagio
é zero?

:Nao, vai para zoom
;Sim, chama janela

hl=ponteiro do BASIC
volta para o BASIC

;A rotina zoom cria o efeito de explosio da janela

Z0o0om

o
g

‘ZgagEaaaa
(=%

add
dec
inc
inc

a
{bulcal),a
(buflin),a
(coror1),hl
{coror2),de
ah

ad

a

a

h,a

a

a
d.a
al
ae
a

a
l.a
a

a
8,a
janela

Zera o acumulador

Zzera o buffer da coluna
Zera o buffer da linha

isalva as coordenadas x1,y1
isalva as coordenadas x2,y2
ccarraga a com h (x1)

soma com d (x2) e divide
Jpor dois para achar Xmedio
:decrementa Xmeadio
icarraga h (x1) com Xmedio
iincrementa o ponto médio
paraque

X2=x1+1, onde x1=Xmedio-1
jcarraga d com x2

A=yl

;soma com & (y2) e divide
por dois para achar Ymedio
:dacremanta Ymedio
icarrega | (y1) com Ymedio
iincrementa o ponto médio
paraque

W2=y1+1, onde y1=Ymedio-1
carrega @ com y2

idesenha a primeira janala



looptast

coluna

fimcol

linha

fimlin

aspjanala

espjanalal

call
call

call
call

call

cp
ir
dec
ing
rat

ret

ir
dac
inc
rat

rat
push
push
dec
or

ir

pop
pop

coluna
linha

janala
aspjanala

tostel

nz,looptest
hl,{corori)
da,(corar2)
janala
windvalla

a.(corori+#01)
h

ne limeal

h

d

aa0m
{bufcol),a

a,{cororl)
I

ne timlin

|

a

a,#01
(buflin),a

af
hi
hl, #1000

hi

ah

|
nz,espjanelai
hl

al
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werifica em rel. & coluna-
Jimite

werifica em rel, A linha-
Jimite

:desenha a janala

yrelardo para tornar o efailo
wisivel

werifica se Ja chegou &
Jjanelafinal

:Nao, continua com a explosao
dmprime a janela final

:relorna ao BASIC

:a=coord. x1 original

;ja loi atingida?

;Sim, vai para limeol
Nao, x1=x1-1

X2=x2+1

sretarna

;indica que a coluna-limite
Joi atingida

retorna

1a=coord. y1 original

;& foi alingida?

:Sim, vai para fimlin
Nao, yl=y1-1

y2my 241

raforna

jindica qua a linha-limite
foi atingida

Jretorna

salva os regisiros
atetados
;altera oste valor para mudar

0 ratardo, Decremanta hl
varifica sa chegou

20 fim

:Mao, volta para espjanelal
Jrecupera os ragistros
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riat

leste? id

contas Id

rat

a,(bufcal)
#01
Z,contes

a,(butlin)
#01

;e retorna

verifica se a coluna-
Jlimite foi atingida
;Sim, vai para conles
Nao, retorna

wverilica se a linha-
Jimite foi atingida
reforna. Flag Zserda o
iindicador,

;arotina Janela & a responsével pelo desanho da prépria

;janela no video

janala
push
push
push
call
Id
sub

dec

Id

push

out
ax
ax
janell id
out
ax
ax
djnz

out
pop

call
Id

out

da
hi
posit
ad
h

a
b,a
bc

a#18
(#98),a
{sp).hl
(sp).h
a®7
(#98),a
{sp).hi
{sp).hi
janal
a#19
(#98),a
be

l.e
pasit
afla

(#98),a

:salva todos os registros
.alterados pela rotina
‘posiciona o cursor am x1,y1
a=x2

A=xg-xl

;a=num. da pos. da linha do
Hopo

;b=num. de pos. da linha do
lopo

;salva nim, pos. dalinha do
Hdopo

\A=carac, do canto sup. asq.
JBECrave o caractara
demora para sincronizagio

:a=trago horizontal
:escreve a linha suparior
\demora para sincronizagio

:awcarac. do canto sup. dir.
\Bscrave o caractere
recupera num. pos. linha do
lopo

il-"'z

wcoloca o cursor em x1,y2
;a=carac do canfo inf.
:esquerdo

:escreve o caractera



janal2

janeld

laneld

tabwindow

ax
ax

out
ax
ax
djnz

out

pop
Pop
push

push

sub

djnz

out
inc

djnz

pPop
pop
pop
rat

delb

(sp).hl
{sp).hl
a#17
(#98),a
(sp).hl
{sp).hl
janal2
a#1b
(#98),a
hi

dae

de

hi

a,e

I

a

b,a

ad

h

a

c.a

|

pasit
a6
(#98),a
be

b.c

a k20
(#98),a
(sp).hl
(sp).hl
janeld
a#i6
(#98),a
|

be

janel3
hl

de
be

#00
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;demora para sincronizagao

;a=lrago horizonlal

:ascreve a linha inferior
:damora para sincronizagio
:a=carac. do canto inf. dir.
JAscreve o caractara
recuperax1yl

racupara x2,y2

isalva x2y2

salva x1.y1

a=y2

Amy2-y1

;a=num. da pos. varlicais
b=nim. de pos. verticais
‘a=x2

a=x2-x1

;a=nim. de pos. horizontais
wc=nlm. de pos. horizonlais
wl=y141

posiciona o cursor

;a=trago vertical

Jascreve o caractare

:salva nim. de pos. varticais
‘b=nim. de pos. horizonlais
:a=caraclare @spago am branco
[@scrave o carac. para limpar
«demora para sincronizagao
2 jansla

;a=lrago verical

-ascrave o caraclera
y1=y1+1

srecupera nim. de pos.
wverticais

repete até acabar as linhas
warl,

[recupara os registros salvos

;8 ratorna

:coordenada X1

99
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CAFP G
delb
dalb
defb
dafb
bufcol dafb
buflin delb
carori dafw
coror2 defw

#00
#00
#00
#00

#0000
#0000

/a rolina manu faz a seleglo em menus

menu

gavgasEEvgax

- E-EE‘E‘

ix labmanu
b,#06
lecomandos
hi

ix,chrgtr
chamabasic
nz,abora
ix,chrgtr
chamabasic
z,abora
bx,varsrc
chamabasic
(endvar),de
a,(valtyp)
#02
nz.ermo_13
{auxiliar),hl
ix,tabinvar
iy,labmanu
a,(iy+#02)
(iy+#00)
c,arro_05
a,(iy+#03)
(iy+#01)
c,erro_05
calpadvid
a,(colunas)
a

(iy+#00)
c.ermo_05
(iy+#02)

coordenada y1
;coordenada x2
coordenada y2

ilipo de apresentagio
bullar auxiliar

Jbutfer auxiliar

Jbutfer auxiliar

bufter auxiliar

;i aponta p/ tabela
ib=nim. de argumentos
& os argumantos

;decrementa o pir. do BASIC
;obtém o préximo caractara

@ virgula?

:Nao, erro de sintaxe
:Sim, obtém o préximo
scaractere

Se for fim de linha-»aboria

procura a variavel
dnteira

isalva o end. da var,
;obtém o tipo da var.
& inteira?

iNao, erro de tipo
salva o ptr. do BASIC
JIx aponta p/ tabinver
Ay aponta p/ tabmenu
Amx2

KEm=x1?

;N&o, emile erro
Ay 2

y2s=y17?

Méo, emita arro
calcula pars. do video
a=x1

x1»colunas?
:Sim, emite arro
x2>colunas?
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ip c.armo_05 'Sim, emite erro

Id a,24 ‘A=n0m. max, da linhas

cp (iy+#01) ¥1>247

ip c.armo_05 Sim, emite erro

cp (iy+#03) y2=247

ip c.ero_05 :Sim, emite erro

Id h, (iy+#00) Th=x1

Id I, (iy+#01) =y

Id d,(iy+#02) d=x2

id a,(iy+#03) B=y2

Id a,(iy+#04) ;a=comprimanto das opgbas

Id (ix+#02),a salva em tabinver

Id a#0 -a=H#01

id {ix+#03),a ;ajusta a flag de
restauracio

Id {cooratual),hl salva a pos. atual

xor a :Zera a opgao atual

Id (opcan),a H

Id (invarsao),a zera a inversio

Id ah ;compara x1 com

cp d x2

i z vertical 5@ x1=x2 mov. vertical

d al ;compara y1 com

cp L:] w2

ip nz,abora ;8@ nap forem iguais

:amila erro de sinlaxe

;a rotina harizontal controla o maov. harizontal. Nesta rotina,
jlemos o caleulo do valor da opgéo final e, a
partir de horizont_2, temos o controle do movimento

;propriamante dito
harizantal
Id a,(compopcao) ;a=comp. das opghes
Id @,a salvaaemae
id a,(passo) ;a=incremento entre as
opghes
add a8 ;a=passo+comprimanto
Id g,a salvaaema
Id a,(coordx1) =%
Id c.a caxi
Id a,(coordx2) - e
Id b,#00 :zera o registro b
horizont_1
sub o Subtralade e

Ir c,horiz_11 Se estourou, sal do loop
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CAP .6

heriz_11

horizont_2

=83

a

T8vggpEEaaEa

=% 9
T8

b

c

nz, horizont_1
ab
{opcaolim),a

i tabinver
hl,{cooratual)
a,h
(ix+#00).a
al
(ix+#01),a
rotinversao
rdstick

#03
z,movdir
#07
Z,movesg
#

z.fimsal
horizont_2

dneremanta b

A=x1?

:Mao, volta para horizont_1
A=0pca0 maxima

:salva em opcaofim

Jix ponta p/labinver
hl=posigio atual

daz a inversao

& o joystickteclado

10 mov. foi para a direita’?
w5im, vai para movdir

;0 mav. foi para a esquarda?
;Sim, vai para movasq
;Return ou tiro?

:5im, vai para limsel

fecha o loop

;a rotina movdir controla o movimanto para a diraita.

movdir

movdir_1

Eas

EEEvEEErPREE B
SSREE

3
a

T a

a,(passo)
8,a
a,(xatual)
a8

e,a
a,(compopcao)
a8

a,a
a,(coordx2)

a8

c,movdir_1

a,e

(xatual),a
a,(opcan)

a

(opcac),a
horizont_2

;as=incramanlo

=3

A=posicdo x atual
;soma x atual com o
incramanio

Jewx alualspasso
;a=comp. das opgbes
A=y atual+passo+comp.
a=x calculado
;a=coord. x limite

% calculado > x limite ?
:Sim, vai para movdir_1
{Nao, a=x calculado
;maodifica x atual
incremeanta o valor da
opgao

wvolta para horizont_2



ip

a,(coordx1)
h,a
a,(coordy1)
la
(cooratual),hl
a

(opcao),a
horizont_2
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Jhl=coord. original
-salva em cooratual
(ZErd a opcan

;salva em opgio
wvolta para horizont_2

:a rolina movesq controla o movimento para a esquerda

movasg
Id
Id
Id
Id
Id

movesd_1

Ip

a,(passo)
8a
a,(xatual)
c,a
a,(coordx1)
c
z.movesqg_1
ac

a

8,d
a,(compopcao)
ca

ae

C

(xatual),a
a,{opcao)

a

(opcac).a
harizont_2

a,(coordx2)
h,a
a,(coordy2)
l.a
(cooratual),hl
a,(opcaofim)
(opcao)a
horizont_2

sa=incremento

Ja=d

a=x atual
salvaaeme

=L

 atu al=x1

:Sim, vai para movesg_1
:Nép, calcula nova pos,
;a=x atual-passo

sa=x alual-passo
:amcomp, das opgbes
salva a am ¢

A=% alual-passo

:a=x atual-passo-comp
:modifica xatual
‘decrementa o valor
da opgio

L]

wvolta para horizont_2

:hl=coord. original final
;salva em cooratual
;amopgao final

galva am opcao
facha o loop

:a rotina vertical controla o movimento vertical. Nesta rotina,

temos o calculo do valor da opgao final e, a

‘partir da vartical_2, lamos o controle do movimanto

:propriamanta dito
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CAP G

vertical

vartical_1

vertical_2

EEEEE &

sub

EESg T

gEEEEaa

call

e
cp
ip
cp
i
ip

a,(passo)

2,4
a,(coordy1)
c,a
a,(coardy2)
b,#00

a
b

c
nz,verical 1
ab
(opcaotim),a

ix tabinver
hl,(cooratual)
ah
(ix+#00),a
a,l
(I%+#01),a
rotinversao
rdstick

#05
z,movbai
#01
Z,maveim
#

z limsel
vartical 2

:asincremento entre as
opghes

salvaaemae

A=y

o=yl

Amy2

;zara o ragistro b

Ja=a-passo
incrementa o registro b
a=y1?

:Nao, volta para vertical_1
a=0pcio maxima

:salva em opcaofim

;ix aponla p/ tabinvar
;hl=posigao atual

salva a pos. a invertar

faz a inversao

18 o joystickeclado

;0 movimento foi para baixo?
1Sim, vai para movbai

;0 movimento foi para cima?
iSim, vai para movoim
‘Return ou tiro?

:5im, vai para fimsel

:Nao, fecha o loop

;a relina movbai controla o movimanto para baixo,

movbai

Id
add
Id

a,(passo)

aa
a,(yalual)
ae

a.4a
a,(coordy2)
a
c,movbai_1

;a=incremento entra as
:0pcdes

salvaaeme

A=y atual

:a=y alual+passo

;s8lva o resultado em e
a=y2

Wy atual-y2?

;3im, vai para movbai_1



movbai_1

Id
Id

ine

TEXEaZas

a,8
(yatual),a
a,(opcan)
a
(opcao),a
vertical_2

a,(coordx1)
h,a
a,[coordy1)
l.a
{cooratual), hl
a

{opcao),a
vertical_2

:Nao, a=y alual

-salva am yatual
dncramenta a opgao

atual

:;salva em opgao
waolla para vertical_2

{hl=posigio inicial

]
salva em cooratual
;zera a opgao atual

wolla para vertical_2

-a rotina moveim controla o movimento para cima

movicim

moveim_1

sub

TEEaccadada

a,(passo)

ea
a.(coordy1)
c,a
a,(yatual)

c
z,movecim_1
@

(yalual),a
a,{opcao)
a

(opcan).a
vartical_2

a,[coordy2)
h,a
a,{coordy2)
l,a
(cooratual),hl
a,{opcaotim)
(opcac).a
vartical_2

‘a=incramanio entre as

iopghas
sdlvaaeme
amyl
savayleme
;a=y atual

y atual=y1?

:Sim, vai para movcim_1
:Mao, a=y atual-passo
:salva em yatual
:decrementa o valor da

;opgao atual

:=alva em opgdo
volta para vertical_2

hl=posicao final

:salva em cooralual
-a=valor da opgdo final
:salva em opgao

wolta para vertical_2
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CAPG

:a rotina fimsel promove a alualizago da variaval intaira
:a relorna para o BASIC

fimsel _
Id hl,(andwvar) :hl=and, da var. inteira
Id a,(opecan) ;a=valor da opgao
Id (hl),a ;atualiza a variaval
inc hi £
Id (hl), #00 :
call kilbuf Jdimpa o buffer do teclado
id hl,{auxiliar) ;obtém o ptr. do BASIC
jis] volta volta para o BASIC

tabmenu

coord1

coordx1 deib #00

coordy1 delb #00

coord2

coordx2 dafb #00

coordy2 dafb #00

compopcan defb #00

passo dafb  #00

:a rotina findfirst enconltra o primairo arquivo
:que se corresponda com a especilicacdo passada

;pelo BASIC
findfirst
id a#11 ;a=fungio do BDOS
Id (comtfind),a :zalva am comfind
ir comandfind ;salla para comandlind

:a rotina findnext encontra o préximo arquivo
;que sa corresponda com a especificagdo passada
:palo BASIC

findnext
Id agi2 ;a=luncgao da BASIC
id {comfind),a isalva am comiind



:a rotina comandlind executa a procura do
;primeiro @ do prdximo arquiva de acordo
:com o valor em comfind.

comandfind
id i, chrgtr
call chamabasic
P z,aborla
¥} c,abora
Id ix, varsrc
call chamabasic
Id {andvar),dea
Id a,(valtyp)
cp #03
ip nzamo_13
xar a
id (de),a
inc da
id (de).a
inc da
Id (da).a
dac hi
Id ix,chrgtr
call chamabasic
cp i'l
P nz,aborta
Id ix,chrgtr
call chamabasic
cp #22
ip nz,aborta
Id ix, anfila
call chamabasic
Id {auxiliar) hl
call inifct
Id ad
%] de,(fch)
d (de),a
Id hil filnam
inc de
Id bc,0011
Idir
Id de,(dma)
Id c#la
call bdos
id de,(fcb)
id a,(comfind)
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obtém o primeiro
JArgumento

;5@ nao for caractere,
:aborla

;procura a variavel

salva o end. da variavel
wverifica se & string

:Maop, emite lypa mismalch
dnicializa a variavel

;com tamanho

;e enderego inicial

Jiguais a zero

i

;obtém o préximo caractere
i virgula?

:Mao, erro da sintaxe
obtém o préximo caractere
;

530 aspas?

:Mao, erro de sintaxe
:oblém o nome do arquivo

isalva o ponteiro do
:BASIC

dinicializa o fcb
:awnimero do driva
:coloca na primaira
iposicao do FCB
transtere a especificagio
:do arquivo para o FCB
‘bcetamanho do noma
transfara

ajusla o dma

;dn aponta para o FCB

a7
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CAPS
Id c.a e=fungdo #11 do bdos
call bdos :
id hl,(auxiliar) obtém o ptr. do BASIC
or a fesla se achou ou ndo
ip nz,volta iNao, volla para o BASIC
Id da,(dma) 5im, transfere o noma
push de :
push de para a variavel string
pop hi ;hl aponta para o fim do nome
inc hi ;de aponta para a ram livra
ld be, #0008 obtém a extensao
idir i
id F- Dty icoloca o ponto separando
Id {de),a ;0 nomea da axtansio
pop  de ;
Id hl,(endvar) -
Id (hl),#0c :ajusta o tamanho da string
inc hi
d {hl),e ;ajusia o enderego da
inc bl islring propriamenta dita
Id {hl),d ino bulfer da variaval,
Id hl,{auxiliar) ;obtém o ptr. do BASIC
e volta retorna

;a rolina inifcb promave a inicializagdo do

JFCB usando a instrugio LDIR para presncher
\uma area com um dOnico dado (#00 no casa). A
inicializagdo do FCB é uma tarefa fundamental

;na abartura e criaglo de arquivos.

inifch
push be salva os registros
push  hl ;afelados por esta
push de srotina
Id hi, {fcb) :hl aponta para o FCB
id (hi),#00 ;preenche o primeiro
push  hl Jbyte com zero
pop de de aponta para o 20,
ing da byle do FCB
Id be,0035 :be=tamanho do FCB-1
Idir ;preenche todo o FCB

1com Zeros

pop da recupera os registros
pop hi salvos
pop  be ;

rat Jretorna



:a rotina rdstick |& o estado dos joysticks @ das teclas

:do cursor

rdslick
push
push
push
push
push
rdslick_1
Id
call
or
ir
Id
call
or
ir
Id
call
or
ir
Id
call
or
ir
Id
call
or
ir
id
call
or
ir
fimstick push
Id
dec
Id
or
ir
pop
Prop
pop
pop

leopandst

X
iy
be
de
hi

a#00
gtsick

a

nz fimstick
a#01
gtstck

a

nz fimstick
a Ro2
glsick

a

nz fimstick
a #oo
gttrig

a

nz fimstick
a
gitrig

a

nz,fimstick
a#02
gttrig

a
z,rdstick_1

af

hl, #8000

hi

ah

|
nz,loopendst
af

hi

de

be

alva os registros
-afetados
i

‘& o astado

;das teclas do cursor
:alguma tecla pressionada?
:Sim, vai para fimstick
:lé o estado do

joystick na porta A
;algum movimento?
:Sim, vai para fimstick
& o estado do

Jjoystick na porta B
:algum movimento?
:Sim, val para fimstick
1% o estado da barra

de espago

401 prassionada?

:Sim, vai para fimstick
1@ o estado do botdo de
Jliro do joystick A

Aol pressionado?

:Sim, vai para fimstick
‘16 o estado do botdo da
diro do joystick B

foi pressionado?

:Nao, volta para rdstick_1

-salva o valor lido
;provoca um pequanc
sretardo para que as
:seleghes ndo sejam
rapidas demais
‘recupera o valor lido
srecupera todos os
registros salvos

:na inicio da rotina

O SISTEMA DOS

30



310 Guia do Programador MSX

CAP.8

pop

pop
rat

Ty
ix

rrelarna

;a rotina calpadvid calcula os padrées do video: a tabela de
;padrdes & o nimero de colunas. Os valores resultantes sio
olocados em tabpad o colunas, respectivamente.

calpadvid

calpad 1
calpad 2

ax
GxxX

or
ir

cp
ir

Id
add

ir
Id
Id
Id

exy
ax
ral

af,af

hi, (txtegp)
a,[versao)
a8
z,calpad 1
a,(linlen)
41
c.calpad 1
a, 8o

hl,hi

calpad_2
a 40
(colunas),a

(tabpad),hl

al.af’

;salva o registro al

;salva os demais registros
;obtém a tab. de padrbes
obtém a verséo

:do MSX, E M5X17?

+Sim, vai para calpad_1
;obtém o tamanha da tela

O MSX2 esta em 80 colunas
:Mao, vai para calpad_1
:5im, a=80 colunas

calcula nove end, da

Jabela de padroas

wai para calpad 2

;a=40 colunas

;5alva as colunas

;5alva o end, da tab. de
;padroes

Jrecupeara os registros salvos

Jretorna

:a ratina lafrase transporta da tela para o buffer bufnor
7@ senlenga a invarier

lefrase

push
push
push
push
call

call
Id
Id
call

pop

af

be

da

hi
calandira

setvdprd

b, (+#00)
hl,bufnor+#03
lelinha

hi

;salva os registros
:modificados por esta
srotina

:calcula o end. da string

sna VRAM

prepara o VDP para lsitura
;obtém o comp. da siring
:hl-=inicio da string

A& a string

Fecupera os registros



pop de
pop  be
pop &
rat
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salvos
"
salorna

-a rotina calendfra, baseada nas coordenadas fornecidas, calcula o enderego da sentenca a

invarter na memdoria VRAM
calandfra
Id h#00
id d,h
Id a,(grpacy)
Id la
or a
Ir z.calandl
I Lh
id b.a
Id a,(colunas)
Id ea
loopcal_1 add hl,de
djnz loopcal _1
caland1 Id a,(grpacx)
Id aa
add hl,de
Id (bufnor+ =#01)
Id {bufinv+#01)
ret

xcalcula o end. da siring
:na memaria VRAM, baseada
'nas coordenadas passadas

:a slring estd na linha 07
:Sim, vai para caland1

:Mio, calcula o end. do
sinicio da linha

;obtém a coord, ¥

emcoard. ¥

:soma ao end. [ encontrado
hl:salva no bufier das strings
Jhlinormal e invertida

Jretarna

-a rolina posit posiciona o cursor nas coordenadas pas sadas

ipor hl. he=x @ lay

posit

push af

push bec
push de
push  hl

ax de,hl

Id hl, #0000
Id a,e

or a

ir z,posit2
push de

Id b,a

Id a,(colunas)

«=alva todos os
registros aletados
:por esla rolina

{roca o contatido de hl pelo
de de

=zgra hi

:a=linha

;8 igual a zero?

:Sim, val para posit2

‘Nao, salva as coordenadas
‘b=nlim. da linha

-a=num. de colunas
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CAP 6

aa

positl add
djnz

“%

posit2

ir
Id

add

posild call

pop
pop

pop
ral

8.a
d.#00
hl,da
pasitl
da
ad

Z.posit3
e.a

d, #00
hl,de

satvdpwt
hi
de

af

Je=nlm, de colunas
:de=n0m, de colunas
shi=hl+ndm, de colunas

;Jrecupara as coordenadas
a=coluna

& jgual a zero?

iSim, vai para posit3

Mao, emcoluna
de=coluna

;hl aponta para o end. da
WVRAM

correspondente a x1,y1
:prepara o VDP para escrita
Srecupera os registros

8 retorma

iinicio da lista com os nomes dos novas comandos e

;anderegos de chamada

lista
defm
defb
dafw
dafm
dalb
dafw
defm
defb
dafw
dalm
deib
dafw
dafm
defb
dafw
dalm
defb
defb
dalw

endlista delb

"REVERSE"
#00

invarta
"CLRSCRH"
#00

nawcls
“WINDOW®"
#00

window
"MEMNU*"
#00

menu
“FINDFIRST"
#O0

findfirst
“FIND"

#83

#00

findnaxt

#00

yname do comando
Hdim do neme

:end. da rotina
:nome do comando
fim do nome

send, da rotina
inome do comando
dim do nome

wend. da ratina
Jname do comando
Him do nome

;end. da rotina
;nome do comando
fim do noma

:end. da rotina
;nome do comando
lokan do next

fim do nome

wend. da rolina

Him da lista



;rotinas para o acesso direto & RAM de video

rdvram

wivram

setvdprd

rdvram

satvdpwi

wtvram

call
in
ral

push
call
Pop
out
red

or
ir

xor
out

out
id
out

and
out
ax
ax
ratl

or

xor
out
Id

out

oul
and

or
out

setvdprd
a,(#o8)

af
satvdpwl
af
{#98),a

a,(versao)
a
Z,rdvram1
a

(#99),a

a #fe
(#99),a
a,l
(#99).a
ah

#31
(#98),a
(sp).hl
(sp).hl

a,(varsao)
a

z, wivrami
a

(#88),a
a#Ba
(#99),a
a,l
{#99),a
ah

#3

#40
(#99),a

:ajusta o VDP para leitura
A& um byte
iretorna

zalva o dado a anviar
:ajusta o VDP para escrita
‘recupera o dado a enviar
|envia

relorna

:obtém a versio do MSX
W MSX17?

:Sim, vai para rdvrami
‘Mago, inicializa o VOP
«do MSX2

dinforma ao

DP o enderego na
AAM onde sera
Mdo o dado

;demora para
:sincronizagio

obtém a versio do MSX
@ M3X17?

:Sim, vai para wivram1
‘M&p, inicializa o VDP
do MSX2

sinforma ao

VOP o enderago na
“VHAM onde o
:dado sard

;gravado

Ll

O SISTEMA DOS

K} k]



314 Guia do Programador MSX

CAP6
ax (sp).hl .demora para
ox {sp).hl :sincronizago
ret Tratarna

;a rotina lalinha transporna uma linha da VRAM para a RAM

lelinha

in a,(#98) J& o carac. da VRAM

Id (hi),a ;sahlva-o no buffer apontado
por hi

inc hi incrementa o ponteiro do
buffer

djnz lelinha jprepara a proxima leftura na
tala

ret ralorna

:a rotina esclinha transporta uma linha da RAM para a VRAM

asclinha

Id a,(hl) & o carac. do buffer

out (#98),a ;ascrava-o na VRAM

ing hi incrementa o pontairo do
‘buffer

dinz asclinha prepara a préxima escrita na
tala

red ralorna

:area das varidveis usadas no programa

bufnor
dafb #00 tamanha da string
defw #0000 posicae de ascrila
dafs 33 string
bufinv
defb #00 ;lamanho da string
defw #0000 ;posigaoc de escrila
defs 33 string
inversao dalb #00 Hlag de campo J4 invertido
compstr dalb #00 :comprimento da siring

colunas dafb #00 ndmero de colunas na tela
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labpad defw #0000 enderego da 1ab. de padrdes
auxiliar dafw #0000 iponleiro do BASIC
andvar defw #0000 :end, da varidvel BASIC
comfind delb #00 inimero da lungio de procura
opcao defb #00 valor da opgao atual
opcaocfim defb #00 wvalor da opgao final
cooratual coordenadas atuais
yatual defb #00 ¥
xatual deib #00 o
bufferlinha

dals 81 ;buffer de linha da tela
fim equ §

Listagem em linhas DATA do cédigo-objeto do programa que Implemanta os comandos
FINDFIRST e FINDNEXT:

10 FOR A%=gHDOOO TO &HDBED
20 READ B§

30 POKE A%, VAL ("EH"+BS)

40 HEXT A%

50 BSAVE "PROG29.BIN", ¢HDOOO, cHDBES

100 DATA F3,DB,A8,47,E6,F0, OF, OF, OF, OF, BO,D3,A8,E6, 03, 32
110 DATA 2E,DO, 78,21, 2D,D0,11,B1,¥§F, 01, 05,00, ED,BO, 21, 32
120 DATA DO,11,00,40,01,37,08,ED,B0,D3,A8,FB,C9,F7, 00, 00
130 DATA 40,C9,F5,C5,D5,E5, 7R, FE, 02,02, 20, 40, 2A,AF, F6, TE
140 DATA B7,C2,16,40,23,23,23,23,DD,21,66,46,CD,83, 40,CD
150 DATA 25,40,E1,D1,C1,F1,C9,22,DC,47,21,09,47,01, 37,00
160 DATA ED,5B,DC,47,1A,ED,B1,EZ2, 48,40,13, 1A, BE,C2, 2E, 40
170 DATA 23,7E,FE,00,CA,49,40,C3,38,40,09,23, 48,23, 46,F1
180 DATA C5,ED,S53,DC, 47,EB,C9,DD,ES,DD,ES,DD, 21, 66, 46,CD
190 DATA B3, 40,DD,E1,28,1A,FE,2C,28,12,28,DD, ES,CS,DD, 21
200 DATA OE,52,c¢D,B3, d0,C1,0D,El, 7B,DD, 77,00, DD, 23,10, D9
210 DATA DD,El,CS,3E,05,32,14,F4,18,07, 3B, 0D, 32,14,F4, 18
220 DATA 00,El,D1,C1,F1,3A,14,F4,5F,C9, 28, AF, 32,14, P4, D1
230 DATA D1,C1,F1,D1,C1,F1,DD,E1l,DD,El,F5S,C5,D5,0D, 21, 66
240 DATA 46,C3,B3,40,C9,CD,59,01,C9,06,04,DD,21,9B8,41,CD
250 DATA 55,40,22,DC, 47,CD, CC, 40, 2, DC, 47, C3, 98, 40, DD, TE
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CAPG

260
270
280
290
300
310
320
230
3240
aso
360
270
380
330
400
410
420
430
440
430
460
470
480
490
300
310
320
530
540
550
S60
570
S80
580
600
610
620
€30
640
650
660
670
680
690
700
710
720

DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATRA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATRA
DATA
DATA
DATA
DATA
DATA
DATAR
DATRA
DATA
DATA
DATA
DATA
DATA
DATA

DATA
DATA
DATA
DATA
DATA
DATA

00, 32,87,FC, DD, 7E, 01, 32, B9, FC, DD, 7E, 02, 32, DA, 47
FE,21,D2,93, 41,DD, 7E, 03, B7, 28, 1C, 3R, D7, 47,B7, 28
16,34, 6P, 47,B7,28,10, 2R, 90, 47,CD, 67, 47,21, 92, 47
3A, BF, 47,47,CD, 88, 47, 2A,DC, 47, 3A, D8, 47,87, CA, 97
41,DD, 21,8F, 47,FD, 21,83, 47,0D, 77, 00, FD, 77, 00, CD
88, 46, 3A,B7,FC, 5F, 3A, D9, 47,88, DA, 53, 41, 3A, BY, FC
FE,18,D2,93,41,CD,.AA, 46,F3, 2A, DA, 47, ES, 11, 00, 07
19,EB, CE,E0,DD, 46, 00,DD, 21, 92, 47,.FD, 21,86, 47,E1
c5,ES,D5,11, 08,00,DD, 46, 00,19, 10, FD, D1, 06, 08, CD
41,47,2F,EB,CD,47,47,EB, 23,13,10,F3,E1,C1,FD, 71
0o,0c,DD,23,FD,23,10,D8,FD,21,B3,47,FD, 6,01, FD
€6,02,CD,67,47,FD, 46, 00, 21,86, 47,CD, 88,47, 3E, FF
32,D7,47,FB,C9,F1,C3,81, 40,F1, C3, 98, 40, 00, 00, 00
00, 06, 02,DD, 21, 5C, 42,CD, 55, 40, 22,DC, 47, DD, 7E, 00
FE,02,D2,81,40,CD, 88, 46, 3A, D9, 47, 5F, DD, 7E, 01, 1C
BB, D2, 81, 40, BT, CA, 98, 40, DD, 7E, 00,B7, C2,13, 42,73
DD, 46, 01,C5, 2A, B3, F3, 3A,D9, 47, 5F, 16, 00, 3A, B1, F3
47,C5,CD, 4F, 47,3A,D9, 47,D5,B5, 21, E5, 47, 47, CD, 81
47,3E,20,77,E1,D1,CD, 67, 47,D5,E5, 21, E6, 47, 3A, D9
47,47,cD,88,47,E1,D1,19,C1,10,D6,C1,10,C5, FR, 2A
DC,47,c3,98, 40,F3,DD, 46, 01,C5, 2A, B3, F3, 34, D9, 47
SF,16,00,3A,B1,F3, 47,C5, CD, 4F, 47, 3A, D9, 47, D5, ES
21,K6,47,47,0D,81, 47, 3R, 20, 21,E5, 47, 77,E1,D1,CD
67,47,D5,E5,21,E5,47,3A,D9,47,47,¢D, 88,47, E1, D1
19,¢1,10,D3,¢1,10,C2,FB, 2A,DC, 47,C3, 98, 40, 00, 00
DD, 21, 7D, 43, 06, 05, CD, 55, 40,22, DC, 47, CD, 88, 46, DD
21,7D, 43, DD, 66, 00, DD, 6E, 01, DD, 56, 02, DD, SE, 03, 7C
BA,D2, 61, 40, 7D, BB, D2, 81, 40, 7B, FE, 18, D2, 81, 40, 3A
D9,47,3D,BA, DA, B1, 40,DD, 7B, 04, BT, C2, AS, 42, CD, 1F
43,2A,DC,47,C3, 98, 40, AF, 32,82, 43,32, 83,43, 22, 84
43,ED, 53, 86, 43, 7C, 82, CB, 3F, 3D, 67, 3C, 3C, 57, 7D, 83
CB, 3F, 3D, 6F, 3C, iC, 5F, CD, 1F, 43, CD,ES, 42,CD,F5, 42
CD,1F, 43,CD, 04,43,CD, 11,43, 20, EF, 2A, 84, 43,ED, 58
86,43,CD, 1F, 43,C3, 5F, 42, 3A, 85, 43, BC, 30, 03, 25, 14
C9, 3E, 01,32, 82, 43,C9, 3R, B4, 43, BD, 30, 03, 2D, 1C, C
3,01, 32,83, 43,C9,F5,E5, 21, 00,10, 2B, 7C,BS, 20, FB
El,F1,C9,3A,82,43,FE, 01,28, 01,C9, 3R, 83,43, FE, 01
c9,C%,DS,ES,CD,E1, 46, 7A, 94, 3D, 47, C5, 3E, 18, D3, 98
E3,E3, 3E,17,D3,98,E3,E3,10,F8, 3E, 19, D3, 98, C1, 6B
CD,E1, 46, 3E, 1A, D3, 98,E3,E3, 3E, 17,D3, 98,E3,E3, 10
F8, 3B, 1B, D3, 98,E1, D1, D5,E5, 7B, 95, 3D, 47, 7A, 54, 3D
4F,2C,CD,E1, 46, 3E, 16, D3, 98,C5, 41, 3E, 20, D3, 98,E3
E3,10,F8B, 3K, 16,D3, 98, 2C,C1,10,E7,E1, D1, C1, C9, 00
00,00, 00, 0O, 00, 0O, 00, DD, 0D, 00, DD, 21, 83, 45, 06, 06
cD, 55, 40, 2B, DD, 21, 66, 46,CD, B3, 40, FE, 2C, C2, 20, 40
DD, 21, 66, 46, CD, B3, 40, CA, 20, 40, DD, 21, Ad, SE, CD, B3
40,ED,353,DE, 47,3A, 63, F6,FE, 02, C2,88,40,22,DC, 47
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730 DATA DD, 21, 5B, 41,¥D,21, 83, 45,FD, 78, 02,FD,BE, 00, DA, 81
740 DATA 40,FD,7E,03,FD, BE, 01,DA,81,40,CD,88,46,3A,D9, 47
750 DATA 3D,FD,BE,00,DA, 81, 40,FD, BE, 02, DA, 81, 40, 3E, 18, FD
760 DATA EE,01,DA, 61, 40,FD,EE,03,DA, 81, 40,FD, 66,00, FD, 6E
770 DATA 01,FD,56,02,¥D,SE,03,FD,7E,04,DD, 77, 02, 3E, 01, DD
780 DATA 77,03,22,E3,47,AF,32,E1,47,32,D7,47,7C,BA, CA, D3
790 DATA 44,7D,BB,C2,20,40, 3A,87,45,5F, 3A, 88, 45,83, 5F, 3A
800 DATA 83,45, 4F, 3A, 85,45, 06,00,93,38,04,04,B9,20,F9,78
810 DATA 32,E2,47,.DD,21,9R,41,2A,E3,47,7C,DD, 77,00, 7D,0D
820 DATA 77,01,cD,cc, 40,CD, 3F, 46,FE, 03, CA, 67, 44,FE, 07, CA
§30 DATA 5B, 44,FE,FF,CA,70,45,18,DA, 37, 88,45, 5F, 3A,E4, 47
B40 DATA B83,5F, 3A,87, 45,83, 5F, 3A,05,45,B8, 38, 0E, 7B, 32, E4
B50 DATA 47,3A,E1,47,3C,32,E1,47,C3,41, 44,34, 83,45,67, 3R
860 DATA 84,45,6F,22,E3,47,AF,32,E1,47,C3,41, 44,30, 88, 45
870 DATA SF,3A, E4,47,4F, 3R, 83,45,89,28,16,79, 93, 5F, 3A, 87
880 DATA 45, 4F,7B,91,32,E4,47,3A,E1,47,3D,32,E1,47,C3,41
B90 DATA 44, 3A, 85,45, 67,37, 086,45, 6F,22,E3,47, 3A,E2, 47,32
900 DATA E1,47,C3,41,44,3A, 88,45, 5F, 38, B4, 45, 4F, 3R, 86, 45
910 DATA 06,00,93,04,B9,20,FB,78,32,E2,47,DD,21,98,41,2R
920 DATA E3,47,7C,.DD,77.00,70,D0,77,01,C0,CC, 40,CD, 3F, 46
930 DATA FE,0S,CA,10,45,FE,6 01,CA, 40,45 FE,FF,CR,70,45,€3
940 DATA E9,44,3A, 88,45, 5F, 3A,E3,47,83,5F, 3R, 86,45, BB, DA
950 DATA 2E,45,7B,32,E3,47,3A,E1,47,3C,32,E1,47,C3,E9, 44
960 DATA 3R, 83,45,67,3A,84,45, 6F,22,E3,47,AF, 32,E1,47,C3
970 DATA E9,44,3A,88,45,5F, 3A, 684, 45, 4F, 38, E3, 47,89, 28, 0E
980 DATA $3,32,E3,47,3A,E1,47,3D,32,B1,47,C03,E9,44, 3R, 85
990 DATA 45,67.3A,86, 45, 6F,22,E3,47,3A,E2,47,32,E1,47,¢3
1000 DATA E9,44,2A,DE, 47, 3A,E1,47,77,23,36,00,C0,56,01,2A
1010 DATA DC,47,cC3, 98, 40,00,00,00, 00,00, 00, 3E, 11,32, EO, 47
1020 DATA 18,05, 3E,12,32,E0, 47,0D,21,66, 46,CD,B3,40,CA, 20
1030 DATA 40,DA,20,40,DD,21,Ad,5E,CD,B3, 40,ED, 53,DE, 47, 3A
1040 DATA 63,F6,FE,k03,C2,88,40,AF,12,13,12,13,12,28,0D,21
1050 DATA 66,46,CD,B3, 40,FE,2C,C2,20,40,DD, 21, 66, 46,CD, B3
1060 DATA 40,FE,22,C2,20,40,DD,21,0E, 6A,CD, B3, 40,22,DC, 47
1070 DATA CD,2B, 46,7A, ED,5B,53,F3,12,21,66,F8,13,01, 0B, 00
1080 DATA ED,BO,ED,5B, 4F,F3,0E,1A,CD,7D,F3,ED,SB,53,F3, 3R
1090 DATA EO,47,d4F,CD,7D,F3,2A,DC,47,B7,C2, 98, 40,ED, 5B, 4F
1100 DATA F3,D5,DS5,El,23,01,08,00,ED,BO,3E,2E,12,D1, 2A, DE
1110 DATA 47,36,0C,23,73,23,72,2A,DC, 47,C3,98,40,C5,E5,D5
1120 DATA 2A,53,F3,36,00,E5,D01,13,01,23,00,ED,B0,D1,E1,C1
1130 DATA C9,DD,ES5,FD,ES, C5,D5,ES, 3E, 00, CD, D5, 00,B7, 20, 28
1140 DATA 3E,01,cCD,D5,00,B7,20,20,3E,02,CD,D5, 00,B7,20,18
1150 DATA 3E,00,CD,D8,00,B7,20,10,3E,01,CD,D8, 00,B7, 20,08
1160 DATA 3E,02,CD,DB,00,B7,28,D0,F5,621,00,80, 2B, 7C, RS, 20
1170 DATA ¥B,F1,El,D1,C1,FD,E1,DD,E1,C9, 08,09, 2A B7,F3, 3R
1180 DATA 2D,00,B7,28,0C,3A,B0,F3,FE,29,38,05,63E,50,29,18
1190 DATA 02,3E,28,32,D9,47,22,DA,47,D9,08,C9,F5,C5,D5,E5
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1200 DATA CD,C2,46,CD, 4%, 47,00, 46, 00,21,92,47, €D, 81, 47, E1
1210 DATA D1,C1,¥1,C5,26,00,54,3A,B9,FC, 6F,B7, 26,09, 6C, 47
1220 DATA 3A,D9%,47,5F,.19,10,FD,3A,B7,.FC,5F,19,22,90, 47,22
1230 DATA B4, 47,C9,F5,CS,DS,ES,EB, 21,00, 00, 7B, B7, 28, 0C, D5
1240 DATA 47,3A,D9,47,5F,16,00,19,10,FD, D1, 7TA,B7,28, 04, 5F
1250 DATA 16,00,19,CD, 67,47,81,D1,C1,F1,C9,52, 45,56, 45, 52
1260 DATA 53,45,00,B7,40,43,4C,52,53,43,52,00, 97, 41,57, 49
1270 DATA 4E,44,4F,57,00,5E,42,4D, 45, 4E, 55,00, 88,43, 46, 49
1280 DATA 4E,44,46,49,652,53,54,00,89,45, 46,49, 4E, 44, 83, 00
1290 DATA 90,45, 00,CD, 4F, 47,DB, 98,C9%,F5,CD, 67, 47,F1, D3, 98
1300 DATA C9,3A,2D,00,B7,28,07,AF,D3, %9, 3E, 8E,D3,99%, 7D, D3
1310 DATA 99,7C,E6,3F,D3,9%9,E3,E3,C9, 3A, 2D, 00, B7, 28, 07,AF
1320 DATA D3, 99, 3E,BE,D3,99,7D,D3, 99, 7C, E6, 3F, F6, 40, D3, 99
1330 DATA E3,E3,C9,DB, 98,77,23,10,FA,C9, 7E,D3, 98,23, 10, FA
1340 DATA C9,00,00,00,00,00,00,00,00,00,00,00,00,00,00, 00
1350 DATA 00,00,00,00, 00,00, 00,00, 00,00,00,00, 00,00, 00, 00
1360 DATA 00,900,00,00, 00,00, 00,00, 00, 00, 00,00, 00, 00, 00, 00
1370 DATA 00,00, 00, 00, 00,00, 00,00, 00, 00, 00, 00, 00, 00, 00, 00
12380 DATA 00,00, 00,00, 00,00,00,00, 00,00, 00, 00, 00, 00, 00, 00
1390 DATA 00,00, 00,00, 00,00,00,00,00,00,00,00, 00,00, 00, 00
1400 DATA 00,00, 00,00, 00,00, 00,00, 00,00, 00,00, 00, 00, 00, 00
1410 DATA 00,00, 00,00, 00,00,00,00,00,00,00, 00, 00, 00, 00, 00
1420 DATA 00,00, 00,00, 00,00, 00,00, 00, 00, 00,00, 00, 00, 00, 00
1430 DATA ©0,00, 00,00, 00,00, 00,00, 00,00, 00, 00, 00, 00, 00, 00
1440 DATA 00,00,00,00,00,00,00,00,FF,FF

Listagem do programa de teste:

100 CLS:KEYOFF:WIDTH 39

110 BLOAD"PROG29.BIN" R

120 REM *** DEMONSTRAGAQ DOS COMANDOS ***

130 REM *** FINDFIRST E FINDNEXT **

140 FINDFIRST A$,"??777272.277"

150 REM *** A$=PRIMEIRO ARQUIVO ***

160 IF A$="" THEN GOTO 220:REM *** SEM ARQUIVOS ***

170 REM *** IMPRIME O DIRETORIO ***

180 S1$="DIRETORIO DO DRIVE A"

180 X={40-LEN({51$))/2:Y=6:LOCATE X,Y:PRINT S1$:PRINT:PRINT A$;"";
200 !I; ::-‘I[[:NEX'T A$."7?7777772.777"IF A<= THEN PRINT A$;" *;;GOTO 200
210

220 REM *** EMITE MENSAGEM DE DISCO ™

230 REM *** SEM ARQUIVOS *“**

240 LOCATE 0,10:PRINT "O DISQUETE NAO CONTEM ARQUIVOS”

250 END
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COMENTARIOS SOBRE O PROGRAMA QUE
IMPLEMENTA 0OS COMANDOS FINDFIRST E FINDNEXT

O programa acima faz uso de alguns enderegos do BASIC da Disco que ja vimos anterior-
menla. Essas endaregos ndo fornecem oz valoras para a drea do FCB a para o DMA do BA-
SIC da disco. Voca davae estar lambrado que, na fungio #11, eu afirmaei que o FCB do primeiro
arquivo que se correspondessa a espacificagio colocada no FCB seria colocado no DMA, As-
sim sendo, precisdvamos fazer uso dos ponteirus para o FCB (contendo a descrigao do arqui-
vo a procurar) e para o DMA (contendo o FCB do arquivo ancontrado). A rotina @ muito simplas
de se entender, bastando uma anélise dos comentarios feitos apds cada instrugdo. A Unica
chamada que ndo fol comentada refare-se a rotina ANFILE (nome dado por mim), que faz a
andlise de uma especificaglo de arquivo fornecida pelo BASIC. Ao chamar esta rotina do in-
terpratador BASIC, devemos fazer com que HL aponte para o primeiro par de aspas (") da as-
pecificacio do arquivo. Esta rotina transfere o nome (ou especificagio) do arquivo para a
variaval do sistema chamada FILNAM, |4 na forma a sar usada palo FCB. No ratarno, o ragis-
tro D contém o nimero do drive a ser acessado. Quer mais "moleza” que isto? O que se 5o-
gue s3o simples arrumagBes, para que na volta ao BASIC o nome do arquive encontrado seja
transferido para a varidvel correta. Examine a listagem do programa de teste para entender a
sintaxe dos novos comandos.

0O PROGRAMA QUE APRESENTA
AS CARACTERISTICAS DE UM DISQUETE

Gaostaria, agora, de aprasantar um paqueno programa que apraesenta lodas as informages
contidas no BPB de um determinado drive. Como condigio, devemos usar somente rotinas da
BDOS (até para a impressio no video). Vamos antio as listagans.

Listagem em assembly Z-80 do cédigo-fonte do programa gue apresenta as informagdes
no BPB:

bufset equ #1351
bdos  equ #137d
valtyp equ #fE63
argusr equ #7i8

defb iHa :simula em CP/M
defw  inicio ;0 cabecalho de
dafw fim ;um arquivo
defw inicio +BIN

org #d100
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inicio
id a,(valtyp) ,obtém o tipo de argumento
cp #02 508 0 argumento da
Jungio USR néo for
sinteiro
ret nz ;ratorna
Id a,(argusr) driva = 2 (B)?
cp #03 :
ir nc,arro +Sim, volta com arro
or a Jigual a zero?
ir Z.8170 ;Sim, volla com erro
Id a3 Jinicializa o BPB
Id c#lb ;do drive em
call bdos quastdo
cp # ‘hauve erro?
ir Z,8rm :Sim, vai para erro
inicio_1 push i :salva o panteiro
.parao BPB
Id de,mensagem_1 ;imprime a primaira
Id c,#09 :meansagem
call bdos ’
pop ix recupara o plr,
push i dorna a salvar
Id |, (ix+ #00) ;hl=nimero de
e h, {ix+#01) ;aglemerados
call ascii ;acha os digitos
id de,mensagem_2 :imprime a segunda
id c,#09 imansagem
call bdos ;
pop ix ;recupera o ptr,
push ix Jdorna & salvar
Id L{ix+#11) hi=ndmero do
Id h,{ix+#12) selor inicial
do diretdrio
call ascii imprime os digitos
Id de,mensagem_ 3 ;imprime a tercaira
Id c,#09 ymansagem
call bdos .
pop x recupera o pir.
el I, (ix+#0c) shi=sator inicial
Id h,{ix+#0d) ;da drea de dados
push  hl salva
dec hl ;hl=setor final do
diretdrio
call ascii imprimea os digitos
kd de,mensagem_4 ;imprime a quara

Id c,#09 imansagam



call bdos :
pop h srecupera hl
call ascil imprime os digitos
Id hl, #0000 ;sinaliza que correu
id {argusr),hl Audo bem a
ret yalta ao BASIC
arro
Id hl, #fift isinaliza a ocorréncia
Id {argusr),hl ide um erro
ret :e volta ao BASIC

-a rotina ascii converte um valor de 16 bits
:para os caracteres ASCII corraspondentes. Na
-antrada, o par HL devera conter o nimero a
converter @ imprimir

ascii
push  af :5alva os ragistros
push  bec :alterados por
push de :esla rolina
push ix !
push  ix -
push Iy :
Id i valorasc [ix aponta p/ valorasc
Id iy, dezmil :ix aponta pf dezmil
Id @, (iy+#00) de=10.000
id d,(iy+#01) :
xor a :zera a llag de carry
she hi,da -subtral para testar

-g@ o nimero >= 10.000

ir ne,asciil -Sa for maior, vai para asciil
add hil,da ‘Se nao, soma os 10.000
inc iy incrementa o panteiro
inc iy -
Id a,(iy+#00) de=1.000
d d,(ly+#01) ;
xer a :zera a flag de carry
she hl.de ‘nimero == 1.000 7
ir nc,asciil :Sim, vai para asciil
add hl,da ‘Néo, repbe os 1.000
inc iy sincrementa o pontairo
inc iy -
id a,(iy+#00) de=100

id d.(iy+#01) ;
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asciil
ascii2

asciid

valia

xor
sbo
ir
add
ing
inc

Id
xor
sbe

inc
ing

add
xar

inc
inc
i

call
call

pop

pop

a

hl,de
nc,ascii
hl,da

iy

iy
a,(iy+#00)
d,(iy+#01)

a
hl,de
ne,asciil
%

ly

hl,de

a

&, (iy+#00)
d,(iy+#01)
hl,da

a
ne,asciil
a

hl,da

a#30

(ix+#00),a
ix

e

z.vclta

y

Iy

ascii2

- et

(ix+#00),a
de,valorasc
c,#09

bdos
linafeed

y

ix

hi

y2era a flag de carry
snlmero == 100 7
Sim, vai para asciit
iNao, repde os 100
iincrementa o ponteiro

;dEu 10

:zera aflag de carry
numerg s= 10 7
15im, vai para ascii1
Mo, incrementa o
panteire para as
wunidades

srepde o valor tirado
zera a flag de carry
12 0 contador
Jde=quantidade a
subtralr

:=ubtrai

sincrementa o contador
Jx<de? Nao, continua
5im, decrementa o
icontador

irepbe o valor tirado
JBM BXCASS0

s0ma #30 ao contador
Jpara obter o ASCI|
correspondente
salva no buffer
incrementa o plr, ix
chegou 4s unidades?
3im, sai

:Ndo, oblém o préximo
digito

wa=simbolo de término
e string usado palo
:BDOS

=alva

imprime os

digitos

;avancga a linha
srecuperaos

iregistros salvos
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pop  de :
pop  be ;
pop  af ;
ret w0 retorna

1abascii § uma tabela usada pela rotina ascil.
tabascii

dazmil delw 10000
mil datw 1000
cant dafw 100
dez defw 10

uni dalw 1

valorasc defs 10 saste bufler armazena
:0s digitos em ASCII

-a rotina linefeed avanga a linha

linafaad
Id a,#0d :a=carriage returmn
Id c,#02 ;envia para o video
call bdos H
Id e, #0a we=ling fead
Id c, #02 -anvia para o video
call bdos '.
rat @ reloma

mensagam_1  defm  "Num. lotal de aglomerados - §"
mensagem_2  defm  “Selor inicial do diretoria &
mensagem_3  defm  “Selor final do diretério - "
mensagem_4  delm  “Setor inicial da drea de dados . &7

fim agu g

Listagem em linhas DATA do cédigo-objeto do programa que aprase nta as Informagbes
no BPB:

10 FOR A%=gHD100 TO &HDZAS

20 READ BS
30 POEE A%, VAL("&H"+B§)



124 Guia do Programador MSX
CAP &

40 NEXT A%
50 BSAVE

100
110
120
130
140
150
160
170
180
150
200
210
220
230
240
250
260
270
280
250
300
3lo
3z0
330
340
aso0
360

DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATAR
DATA
DATR

"PROG30.BIN", §HD100, GHDZAS
3A,63,F6,FE, 02,C0, 3A,F8,F7,FE, 03, 30, 61, B7, 28, 5E
5F, OE, 1B, CD, 7D, F3, FE,FF, 28, 54, DD, E5, 11, 20, D2, OE
09,cD, 70,¥3, DD, E1, DD, ES, DD, 6E, OE, DD, 66, OF, CD, 75
D1,11, 42,D2, OE, 09, CD, 7D, F3, DD, E1, DD, ES, DD, 6E, 11
DD, 66,12,CD, 75,D1, 11, 64, D2, OE, 09, CD, 7D, F3, DD, E1
DD, 6E, OC, DD, 66, 0D, E5, 2B, CD, 75, D1, 11, 86, D2, OE, 09
¢p, 70,¥3,E1,CD, 75,01, 21, 00, 00, 22,F8, F7,C9, 21, FF
FF,22,¥8,F7,C9,F5,C5,D5, DD, ES, DD, ES, FD, ES, DD, 21
07,D2,¥D, 21,FD, D1, FD, 5E, 00,FD, 56, 01, AF, ED, 52, 30
34,19,¥D,23,FD, 23, FD, 5E, 00,FD, 56, 01, AF, ED, 52, 30
24,19,¥D,23,FD, 23, FD, 5E, 00, FD, 56, 01, AF, ED, 52, 30
14,19,¥D, 23,FD, 23,FD, 5E, 00, FD, 56, 01, AF, ED, 52, 30
04,FD, 23,FD, 23,19, AF,FD, 5, 00, FD, 56, 01,ED, 52, 3¢
30,FR, 3D, 19,C6,30,DD, 77,00,DD, 23, 1D, 28, 06, FD, 23
¥D,23,18,E2, 3E,24,DD, 77, 00, 11, 07, B2, OE, 09, CD, 7D
F3,CD,11,D2,¥D,E1,DD,E1,E1,D1,C1,F1,C9,10, 27, E8
03, 64, 00, 0R, 00, 01, 00, 00, 00, 00, 00, 00, 00, 00, 00, 00
00, 1E, 0D, OE, 02,CD, 7D, F3, 1E, OA, OE, 02, CD, 7D, F3, C9
4E,A3, 6D, 2E, 20, 74, 6F, 74, 61, 6C, 20, 64, 65, 20, 61, 67
6C, 6F, 6D, 65, 72, 61, 64, 6F, 73, 20, 20, 20, 20, 20, 20, 3A
20,24,53,65,74, 6F, 72,20, 69, 6E, 69, 63, 69, 61, 6C, 20
64, 6F, 20, 64, 69,72, 65,74, A2, 72, 69, 6F, 20, 20, 20, 20
20,3R, 20,24, 53,65, 74, 6F, 72, 20, 66, 69, 6E, 61, 6C, 20
€4,6F, 20,64, 69,72, 65,74,A2,72, 69, 6F, 20, 20, 20, 20
20,20,20,3A, 20,24, 53, 65, 74, 6F, 72, 20, 69, 6E, 69, 63
69,61, 6C, 20, 64, 61, 20, A0, 72, 65, 61, 20, 64, 65, 20, 64
61, 64, 6F, 73,20, 3A, 20, 24, 00

Listagem do programa de teste:

100 CLS:KEYOFF:WIDTH 40

110 BLOAD"PROG30.BIN"

120 DEFUSR=&HD100

130 REM *** IMPRIME O TITULO ***

140 S1$="CARACTERISTICAS DO DRIVE A*

150 LOCATE (40-LEN(S1%$))2,6:PRINT S18:PRINT
160 A%=USR(1)

170 IF A%w=-1 THEN GOTO 190

180 END
190 REM *** ESPECIFICAGAQ INVALIDA **
200 PRINT “*ESPECIFICAGAO INVALIDA"
210 END
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COMENTARIOS SOBRE O PROGRAMA
QUE APRESENTA AS INFORMACOES DO BPB

O programa acima & uma boa ilustragiio de algumas fungbes do BDOS para a parte de im-
pressdo no video. A Unica rotina que merece algum destaque é a que converte um nimero de
até 16 bits contido no par HL em caracteres ASCIl equivalentes. Esta rotina se torna absolu-
tamente indispensavel quando desejamos apresentar dados numéricos. Apesar de aparente-
manta complexa, o seu funcionamento poda ser reduzido aos seguintes passos:

1.Compara sa o valor enviado por HL é maior ou igual a 10.000. Se for, faz decrementos su-
cessivos de 10.000 4 maedida em qua incremanta o contador. Assim que o Ultimo decramanto
rasultar num valor menor do que 10.000, sal do loop de decramento por esta valor; decremen-
ta o contador que, por sua vez, passa a indicar as dezenas de milhares, e imprime o digito das
dazanas de milhares. Se, por exemplo, o valor entradeo for 50.000, na saida do loop o registro
A (contador) contera o valor S, que somado a #30 (ASCIl do nimero 0) resultara no codigo
ASCI do nimero 5 (#35).

2.Repetir o mesmo processo para os milhares, centenas, dezenas e unidades.

3.Imprimir a string com os digitos da quantidade numérica ja convertida am caracteres ASCIIL
Algumas das cartas que recabi me padiam dicas de como acessar a linha de comando no

MS5X-D0S. O termo linha de comando sa relere aos comandos passados apds o nome de um

arquivo. Por exemplo, se voca entrasse com o comando

conv a:prog31.gen b:prog3ib.gen

no MSX-DOS (apds o A=), a linha de comando saria:

a:progdi.gen b:prog3ib.gen

incluindo o espago na frente do a:. Vamos, ento, passar para um igpico que apresentara as
dicas necessarias.

UM POUCO MAIS DO AMBIENTE MSX-DOS

Vacé ja saba qua, no ambiente MSX-DOS, s6 podemos executar dois lipos de programas:
os programas com extensao .BAT (arquivos de lote) e os programas com extenséo .COM.
Exista ainda um terceiro tipo, 0 .SYS, que ndo pode ser acessado através do ambiente MSX-
DOS. Esta tltimo tipo 56 pode ser acessado pela rotina de boot (aquela no selor 0 do disquela),
j qua sa trata de um programa que inicializa todo o ambiente desse sistema. Em todo caso,
voca lambém pode, se desejar, carrega-lo ao sair de um programa .COM que tenha feilo es-
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tragos razoaveis na organizagao do MSX-DOS. Apesar da extensao diferente (.SYS), este ar-
quivo possui exatamente a mesma estrutura de um arquivo .COM, ou seja, é carregado a par-
lir do enderego #0100, e a sua primeira instrugio se encontra também nesse enderego. A
Tabela 6.7 mostra as principais caracteristicas dos arquivas .COM e .SYS.

SYS cOoM ![ ROO T
End. de Carregamento #0100 #0100 ]I H#CO
End. de Exacugio #0100 #0100 || HCoo0
Modo de Carregamento BOOT MSX-DOS | |NTELERCE

Tabela 6.7: Estrutura dos arquivos .5YS e .COM

O tarma BOOT na tabala acima se refere ao fato de que os arquivos .SYS podem ser car-
regados e executados palas rotinas de boot: a rotina no setor 0 do disquets, acionada pelo re-
set do micrecomputadar, 8 a rotina acionada pela instrugdo JP #0000 (am assambly, & claro)
a partir de um programa .COM. Este Gltimo procedimento sé carregaré o arquivo .SYS se 0z
estragos feilos na memdria palo programa .COM forem muito grandes.

Vamos passar, agora, a um exemplo que demonstra a utilizacio da linha de comando nos
programas .COM.

UM EXEMPLO DE PROGRAMA NO AMBIENTE MSX-DOS

Para ilustrar mais algumas fungbes da BDOS e mostrar como interpretar a linha da coman-
do do MSX-DOS, elaborel um pequeno programa de demonstracio que tem como finalidade
converter o conteGdo de um arquivo ASCII de mailsculas para mintsculas. A rotina de
conversao & feita byte a byte, de modo que este programa & extramamente lento (fica a seu
critério aprimora-lo). Entretanto, se vocé quisar acelers-lo, use um butfer para leitura e outra
para gravagao, com uns 2 Kbytes cada. O algoritmo usado & o seguinte:

LInicializar os dois FCBs usados: um para a leitura do arquivo e outro para a gravagio do ar-
quivo ja converido.

2.Interpratar o nome do arquivo fornecido na linha de comando. Esta fungio é realizada pela
rotina lelinha. Para entender como interpretar a linha de comando, estude bem esta rotina.

3.Tentar abrir o arquivo passado pela linha de comando para testar a sua existéncia.

4.Se o arquivo existir, renome4-lo com a extensio .BAK. Desta forma, praserva-se o contetdo
do arquivo original.
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5.Criar um arquivo com © nome passado pel. linha de comanda. Este arquivo contera o
contatido do arquivo original (agora renomeado como .BAK).

§.Proceder 4 conversdo de mailsculas para minisculas, mantendo inalterados todos os tex-
fos anlre aspas.

7.Fechar o novo arquivo, para que as suas informagbes sejam atualizadas no diretorio. S nao
fizarmos iste, o novo arquivo apresentard um tamanho de 0 byles no diretdrio.

Vamos entdo & listagam.

Listagem em assembly Z-80 do cédigo-fonte do programa de demonstragao:
programa de demonsiragao

:Compilar com o programa GEN80.COM usando a seguinte

sintaxe:

‘GEN80 PROG31.GEN

-onde PROG31.GEN & o nome do arquive-lexto com esta

listageam
bdos equ #0005
dma aqu #0080

arg #0100

call inilct ‘inicializa o FCB

call lelinha ‘l& o nome do arquivo

call copyfcb :copia o FCB

Id de.fcbl 1enta abrir o arquivo

Id . #of -

call bdos 1

cp #ff ‘Houva arro?

ip Z,0rroasp -Sim, vai para erroasp

call renomeia :Mdo, renomaeia

call abrearq -abra os arquivos

Id de,dma :ajusla o dma

Id c#la i

call bdos :

id hl, #0001 ‘HL=tamanho do registro
:no caso, 1 byta

id (lcb1+#0a)hl -aspecifica o tamanho

Id (icb2+#0a),hl :

dec hil :zarahl
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Id (feb1+#20),hl :Zera o nim, do registro
id (fcb1+#22),hi iinicial
Id {(lcb1+#24),h i
id {fcb2+#20),hl :
id (fch2+#22),hl :
id (fcb24#24),hl :
converta
call leregistro i1é um ragistro
cp #02 ;shouve erro?
ip nc,arrolai w5im, vai para arrolei
cp #01 tarminou a leitura
ir z fimconv iSim, termina a conversio
Id a,(dma) joblém o registro lide
cp w22 1530 aspas?
ir z,aspas ;Sim, vai para aspas
cp A" ;as préximas linhas
testam
ir ¢,conver_1 80 0 caracters lido &
cp #5b imindsculo ou ndo
i ne.conver_1 1Se nao for, vai para
convar_1
add a,#20 :Se for, converte
Id (dma),a salva o valor
convertido
convar_1 call gvregisiro \grava o registro
cp #01 idisco cheio?
e z,espdisco v2im, vai para espdisco
or a ;houve erro?
ip nz,errogry i5im, vai para erragrv
r converta :Nao, faz a préxima
Jleitura
fimcony
Id da, fch2 lecha o arquive
id c, 810 %
call bdos :
ip #0000 reforna ao sistema

:a rolina aspas espera a ocomancia das préximas aspas
»Para continuar a conversio em minlsculas,
:Desta forma, o texio entre aspas nio & converiido

aspas
call gvragistro ;salva as aspas
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aspas_1
call laregistro ;18 um registro
cp #02 :houva erro?
ip nc,arrolei :5im, vai para errolei
cp #01 lerminou a leitura
ir z limeonv :Sim, tarmina a
CONVarsao
aspas_0 Id a,{dma) ;obtém o registro lido
cp #22 ;580 aspas?
ir z,convar_1 :Sim, relarmna para o
slecp
de conversao
call gvragistro :Nao, grava o ragistro
cp #01 idisco cheio?
ip z,espdisco :Sim, vai para espdisco
or a :houve ermo?
e nz,errogrv :5im, vail para errogrv
Ir aspas_1 :ropate a busca das

:préximas aspas

;a rotina leragistro 1& um registro de 1 byte e coloca-o

no DMA
laragistro
Id hl, #0001 ;hl=ndm. de registros a
lar
Id de,fcb1 e aponta parao FCB
I 27 faz a leitura do
registro
call bdos -
rat :a relarna

:a rotina gvregistro grava um registro de 1 byte

gvregistro
hl, #0001 hl=ndm. de registros a
.gravar
Id de fcb2 ;de=aponta para o FCB
Id c,#26 :grava o ragistro
call bdos ;

rat 1a relorna
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.a rotina erroesp imprime a mensagem de especiicacao
Jnvélida e retorna ao MSX-DOS

Id de,mansagem_1 Jimprime a mensagem de
s impmens ;erro de especificagio

arroasp

:a rotina errolai imprime a mansagem da erro de leitura
a ralorna ao MSX-DOS

kd de,mensagem_2 imprima a menzagam da
ip impmens ;ermo de leitura

arralai

;a rotina errogrv imprime a mensagem de erro de gravagio
«a ralorna ao MSX-DOS

imprime a mensagem de

arrogry
Id de,mensagem_3
.erro da gravacao

ip impmens

;a rotina espdir imprime a mensagem de diretério sem espago

aspdir
Id hl,mensagem_4 imprime a mensagem

P impmens y
:a rolina espdisco imprime a mensagem de disco sem espago

espdisco
Id hl,mensagem_5 imprime a mensagem

e impmeans :

:a rotina impmens imprime uma mensagem no video & retorna

;a0 MSX-DOS
impmens
id c, 809 imprime a
call bdos :mansagem
volta ao MSX-DOS

I #0000
:com “boot a quenta”



:a rotina renamaia, muda o noma do arquivo original para .BAK

renomeia

;a rotina abrearqg abre dois arquivos:o arquivo original

Id
Ied
Ied
Idir
ox

ine
Id
inc
Id

Id
call
or

P

*d

Idir
Id

Id
Idir
ret

hl.feb14+#01
de fcbl+#11
be, #0008

de,hl
{hl),"B"

hi

{h),"A®

hi

{hl),"K"

da fchi
c.#17

bdos

a
nz.emogrv
hl.feb14+#11
da, fch14+#01
be,#000b

hlfcb1412
(h),#00
de,fcb1+13
be,36-12

;para leitura e o arquivo a ser gravado

abraarg

da,febl
¢, #of
bdos
da,fch2
c,#18
bdos

a

nz.aspdir

stransiere o nome

i

;acrescenta a

extansdo BAK

i
1

{az a ranomeacio

'
L

Jhouve erro?

O SISTEMA DOS

:Sim, vai para errogrv
:Nao, fransfera o novo

nome
H

dnicializa o fcb1

0
[
i
"

Jratorna

;abre o primeiro argquivo

paraleitura

;abra o sagundo

;arquivo para
Jgravacio
;houve arro?

EED)
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;a rotina lelinha I& a linha de comando passada apos o
;nome do programa

lalinha

call

call

sub

ir

ir

dae,fchil
a
(da),a

hl,dma+#01

pulassp

laslacar
c.a
hi

a,(hl}
hi

ac

nz,lenome_axt

hl

hl

#41

c,espinval

a
(de),a

lenome_ext

de aponta para o FCB
zara o acumuladar
:inicializa o FCB com o
Jdrive default

hl aponta parao
:enderego

Jinicial da linha de
;comando

:lgnora 0s espagos @
Htabulagoes

:obtém o primeino
caractare

da especilicagao
;salva o caractere em ¢
:aponta para o préximo
caractare

;oblém o caraclera
retorna & posicao
woriginal

'l

recupera o suposto nome
do drive

indo & = Deve sero
:nome do arquivo

sem especificagio

o drive

:Sa for ™", incremanta
il

Jpara apontar o
primairo

;caractere do nome do
JArquivo

isublrai #41 para qua o
Jnumero do drive

JTique entre 1=A 8

:ZFB

:Sa der carry, a
;especilicagio

;esta errada.
;a=1=drive A =2=drive B
:coloca no 1o0. byte do
:FCB

& 0 noma & & extansio
ido arguivo
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:a rotina espinval forga um erro na abertura do arguivo

icaso a espacificagao do drive esteja errada

espinval

:a rotina lenome_extfaz a

]
id

ilinha de comando

lanoma_axt

fimnome_axt

inc

id

call

'4'_8&

inc

d
call

id

ret

a,#ft
(de),a

;a=numarc de drive invalido
wcoloca no 10. byte do
:FCB

gitura do noma de um arquivo na

c,#00

b#08

lenome

a,(hl}

nz. fimnome_aext

hl

b#03
lenome_0

ac

sincrementa o pontairo

:da FCB

;registro usado para
:assinalar a

:presenca de caracteres
wcoringas (" e ?7) no

;:nome.

b=nim. de carac. do nome
:/&8 o noma do arquivo

;0 préximo carac. é *."7

Mo, entdo acabou a
dlaitura

:Sim, entio & a
;extensio do

sarquive

‘b=nilm. de carac. da
extensdo

& a exdtensdo

:oblém o sinalizador da
caraclaras

jcoringas

;o retorna

:a rotina lanome faz a leitura de um determinado nimero da
icaracteres passados pelo registro B

lenome

333
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call

i

ir
lenoma_0 call

ir

ir

ing

inc
dec

ir

;a rolina coringa faz a subslituigio do caractere ™"

testacar
c,codesp
z.codesp
testacar
c.Istfimla
z 1stfimla
hl

b
b
z,lenoma_0

z,coringa

(de),a

de
b

=

z,achaicor

lenoma_0

;pelo nimero apropriado de 7"

coringa
call

acheicor
Id

subscor

c,#01

desia o caractara

;se for cddigo especial,
;val para codesp

Jdesta o caractere
chegou ao fim da
leitura?

:Nao, obtém o préximo
‘carac,

5@ b=0, chegou ao fim da
Jaitura

;obtém o préximo carac. e
Mtermina a laitura

0 caractere & *7

:5im, substitul por
pontos de

sinterrogagio (coringa)
:Nap, coloca o carac. no
FCB

;incrementa o ptr.do FCB
;decramanta o contador
e caracteres a lar

;0 Ultimo carac. foi =77
:Sim, assinala que achou
;um caractare coringa
;lecha o loop

:substitui por coringa
{?)

;assinala a presenca de
:caracteres coringas no
;nome

;do argquivo

;a rolina codaesp incramanta o ponteiro do FCB, no caso
,da especilicagio do nome conter caractares especiais,

HJorgando assim um erro de especiflicacio

codesp
id

,2=LSB do ponteiro do
FCB



add

ret
inc

rat

ab

ea

0 SISTEMA DOS 335

5oma com o nimero de
icaracteras

ique ainda resta por

Jar

coleca o rasullada no
,LSB

«do ponteiro do FCB
wvolta, se ndo houve
;aslourg

e houve, ajusta o MSB
:do ponteiro do FCB

2 retorna

;a rotina tstfimle testa o fim da leitura na eventualidade
:de terem sido entrados menos caracleres (menos de B parao
inome, ou menos de 3 para a extensao) que os permitidos

tstfimla

subscar

preenche

inc
dec

rat

inc
djnz

ret

a#20

praancha

ar-T

(de),a
de
preancha

Jesta se o contador da
caracteres

:a ler chegou a zero
i{acabou a leitura)

iSe chagou, valta,

;Se nao, preancha com
:25pagos as

posighes

rrestantes do nome no
FCB

prepara a substituicao
;por coringas (7)

das

posicBes restantes do
;nome

;no FCB

i1az o preenchimento

de acordo com o ndmero
de caractares quae ainda
Jaltava

18 retorna



1% Guia do Programador MSX

CAP&

;a rotina pulaesp pula os espagos e labulagbes

pulaesp

Id a,(hl)

ine hi

call taslaasp
ir z,pulaesp
dec hi

ret

;obtém o caractera
.incrameanta o pontairo
lasla o caractare

5@ for espago, lestao
caracters seguinte
decrementa o ponteiro
para a posigao correta
relorna

;a rotina testacar tesia o caractere apontado por hl, Se

for latra (A-Z ou a-z) ou nidmero (0 a 9), volta com

iNZ @ NC, caso conlrério, volta com Z,C, ou qualquer combi-

:nagio destas duas flags
tastacar
Id a,(hl)
ep "g
ir ¢ testacar_1
cp #7b
ir nc.testacar_1
sub #20
lestacar_1
cp -
ral z
cp -
ref Fd
cp w22
rat z
cp T
ret F4
cp g
rat z
cp e
ral z
cp ™
ret z
cp e
ret I

Aa=caractere

.as proximas 4 linhas
Jdeslam

5@ o caractere estd em
:mindscula. Se ndo
:estiver,

:pula para testacar_1.
:Sa astivar, convarta
;e maidscula

wey

:5im, ratorna
- S

25im, retorna
& aspas?
:Sim, ratorna
-

:3im, retorna
-0l

:Sim, ratorna
- Tl

:Sim, raloma
ST

»Sim, retorna
6 "7

:Sim, retorna
:ﬁ '-'?



ret

ral

ret
tastaesp

rat

rat

:a rotina inifcb iniclaliza o FCB. O nome do arquivo @
sinicializado com espagos. Desta forma, se o usudrio

@ SISTEMA DOS

:Sim, ratorna
6%
:5im, retorna
- R
:Sim, ralorna

& 1abulagio?
:Sim, raetorna
6 espago?
;Retorna

nfio entrar com a axlansio, ndo ocorrerd nenhum arro.

:0 byta do drive (posigao #00 do FCB) é inicializado

:com #00 (drive default), assim como todos os registros

do FCB

inifich

axx

5% & &EZ&EaaE &

=
5

aXx
ax
rat

af.af’

hl,fcb1
(hl),#00
da,fch1+#01
be, #0023
hl,febi4+#01
(hl),#20

de,fcb1+#02
bc #000a

af,af"

salva o registro A e
.as llags

.salva os registros BC,
\DE & HL

‘inicializa o FCB com
#00

;bc=tamanho do FCB-1
presnche o FCB com#00
inicializa com espagos o
:nome do

;arquivo no FCB

v

‘be=10=tamanho do nome
«do arguivo-1

:preenche o noma com
;aspagos

recupera os regisiros
‘originais

a volla

337
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;a rotina copylcb copia a definigio do FCB original para

;0 FCB de cépia (fcb2)

copyfch

oxx

Idir
axx
rat

mensagem_1
defm
defb
dafm
dafb
dalm
dafb
defm
dafb
daim
dafb
dafm

mensagem_2

dafm
mensagam_3

delm
mensagem_4

datm
mensagem_5

defm
feb1 defs

fch2 dels

:salva os registros

hl,fcbi1 :hl aponta para fcb1

de fcb2 ;de aponta para fcb2

bec, #0024 be=comprimanto do FCB
;copia
jrecupera os ragistros
srelorna

*Especificagio invalida”

#0d #0a,20d #0a

"Sintaxe: prog31 [Drive:] Noma.Ext”
#0d,#0a

"onda:”

#0d, #0a,#09

*“[Drive:] @ um paramatro opcional”
#0d #0a,#09

"Nome & 0 nome do arguive”
#0d,#0a,#09

"Ext & a extensio do arquivos”

"Erro de leituralg”

"Erro de gravacaol§®

"Diretdrio sem espagal$”

"Disco sem espago!s”

40
40
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Para poder executar o programa acima, vocé deve primeiramanta compila-lo usando o
GENB0. Apés a etapa da compilagio, o GENBO criard o arquive PROG31.COM, que vocé po-
dera executar. Para sabar a sintaxe da linha de comando, entre somente com

PROG31

a partir do A>. Neste caso, o programa tentar abrir um arguivo que ndo foi espacificado, o
que por sua vez resultard num erro, levando o programa a exibir a sinlaxe da linha de coman-
do. Como todas as listagans apresentadas naste livro, esta apresenta um numero suficianta
de comantarios para permitir a facil compreensao de cada uma das rotinas utilizadas.

Com este programa, encerramos a nossa viagem pelo sistema de disco do MSX. No préxi-
mo capitulo, vamos aprander cOmo acessar os drives diretamente através das portas do FDG
(sigla, em inglés, do controlador de discos {lexiveis). Interassante obsaervar que a esmagade-
ra maioria das carlas que recebi me padia justamente as informagdes contidas no proximo
capltulo,

BIBLIOGRAFIA RECOMENDADA

SISTEMAS OPERACIONAIS DO MSX E SUAS FERRAMENTAS - Sérgio Guy Pinheiro Elias
& Paulo Roberto Pinheiro Elias - Rio de Janeiro - EDITORA CIENCIA MODERNA LTDA.

SISTEMA DE DISCO PARA MSX - EDITORA ALEPH

AROTINAS PRONTAS MSX - Richard Spiegel - Rio de Janairo - LTC - Livros Técnicos e Cientifi-
cos Editora Lida.
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Capitulo 7

PROGRAMANDO O FDC

Este capltulo & espacialmente dedicado a todos aqualas que possuem razoavels conheci-
mentos da linguagem assembly no MSX e desejam aprender a oparar o FDC diretamente, ou
seja, sem a ajuda do BDOS ou BIOS. Antes de mais nada, o que é o FDC? O FDC (da termi-
nologia inglesa Floppy Disk Controller - Controlador de Disco Flexivel) é um processador de-
dicado as operagbes de VO (Entrada/Saida) com os disk drives, ou seja, é 0 cérabro da sua
interface de drive, da mesma forma que o Z 80 & o cérebro do seu MSX. Viocé ja sabe qus,

-para acessar um processador paralelo como o processador de video, tem de fazer uso das
instrughes que léem @ escrevem em porias do Z 80 (em alguns computadores, principalmente
nos mais antigos, este acesso pode ser feito por intermédio de enderecos), nomeadamente
as instrugBes IN e OUT. Para acessar o FDC, nfio sera diferente.

A ESTRUTURA DO FDC

O FDC faz uso de cinco registros para as mais variadas fungbes. Para nés e parao Z 80,
essaes cinco registros nada mais s&o do que portas (como as portas do VDP) com fungdes es-
pecificas. O projeto MSX prevé a utilizagio de até 8 portas (#D0 a #D7) pelo FDC. As inter-
{aces controladoras atualmente comercializadas no BRASIL fazem uso somente das cinco
primeiras (#D0 a ﬁfj portas, Vejamos a fungdo de cada uma delas.

o

PORTA FUH(;lﬂ

#Do Comando/Status
#D Trilha atual

#D2 Informar o sator

#D3 Enviarfreceber dados
#04 Salegio do drive

Tabelas 7.1. Os registros do FOC

A porta #D0 & utilizada para informar ac FDC que comando desejamos que ele execute,
Como exemplos, temos comandos para leitura de um setor, gravagao de um setor, leitura de
uma trilha, gravagao de uma trilha, posicionamento do cabegote, etc, Apés a execugio do re-
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ferido comando, a porta #D0 passa a indicar o status da oparacao, ou seja, o modo como a
execugao procedeu (com erro, sem erro, efc.). Como vocd pode percabar, esta & a principal
portaregizstro do FDC,

A porta #D1 é utilizada para indicar a trilha atual. Este é, talvez, o registra mais discutido
do FDC, ja que nao preserva o valor ao trocarmos de drive. Isto guer dizer que, s estivermos
acessando o drive A e 0 registro de trilha (porta #D1) indicar que o cabagote esta na trilha 20,
por exemplo, ao passarmos para o drive B asta registro continuard indicando que o cabegote
osta posicionado na trilha 20, embora o cabscote do drive B possa eslar em qualquer outra
trilha. Vale lembrar que a numaeragéo de trilhas se inicia em 0 e termina em 39,

A porla #D2 & utilizada para enviarmos o niimero do setor a ler/escravar dentro datrilha ja
selecionada. Aqui, cabe uma observacio. A numaragio dos selores numa frilha se inicia em
1 @ termina em 9. Desta forma, todas as trilhas possusm a mesma numaeragao interna (1 a 9)
para os setores. O FDC nio reconhece um comando do tipo "leia o setor 719", O que ele re-
conhece é a seqliéncia ds comandos equivalents, ou saja:

1.Posicione o cabegote na trilha 39,
2.Selacions o segundo lade do disquate
3.Loia o selor 8 dessa lado

Da para perceber que ha o envolvimento de um pequeno akgebrismo, n3o? Mas néo se
desanime,

A porta #D3 ¢ o registro de dados do FDC. Em qualquer operagao de leitura ou da gra-
vacao, os bytes a serem lidos/gravados s3o lidos/enviados seqiencialmente de ou para esta
porta. "0 que isso quer dizer?” Simplesmente, que nao existe a leitura de um setor complaio,
mas sim a leitura de cada um dos 512 bytes que o compdem. Esta porta também serve para
enviarmos a nova trilha onde o cabegota devera se posicionar.

A porta #D4 & o registro do FDC que controla a selegio das unidades de disco, E interes-
=ante obsarvar que este registro ndo possul um controle individual para os motores dos drives,
isto &, quando damos ordem da ligar o motor do drive A, o mator do drive B também & aciona-
do. Por outro lado, este registro faz a selego do drive e da face do disquete dentro do raferi-
do drive,

Vamos passar agora ao estudo detalhado de cada ragistro do FDC.

O REGISTRO #D0

O registro #D0 possui dupla fungao:
1.Informar ao FDC que comando desejamos que ele executs, 8
2.Retornar com informagBes sobre o andamento do Gltimo comando.,

Devide as fungbes que desempanha, este é, sem divida, o principal registro do FDC, Va-
mos observar primeiro os comandos que ale ofarecs.
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COMANDO TIPO FUNGAO

Rastora 1 Posiciona o cabegote na
trilha 0

Seak 1 Posiciona o cabegota na
trilha especificada

Step 1 Move o cabegote uma trilha
na diregao do dllimo movi-
mento

Step in 1 Mova o cabecote uma trilha
para a frente

Step out 1 Move o cabecote uma trilha
para tras

Read sector 2 L& um setor

Write sector 2 Grava um salor

Read address 3 L& o byte de ID da trilha

Read track 3 Lé uma trilha

Write track 3 Grava uma trilha

Force

interrupt 4 Forga a parada da execugao

do Gltlimoe comando

Tabela 7.2: Os comandos do FDC

Cada comando acima é o resultado de um mapeamento por bits do valor enviado para a
porta #D0. Vejamos o mapeamento por bils de eada um dos comandos acima.

COMANDO BITS
76543210
Restora 00000V
- ° Seek opoo1o0VM0
Step O01TuoVrir0
Stap in o10uwuOVHM
_ Step out 011udVrie
. Read sector 1000F2 F10
. Write sector 1010F2 F10
Readaddress 11 000EDD
' Read track 11100EQ00Q
- Write track 11110ED00
. Force
interrupt 11010000

VALOR TPICO
(am hexa)

#
#11
#31
#51
#71
#80
#A0
#C4
#E4
#F4

#00

Tabela 7.3: Mapeamento por bits dos comandos do FDC

A codificag3o usada nos comandos acima @ a seguinte:
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V - Flag de verificagao (bit 2)
V=1- Verifica a trilha-desting
V=0- N&overifica

r1 e r0 - Retardo do motor de passo (bits 0 @ 1)

r1 ra

v] 0 B milissegundos

0 1 12 millssegundos (valor recomendadao)
1 o 20 milissegundos

1 1 40 milissegundos

U - Flag de atualizag3o do registro da trilha (bit 4)
u=1- Atualiza o ragistro da trilha
U=0- N&o alualiza

E - Espera de 40 milissegundes (bit 2)
E =1- Espera40 milissegundos
E=0- Naoaspara

F2 - Flag de selegio de lado (bit 3)
F2 = 0- Compara palo lado 0
F2 = 1- Compara palo lado 1

F1 - Flag da comparag3o (bit 1)

F1 =1 - Habilita a comparagio de lado
F1 =0 - Desabilita a comparagio de lado

Tabela 7.4: Codilicagao usada nos comandos do FOC

O comando STEP depande da utilizagio prévia do comando STEP IN ou STEP QUT pa-
'a que o FDC saiba em que sentido deslocar o cabegote, Tome cuidade ac usar estes coman-
dos dentro dos limites de trilha {0 a 39 paradrives de 5 1/4" e 0 a 79 para drives de 3 1/2").
Embora a maioria dos drives de 5 1/4" permita o acesso de 42 (0 a 41) trilhas, recomendo que
voca se limite ao padrao estabalecido de 40 trilhas.
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O termo motor de passo se aplica a um pequeno motor de alta precisdo gue tem como
fungBo deslocar o cabagote de lsitura/gravagio para frente e para tras, em incrementos pre-
cisos correspondentas ao salto de uma trilha para outra. Quando este motor se desregula, os
sahos de uma trilha para oulra néoc sio mais respeftados, ocasionando erros de lefturafgra-
vagdo. Assim sendo, podemes concluir que axistem daois motores num drive: o motor de pas-
s0 @ 0 motor que rola o disquete & velocidade de 300 rpm (rotagBes por minuto). N&o vamos
nos deter em axemplos agora, j4 que o final deste capitulo apresenta varios deles sobre os co-

mandos acima.

Vamos passar agora & codificagio usada pelo FDC no registro #D0 para relatar o anda-
menioc de uma oparagio. Para verificagio do tipo de comando, consulte a Tabela 7.2,

BIT

Lo S M =0

=]

NOME

Ocupado
Indice
Trilha 0

Erro de CRC
Erro de busca

Cabega

Protegio
Né&o pronta

FUNGAO (quando em 1 - setado)

Comando em progresso
Encontrada a marca de indice
Cabegole posicionado sobre a

trilha 0

Erro de soma em relagdo ao ID

Erro de posicionamenlo do cabagola
Nio & usado nos drives do MSX. 56
tem uso nos drives de B".

Indica que o disquate esta prote-
gido contra gravagdo

Indica qua o drive ainda n&o atin-
giu a velocidade correta

Tabels 7.5: Status para os comandos dos tipos 1 e 4

BIT

-

=J & U

NOME

Ocupado
DRG

Perda de dados

Erro de soma

Registro

Emo

Protecio
N&o pronto

FUNGAO (quando em 1 - setado)

Comando em progresso

Data Request (requisigao de dados)
alivado na transferéncia de dados
O computador n&o responde ao DRQ em
lempo

Se o bit 4 estivar setado, ocorreu
erro no campo ID; se néo, erro no
campo de dados

Trilha, sator ou lado nao ancon-
trado

Erro de gravagio

Protegao contra escrita

O drive nfo atingiu a rotagéo
corrala

Tabela 7.6: Status para os comandos dos tipes 2e 3
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O termo marca de Indice esta relacionado ao pequeno luro, ao lado do furo central, exis-
tente nos disquetes de 5 1/4", Este pequenc fure tem como fungao detectar a posicio do se-
tor 0 numa tritha. Exatamente abaixo desse furo exisle no drive uma pequena luz, Ao coincidir
o furo da midia (o disquete propriamente dito) com o furo da capa do disquets, a luz passa pe-
los dois & atinge um mecanismo sensivel & ela, que por sua vez informa ac FDC a detecgio
da marca de Indice. Desta forma, o FDC saberé que, a partir dessa ponlo, podera acessar o
setor 0 da trilha sobre a qual o cabegote esta posicionade. Vale lembrar que a protegao contra
ascrita utiliza um macanismo semelhante, de modo que ndo adlanta proteger o seu disquete
com fita adesiva transparente. E interessante observar que os drives para disquetes de 3
1/2" 86 fazem uso do sistama dtico para detectar a protegio conlra gravagao. A deteccio da
marca de Indice é feita por um pequenc Ima grudado no prato do motor de rotagdo, na parte
inferior do drive. De um lado do drive existe uma pequena bobina sobre a qual a passagem do
Imad induz uma pequena correnta qua, entao, ativa o circuito que detecta a marca de Indice.
Tudo isto se deve a filosofia do disquete de 3 1/2"; um disquete lacrado que ndo apresenta
nenhum orificio externo que permita a exposicio da midia,

Apds o envio de cada comando, lora-se nacessario verificar se ele ja foi executado ou
nao. Isto & necessario porque o FDC depande de movimentos mecanicos, que possuem uma
velocidade incomparavelments menar do qua a velocidade de execucdo de uma instrugio em
ASSEMBLY. Por outro lado, o préprioc FDC nao é tio rdpido quanto o Z-80, o que nos obriga
aprovocar um retardo antes de comegar a examinaro andamento da operagao. Emboraparega
que ndo, a sincronizagio desses lempaos relativos & uma tarefa extremamente simples, como
veremos nos exemplos do final deste capitule. Nao obstante, cabe lembrar que justamente
nesta temporizagdo residem os problemas de detarminadas rotinas que deixam de funcio-
nar,

O REGISTRO #D1

Este registro armazena o nimero da trilha atual.Como j4 vimos, 0 FDC néo possui um re-
gistro deste para cada drive, o que nos obriga a manter uma tabela com o posicionamento
atual dos respectivos cabegotes. "Mas, por quatanto trabalho 7* Rapidez! Como sabemos, uma
trilha possui vérios setores, logo, se o prdximo sator a ser acessado estiver na mesma trilha
que o anterior, para que pardar tempo reposicionando o cabegote? N30 se esquega que para
ler um disco de 3 1/2° de face dupla existem 1440 setores e, se formos reposicionar o cabegote
para a leitura de cada selor, gastaremos tempo em 1440 reposicionamentos; j& se aproveitar-
mos 0 esquema de acompanhamenio por tabela, gastaremos o tempo necessério para fazer
apenas 80 (nimero de trilhas) reposicionamentos. E um método muito mals inteligente, nio?

O registro #D1 serve tanto para leitura (IN) como para escrita (OUT). Pelos motivos expos-
tos anteriormente, ndo nos interessa muito a leitura da tal registro, porém, para reposicinar o
cabegote numa nova trilha precisameos antes informar ao FDC o nimero dela, enviando-o por
asta pora'registro esse nimero.
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O REGISTRO #D2

Embora possa ser usado para leitura do setor atual, esta registro s6 tem sentido para o en-
vio do niimaro do sator (1 a 9) que queremos acessar dantro da trilha ja especificada, ou a ser
especilicada. A (nica observagio cabe ao nimero do sator, gue se inicia em 1 e termina em
9, ao contrério de comandos em BASIC que acessam o salor 0.

O REGISTRO #D3

Esta regisiro é a porta utilizada para a transferéncia de dados entre o FDC e o Z-80. Além
da sar utilizado na leitura/gravagio de setores e trilhas, asta registro também serve para en-
viarmos o nimero da trilha sobre a qual desejamos posicionar o cabagole, usando o coman-
do SEEK. Durante as leituras ou gravacdes de trilhas ou da salores, os bytes sdo transleridos
um a um por intermédio desta porta. Isto quaer dizer que, se estivermos lendo um setor, tere-
mos de fazer 512 leituras na pora.

O REGISTRO #D4

Este Gltimo registro é o responsaval palas selegbes do drive, do lado do disquete e pelo acio-
namento dos motores dos drives. Vejamos a codificagio empregada neste comando.

m
-

FUNGAO

Drive A (0)

Drive B (1)

Driva G (2)

Drive D (3)

Selecio da face do disquete (0 ou 1)
Acionamanto dos molores

Habilita espera de dados
Densidade:0=simples, 1=dupla

g kWD =-0

Tabela 7.7: Codificagao do registro #D4

O bit 7 ndo tem fungao definida no MSX, de modo que podemos deixa-lo sempre com ©
valor 0. O bit 6 deve estar sempre setado (em 1) para podermos acessar os drives de 3 1727,
que sdo, em geral, mais lentos que os de 5 1/4°. O bit 5, quando setado, aciona os moloras da
todos os drives conectados a uma mesma interface. Da mesma forma, quando o bit 5 é colo-
cado em O (resetado), provoca a parada desses motores. O bit 4 6 o que apresenta uma logi-
ca de acesso mais complexa, Para entender quando colocé-lo em 1 & quando colocé-lo em 0,
precisamos seguir algumas elapas prévias, comegando pelo célculo da trilha @ do setor den-
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tro da trilha, baseado no nimero do setor passado na forma tradicional (de 0 a 718, no caso
de disquate de 5 1/4" de face dupla, a de 0 a 1439, no caso de disquete de 3 1/2" de face sim-
ples), conforme veremos abaixe. Os bits 0 a 3 selecionam (operagéo denotada pela paquena
luz na parte frontal do drive) o drive a ser acessado. Se vocé guiser fazar axpariéncias, entre
com o seguinte programa em BASIC;

10 PRINT "ACIONANDO O DRIVE A ..."

20 OUT &HD4,&B00100001

30 FOR A%=1 TO S000:NEXT A%

40 PRINT "PARANDO O DRIVE A E MANTENDO A SELEGAO. .
50 OUT &HD4,&B00000001

60 FOR A%=1 TO 5000:NEXT A%

70 PRINT "TERMINANDO A SELEGAO DO DRIVEA..."

80 OUT &HD4,4B00000000

CALCULO DA TRILHA E DO SETOR

O célculo da trilha @ do setor dantro dessa trilha néo é 1do complicado quanto possa pare-
car. Como sabemos, um disquete possui 9 setores por trilha em cada lado (nao asquecar qua
nos disquates de face dupla existe uma trilha de cada lado). O que temos de fazer, antio, é
uma divisao do nimero do setor passado pelo nimero de setores por trilha. Vamos axampli-
ficar para tornar mais claro. Suponha que vocé deseje acessar o setor 182 de um disquate de
5 1/4" de face simples (180 Kb). As contas seriam as seguintes:

Numero do selor: 182

NOmero de setores

por trilha:; ; 9

Trilha a acessar : INT (182/9)=20

Sotor a acessar : 182-(INT{182/8))"9+1=3

Logo, terlamos de acessar o setor 3 da trilha 20 no lado 0, j& que o disquete de face sim-
ples ndo apresenta lado 1. Note que a exprassio

182INT(182/9))"8

6 o resto da divisdo 182/9. Como essa resto estara sempre na laixa de 0 a 8, temos de somar
1 para colocéd-lo na faixa de 1 a 9, que vem a ser a faixa usada pelo FDC na numeragao dos
setores (na verdade, 0 FD'C poderia numerar de 0 a 9 ou de 10 a 19, ou ainda am qualquer
outra faixa que vocé bem entenda, mas o padrac MS-DOS estabelece que a num eracio deve
astar entre 1 e 9). Foi dificil? Claro que nio! "Mas, e se o disquste fosse de face dupla? Nesse
caso, lerlamos de apelar para um macete. Observe que o maior setor passivel num disquete
de face simples & o 359 (3680 selores numerados de 0 a 359), o qua implica afirmar que a di-
visdo acima resultard em valores para trilha entrs 0 @ 39, qua vem a ser exatamente o nime-
ro de trilhas no disquete (40 trilhas numeradas de 0 a 29). No disqueta de face dupla {ainda



FROGRAMANDO O FDC - 345

da 5 1/4%), o maior setor & o 719 (720 setores numerados de 0 a 719), lege, o resullado da di-
visio acima resultard em valoras para trilha entre 0 e 79. Como sabemos, o disquete de face
dupla 56 possui 40 trilhas de cada lado. Entao, o que fazer? Vamos tomar dois exemplos: achar
a trilha & o selor nas trilhas do setor 7 e do setor 15.

Setor 7:

Nimaro do setor:

MNimaro de setores

por trilha
Trilha a acessar :
Sator a acossar :

Sator 15:

Numero do setor:
Numero de satoras
por trilha

Trilha a acessar :
Sator a acessar :

7

9
INT (7/9)=0
T-(INT(7/9))*9+1=8

15

9
INT (15/9)=1
15-(INT(15/9))*9+1=7

Comao sabemos,o setor 7 estd no lado 0 datrilha 0, e o setor 15 no lado 1 datrilha 0. O que
o rasultado nos informou é que o setor 7 esta na trilha 0 @ o setor 15 na trilha 1. Parece estra-
nho, n&o? Vamos ver mais um exemplo: do setor 25 & do sator 33.

Sator 25:

NOmero do sator:
Numero de seloras
por irilha

Trllha a acessar :
Setor a acessar

Sator 33:

Nimaro do setor:
MNimero de setoras
por trilha

Trilha a acessar :
Sotor a acessar :

25

9
INT (25/8)=2
25.(INT(25/9))*9+1=8

33

9
INT (33/9)=3
33-(INT(33/9)) 8+ 1=7

Os resultados acima ja revelaram mais algumas coisas:
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1.0 setor 15 fica no lado 1 da trilha 0, & nfo na trilha 1.
2.0 salor 25 fica no lado 0 da trilha 1, e ndo na trilha 2.
3.0 selor 33 fica no lado 1 da trilha 1, & ndo na tritha 3.

Vocé reparou que os setores qua ficam no lado 1 de uma trilha dao como resultado trilhas
impares (1 & 3 para os setores 15 @ 33, respectivaments)? Vocé também reparou que o5 va-
lores atribuidos as trilhas correspondem ao dobro dos valores reais (1 para o setor 15, 2 para
0 selor 25 @ 3 para o setor 33)7 Note que INT (1/2) = 0, INT (2/2) = 1 & INT (3/22) = 1. O que
podemos concluir, entao? Simplesmente que sempre que o resultado para a trilha for impar,
devemos selecionar o lado 1 do disquete. Por outro |lado, devemos sempre dividir por dois o
valor achado para a trilha. "Mas, como sabar, em assembly, se um determinado valor & impar
ou par?” Basta examinar o bit 0! Este é o tnico bil que fornece a unidade: 2%=1, 2'.2, 22-4.
2’uB, 2°=16, 2°232, 2°64 0 27=128. Para o caso dos disquates de 3 1/2", repetem-se exata-
mente os mesmos raciocinios, o que nos permite desenvolver um algoritmo geral para todos
os tipos de disquete do MSX-DOS.

Para ilustrar as informagdes acima, vamos examinar um programa que faz a chamada for-
malagao logica de setores.

O PROGRAMA PARA A
FORMATACAO LOGICA DE SETORES

Este programa tem como objetiva formatar logicamente, ou seja, sem perder as infor-
magbes, um determinade selor que esteja aprasentando erro de leitura (na verdade, erro de
CRC), que no BASIC recebe o nome de erro de E/S. Por se tratar de um programa de demons-
tragao, nao leva em conta certas ocorréncias, como a possibilidade do disquete estar protegi-
do contra gravagao, etc., embora faga o teste para cada uma das hipdteses possiveis. Ficaa
seu cargo implementa-lo. Uma boa parte das ratinas ja foi utilizada nos capltulos anteriores,
ficando a novidade com as rotinas de acesso direto ao FDC para leitura e gravagio de setores.
Vale lembrar que as rotinas aqul apresentadas funclonam tantoe em drives da 5 1/4” co-
mo de 3 1/2" que utilizem a Interface padrio MICROSOL (todas, com a excegéo da Inter-
faca da SHARP).

Listagem em assembly Z-80 do cédige-fonte do programa para formatagdo l6gica:
;programa para formatagao logica

:Compilar com o programa GENB80.COM usando a seguinte
sinlaxe;

‘GEN80 PROG32.BIN-PROG32.GEN

onde PROG32.GEN é o nome do arquivo-texto com esta listagam



Varsao
bufsat
txtnam
valtyp
argusr
scrmaod

inicio

dalb
dalw
detw
dafw

aqu
Bqu
agqu
aqu
equ
aqu

#le
inicio
fim
inicio

oy

call

call

call

Ir

call
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#002d
#1351
#1303
#663
#i718
#caf
:simula am CP/M
‘0 cabacalho de
:um arquivo
+BIN
#d000
a,(scrmod) -obtém o modo da tela
a ‘maodo texto?
nz iNao, volta
a,(valtyp) ‘parametra intaira?
#02
nz :Nio, volla
a,(argusr) Driva > B
#03 ;
ne :Sim, volta
a 6 zero?
z :Sim, volla
dasabilita as interrupgoes
ix pardrive ;ix aponta para
:a labela com os
:paradmatros do
drive
leboot L& o boot para
:saber o tipo de
 disquele
a 0" >
tala constrdi a primaeira
tala
exame_1 :axamina o5 setoras
a,(ix+#03) -obtam o tipo da
dormatagio
#a :6 de 80 trilhas
ne,fimrot ‘Nao, tarmina
a4 :Sim, constréi
tela ;a segunda

tela
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call
fimrot
call
al
ret

axame 2

rodadrive

examina os setoras

;para o drive natrilha 0
;habilita as interrupcdes
e ratorna

;a rotina exame_1 faz o exama das primeiras 40 trilhas do

disquele

axamea_1
Id

hl, #0000
(setatual).hl
axama

:hl=seator inicial
salva
vai para exame

;a rotina exame_2 faz o exame das ultimas 40 trilhas num

disquate da B0 trilhas

exama 2
Id
Id

hl, 720
(setatual),hl

:hl=sator inicial
salva

/a rotina examae faz o exama do disquate propriamente dito

exame

exame 3
push

Id
exama_4 push

exame_5 push
push

call
ir

hl, #0005
b,40

push be
hi
a,(ix+#02)
ba

bc

b8

bc

hi
dea,|bufsal)
hl,(setatual)
b,#01
lesetor
nc,exame_6

de,(bufset)
hi,{satatual)

b=nimero de trilhas
salvab

;salva as coordenadas
:a=nimaro de lados
b=ndmero de lados
salvab

Jb=0 satores por trilha
salvab

:salva as coordenadas
daz a lsitura

6 o sator

“Se ndo houve erro,
Jpula para exame_6
‘Sa houva, tenta
;regravar o sator



call
i

push
call

out
ir
exame_6

pop
push
call

out
axamea_7
pop
inc
Pep
djnz
pop
dinz
pop
inc
pop

djnz
rat

b.#01
gravsator
nc,axame_6

(setatual),hl
hi

hi

posit

a’l"
(#98),a
exame_7

(setatual),hl
hi

hl

posit

a,#db
(#98),a

hi

|

be
axama 5
be
exama_4
hi

h

be

axamea_3
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Jgrava o salor

:Sa conseguiu, pula para
:axama_B. Se nao,
:salva o préximo setor
informaque o

:setor nio poda mais
:sar racuparado
Alyrrecuparavel

;pula para exame_7

salva o novo setor
:coloca um quadrado
indicando tudo ok.

recupera as coordenadas
jincremanta a linha
repete para o praximao setor

repeta para o proximo lado
:sa axislir,

rrecupera as coordenadas
;aponta para a proxima trilha
:repete para as demais
Arilhas

:=ai do exame

‘a rotina leboot 1& os satores 0 do disquate-fonte @ de
:destino para comparar os lipos e obter o nimero de
‘salores a copiar. O pardmetro da fungio USH pasza
:0 nimero do drive a analisar

laboot

aEEERERER

hl,512
{numbytes),hl
a,#09
(numsetor),a
a,(argusr)
(drive),a

#20

‘inicializa o nimero de
‘bytes por sator

-anvia o nimero de setores
spor trilha

obtém o drive

:30Ma com o paramaltro

353
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&

g

L]
-5

EZaRaE2EEEEEEE
-

1a rotina inidrive prepara o drive para leitura

(ix+#00),a
rodadrive
da,(bufset)

hl, #0000
b#01

lesator

iy, (bufsat)

I, {iy+#0b)
h.{iy+#0c)
{numbytes),hl
a,(iy+#18)
{numsator),a
a,(iy+#15)

af

a(iy+#1a)
(ix+#02),a

af

(in+#03),a
(ix+#01),400

Jpara aciond-lo

icoloca na trilha 0

mobtém o enderago

o bulfar

Jhl=nim. do setor

Aler

b=nimero de seloras

i3 lar

& o setor

;obtém o nimero de bytas
Jpor sator

;obtém o nimaro de satores
spor trilha

obtém o tipo de lormatagéo
;salva na pilha

obtém o ndmero de lados
;ajusta a labala

srecupera o lipo

:ajusta a tabela

;ajusta a trilha

wvolta ao BASIC

Jou gravagao de selores. Esta rotina calcula a
#rilha @ setor onde posicionar o cabegote

inidriva
push
call
Id
Id
Id
divide_1 add
Id
sub
ir
Id
ing
divida_2 dinz
ine
d
Id
Id

de
tastcond
a,[numsator)
c.a

b,#08
hi,hl

ah

c

¢ divida 2
h.a

|

divida_1

h
a,(ix+#00)
@8
a,(ix+#02)

salva o end. do buffer
sespeara liberacio

:a=num. de setores por trilha
e=nlm. de setores por trilha
Jprepara a divisio am 8 bits
ido nimero do setor desejado
palo nimero de setoras

spor trilha

h=ndm. do setor (1 a 9)
sparametra para ligar
salvaema

jobtém o ndm. de lados
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dec a Hdace simples?

Id ae 5

ir z.inidriva_1 ‘Sim, vai para inidrive_1
srl I «divide a trilha por 2

o nimaro da trilha
+é Impar (lado 1)7?

ir nc,inidriva_1 :Nao, vai para inidrive_1

or #10 :Sim, muda o parametro para
:acessar o lado 1

inidriva_1
I da d=selegio
id a,(ix+#03) sa=tipo de form.
mca :
rrca ;
and #co ;
or d :nova salegio
id ad salva am d
out (#dd},a Jdiga o motor do drive
call testcond :espera liberagao
Id ah senvia o sator
out (#d2),a ;
call testcond ;aspera liberagio
Id a,(ix+#01) ‘a=trilha anterior
out (#d1),a :anvia o nomero
cp | ja esté na nova trilha?
ir z,acesetor :Sim, vai para inidrive_2
Id al :Nao, posiciona o
oul (#d3),a :cabecote na trilha
Id (ix+#01),a -atualiza a variaval
Id a -
out (#d0).a ;
call tastcond ;aspera liberagao
led b#10 .
call aspara :

-a rotina acesator serve aos propositos de laitura e/ou
;gravag3o de um sator. Na entrada, de=bufier em RAM &
‘hl=niimera do setor. Os labsls drive, numsetor 8 dansid
:devem astar corretamenta preanchidos

acesalor
pop hi :racupera o ptr. p/ buffer
Id a5 -a=nlm. de tantativas
acasator! push  hi :salva o end. do buffer
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push da

call testcond
acesetor2 Id a.#B80

bt 6.d

ir z.acesetord

or #02

bit 4.d

ir z,acesalord

or #08
acesatord out (#d0),a

Icd b,#03

call espara

Id c.#d3

Id de fimacesso

push de
acesetord in a,(#d0)

rrca

rat nec

rca

e ne,acasatord
acesalors ini

ip acesetord
fimacesso

pop da

pop hi

in a,(#do)
acosators and #9c

ir Z,5alacesso

bit 6.a

ir nz,comero

dec @

Jr nz,acesator]

bit 4.a

i nZ,comerro

bit J.a

ir nz,comarra
comerno

id a#0
53iacess0

call prepfim

ret

;salva nim. de tentativas
:espera liberagao
\ascomando de leilura
;espara ativada?

;Nag, vai p/ acesator3
‘habilita comparagio

W lado 1?

:Ndo, vai para acesetord
iS5im, taz a comparagao
pelo lado 1

anvia o comando

lago de espera para
isincronizagao

;a=poria da dados do FDC
de=and. final

:5alva end. final na pilha
& status do FDC

:acabou a leitura?

;Sim, vai para fimacesso
;Nao, espera chegar um byte

J&/ascreve (outi) um byte
prepara nova leitura/escrita

;Jrecupara nim, de tentativas
srecupera end, do butfer
sobtém o status do FDC
wcarrau tudo bem?

;Sim, volta

;No caso de escrita, o disco
;eslava protegido?

Jaz mais uma tentativa

;houve erro de busca?
iSim, vai para comerro
;houve erro de CRG?

:5im, vai para comerra
;N3o, entdo houve perda de
:dados

sindica arro

prapara a saida
@ volla

:a rotina prepfim prepara a salda da dltima operagio



prapfim
push
Id
out
call
pop

rat

at

a,#do
(#d0).a
testcond
al
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:zalva al
orga o término

wespera libarar
;recupera af
‘@ volta

:rotina para leitura de um setor, hl=nim. do selor, de=end,
:am RAM da buffar para o setor

lasator

AEEZEEE &

lesator_1
push
push
push
call
pop
Id
add
ax
pop
pop
inc
dijnz
aor
redt
scf
ret

parlailura
dafb

iy parlailura

a,(iy+#00)

(acesetor2+1),a

a,(iy+#01)

(acesatorS+1),a

a,(iy+#02)

(acesetoré+1),a

hl

bc

de
inidrive
da
hl.{(numbytas)
hi,da
da,hl

be

hi

hi
lesetor_1
a

z

#80 #a2,#9¢c

Jiy aponta para os paramatros
:da leftura

-a=comando de leitura
-medilica a rotina acesator
a=instrugdo ini (laitura)
:modifica a rotina acesetor
:a=parametro de verilicagao
:da leitura

‘modifica a rotina acesetor

salva hl

salva be

;salva de

daz a leitura de um setor
:recupara o buffer

:soma com o nimero da bytes
por setar

recupeara os oulros registros
;aponla para o proximo setor
1@ os outros setores

‘houve erro?

Mao, valta,

Sim, sinaliza

@ relorna

srotina para a gravagio de um setor. hl=nim. do selor,
‘de=and. em RAM do buffer do setor

357
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gravsator
Id iy, parascrita Ay aponta para os paramatros
de escrita
Id a,(ly+#00) ;a=comando de escrita
Id (acesetor2+1),a ;modifica a rotina acesetor
Id a,(iy+#01) ;a=instrugdo ouli (escrita)
Id (aceselorS+1).a ;modifica a rotina acesalor
Id a,(iy+#02) :a=parametro de verificagao
Id (acesatoré+1)  a;daescrita
gravsal 1
push  hi salva os registros
push  be ;
push  de i
call inidrive grava um selor
pop de Jrecupera o buffar
Id hl,(numbyles)  ;soma com o nimero de bytas
add hl,da par sator
ax de,hl i
pop be recupera os outros registros
pep  hi :
ine hi /aponta para o proximo selor
dinz gravset 1 \grava os outros selores
or a houve erro?
red z :Nao, volta
scf :Sim, sinaliza
ret @ ralorna
parascrita
defb #al #al #c
pardrive
defb #21 parametro p/ ligar
defb #00 trilha atual
defb #01 densidade
defb  #9 fipo de formatagao

srotina que para o motor do drive sem mexer no cabecote

paradrive
push  af isalva o registro afetado
xor a ;Zara o ragistro a
oul (#dd).a ;envia o comando de parada
pop af Jrecupera o registro

ret srelarna
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:rotina para deslocar o cabaegola até a trilha zero @
:parar o drive, Esla rotina deve ser usada sempre que

:se desejar parar o drive.

rodadrive
push  af
push be
push de
push hl
id a,(driva)
Id a,#20
or 8
out (#dd).a
call tastcond
Id a, ko2
out (#d0),a
call tastcond
Id b, 200
call aspera
call paradriva
pop hi
pop  de
pop be
pop af
ret

:salva os registros afetados

;obtém o drive
;comando para ligar o motor
:a=comando para acionar

:aspara liberagao
;a=comando de inicializagio
:@nvia o comando

:espera libaragio

:d4 um tempao para o ajusta
:das partes macinicas

Jpéara o motor

;Jrecupera o5 registros

ralorna

:rotina para estabilizagio das parles mecdnicas do drive

aspera
ax {sp).hl
ex (sp).ni
djnz aspara
ret

;rotina para testar a liberagio do FDC

testcond
ax {sp),hl
ax (sp),hl
ax (sp),hl
ax (sp).hl
testcond_1
in a,(#d0)
rrca

ir c,lestcond 1

rratardo para sincronizagao

#
¥

Jretorna

sretardo para sincronizagdo

35
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rel

1 rotina tela constréi uma imagem gréfica
idas trilhas @ setores do disqueta em

iquastio
tela
Bxx isalva os registros
bcde e hl
d hl.#ﬂ'ﬂ'ﬂa ;}{-ﬂ Yl
call posit iposiciona am XY
Id b.#04 ;constrdi as linhas
tela_1 push  be ;que indicam as
oul (#98),a trilhas
push  af :
ld b, #09 ;
Id H,' " :
tala_2 out (#98),a ;
ax (=p).hi ;demora para
ax {sp),hl sincronizacio
djnz tela_2 ;
pop at ;
nc a '
pop be i
djnz tala_1 ;
Id b.#04 H
tela_3 push be :
Id a0 i
led b,10 :
tala_4 aut (#58),a ;
inc a :
ax (sp),hl ydemora para
ax (sp).hl isincronizagio
djnz tala_4 ’
pop  be ;
djnz tela_3 i
Id a,(ix+#02) ;obtém o nim. de lados
Id b.a ‘b=nim. da lados
tela_5 push bec praencha a tela
Id be, 360 Jcom 360 pontos
tala_B6 Id - Rty ,um para cada sator
out (#98),a num lado do disquate
dec be e 40 trilhas
Id ab '
or c tarminou?

ir nztela_g :Nao, rapste,
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pop bc ;5im. Se o disco for

djnz lala 5 Hdace dupla, preenche
mais 360 pontos

exx Tecupera os registras

red 1a ratorna

:a rolina posil posiciona o cursor nas coordenadas passadas
:por hl. he=x @ l=y

posit
push af ‘salva todos os
push be registros afetados
push da por esta rotina
push hi :
ax da,hl troca o conteldo de hi palo
de de
Id hi, #0000 :zera hl
Id a.e :a=linha
or a ;@ igual a zero?
ir z,posil2 :Sim, vai para posit2
push  de :M3o, salva as coordenadas
Id b.a ‘bmniim. da linha
d a,(colunas) :a=num. de colunas
Ied a,a :e=nim. da colunas
Id d,#00 da=nim. de colunas
positl add hl,de hi=hl+nim. de colunas
dinz  positl
pop de rrecupara as coordenadas
positd Id ad asceluna
or a ;4 igual a zero?
ir Z,posit3 5im, vai para posit3
Id a,a ‘Nag, a=coluna
Id d,#00 :da=coluna
add hl,dea :hl aponta para o end. da
VRAM
scorraspondenta a x1.y1
posit3 call satvdpwt :prepara o VOP para escrila
pop hi recupera os registros
pop de ;
pop bc ;
pop at i
rat @ ralormna

:rotinas para o acesso direlo a RAM de video

rdvram
call satvdprd ;ajusta o VDP para lsitura
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ral

wivram
push
call

pop
oul

ret
setvdprd

or
i
xXor
out

out
rdvram1 Id
out

and
out
ax
ax
ret

satvdpwi

xar
out

oul
wivram id
out

and
or
out
ax
ax
rat

a,(#98)

satvdpwt
af

(#98),a

a,(versao)
a
z,rdvram?
a

(#99),a
a,Hbe
(#99),a
al
(#99),a
ah

#3t
(#99),a
{(sp).hl
(sp).hl

a,(versao)
a
z.wivrami
a

(#99),a
a,#8e
(#99),a
al
(#99),a
a,h

#3t

#40
(#59),a
(sp).hl
(sp).hl

& um byle
;retorna

:salva o dado a anviar
:ajusta o VDP para escrila
secupera o dado a enviar
envia

sratorna

obtém a versio do MSX
aMSX17?

Sim, vai para rdvram?
:Mao, Inicializa o VDP
:do M52

sinforma ao

VDP o endereco na
VRAM onde sera
Jido o dado
:demara para
Sinerenizacao
Jratorna

oblém a versao do MSX
4 MSX17?

:5im, vai para wtvram
‘Map, inicializa o VDP
«do MSX2

‘informa ao

:\VDP o enderego na
VRAM onde o
dado sera

:gravado

:demora para
sincronizagao
Jratorna



PROGRAMANDO O FDC

Jarea das varidveis usadas no cddigo-fonte

satatual
numbylas
numsealor
numset
driva

vaer
colunas

fim

Listagem em linhas DATA do cddigo-objeto do programa para formatagéo logica:

dafw #0000

dafw #0000

defb #0O0

defb #00

dafb #00

defb #00

daefb 40 numero de colunas na tela
aqu 5

10 FOR A%=LHDOOO TO EHD2DB

20 READ BS
30 POEKE A%, VAL ("sH"+RS)

40 NEXT A%

50 BSAVE "PROG32.BIN", 4HDOOO, ¢HD2DB

100 DATA
110 DATA
120 DATA
130 DATA
140 DATA
150 DATA
160 DATA
170 DATA
180 DATA
190 DATA
200 DATA
210 DATA
220 DATA
230 DATA
240 DATA
250 DATA
260 DATA
270 DATA
280 DATA
290 DATA
300 DATA
310 DATA
320 DATA
330 DATA
340 DATA
350 DATA

3A,AF,¥C,B7,C0, 3R, 63,F6,FE, 02,00, 3A, 78, F7, FE, 03
Do,RB7,cC8,F3, DD, 21, EB, D1, CD, 99, D0, 3E, 30,CD, 27, D2
cD, 37,D0,DD, TR, 03, FE, FA, 30, 08, 3E, 34, CD, 27, D2, CD
3r,D0,CD,F5,D1,FB,C8, 21, 00,00,22,D2, D2, 18, 06, 21
Do, 02,22,D2,D2,21,05, 00, 06,28, C5, E5, DD, TE, 02, 47
c5,06,09,C5,E5,ED, 5B, 51,F3, 2A,D2,D2, 06,01, CD, 8F
D1,30,1C,ED, 5B, 51,F3, 2A, D2,D2, 06, 01, CD,BD, D1, 30
OE,22,D2,D2,R1,E5,CD, 6A, D2, 38, 4%, D3, 98,18, 0C, 22
D2,D2,El,ES,CD, 6A, D2, 3E, DB, D3, 98, E1, 2¢, 1, 10, €3
c1,10,BD,E1, 24,C1,10,B2,C9,21, 00,02, 22,04, D2, 3E
09,32,D6,D2, 3A,¥8,F7,32,D8,D2,F6, 20,00, 77, 00, CD
F5,D1,ED, 5B, 51,F3, 21, 00, 00, 06, 01, CD, 8F, D1, FD, 2A
51,F3,FD, 6E, OB, FD, 66, 0C, 22, D4, D2, FD, 7E, 18, 32, D6
D2,¥D, 7K, 15,F5,FD, 7E, 1A, DD, 77, 02,F1, DD, 77, 03, DD
36,01, 00,C9,DS,CD, 1D, D2, 3A, D6, D2, 4F, 06, 08, 29, 7C
91,38, 02,67,2C,10,F7,24,DD, 7, 00, 5F, DD, 7E, 02, 3D
7R, 28, 06,CB, 3D, 30, 02,F6, 10, 57, DD, 7E, 03, OF, OF, E6
co,B2, 7A,D3,D4,CD, 1D, D2, 7C, D3, D2, CD, 1D, D2, DD, TE
01,Dp3,p1,BD, 28,12, 7D,D3,D3,DD, 77, 01, 3E,11, D3, DO
cD, 1D,D2, 06, 10,CD, 18,D2,E1, 1E, 05, E5, DS, CD, 1D, D2
3E, 80,CB, 72, 28, 08, F6, 02, CB, 62, 28,02, F6, 08, D3, D0
06,03,CD,18,D2,0E,D3,11, 68,01, D5, DB, DO, OF, DO, OF
Db2,5B.D1,ED,A2,C3,58,D1,D1,E1,OR, DO, B, 9C, 28, 11
cB,77,20,0B, 1D,20,C4,CB, 67,20, 04, CB, 5F, 20, 00, 38
01,cD, 85,D1,C9,F5, 3, DO, D3, DO, CD, 1D, D2,F1,CH, FD
21,HA,D1,FD, 7E, 00, 32, 41, D1,¥D, 7E, 01, 32, 64, D1, FD

363
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360
370
380
390
400
410
420
430
440
450
460
470
480
490
500
510
520
530
540
550

DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA

7E, 02, 32, 6D, D1,ES, C5, D5, CD,E4,D0, D1, 2A,D4,D2,19
EB,Cl,%1,23,10,EF,B7,C8, 37,C%, 80, A2, 9C,FD, 21, E8
p1,¥D, TR, 00, 32, 41,D1,¥D, 7E, 01, 32, 64,D1,FD, 7E, 02
32,6D,D1,E5,C5,05,CD,E4,D0,D1,2A,04,D2,19,ERB,C1
E1,23,10,EF, B7,C8, 37,C9,A0,A3,FC, 21, 00,01,F9,F5
AF,D3,D4,F1,C9,F5,C5,D5, RS, 3A, D6, D2, 1E, 20, B3, D3
p4,cD, 1D, D2, 38, 02, D3,D0, CD, 1D, D2, 06, CB, CD, 18, D2
cp,EF,D1,E1,D1,C1,F1,C9,E3,E3,10,FC,C9,E3, E3, E3
E3,DR, DO, OF, 38, FB,C9,D9, 21,03, 00, CD, 6A,D2, 06, 04
Cs,D3, 98,F5, 06, 09, 3E, 20, D3, 98, E3,E3,10,FA, F1, 3C
c1,10,ED, 06, 04,C5, 3E, 30, 06, OA, D3, 98, 3C,E3,E3, 10
F9,C1,10,F1,DD, 7E, 02,47, C5, 01, €8, 01, 3E, 2E, D3, 98
oR,78,81,20,F7,C1,10,F0,D9,C9,F5,C5,D5,E5,EB, 21
00,00, 78,B7, 28, 0C, D5, 47, 3A, DA, D2, 5F, 16,00,19, 10
¥D,D1, 7A,B7, 28,04, 5F, 16, 00,19,CD, B8, D2,E1,D1,C1
F1,c9,¢D,A0,D2,DB, 98,C9,F5,CD, B8, D2, F1,D3, 98,C9
3A, 2D, 00,R7, 28, 07,AF, D3, 99, 3E, 8E, D3, 99, 7D, D3, 99
7¢,B6,3F,D3, 99,E3,E3,C9, 3A, 2D, 00,B7, 28,07, AF, D3
99, 3E, 8E, D3, 99, 7D, D3, 99, 7C,E6, 3F,F6, 40,D3, 99, E3
E3,C9%, 00,00, 00,00,00,00,00,00,28, 00

Listagem do programa de teste:

1000 KEYOFF:WIDTH 40:DEFINT A-Z

1010 BLOAD "PROG25.BIN®, R:BLOAD "PROG32.BINT
1020 DEFUSR=&HDO00O

1030 GOSUB 2000:REM *** ESCOLHE O DRIVE ***

1040 CLS:LOCATE 0,1:PRINT "DRIVE : “;,CHR$(&H41+A)
1050 A=USR(A+1)

1060 BEEP

1070 IF INKEY$="" THEM 1070

1080 CLS:END

2000 CLS:S518="DRIVE A".528="DRIVE B".53$="ESCOLHA O DRIVE"
2010X1=(40-LEN(S38))/2:X2=X1+LEN(S3%).:Y1=10:¥Y2=15
2020 LOCATE X1,Y¥1-2:PRINT 53%

2030 WINDOW X1-1,Y1,X2,¥2.1

2040 X1=({40-LEN(S18))/2:¥1=Y1+2:Y2=Y2-2

2050 LOCATE X1,Y1.PRINT 51§

2060 LOCATE X1,Y2:PRINT 52%

2070 MENU X1,Y1,X1.Y2,LEN{S18).1.A

2080 RETURN
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COMENTARIOS SOBRE O
PROGRAMA PARA FORMATACAO LOGICA

O programa acima implementa as rotinas para leftura e gravagio de setores. Obsarve qus,
apds o envio de qualquer comando, existe uma chamada & rotina testcond que, apds um
peqieno retardo provocado por quatro instrugbes EX (SP),HL, testa o bit 0 do registro da sta-
tus (#D0) para verificar a liberagao do FDC para novas instrugdes. Como vocé |4 sabe, o bit 0
do registro de status indica se a (ltima operagio ainda estd em andamanto, logo, basta vari-
fic-lo para saber se o FDC ja esta liberado (bit 0 resetado), A rotina testcond ¢ aquela que
parmanace am axacugio sa, duranta uma operagio de leitura ou de gravagdo, vocé abrir a
porta do drive. Na eventual necessidade de deslocar o cabegole para uma nova trilha, axista
uma chamada & rotina espera, quae tem comao objstivo criar um pequeno retardo a, assim, for-
nacar um tempo extra para que o mecanismo do drive se estabilize. Observe que emprega-
mos exatamente a mesma rotina para a leitura e gravagio de setores, com o intuito de
economizar alguns bytes. Para tanto, as rotinas lesetor e gravsetor modificam a rotina ace-
setor antes de chamarem a rotina Inldrive e acesetor. A rotina Inidrive tem como principal
tarefa calcular a trilha & o setor dentro dessa trilha, baseada no nimero do selor passado pe-
lo par HL. © setor passado pelo par HL deve estar no mesmo formate usado palo BASIC: de
0 a 719 para disquetes de 5 1/4" de face dupla e de 0 a 1430 para disquetes de 3 1/2* da face
dupla, por exemplo. E importantissimo obsarvar que o programa promove a desabilitagio das
interrupgBas logo no infcio. Isto & absolutamente necessario, tanto para o acesso ao video co-
mo para o acesso aos drives. Imagine o que acontecaria se, no momento da leitura de um byte
pelo registro #03, o Z-80 fosse desviado por uma interrupgdo. Haveria uma perda de sincro-
nismo, com uma conseqlenta parda de dades. Terrivel, no? Peranto, desabilite (DI) as in-
terrupgdes sempre que acessar o FDC. Agora, um consalho: utilize as rotinas exatamente
como apresentadas| Essas rotinas ja estio sendo tesladas hd mais de dois anos (desde o
langamanto do HELLO) sam qualquer problema, entdo, por que reinventar? Observe atenta-
mente cada inslrugio das rotinas acima para lirar todas as dividas.

Ao executar o programa de teste, vocé vard que um disquete da 5 1/4" dae dupla lace & lesla-
do em 17 segundos, e um disquste de face dupla de 3 1/2" em 40 segundos (o drive do 3 1/2"
é cerca de 12% mais lento). Tomando o pior caso, temos um gasto de 40 segundos no carre-
gamento da 720 Kbytes, o que podae ser considerado um tempo excelente. A partir de agora,
vocd pode contar com estas rotinas para o acesso acelerado ao disk drive. Mas, jd que essas
rotinas eslfo tao rapidas, que tal modificar o nosso copiador de satores que utiliza a MEGA-
RAM?

O NOVO COPIADOR DE
SETORES QUE USA A MEGARAM

Este programa é, basicamente, uma evolugio do programa 28, apresentado no Capitulo 5. A
Unica diferenga reside no lalo de que, agora, a leitura e a gravagio de seloras sdo realizadas
por rotinas de acesso direto ao FDC, e ndo mais por intermédio da BIOS. Como vocé podera
comprovar, existe um ganho de quase 63% (1,5 minuto contra 4 minulos na copia de disquetes
da 5 1/4" de face dupla) no tempo de cpia de um disquete inteiro. Vamos entdo as listagens.
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Listagem em assembly Z-80 do cédigo-fonte do programa para copla de setores:
;programa para cdpia de setores usando a MEGARAM

:Compilar com o programa GENB80.COM usando a seguinta

sintaxe:

‘GENB0 PROG33.BIN-PROG33.GEN

:onde PROG33.GEN & o nome do arquivo-texio com esta

Jistagem
rdsht aqu #000c
wrsit Bqu #0014
anasl aqu #0024
rslrag equ #0138
wslreg aqu #013b
bufsat aqu #1351
valtyp aqu #i663
argusr aqu #i7i8
axplbl equ #fcel
dafb #a simula am CP/M
defw inicio 10 cabecalho de
defw  fim ;um arquivo
defw  inicio ..BIN
org #d500
Inicio
di :desabilila as interrupgbes
call rslreg 16 a configuragao atual
Id {confatual),a :salva em confatual
xor a :a=slot 0
Id hl,expibl :hl aponta para a labela
«de expansdes de slots
d b, #04 bmnlimaro da slots
principais
loopbusca
d {slotatual),a Salva o slot atual
id {subsatual),a :nestes enderecos
bit 7.(hl) o slot atual esta
;axpandida?
Ir nz,slotsecund :Sim, faz a procura

nos slots secundarios



loopbus_1

nacachou

fimbusca

fimbus_1

call

inc

inc
djnz

ir

(=4

E&ada &an

(=%

call

ai
rat

testamega

¢ limbusca

hi
a,(slotatual)
a

losophusca

hi, #fit

fimbus_1

a,(subsatual)

la
h,#00

a#n2
(valtyp),a
{argusr),hl

a,(confatual)
wslreq

PROGRAMANDO O FDXC

:N3o, testa a presenga da
MEGARAM nao slot principal
:atual

:Se achou, vai para fimbusca

:Se nao, repate a busca no
:slot saguinta

jprepara a sinalizagio
:de que ndo achou a
MEGARAM

-a volta ao BASIC

:obtém o slot/subslot
;ande ancontrou a
MEGARAM
jprepara a volta ao
‘BASIC

indica parametro
Ainteiro

;@ passa a indicagdo
jpara o BASIC
:a=config. atual
restabeleca a

;config. atual

habilita as interrupgdes
yretorna ao BASIC

:a rotina slotsecun promove uma busca da MEGARAM nos
:quatro possivais slots secundarios de um slot

;principal

slotsecund

slotsec_1

push
push

be

a,#00
b, #04

salva os registros
;afetados

:e=10. slot secundario
k=4 slots sacundarios

-a=nlm do slot secund.

6T
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fimslotsec

ra
rla
and

Id

Id
and
ar
sl
call
ir
ing
djnz

pop
pop
p

jr

%00001100

8.a
a,(slotatual)
00000011

(1]
7.a

(subsatual).a
lestamega

e limslotsec
@
slotsec_1

hi
be

ne loopbus_1

fimbusca

xcoloca o nimaro nos
bils2a 3

oblém somenta os bits
283

:salva o rasultado em e
:oblém o slot principal
wcartifica-se de astar
wentre0e 3

;a=1D do shot e subslot
iindica que 1D contém
Jdentificagao de subslot
salva neste andarago
lesta a presenca da
MEGARAM

;Achou, vai para limslotsec
:Sa nao, repala a busca
no subslot seguinte

recupara os regisiros
:salvos

128 nao achou, continua
:a busca noutro slot

:Se achou, volta para

o BASIC

;a rotina tastamaga testa a presenga da MEGARAM
:num daterminado slot/subslot

testamega

push
push
push
call

push
out

be

de
hi

laslot

af
(#8g),a

a, 800
escsiot
a,(#8a)

adaeb
ascslot
(#Ba).a

salva os registros
;afetados

:lé@ o contetdo da

Jp0s. #4000 do slot ou do
:subslot em questao

:salva o valor lido

prepara a MEGARAM para
;chaveamento

ichaveia a MEGARAM para
2 pagina 0

;prepara a MEGARAM para
s@scrita

:@=valor a escravar
Jescreve

prepara a MEGARAM para



id e, #00
call ascsiot
call leslot
cp #ab
ir z fimteste
pop af
Id a,a
call escslot
xor a
ir fimtasta_1
fimtasta
pop af
id 8,2
call ascslot
sci
fimteste_1
pop  hi
pop de
pop  be
rat

:a rotina leslot 16 o conteddo do enderego

#4000 de qualquer slot/subslot

leslot
Id hl, #4000
Id a,(subsatual)
call rdsht

PROGRAMANDO O FDC

chaveamento

chaveia a MEGARAM para
:apagina0

a6 o valor

;compara com o valor
Jaserito

Se achou, vai para fimteste

:Sa nag, racupara o valor
jariginal 8 o repée

;Zera a flag de carry para
sindicar que nfio ancontrou
a MEGARAM

‘Repde o valar

;original

dindica gue encontrou a
MEGARAM

recupara os
;regisiros salvos

8 ratorna

:hl aponta para o
:enderego a lar
:oblém o 1D do slot
:ou subslot

16 o valor

‘retorna com o valor
Jido no registro a

:a rotina escslot escreve o conteldo do registro
'@ no enderego #4000 dae qualquer slot/subslot

ascsiot
Id hl, #4000

ihl aponla para o

169
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id

call

retl

a,(subsatual)

wrslt

Jenderaco a ser
'modificado

:oblém o 1D do slot
ou subslot
Jescrave o valor
scontido no registro
i

yretorna

transfere um bloco de 16 Kbytes da RAM para a MEGARAM

ram_msega

di
call
in

id
id
Id
Idir
out

call

ai
ral

inimaga
a,(#8s)

hl, #9400
de, #4000
b, #4000

(#8a),a
a,(confatual)
wslreg

desabilita as interrupgbes

" sinicializa a MEGARAM

;prapara a MEGARAM
ipara escrila

‘hl=and. inicial
dae=end. final

Jbe=16 Kbytes
ftransfera

:a=config. onginal
;habilita a config.
woriginal dos slots
;habilita as interrupgdes
;ratorna ao BASIC

transfare um bloco de 16 Kbytes da MEGARAM para a RAM

mega_ram

di
call
Id
Id
Id
Idir
out

call

i
ret

inimega

hl, #4000
de #9400
be, #4000

(#8e).a
a,(confatual)
wslreq

desabilita as interrupcies
Adnicializa a MEGARAM
hl=and. inicial
de=and. final

bc=16 Kbytes
transfera

;a=config. original
habilita a config.
woriginal dos slots
:habilita as interrupgdes
rratorna ao BASIC



;a ratina inmega inicializa a MEGARAM.
;0 paramatro da fungio USR do BASIC
;deve indicar a pagina da MEGARAM a ser chaveada

inimega
call

rslreg

(confatual),a
a,(subsatual)
hl, #4000

anaslt
(#8e).a

a,(argusr)

(#4000),a
a

(#6000),a

PROGRAMANDG O FDC

/& a configuracao

;atual dos slots

:salva em confatual
;obtém o ID da MEGARAM
:hahilita a pagina

11 do slot da MEGARAM
prepara a MEGARAM
‘para chaveamanto
;oblém a pagina da
MEGARAM

wchaveia

:chaveia a praxima
‘pagina no endarego
#E000

iretorna

:a rotina leboot |& os setores 0 do disquete-fonte e de
;deslino para comparar os lipos e obter o nimero de
;setores a copiar. O parametro da fungao USR passa
0 nimero do drive a analisar

laboot
Id
or
ir
Id
Id

leboot_1

call
call

a,(vaz)

a

nz laboot_1
hi,.512
(numbytas),hl
a,#09
(numsetor),a

a,(argusr)
(drive),a
rodadrive
de,(bufsat)

hi, #0000
b,#01

lesator
paradriva

6 a primaira vez?

;Ndo, vai para leboot_1
sinicializa o nimaro da
bylas por selor

;anvia o nimero de satoras
por trilha

salva o nimero
da drive

coloca na trilha 0
:obtém o enderego
do buffer

shl=nim, do sator
alar

Jb=nlmero de satores
:a ler

& o sator

para o drive

k¥
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1]
=

DEREEEEEAEST
w
=0

&5 szszsgasgaa
-

g

a,(vez)
a
nz

ix,(bufset)

I, {ix+#0b)

h, (ix+#0c)
{(numbytas),hl
a,(ix+#18)
{numsetor),a
a,(ix+#15)
af

a,(ix+#1a)

af
ix,pardrivea
iy pardriveb
al

(ix+#02),a
(iy+#02),a

af

(ix+#03).a
(iy+#03),a
(ix+#01),#00
(Iy+#01),#00

a#m
{vaz),a

@ a primaira vaz?

‘Nao, volta

:Sim, inicializa os
;parametros

;obtém o nimero da byles
Jpor setor

;obtém o nomerc de setores
spor trilha

:obtém o tipo de formatagio
:5alva na pilha

;obtém o nimero de lados
;salva na pilha

Jix parametros drive a

Iy pardmetros drive b
srecupera o nim. de lados
;ajusla as tabalas
srecupera o tipo

;ajusta as tabelas

sajusta a trilha

‘inicial da ambos

105 drives

'modifica a flag vez

wvolta ao BASIC

1a retina leconj 16 um cenjunta de até 32 satores (16 Kb)

:do disquete-fonte

leconj

ggs & ==&

de, #3400
hl, {argusr)

a,(numsat)

b,a
lesator

«de=end. inicial
;obtém o ndmero
do setor inicial
;obtém o nimero
e satoras a lar
colocaem b

18 o(s) setor(es)
.8 ralorna
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:a rotina greonj grava um conjunto de até 32 setores
:(16 Kb) na disquele de destino

greon)
d
Id
id
Id

call
rat

de, #9400
hl,{argusr)

a,(numsat)

b,a
gravselor

Jh=and. inicial
sobtém o numaro
-do satar inicial
;obtém o nimero
de setores a ler
icolocaem b

:grava ofs) setor(es)
8 relorma

:rotina para posicionar o cabegote do drive na trilha
corrata, preparando-o para a leftura ou escrita do

:salor espacificado

inidrive
push
call
Id
Id
Id
divida 1 add
Id
sub
Ir
Id
ing
divida_2 djnz
i
id
id
Id
dec
Id
ir
sl

ar

inidrive_1

de
testcond
a,(numsator)
c,a

b,#08

hl,h

ah

G
cdivida_2
h,a

|

divida_1

h
a,(ix+#00)
a,a
a,(ix+#02)
a

a.n
Z,inidriva_1
|

nc,inidrive_1
#10

salva o ptr, p/ buffer

:espara liberagao

;@=num. de selores por trilha
ie=nim, de setores por trilha
prepara a divisao em 8 bits
:do nimera do sator desejado
palo nomero de setores

;por trilha

‘h=nim. do sator (1 a 9)
;parametro para ligar
salvaem o

:obtém o nim, de lados
dace simples?

iSim, vai para inidrive_1
divida a trilha por 2

0O nimemn da lrilha

i Impar (lado 1)7

:Néo, vai para inidrive_1
Sim, inferma.

d=selagio
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Id a,(ix+#03) :as=tipo de form.
rrea ! :
frea ;
and #cO .
or d ;nova selegao
Id ad salvaemd
out (#d4),a Jliga o motor do drive
call testcond ;espera libaragio
Id ah ;@nvia o sator
out (#d2).a :
call testcond espera liberagio
Id a,(ix+#01) :a=trilha anterior
out (#d1),a JEnvia o numarng
cp | Jjé e@sta na nova trilha?
Ir Z.acesslor 5im, vai para inidriva_2
Id a,l ;Nao, posiciona o
out (#d3),a ;cabegote na trilha
Id (ix+#01),a ;atualiza a variavel
Id a#n ;
out (#d0).a :
call tasicond iespera liberagao
Id b.#10 H
call aspara ;

1a rolina acesalor serve aos propdsitos de leitura e/ou
jgravagao de um selor. Na entrada, de=buffer em RAM e
‘hl=nimero do setor. Os labels drive, numsetor e densid
devem estar corretamente praenchidas

acesalor
pop hi Jrecupera o pir. pf buffer
Id e.5 se=nlm. da lantativas
acesatori push  hl isalva o end. do buffer
push da :salva nom. de tentativas
call testcond ;espera libaragio
acesalor? [l a.#a80 ;a=comando de leitura
bit 6d Jespera ativada?
ir Z,acasatord N&o, vai p/ acesetor3
or #02 thabilita espera
bit 4d @ lado 17
Jr Z,acasotord Nao, vai para acesslor3
or #08 iSim, faz a comparagao
pelo lado 1
acesetord oul (#d0),a envia o comando
Id b,#03 Jago de espera para

call espera sincronizagio



acesetord

acesetors

fimacesso

acesatorf

comearro

Id

push
in
rrca
rat
frca
ip
ini

P

pop

n
and

bit

c,#d3

de fimacesso
de

a,(#d0)

nc
nc,acesetord

acesatord

dae

hi

a,(#d0)

#9c
z,prepfim
6,a

Nz, comerro
a

nz, acaesalorl
4.8
nZ.comerro
da
nZ,comarro

a#

PROGRAMANDO O FIC

;a=pora de dados do FDC
de=end. final

:salva end. final na pilha

Jlé status do FDC

-acabou a leilura?

:Sim, vai para fimacesso
[Mao, espera chegar um byte

dé/escrave (ouli) um byle
prepara nova leitura/escrita

srecupara nim. de lentativas
srecupera end. do butfer
obtém o status do FDC
:corrau tudo bam?

:Sim, volta

‘Mo caso de escrila, o disco
:astava protegido?

{az mais uma tentaliva

;houve aerro de busca?

i5im, vai para comerro
:houve erro da CRC?

;Sim, vai para comerro
[Mao, entao houve parda de
dados

:a rotina praplim prepara a saida de um processo
:da laitura ou gravagao de selores

prepfim

push
Id
out

call

pop
rat

af
a,f#do
(#d0),a

tesicond

salva a

Adorga o término
;das operagbes
-anteriores
espera liberacao
JBcupara a

375
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srotina para leilura da um selor. hl=ndm. do selor, de=aend.
;em RAM do buffer para o setor

lasator
id ix parlaitura JIx apanta para o5 parametros
e latura
Id a,(ix+#00) :a=comando de lailura
Id (acesetor2+1),a ;modifica a rotina acesealor
Id a,(ix+#01) a=instrugao ini {leitura)
Id (acasatorS+1),a madiica a ratina acesetar
Id a,(ix+#02) ;a=parametro de verificagao
da leftura
Id (acesetorG+1),a ;modifica a rotina acesetor
lasator_0 Id ix pardrivea iix -> tabala drive a
Id a,(drive) ;
dec a «wdrive a?
Ir z lesetor_1 +S5im, pula para lesetor_1
Id ix,pardriveb MNao, atualiza ix
lasalor_1
push hi :salva hi
push be salva be
push de salvade
di >
call inidrive daz aleitura de um setor
al 3
pop de srecupara o bulfer
Id hl, (numbytes) ;soma com o nimero de bytes
add hl.de ipor setor
ax de,hl .
pop be srecupera as outros regisiros
pop hl :
inc hl \aponta para o proximo setor
djnz lesator_1 & os outros setores
or A shouvae arro?
rat z [Nao, volta.
Id hi, &ttt 7Sim, sinaliza ao BASIC
Id (argusr),hl :
rit e reforna
parlaitura
dafb #80,#22 #9¢c

;rolina para a gravagao de um setor. hl=nim. do setor,
de=and. em RAM do buffer do setor

gravsator



gravset_0

gravsef 1

parascrita

pardrivea

add

Pop

nc
dinz
or
red

ret

defb

defb
dafb
deft
dalb

ix, parescrita

a,(ix+#00)
(acesalor2+1),a
a,(bx+#01)
(acesetorS+1),a
a,(ix+#02)
(acesatarB+1)
ix,pardrivaa
a,(drive)

a

z,gravsat 1
ix,pardriveb

hi
be
da

inidrive

de
hl,(numbytas)
hl,de

da,hl

be

hl

hl
gravset 1
a

z

hl, gt
{argusr),hl

#a0,#a3 #c

#21
#00
#01

PROGRAMANDO O FOMC

jix aponla para os parametros
de escrita

Aa=comando de escrita
:medifica a rofina acesator
;a=inslrugao outi (escrita)
:modifica a rotina aceselor
;a=parametro de verificagao
A,da escrita

iix -» labala drive a

i

drive a?

:5im, pula para gravset_1
:Mao, atualiza ix

salva os registros

;grava um selor

recupara o buffer

isoma com o numero de bytes
por sefor

Jecupera os oulros registros
apanta para o setor seguinte
;grava os oulros setores
shouve erro?

:Mao, volta

iSim, sinaliza ao BASIC

& ralorma

parametro p/ ligar
drilha atual
densidada

lipo de fermatagéo

k¥
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pardriveb
dafb #22 Jparametro p/ ligar
delb #00 drilha atual
defb #01 -densidada
defb #9 lipo de formatagio

yotina gue pdra o meltor do drive sem maxer no cabegole

paradriva
push  af :salva o registro afetado
xor a yZera o ragisiro a
out (#dd),a ;envia o comando de parada
pop af [recupera o registro
rat Jretorna

irotina para deslocar o cabegote até a trilha zero e
Jparar o drive. Esta rolina deve ser usada sampre que

=e desejar parar o drive

rodadrive
di desabilita as interrupgbes
push al :5alva os registros aletados
push be
push de
push hl
Id a.(drive) ;obtém o nimero do drive
Id e #20 jcomando para ligar o motor
or a :a=comando para acionar
out (#dd).a
call testcond ;espera liberaglo
Id a, o2 ;a=comando de inicializagdo
out (#d0),a @nvia o comando
call testcond ;espera liberagao
id b,200 ydd um tempo para o ajusle
call espara :das partes mecanicas
call paradriva Jpara o molor
pop hil srécupara os ragistros
pop da
pop  be
pop  af
ai ;hahilita as interrupgdes

rat sralorna



;rotina para eslabilizagao das partes mecanicas do drive

espara

ax
ax
djnz
ret

(sp).hl
(sp).hl
espara

rotina para testar a liberagdo do FDC

testcond

testcond_1

;area das varidaveis usadas no cidigo-fontae

numbytes
numseator
numsal
drive
confatual
subsatual
slotatual
VEzZ

fim

ax
ax
ex
ax

rca
ir
rat

dofw
dafb
dafb
defb
defb
defb
defb
dafb

equ

(sp).hl
(sp).hl
(sp),hl
(sp).hl

a,(#d0)

ctosteond_1

#0000
#0D
#00
#00
#00
#00
#00
#00

]

FROGRAMANDO O FIDDC

Listagem em linhas DATA do cédigo-objeto do programa para cépla de setores:

10 FOR A%=&HD300 TO &HDTFE

20 RERD BES

30 POEE A%, VAL ("EH"+BS)

40 NEXT A%

e
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50 BEAVE

100
110
120
130
140
150
160
170
180
190
200
210
220
230
240
250
260
270
280
290
300
310
320
330
3do0
350
360
aTo
380
3s0
400
410
420
430
440
430
480
470
480
450
500
510
520
530
540
230

DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATHR
DATA
DATA
DATA
DATA
DATRA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA
DATA

“PROG33.BIN", sHD500, 4HDTFE

F3,CD, 38,01, 32,FA,D7,AF, 21,C1,FC, 06, 04, 32, FC, D7
32,¥B,D7,CB, 7E, 20,27, CD, 64, D5, 38, 0C, 23, 3A, FC, D7
3c,10, EA, 21, FF,FF, 18, 06, 3A, FB, D7, 6F, 26,00, 3E, 02
32, 63,¥6,22,F8,F7,3A, FA, D7, CD, 3B, 01, FB,C9,C5, ES
1E, 00, 06,04, 78B,17,17,E6, OC, 5F, 3A,FC, D7,E6, 03, B3
cRB,FF,32,FR,D7,CD, 64,D5, 38,03,1C,10,E7,E1,C1,D2
1c,Ds,18,C4,C5,D5,E5,CD, 99, D5, F5, D3, 88, 1E, 00, CD
A3, DS, DB, 8E, 1E, EB, CD, A3, D5, D3, 8E, 1E, 00,CD, A3, D5
cD, 99, DS, FE, EB, 28, 08, F1, 5F,CD, A3, D5, AF, 18, 06, F1
5F,CD, A3, DS, 37,E1,D1,C1,C9,21, 00, 40, 3A,FB, D7, CD
oc, 00,C9,21, 00,40, 3A,FB, D7,CD, 14, 00, C9,F3, CD, E1
D5, DB, BE, 21, 00, 94, 11, 00, 40, 01, 00, 40, ED, B0, D3, BE
3A,FA,D7,CD, 3B, 01, FB,C9, F3,CD, B1, D5, 21, 00, 40,11
00, 94, 01,00, 40,ED, B0, D3, 8E, 3A, FA, D7, CD, 3B, 01, FB
£9,CD, 38,01, 32, FA, D7, 3A,FB, D7, 21, 00, 40,CD, 24, 00
D3, 8E, 3A,F8,F7, 32, 00, 40, 3¢, 32, 00, 60, C9, 3A, FD, D7
B7,20, 08,21, 00,02, 22,F5,0D7,3E,09,32,F7,07,3A,F8
F7,32,F9,D7,CD,C1,07,ED, 58, 51,F3, 21, 00,00, 06, 01
©D, 2D, D7,CD, BB, D7, 3A,FD, D7,B7,C0, DD, 2A, 51, F3, DD
6E, 0B, DD, 66, 0C, 22,F5,D7,DD, 7E, 18, 32, F7,D7,DD, TE
1s,¥s,DD, 7E, 1A, F5, DD, 21, B3,D7,FD, 21,B7,07,F1, DD
77,02,.¥D,77,02,F1,DD,77, 03,FD, 77, 03, DD, 36, 01, 00
¥D, 36, 01,00, 38,01, 32,FD,D7,C9,11, 00, 94, 2, F8, F7
aA,F8,D7,47,€0,2D0,D07,09,11,00, 94,25, F8,F7, 3R, F8
D7,47,CD,70,D7,C9,D5,CD, EB, D7, 3A,F7,D7, 4F, 08, 08
29,7c, 91,38, 02, 67, 2C,10,F7, 24, DD, 7E, 00, 5F, DD, TE
p2,3D, 7B, 28, 06, CB, 3D, 30, 02,F6, 10,57, DD, 7E, 03, OF
OF,E$§, C0, B2, 7A, D3, D4, Ch, ER, D7, 7¢, D3, D2, €D, EB, D7
pp, 78, 01,03, D1,BD, 28,12, 7D, D3,D3,DD, 77,01, 3E, 11
D3, D0, CD, EB, D7, 06,10,CD, E6, D7, E1, 1E, 05,E5, D5, CD
EB,D7, 3E, 80, CB, 72, 28, 08, F6, 02, CB, 62, 28, 02, F6, 08
D3,D0, 06,03, CD,E6, D7, OE, D2, 11, OA, D7, D5, DB, DO, OF
Do, OF, D2, FD, D6, ED, A2, C3,FD, D6, D1, E1, DB, DO, E6, 9C
28,11,¢R,77,20,08,1D,20,C4,CB, 67,20, 04,CB, 5F, 20
oo, 3g, 01,Fs, 3E,D0,D3,D0, CD,EB, D7, F1,CY, DD, 21, 6D
D7,DD, 7E, 00, 32,E3, D6, DD, 7E, 01, 32, 06, D7, DD, 7E, 02
32, OF,D7,DD, 21,B3,D7, 3A,F9,D7, 3D, 28, 04, DD, 21, BT
D7,E5, 05,05, F3,CD, 86, D6, FB, D1, 2A,F5,D7,19,E8B,C1
E1,23,10,ED,B7,C8,21,FF,FF, 22,F8,F7,C9,80,A2, 9C
DD, 21,80, D7, DD, 7E, 00, 32, E3, D6, DD, 7E, 01, 32, 06, D7
DD, 1, 02,32, OF, D7,DD, 21, B2, D7, 3A,F9, D7, 3D, 28, 04
oD, 21, 87,07, ES,C5, D5, F3,CD, 86, D6, FB, D1, 2A, F5,D7
1%,E8,C1,E1, 23,10, ED,B7,C8, 21, FF,FF, 22,F8,F7,C9
AO0,A3,FC,21,00,01,F9,22,00,01,F9,F5,AF,D3,D4,F1
c¢9,¥3,F¥5,C5,D5,KES, 3A, F9,D7, 1E, 20,B7,D3,D4,CD, EB
D7, 3E,02,D3,D0,CD, EB,D7, 06,C8, CD,E6, D7, CD, BR, DT
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560 DATA EJ.,DLCLI‘LI‘B,EI,IB,IE,10,TE.C9.23.13,23.I‘.3,D5
570 DATA DO, OF,38,FB,C9,00,00,00,00,00,00,00,00,00,00

Listagem do programa da testa:

1000 KEYOFF:WIDTH40:CLEAR 200,8H33FF:DEFINTA-Z

1010 CLS:BLOAD"PROG25.BIN® R:BLOAD"PROG33.BIN®

1020 DEFUSR0=2HD500:DEFUSR1=4HDSAD:DEFUSR2-&HDSCA
1030 DEFUSR3=4HD5FD:DEFUSR4=4HDEEA.DEFUSR5=AHDET78
1040DEFUSRE=4HD7C1:DEFUSR7=&HD7BB:DR=AHD7FO:NT=4HD7F8:VZ=
&HD?FD

1050 GOSUB17B0D

1060 IFA=1THENENDELSECLS

1070 EDI=PEEK[&HF351)+256"PEEK(&HF352)

1080 DEFFNN(ED!)=(PEEK(ED!+15)+256°PEEK(ED!+20))

1090 A=USRO(0):IFA=-1THENGOTO2110

1100 GOSUB1130

1110 IFDD=DFTHENGOSUB1200ELSEGOSUB1340

1120 GOTO 1050

1130 S1$="DRIVE-FONTE*:S28="DRIVE -COPIA"

1140 83%="ESCOLHA OS5 DRIVES":X 1={40-LEN(S35})})/2-1 X2=X1+1+
LEN(S38):Y1=0:Y2=11

1150 WINDOWX1,Y1,X2,Y2.1;.LOCATEX1+1,Y1+1.PRINTS35:LOCATE,0
‘PRINTS15:LOCATE21,0:PRINTS2%.C=0:0=0

1160 MENU1,0,21,0,11,9,A

1170IFA=0THENGOSUB1480:DF =A+1:C=1:IFD=1THENRETURNELSEGOTO
1160
1180IFA=1THENGOSUB1480:DD=A+1:D=1:IFC=1THENRETURN
1190 GOTO1160

1200 DA=DF:GOSUB1960:CLS:POKEVZ,0

1210 A=USR3({DF):N1=FNN(ED!)

1220 ¥1=0:X2=24:¥1=2:¥2=8

1230 WINDOWX1,¥1,%2,¥2.1

1240 LOCATEX1+1,Y1+2:PRINT"DISCO-FONTE : *,CHR3(&H40+DF):
LOCATEX1+1,Y2-2:PRINT"NUM, DE SETORES:" N1

1250 DA=DD:GOSLUB1980

1280 A=USR3(DD):N2=FNN(ED!)

1270 X1=12:%2=36:Y 1=10:Y2= 16

1280 WINDOWX1,¥1,X2,¥21

1280 LOCATEX1+1,¥1+2:PRINT"DISCO DA COPIA : :CHRS(&H40+DD)
LOCATEX141,Y2-2.PRINT*"NUM. DE SETORES:":N2

1300 GOSUB2080

1310 IFN1==N2THENGOTO 1840

1320 GOSUB1590

1320 RETURN

1340 POKEVZ.0:515="COLOQUE OS DISQUETES NOS DRIVES®
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1350 GOSUB1900:CLS

1360 A=USR3(DF):N1=FNN(ED!):A=USR3(DD):N2=FNN(ED!)

1370 X1=0:X2u24 ¥1=2:Y2=8

1380 WINDOWX1,Y1,X2,¥2 1

1390 LOCATEX1+1,Y1+2:PRINT"DRIVE : ",CHR$(&H40+DF)

1400 LOCATEX1+1,¥2-2:PRINT"NUM. DE SETORES:*;N1

1410 X1=X1412:X2=X2412:¥ 1= 148:¥2uY24+8

1420 WINDOWX1,¥1,X2,¥2,1

1430 LOCATEX1+1,Y1+2:PRINT"DRIVE : ";:CHR$(&H404DD):
LOCATEX1+1,Y2-2:PRINT*"NUM. DE SETORES:";N2

1440 GOSUBR2080

1450 IFN1=sN2THENGOTO 1840

1460 GOSUB1590

1470 RETURN

1480 IFA=OTHENX1=1ELSEX1=21

1490 X2=X1+8:¥1=1:Y2ud

1500 LOCATEX1-1,¥Y1+1:PRINT" “LOCATEX1-1,Y1+2:PRINT" ™
LOCATEX2+1,Y1+1:PRINT" “LOCATEX2+1,Y1+2:PRINT" "

1510 REVERSE,,0,1

1520 WINDOWX1,¥1,X2.¥2.1

1530 LOCATEX1+1,Y1+1:PRINT"DRIVE A"

1540 LOCATEX1+1,¥1+2:PRINT"DRIVE B"

1550 MENUX1+1,¥141, X141, ¥Y14+271 A

1560 REVERSE, 0,1

1570LOCATEX1-1,Y14+14A:PRINT™>"LOGATE X241, Y1+1+APRINT <"
1580 RETURN

1580Q1=N1-(N1MOD512):Q2=N1-{{N1-Q1)MOD32}:03=N1

1800 FORX=0TOQ1-1STEP512
1610DA=DF:PG=0:NS=32:POKEDR,DA:POKENT NS:IFQ1=0THENCOL=02-1EL
SEQLaX+511

1620 IFDF=DOTHENGOSUB1960
1830FORY=XTOQLSTEP32:5|=Y:GOSUB2000:A=USR4(Y):IFA=-1THEN
2090ELSEA=USR1(PG):PG=PG+2:NEXTY
1640/FQ1=0THENNS=N1-Q2:POKENT,NS:51=02:G0SUB2000:A=LISR4
{Q2):IFA=-1THEN2090ELSEA=USR1(PG)

1650 DA=DD:PG=0:NS=32:POKEDR,DA:POKENT NS:IFDF=DDTHENGOSUB
1980
1660FORY=XTOOLSTEP32:Sl=Y:GOSUB2020:A=USR2(PG):A=USR5(Y):IFA=-
1THEN2100ELSEPG=PG+2:NEXTY

1670IFQ1=0THENNS=N1-02:POKENT N5:51=02-G05UB2020:A=USR2
(PG):A=USR5(Q2):IFA=-1THEN2100ELSEGOTO1 770

1680 NEXTX

1690DA=0DF :PG=0:NS=32:POKEDR,DA:POKENT NS:IFDF=DDTHENGOSUB1960
1700FORY=0Q1T002-1STEP32:Sl=Y:GOSUR2000:A=USR4(Y):IFA=-1
THEN2090ELSEA=USR1(PG):PG=PG+2:NEXTY

1710 IF(Q2=Q3ANDDF=DD)THENGOSUB1980
1720IFC2=-03THENPG=0:DA=DD:POKEDR.DA FORY=0Q1TOQ2-1STEP32
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Sl=Y.:G05UB2020:A=USR2(PG):A=USR5(Y):IFA=-1THENZ2100ELSE
PG=PG+2NEXTY:GOTO1770

1730NS=03-02:POKENT, N5:51=02:G05UB2000:A=USR4({Q2):IFA=-1THEN2090EL
SEA=USR1(PG)

1740 DA=DD:PG=0:N5=32.POKEDR.DA:POKENT N5:IFDF=DDTHENGOSLIB
1980

1750FORY=01TOG2-1STEPIZ:SI=Y :GOSUB2020:A=USR2(PG):A=USRS

(Y):IFA=-1THEN2100ELSEPG=PG+2:NEXTY
1780NS=03-02:POKENT,NS:S51=02:G0SUB2020:A=USH2(PG):A=USRS
Q2

2 ??:: POKEDR,DF :A=USRE(0):POKEDR,DD:A=USRE(D):RETURN

1780 CLS:S1$="COPIA DE DISQUETES? SIM".S25-"NAC"
1790%1=(40-LEN(518))/2:¥1=11.LOCATEX1,Y1:PRINTS1%

1800 X1=X1+LEN(51§)-3:LOCATEX1. Y1+ 1:PRINTS2%

1B10 MENUX1,Y1,X1,¥Y141,3,1.A

1820 REVERSE,,0,1

1830 RETURN

1840 51%="0 DISQUETE DE COPIA E DIFERENTE":S25="D0 DISQUETE-FONTE"
1850CLS:BEEP:X1=(40-LEN(S15))/2:X2=X1+14+LEN{515):Y1=10:Y2=13
1860 WINDOWX1,Y1,X2.¥2.1
1870LOCATEX141,¥1+1:PRINTS1$:LOCATE(40-LEN(S25))/2,Y¥1+2
:PRINTS2%

1880 GOSUB2080.GOSUB1780

1880 IFA=1THENCLS:END:EELSECLS:RETURN 1070

1900 S25="PRESSIONE QUALQUER TECLA"

1910 X1 =(40-LEN(51%))/2-1:X2=X1+1+LEN(S15):¥1=20:¥2=23

1920 GOSUB2070

1930 WINDOWX1,Y1,X2,Y2,1
1940LOCATEX141,Y14+1:PRINTS1$:LOCATE(40-LEN(528))/2,Y¥2-1:
PRINTS2%

1950 IFINKEY$="THEN1950ELSEGOSUB2070:RETURN

1960 518="COLOQUE O DISQUETE-FONTE EM "+CHRE&(&H40+DA)+" *
1970 A=USR7(0):GOSUB1900:RETURN

1980 $1$="COLOQUE O DISQUETE DE COPIA EM “+CHRA$(&H40+DA)+" "
1990 A=USR7(0):G0SUB1900:RETURN

2000 S1$="LENDO DO SETOR"+STR$(SI)+" AO"+STR$(SI+NS-1)

2010 GOSUB2040:RETURN

2020 515="GRAVANDO DO SETOR"+STRE(51)+" AQ"+STRE(S51+N5-1)
2030 GOSUB2040:RETURN

2040CLS:X1=(40-LEN(S18))/2-1. X2=X1+1+LEN{S15):Y1=10:¥2=12

2050 WINDOWX1,Y1,X2.¥2,0

2060 LOCATEX1+1,¥Y1+1:PRINTS15:RETURN

2070 FORA=Y1TOY2:LOCATED A:PRINTSTRINGS(39," ");:NEXTA:
RETURN

2080 51$="PRESSIONE QUALQUER TECLA":S2%="PARA CONTINUAR":
GOSUB1910:RETURN

2080 515="ERRO DE LEITURA™528="NO DRIVE "+CHR$(&H40+DF)
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:A=USR6(DF):GOTO1850
2100 S1$="ERRO DE ESCRITA":S2$="NO DRIVE "+CHR$(&H404+DD)
:A=-USRE(DD):GOTO1850

2110 S1$="SISTEMA SEM MEGARAM CONECTADA":52$="IMPOSSIVEL CONTI
NUAR*:GOSUB1810:CLS:END

COMENTARIOS SOBRE
O PROGRAMA PARA COPIA DE SETORES

Tado o controle do pregrama acima & feito pela listagem em BASIC apresentada como pro-
grama da leste. Mais uma vez, as minhas dasculpas pela apresentacio da listagem em BA-
SIC de manaira 180 confusa, mas néo havia outro remédio, devido as limitagSes de memdria
ja mancionadas no Capitule 5. O programa acima esta longe de ser o mais rapido dos copia-
dores, por aprasentar um geranciamento feito em BASIC. Se o programa fosse todo em lin-
guagem de maquina, larlamos um ganho da ordem de 30%. Em todo caso, vocé poderd
cbservar uma aceleraglo significativa neste processo de cdpia em relagio ao do programa
28. Gostaria apenas de ressaltar o uso dos pares X e |Y como ponleiros para tabelas com os
parametros dos drives A e B, respectivamente. Eslude com atengio o uso de lais ponteiros,
j4 que o uso dele se torna imprascindival no acasso a 2 drives, devido & perda do registro
#D1 do FDC quando se comuta de um drive para outro. Fora isso, as rolinas de acesso ao
FDC sao, basicamente, as mesmas empregadas no programa 32.

Para finalizar a nossa viagem palo FDC, gostaria de apresentar a elapa de formatagio de
um disquete, j4 que se irata de uma elapa absclutamente necessaria na ulilizago efetiva dele.

FORMATANDO DISQUETES

A formatagdo ¢ a etapa que organiza o disquele para receber os dados. Esta organizacao
& mais complicada do que pode parecer, tendo em vista as diferancas de velocidade de drive
para drive. O ideal seria que todos eles rodassem a 300 rpm, mas esle nem sempra @ o caso,
|4 que 530 admitidas variagbes de +/- 4,5 rpm. Como contornar essas diferengas? Para solu-
clonar este problema, existe um seqléncia de valores no infcio de cada trilha, que tem como
funcgio tazer o sincronismo da leitura com a velocidade em que os dados foram gravados. Este
mecanismo se assemelha em muito ao da gravagio do header, que antecede a gravacio de
um programa em fitacassete. Além disso, para que o sincronismo seja o mais perfeilo possival,
sdo incluidas faixas (gaps, em inglés) apds os byles de sincronismo. A partir deste momanio,
vamos chamar um conjunto de bytes de sincronismo de bloco espagador. Justamente por
causa desses gaps & que o processo de leitura de uma trilha resulta em erro. Apds os gaps,
temos um byle que identifica o inicio do endereco (ID). Logo apds esle indicador, temos o
préprio ragistro de enderego (ID), que ocupa seis byles. Sio elas:
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Byta Fungdo

#00 Nimara da trilha

#01 Nimero do lado

#02 Mimaro do setor

#03 Tipo de formato

#04 e #05 CRC (soma da controla)

Tabela 7.8: Estrutura do registro de endereco

O tipo de formato no ragistro de andarago é, na vardada, um multiplicador que informa o
tamanho do setor. Vejamos alguns valores possiveis para o lipo de formato

Valor Tamanho do setor
#00 128 bytes

#01 256 byles

#02 512 bytes

#03 1024 bytes

#04 2048 bytes

Tabela 7.9: Valores para o tipo de formato no registra 1D

Logo apds o registro 1D, temos outre bloco espagador e outro gap. Apds asses dois Gfi-
mos blocos, temos um marcador assinalando o inicio do registro de dados (o sator), Apds o
setor, temos outra soma (CRC) de dois bytes. A Tabela 7.10 apresenta um mapa desta orga-
nizagao,

Numero de bytes Valor em hexa Fungdo
(em hexa)
#3E #4E Bloco espagador
#0C #00 Gap
#03 #F6
#01 #FC Marca de indice
#32 #4E Bloco espagador
- #0C #00 Gap
. #03 #F5
b #1 #FE Marca de ID
- #01 (#00 a #4F) Nimero da trilha
L #01 (#00 ou #01) Lado
. #01 (#01 a #09) Nimero do selor
= #01 #02 Tipo de formato
s #01 #F7 (2 CRCs)
8 #18 #4E Bloco espagador
g #0C #00 Gap

Tabela 7.10: Mapeamento de trilha usado pelo MS-DOS & pelo MSX-DOS
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Numero de byles Valor em hexa Fungdo

{em hexa)

. #03 #FS

5 #01 #FBE Marca de end. de dados
5 #200 #40 Setor

. #01 #F7 {2 CRCs)

. #54 #4E Bloco espagador

Onde as elapas assinaladas com " se rapelem para os damais seloras

Tabela 7.10: Mapeamento de trilha usado pelo M3-DOS e palo MSX-DOS(continuagan)

Agora, um assunto que merece destaque. Vocé j4 viu qua o campa ID fornece o nimero
da trilha, o lado & o sator, mas qual sera a malhor forma de dispasigao dos setores numa tri-
Iha? Sera que a forma

1-2-3-4-5-6-7-8-9
& melhor do que a forma

1-3-5-7-9-2-4-6-8

no sentido de se obter uma maior valocidade de acesso? Vames raciocinar juntos. Suponha
quae desejemos ler os salores 1 @ 2 de uma delerminada trilha. Por mais rapido que sejao Z

80, nunca conseguiremos gue ele leia o setor 2 logo apds o setor 1, com o disquete ainda na
mesma volta (ndo se esquega que o disquete esta girando a 300rpm), se utilizarmas os méto-
dos de acesso ao disco do MSX-DOS. Desta forma, para ler os setores 1 e 2 usando o primei-
ra formato, gastariamos o tempo necassario para o disquete dar duas volias. Ja no segundo
formato, como o setor 2 estd bem a frente do selor 1, conseguiriamos ler 0s setores 1 @ 2 com
o disquele ainda na mesma volta. Pode paraecer astranho, mas isto acelara a leitura & a gra-
vacio de arquivos em mais de 30% (nio se esqueca qua tudo termina em laitura e gravagio
de satores, aos olhos do FDC). A Tabela 7.11 fornece um guadro comparative entre os dois
formatos numa hipotética leitura dos 9 setores de uma trilha,
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Mimaearo Setores lidos Setor lido
da volta no formato 2 no formato 1
1 1e2 1
2 dad 2
3 S5eb 3
4 TaB 4
5 9 5
[ 6
Fi Fi
2! g
9 9
Onde formate 1 :1-2-3-4-5-6-7-8-3
e.formato 2 :1-3-5-7-9-2-4-6-8

Tabels 7.11: NGmero de voltas gasto na leitura de uma trilha

Com o auxilio do quadro acima, fica facil parcebar gue a segunda lorma da disposigéo dos
seloras numa lrilha, & muito mais vantajosa, ji que conseguimos lar toda uma trilha em 5 vol-
tas, @ n&o mais em 9. Serd quae vocé consegue inventar um método melhor? Tente a dispo-
sigao 1-4-7-2-5-8-3-6-9| A disposicio dos setores numa trilha recebe 0 nome de inferleave e
representa, como acabamos de ver, um fator ponderante na velocidade de acesso aos dados
gravados nos discos. Devido & baixa velocidade do disk drive, o interleave médio & de 9:1, 0
que significa que, para se ler uma trilha num disquete formatado no padrio M5-DOS, gasta-
$0 0 tempo necessario para o disquete dar nove voltas (lembre-se que no padrao MS-DOS os
setores estio dispostos seqlencialmente). Se adotarmos o formato 2 (1-3-5-7-9-2-4-6-8), 0 in-
terleave baixa para 5:1, J4 que neste formato a leitura completa de uma trilha se faz em ape-
nas 5 voltas. Desta forma, o desejavel seria ter um interleave de 1:1, mas esta é§ umafaganha
s6 alcangada em maquinas 286 e 386 (familia IBM-PC), com clocks iguais ou acima de 20
MHz, equipadas com discos rigidos de 18 ms de tempo de acesso @ placas contraladoras com
interleave especifico de 1:1. E claro que num interleave de 1:1 os setores estio dispostos
saqlienclalmente (formato 1), mas as velocidades da placa controladora do disco rigido 8 do
processador s&o to grandes que da para fazer uma leitura apds a outra. No nosso MSX, sem
previsio para disco rigido, temos de nos contentar com um interleave de 5:1, o qua, conve-
nhamos, ja nao & t&0 mau assim. Entretanto, devo observar que o formato 2 56 leva vantagem
sobre o formate 1 guando se ulilizam os métedos do MSX-DOS (ou MS-DOS) para 0 acesso
ao disco. Sa utilizarmos o formato 2 e testarmos o disquete assim formatado com o programa
32 (formatagdo Mgica), iremos observar que o processo de leitura dos setores se faz de ma-
neira mais lanta do que num disquete que uliliza o formato 1 (disquete formatado pelo MSX-
DOS). Qual o motivo de 1al diferenga? Aconlece que, na leitura direta dos sefores (como
aconlece no programa 32), a velocidade de processamento & muito alta, tendo em vista a
auséncia de célculos demorados entre uma leitura e outra. Desta forma, embora o disquete
esteja rodando a 300 rpm, o Z 80 & capaz de ler o proximo setor ainda na mesma volta. No
caso do MSX-DOS, existe uma manipulagio complicada da FAT entre uma leftura @ outra de
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um setor, 0 que por sua vez impede o Z B0 de conseguir ler o setor seguints ainda na mesma
volta, motivo pelo qual o formato 2 se torna mais vanlajoso nesse case.

Antes de passar s rotinas para formatagao de uma trilha, gostaria de lhe transmitir um avi-
s0: as listagens apresentadas abaixo farmam um programa que formata uma determinada tri-
Iha, de acordo com a resposta do usudrio, Desta forma, o disco formatado néo serd bootdval
se o usuario nao formatar a trilha 0 e pedir explicitamenta a criagio de um boot, Devo também
asclarecer que a formatagdp de apenas algumas trilhas é o mélodo de protegio mais eficaz,
|a que inibe a copia de setores devido aos indmeros erros na tentativa de leitura de setores em
trilhas que ndo estio sequer formatadas. Por oulro lado, o disquete protegido deve possuir
sempre atrilha 0 formatada, pois, caso contrério, serd impossivel dar o boot pelo disquete pro-
tegido. Agora, uma pergunta: de onde vamos tirar 0s dados e a rotina de parlida a serem co-
locados no boot? Alguma sugestdo? Bam, a ROM de 16 Kbyles na interdace do drive deve
passuir tais dados, pois, ao formatarmos um disquete, chamamos uma rotina nessa ROM, qua,
ao final da formatagao, grava as informagBes necessérias no setor 0. "Em que endereco estio
lais dados? Como acassé-los?” Os enderegos sio os sequintes:

Disquete Tipo Enderego dos dados do boot
51/4 Face simples #7BB6
51/4* Face dupla #7BD4
31/2° Face simples #7BF2
31/2° Face dupla #7C10

Tabela 7.12: Enderegos dos dados do boot na ROM da interface controladora do disk drive

Vocé deve ter notado quae a diferenga entre um enderego e outro é #1E, que, coma vimos
no Capitulo 6, & exatamante o tamanho da &rea de dados no boot. Agora sb resta sabar o en-
derego da rolina de partida, nio 47

Enderego da rotina de partida
na ROM da Interface do drive : #7CA5

Bem, agora que j temos todas as informagdes necessérias, que tal implementar um for-
matador para disquetes de 5 1/4*7 Melhor ainda: vamos implementar um formatadaor que apre-
sante a opgio de formatar determinadas trilhas apenas.
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O PROGRAMA PARA
FORMATACAO DE DISQUETES DE 5 1/4"

O programa aqui apresentado permite a formatagao de qualquer trilha, ou conjunto de trilhas,
de um disquete de 5 1/4”. Além desta caracleristica, também é possivel gravar ou néo o boot.
Antas, porém, gostaria de observar que, e vock nao gravaro boot, ndo poderd acessar o dis-
quete em questdo por intermédio do MSX-DOS (ou MS-DOS), {endo am vista que todas as ca-
racteristicas do disquete sio gravadas no baot. Agora, outra observagao: embora o programa
esleja projetado para formatar somente disquetes de 5 1/4%, as rolinas podem ser adaptadas
(observe os comentérios nas listagens) para a formatagao de disquetes de 3 1/27. Sa vocé qui-
ser, podera usar o programa, como apresentado, para formatar disquetes de 3 1/2" como 58
fossem de 5 1/4". Vamos as listagans.

Listagem em assembly Z-80 do cédigo-fonte do programa para a formatagio de dis-
quetes de 5 1/4™;

;programa para formatagio de disquetes de 5 1/4
-Compilar com o programa GEN80.COM usando a seguinte
sintaxe:

GEN80 PROG34.BIN=PROG34.GEN

:onda PROG34.GEN é 0 nome do arquivo-lexto com esta

Jlistagam

rdsht aqu #000c

wrslt aqu #0014

anash equ #0024

relrag equ #0138

wslreg Bau #013b

aspalho aqu #9400

slotdry aqu #1348

valtyp agu #1663

argusr equ #iria
defb #la simula em CP/M
defw  Inicio 0 cabecalho da
defw  fim ;um arquivo
detw  inicio i-BIN
org #d000

inicia

d a,(valtyp) :0 argumenta &



3% Guia do Programador MSX

CAP?

inicio_1

38

EEEEE Y

di
call
call
ai
or
rat

ral

#02
nz
a,(argusr)

40

ne
ix,pardrive
iy, setores
(ix+#00),#01
(ix+#01),a

fazespelho
formatar

a

z

hl, #tff
{argusr),hl

sintairo?

:MNao, volta

Jarg. > 39 (mude para B0
;no caso de 3 1/27)

Sim, volta

;ajusta os ponteiros
para as duas tabelas
:envia o sator inicial
envia a trilha
daesahbilita as interrupgbes
faz o espelho

formata a trilha

;habilita as interrupgies
;houve erro?

Nao, volta

;5im, sinaliza

‘2 ocorréncia

@ volla

irelina para posicionar o cabegote do drive na trilha
ycorrela, praparando-o para a formatagio de uma trilha

formatar

call

Id
Id
sla
sla
sla
sla
or
or

out

call

oul
call
[}

out
Id

out
call

praplim

a,(iX+#02)
a,(ld+#03)
a

% 0o 0 D o

20
(#d4),a

testcond
a,(ix+#00)
(#d2),a
testcond
a,(ix+#01)
(#d3).a
ag11
(#d0),a
testcond

termina as operaciaes
;anteriores

emdriva

:a=lado

;@jusia o lado

]
P

;paramatro para
Jligar os motoras
seleciona e liga
o drive

espera liberagio
a=salor 1
Jinforma o setar
;espara liberagio
:astrilha
Jpasiciona o

;cabacate
;espera libaragio



formata_0

formata_1

formata_2

formata_3

fimform

out

pop
in
and
ir
bit
ir
dec

b#10
aspera
hl,espalho
a,#03

hi

de

de fimform
da

c,#d3

d #da

a, k4

(#d0),a
(sp).iy
(sphiy
a,(hl}

a
zformata_3

a,(#d0)
ne
ne,formata_2

formata_1

a,(#d0)
nc

necformata 3
ad

(#d3).a
formata_3

da

hi

a,(#d0)
#7c
2,prepfim
6.a
NZ,COMBIro
]
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;sretardo para
;estabilizacio
a=numaro de
4entalivas
:salva hl e de

;enderago final

:c=porta de dados
‘d=bloco aspagador
\A=comando para
:;gravagio de uma
drilha

setardo para
sincronisma
xchegou ac

+4im?

:Sim, vai para
formata_1

‘MNao, espara
dibaragiao

Se acabou, sai
5@ nao, espara
Jibaragio

:anvia o byta

terminou?

:Sim, sai

:Mao, espera
Jliberagio

envia espagadaor

:‘fnd'm o loop

recupera os

registros

lesta o comando

;Tudo certo?

:Sim, termina

:No caso de ascrila, o disco
;@stava prolegido?

faz mais uma tentativa
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CAPT
I
bit
ir
bit
jr
CoOmearnro
Id

nz formata_0
48
nz,comarro
3.a
NZ,COMerro

a#o

:houve erro de busca?

iSim, vai para comarm
‘houva arro da CRC?

Sim, vai para comearro
;N3o, entdo houve perda de

«dados

/a rotina prepfim prepara a salda de um processo

:de leitura ou gravagao

prapfim
push
Id
aut

call

pop
red

:a rofina fazespelho faz o espelho da trilha

:a ser formalada

tazespalho

call
call

inc

call

fazesp 1 push
call

af
a,#do
(#d0).a

testcond
af

hl,espalho

b.#3e
a#de
preanche_1
praanchea
b.#03

a e
preancha_1
(i), #c

hl

b,#32
a,#d4a
preenche_1
b,#09

be
preenche

b #03

salva a

Jorga o término
das operacghes
;anteriores
;aspara liberagio
recupera a

:hl aponta para
o buffar

#faz o primeiro
:bloco espagador

fazogap

faz o segundo
:bloco espagador

b=9 satores
-salva b

daz o gap



fazesp_2

preanche

inc
ing

inc

call
call
call
inc
inc
dac

or
ir

inc

call

djnz

a#s
preanche_1
{hl).#a

hi
a,(ix+#01)
(hi),a

hi

a, (b4 #03)
(hl).a

hi
a,(iy+#00)
(hl).a

hi

iy

(hl),#02

hi

(hl), #7

hl

b.#18
a,#d0
preenche_1
preenche
b#03

a#s
preanche_1
(i), #b

hl

be 512
(hi),#40

hi

be

ab

c

nz fazesp_2
(hl)#7

hi

b,#54

a,#de
preenche_1
bc
fazesp 1
(hl), off
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Ll

¥

;obtém a trilha

:rnhﬁm o lado

:obtém o setor
:Bnvia o lipo
;envia o CRC
sanvia outro
‘bloco espagador

)
:envia o setor

"
*
£
L
L]

;assinala o fim

zara o registro a
{b=tamanho do gap

393
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praancha 1

Id
ine
djnz
rat

{hi),a
hi
preanche_1

ia rotina fazboot grava na trilha 0 as informagSes necessarias
;para tornar o disquete bootavel

fazboot

fazboot_01

fazbool O

lazboot 1

call

xor
Idd
call
Id
or

Idir

djnz

or
ir

add
id

rodadriva

a

(lado),a
inicio_1
a,(tipa)

a

z fazboot_01
(lado),a

a

inicio_1

rslrag
af

a.(slotdrv)
hl, #4000
anaslt
hl,espalho

de,espalho+#01

b.#0c

be

be, #0200
(hi),#00

bc
fazboot_0
hl, #7bb6

a,{tipo)
a

z,fazboot_1
da, #0018
hl,de
de,espalha

;desloca o cabegote
paraatrilha 0

:a aponta p/ trilha 0
dado 0

dormata a trilha 0
Face simples?

iSim, pula para fazboot_01
:Méo, atualiza o lado
@ formata a trilha 0

L

16 @ salva a configuragdo
;atual dos slots

;aliva a pagina 1 do

:slot onde sa encontra

:a interface do drive

jb=nim, de setores privados
salva b

spreanche os saloras
privados com #00

;hl aponta para a draa

;de dados (mudar para #{bl2
no caso da 3 1/2%)

:obtém o tipo do disquete
Hace simplas?

;Sim, pula para fazboot_1
;Néo, ajusia hl para

;a nova posicio

dransfere as informagdes



fazboot_2

fazbool_3

Idir

\dir
call
Id
push
add

push

add

inc
inc
Id

pop
add

pop

djnz

or

I

call

call
rat

be #0018

hl.#7c45

be,#7d1b-#7c45

af

wslreg
hl,espalha
b #02

de #0200
bc

hl,da

hi

a,(tipo)
a#c

(hl),a
hi
(hi), #tt
hi
{hl), #if
hi
hl,de

fazboot 2

a,(tipo)
b #09

z lazboot_3
b, #0c

hi, #0000
greonj

paradrive

PROGRAMANDO O FDC

franstere a rolina de
;partida

racupera a configuragao
;original dos slois

‘b=nimarc de FAT s
:de=tamanho do selor
salva b

‘hl aponta para o segundo
setor

salva hl

obtém o tipo

's0ma ao parametro (somar
#{8 no caso de 3 1/27)
dorma a FAT

srecupara hi

:apanta para o terceiro
:zalor (lazer nova soma
*add hl,de” no caso de
a1

#echa o loop para formar
:a segunda FAT

:obtém o tipo do disquete
‘bmnUmero de setores
;privados em face simples
Arocar para #0b no caso
de 3127

4ace simples?

iSim, vai para fazboot_3
:b=nimero da selores
:privados am face dupla
trocar para #0e no Caso
da 3 1727

hl=setor inicial
;grava os seloras
privados

:péra o drive
wolta ac BASIC
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/a relina greon| grava um conjunto de até 32 setores
{16 Kb) no disguela da dastino

greonj

Id da,espalho Jhl=end. inicial
call gravsator ‘grava ofs) selor(es)
rel 8 retorna

rotina para posicionar o cabegote do drive na trilha
icorrela, preparando-o para a leitura ou escrita do

:sator especificado
inidrive
push da ;salva o pir. p/ buffer
call leslcond ;espera liberagio
Id a#09 ;a=num. de setores por trilha
id ca e=nim. da satores por trilha
Id b,#08 prepara a divisao em B bits
divide_1 add hi,hi do nimero do setor desejado
Id ah palo nimero de setores
sub c spor trilha
ir ¢ divide_2
Id h,a
inc |
divide 2 djnz divide_1
ing h sh=nlm. do sator (1 .a 9)
d a,(ix+#00) ;parametro para ligar
Id aa Salva em a
Id a,(ix+#02) ;obtém o ndm. de lados
dec a face simples?
Id ae H
ir z,inidrive_1 ;Sim, vai para inidrive_1
srl I idivide a trilha por 2
10 ndmero da trilha
18 impar (lado 1)7?
ir ne,inidrive_1 :Nao, vai para inidrive_1
or #10 :5im, informa.
inidriva_1
Id da d=selegdo
Id a,(x+#03) ;a=tipo de form.
rca :
mca :
and #c0 d
ar d inova selegio



out
call

out
call

TEgE Y

call

call

ad
(#d4),a
testcond
ah
(#d2),a
testcond
a,(ix+#01)
::#t:ﬂ )a

z.acasalor
al

(#d3),a
(ix+#01),a
a1
(#d0),a
testcond
b.#10
aspara
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:salva em d

Jliga o motor do drive
:aspera liberagao
:anvia o setor

;espera liberagao
-a=trilha anlarior

:anvia o nimaro

jé esté na nova trilha?
:Sim, vai para inidrive_2
:N&o, posiciona o
icabecgote na trilha

:atualiza a variavel

;asp-a ra liparagao

:a rotina acesetor serve aos propdsitos de leitura e/ou
:gravagiio de um setor. Na entrada, de=buffer em RAM &
-hl=niimaro do setor. Os labals drive, numsetor e densid
«devem estar corretamente preanchidos

acesator

acasator]

acesetor2

acesalord

acesalord

pop
id

push
push
call
id

bit

jr

or
bit

ir

or

out
Id
call
Id

d
push
in

hi

25

hi

da

tastcond
a#80

6d
z,acesetord
#02

4.d
z,acesetord
#08

(#d0),a
b,#03
aspara
c,#d3

de fimacesso
de

a,(#d0)

recupera o pir. p/ buffer
:e=nlm. da lentativas
salva o end. do buffar
salva num. de tentativas
;aspara libaragio
:a=comando de leitura
:espeara ativada?

:Nfo, vai p/ acesetord
:habilita espera

W lado 17

:M&o, vai para acesatord
;Sim, faz a comparagao
;palo lado 1

:anvia o comando

Jlaco de espera para
:sincronizaglo

:amporta de dades do FDC
:de=end. final

:salva and. final na pilha
-l& status do FDC
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rrca
rat
rrca

Ip
acesaelors ini

fimacessa
in
acasatorG and
bit
dec
Ip
bit

bit

Ip

sfotina para a gravag3o de um setor. hl=ndm,

nc
nc,acesalord

acesetord

da

hi

a,(#d0)

#9c
z,prapfim
6.a
NZ,CoOmMarnro
L]
nz,acesalor
4.a
NZ,comermro
Ja
nZ,.comerro

comerro

ide=end. em RAM do buffer do setor

gravsator
Id
Id
Id
Id
Id
Id
id

gravset_0 Id
id
dec
ir
id

gravset_1
i

inc

ix,parascrita

a,(x+#00)

(acasetord+1),a

a,(ix+#01)

(acesatorS+1).a

a,(ix+#02)
(acesatorb+1)
ix,pardrivea
a,(driva)

a

Z.gravset_1
ix.pardriveb

a,(tipo)
a

;acabou a leitura?
;Sim, vai para fimacasso
;Nao, espera chegar um byte

Jéfascreve (outi) um byla
\prepara nova leitura/escrita

Jrecupera ndm. dae tanlativas
;jrecupera end, do buffer
1obtém o slalus do FDC
;correu tudo bam?

+Sim, volta

:No caso de escrita, o disco
seslava protegido?

Faz mais uma tentativa

ihouve erro de busca?
iSim, vai para comerro
;houve erro de CRC?

:Sim, vai para comerro
:Nao, entdo houve perda de
:dados

do setor,

Jix aponta para os parametros
de escrita

/a=comando de escrita
;modifica a rotina acesetor
ia=instrugao outi (escrita)
:modifica a rolina acasstor
a=parametro de verilicagio
,8;da ascrila

ji% -= labala drive a

;obtém o drive

drive a?

iSim, pula para gravset_1
‘Néo, atualiza ix

;obtém o tipo



id (ix+#02),a2
add a#b
Id (ix+#03).a
push hi
push bc
push da
di
call inidrive
@i
pop de
id hl, #0200
add hl.de
ex de,hl
pop  bec
pop hi
inc hi
dinz gravset_1
or a
rat F 4
Id hl, #fH
Id (argusr),hl
ral
parascrita
defo  #a0.#ad#c

FROGRAMANDO O FDC

" :salva o lado

;5alva o tipo
:salva os registros

"

d
¥
;grava um sator

racupara o buffer

;soma com o nimero de bytes
por sator

recupara os oulros registros
;aponta para o proximo setor
\grava os oulros satoras
:houve armo?

‘Nao, volta

:Sim, sinaliza ao BASIC

‘@ retorna

:a rotina paradrive para os motores de todos os

wdrives
paradriva
push af
xor a
out (#d4).a
pop af
ret

;salva o regisiro a
para todos os
drives

recupera o registro
sralorna

srolina para estabilizagdo das partes mecénicas do drive

espera
ax {sp),hl
ax {sp),hl
djnz espora

ret

39
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jrotina para testar a liberagiodo FDC

testcond

ax (sp),hl

ax {sp).hl

ax (sp).hl

ax (sp).hl
testcond_1

in a,(#d0)

rca

ir c,tastcond_1

ret

irolina para deslocar o cabegote até a trilha zero e
;parar o drive. Esta rotina deve ser usada sempre que
;56 desafar parar o drive,

rodadrive
di desabilita as interrupgdes
push  af isalva os ragistros afetados
push bec
push da
push  hl
Id a,(drive) :obtém o nimero do drive
Id e #20 ;comando para ligar o motor
ar a ;a=comando para acionar
out (#dd).a
call lestcond ;espera liberagao
Id a,#02 ;a=comando de inicializacio
out (#d0),a :anvia o comando
call tastcond ;espera liberagio
Id b,200 ;dd um tempo para o ajuste
call aspara das parles mecénicas
call paradrive para o motor
pop hl irecupara os ragistros
pop de
pop  be
pop  af
al :habilita as interrupgbes
ret sratorna

,area das variaveis usadas no cédigo-fonte

pardrive
defb #00 ;armazena o sotor
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defb #00 ;armazena a trilha
drive dafb #00 :armazena o nimero do drive
lado dafb #00 :armazana o lado
tipo defb  #00
selores

dafb #01 #03 #05 807 #09 #02 804 #06,#08
pardrivea

dafb #21 ;paramatro p/ ligar

defb #00 Arilha atual

dafb #01 :densidada

dafb #a lipo de formatagio
pardriveb

dafb #22 ;parametro pf ligar

dafb #00 drilha atual

defb #01 densidada

dafb #i9 dipo de formatagao
fim aqu 3

Listagem em linhas DATA do cddigo-objeto do programa para formatagio de dis-
quetes da 5 1/4":

10 FOR A4=gHDOOO TO &HD304

20 READ BS

30 POKE A%, VAL ("sH"+B§)

40 NEXT A%

50 BSAVE “PROG34.BIN", §HDOOO, $HD304

100 DATA 3A,63,F6,FE,02,C0,3A,F8,F7,FE, 28,D0,DD, 21, EE, D2
110 DATA ¥D,21,¥3,D2,DD,36,00,01,DD,77,01,F3,CD,B8, D0, CD
120 DATA 2C,DO,¥B,B7,C8,21,¥F,FF,22,F8,F7,C9,CD,AE, DO, DD
130 DATA SE,02,DD,7E,03,CB,27,CB,27,CRB,27,CR,27,83,F6,20
140 DATA D3,Dd,CD,BF,D2,DD,7E,00,D3,D2,CD,BF,D2,0DD, 7E, 01
150 DATA D3,D3, 3E,11,D3,D0,CD,BF,D2,06,10,CD, BA, D2, 21, 00
160 DATA 94,1E, 03,ES5,D5,11,95,D0,D5,0E,D3,16, 4E, 3E,F4,D3
170 DATA DO,¥D,E3,FD,E3,7E, 3C,CA,87,D0,DB, DO, OF, DO, OF, D2
180 DATA 7A,DO,ED,A3,C3,75,D0,DB, D0, OF, DO, OF, D2, 87,D0, TA
190 DATA D3,D3,C3,87,D0,D1,El,DB,D0,ES, 7C,28,11,CR, 77,20
200 DATA OB, 1D, 20,BF,CB, 67,20, 04,CB, 5F, 20,00, 38, 01, F5, 3E
210 DATA DO,D3,DO,CD, BF,D2,F1,C9,21,00,94,06, 3E, 3E, 4E, CD
220 DATA 2F,D1,CD,2C,D1,06,03,3E,F6,CD, 2F,D1, 36,FC, 23,06
230 DATA 32, 3E, 4E,CD, 2F,D1, 06, 09, C5,CD, 2C, D1, 06, 03, 3E,F5
240 DATA CD,2F,D1,36,FE,23,DD,7E,01,77,23,DD, 78, 03,77, 23
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250 DATA FD,7E,00,77,23,FD, 23, 36, 02,23, 36,F7, 23, 06, 16, 3E
260 DATA 4E,CD,2F,D1,CD,2C,D1,06, 03, 3E,F5,CD, 2F, D1, 36, FB
270 DATA 23,01,00,02, 36,40, 23,08, 78,B1, 20,F8, 36,F7, 23, 06
280 DATA 54, 3E, 4E,CD, 2F,D1,C1,10, AF, 36, FF,C9, AF, 06, 0C, 77
290 DATA 23,10,FC,C9,CD,C9,D2,AF, 32,F1,D2,CD, 0C, D0, 3A, F2
300 DATA D2,B7,28,07, 32,F1,D2,3D,CD, 0C, DO, CD, 38, 01, F5, 3A
310 DATA 48,¥3,21,00,40,CD, 24,00, 21,00, 94,11, 01, 94, 06, 0OC
320 DATA cS,01,00,02,36,00,ED,B0,C1,10,F5,21,B6, 78, 3A, F2
330 DATA D2,B7,28,04,11,1E,00,19,11, 00, 94, 01, 1E, 00, ED, BO
340 DATA 21,45,7c,01,D6, 00, ED, B0, F1,CD, 38,01, 21, 00, 94, 06
350 DATA 02,11, 00,02,C5,19,E5,3A,F2,D2,C6,FC, 77,23, 36, FF
360 DATA 23,36,¥T,E1,19,C1,10,EC, 3A,F2,D2, 06, 09,B7, 28, 02
370 DATA 06, 0cC, 21,00, 00,CD,BC, D1, CD, B4, D2,C9, 11, 00, 94,CD
380 DATA €5,D2,C9,D5,CD,BF,D2,3E, 09, 4F, 06, 08, 29, 7C, 91, 38
390 DATA 02,67,2C,10,F7,24,DD, 7E, 00, 5F, D, 7B, 02, 3D, 7B, 28
400 DATA 06,CRB, 3D,30,02,F6,10,57,DD, 7E, 03, OF, OF, E6, CO, B2
410 DATA 7A,D3,D4,CD,EBF,D2,7C,D3, D2, CD, BF, D2, DD, 7E, 01, D3
420 DATA D1,BD, 28,12, 7D,D3,D3,DD, 77,01, 3E,11, D3, DO, CD, BF
430 DATA D2,06,10,CD,BA,D2,E1, 1E, 05,ES, DS, CD, BF, D2, 3E, 80
440 DATA CB,72,28,08,F6,02,CB, 62, 28,02, F6, 08, D3, DO, 06, 03
450 DATA CD,BA,D2,0E,D3,11, 46,02, D5, DB, DO, OF, DO, OF, D2, 39
460 DATA D2,ED,A2,C3,39,D2,D1,E1,DB, DO, E6, 9C, CA,AE, DO, CB
470 DATA 77,€2,AcC,DO, 1D,C2,19,D2,CB, 67, €2, AC, DO, CB, 5F, C2
480 DATA AC,DO,C3,AC, DO,DD, 21,B1,D2,DD, 7E, 00, 32, 1F, D2, DD
490 DATA 7TE,01,32,42,D2,DD, 7E,02, 32, 48,D2,DD, 21,FC, D2, 3A
500 DATA F0,D2,3D,28,04,DD, 21,00, D3, 3A, F2,D2, 3C, DD, 77, 02
510 DATA C6,FB,DD,77,03,ES,CS,D5,F3,CD,C3,D1,¥FB,D1, 21, 00
520 DATA 02,19,EB,C1,El,23,10,E1,R7,C8,21,FF,FF,22,F8,.F7
530 DATA C9,A0,A3,FC,F5, AF,D3,D4,F1,C9,E3,E3,10,FC,C9,E3
540 DATA E3,E3,E3,DB,DO,OF, 38,FB,C9,F3,F5,C5, D5, E5, 3A, FO
5§50 DATA D2, 1E,20,B7,D3,D4,CD,BF, D2, 3E, 02, D3, DO, CD, BF, D2
560 DATA 06,C8,CD,BA,D2,CD,RBd,D2,E1,D1,C1,F1,¥B,C9, 00, 00
570 DATA 00,00, 00,01, 03,05, 07,09, 02, 04, 06,08, 21, 00, 01, F9
580 DATA 22, 00,01, F9, 00

Listagem do programa de toste:

100 WIDTH 40:CLS:KEYOFF:CLEAR 200,&H83FF:DEFINTA-Z

110 BLOAD"PROG25.BIN", R:BLOAD"PROG34.BIN"
120DEFUSR0=2HD000:DEFUSR1=-8HD2B4:DEFUSR2=4HD134:DR=&HDZF0;
LD=&HD2F1:TP=&HD2F2

130 CLS:GOSUB 310:REM *** ESCOLHA DO DRIVE ***

140 A=A+1:POKE DR.A

150 CLS:GOSUB 340:REM *** ESCOLHA DO TIPO ***

160 T=A:POKE TP.A
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170 CLS:GOSUB 370:REM *** ESCOLHA DAS TRILHAS ***
180 GLS:FOR TR=TI TO TF

190 POKE LD,0:REM *** INFORMA LADO 0 ***

200 GOSUB 420:REM *** INFORMA TRILHA E LADO ***

210 A=USRO(TR):REM *** FORMATA O LADO 0 DA TRILHA """

220 IF A=-1 THEN GOTO 560:REM *** ASSINALA ERRO ***

230 IF T=0 THEN GOTO 280

240 POKE LD, 1:REM *** INFORMA LADO 1 ***

250 GOSUB 420:REM *** INFORMA A TRILHA E O LADO ***

260 A=USRO({TR):REM *** FORMATA O LADC 1 DA TRILHA """

270 IF A=-1 THEN GOTO 560:REM *** ASSINALA ERRO ***

2B0 MEXT TR

290 GOSUB 460:REM *** FIM DA FORMATAGAO ***

300 END

310 S1$="ESCOLHA O DRIVE":S2$="DRIVE A":53$="DRIVE B"

320 GOSUB 480

330 RETURN

340 S1$="ESCOLHA O TIPO":S2$="FACE SIMPLES":53$="FACE DUPLA"
350 GOSUB 490

360 RETURN

370 LOCATE 0,9:LINE INPUT"ENTRE COM A TRILHA INICIAL : *;A%
380 IF VAL({A$)=3% THEN 370 ELSE Tl=VAL{AS)

390 LOCATE 0,11:.LINE INPUT"ENTRE COM A TRILHA FINAL : =:A%
400 IF (VAL(AS$)>39 OR VAL(A$)<TI) THEN 390

410 TF=VAL(AS):RETURN

420 S1$="FORMATANDO A TRILHA+STR$(TR)+" LADO"+STRS(PEEK(
LD))

430 CLS:X1=(40-LEN(S18))2:Y1=11

440 LOCATE X1+1,Y1:PRINT 51§

450 RETURN

480 CLS:A=USR1(0):S1$="GRAVAR O BOOT":52$="SIM":535="NAO":
GOSUB 490

470 IF A THEN A-USR1(0) ELSE A=USR2(0)

480 CLS:S1$="FIM DA FORMATAGAO=GOSUB 430:END

490 X1=(40-LEN(S1§))/2:X2=X1+LEN(S18):Y1=10:Y2415

500 LOCATE X1,Y1-1:PRINT 51%

510 WINDOW X1-1,Y1,X2,Y2,1

520 X1=(40-LEN(S28))/2

530 LOCATE X1,Y142:PRINT S25:LOCATE X1,Y1+3:PRINT 538
540 MENU X1,Y142,X1,Y143,LEN(S25).1,A

550 RETURN

560 S1$="ERRO NA FORMATAGAO"

570 GOSUB 430:END
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COMENTARIOS SOBRE O PROGRAMA
PARA FORMATACAO DE DISQUETES DE 5 1/4"

As listagens acima estio bem comentadas, de modo que vocd ndo encontrard maiores di-
ficuldades para entendé-las. Apesar de tudo, gostaria de ressaltar que, além das modificagbes
sugeridas na listagom do cddigo-fonta, vocd devera substituir o taste

IF VAL(A$)>39

nas linhas 380 e 400 da listagem do programa de teste, se quiser aplicar o programa em dis-
quetes da 3 1/2°. O lesle deverd ser subslituldo por

IF VAL(A$)>79

ja que os disquelas da 3 1/2" apresentam 80 trilhas, ao invés da 40.

Munca & demais lembrar que todas as rotinas apresentadas neste capliulo foram testadas
com sucesso em drives de 5 1/4” a de 3 1/2° controlados por intarfaces do padrao MICROSOL
(todas, menas a da SHARP).

NOVOS HORIZONTES

Apesar do MSX estar no mercado ja ha algum tempo, acho incrivel como certas informagbes
(como as apresentadas neste capitulo) ainda permanecem secrelas. Craio, sincaramenta, qua
um grande passo para o desenvolvimento da informatica no Brasil reside na suspanso do tra-
tamento infantil dado ao usudrio nacional. Sinto que esta mentalidade esta mudando, haja vis-
to o nivel crescente dos assuntos abordados nas revistas dedicadas aos microcompuladoras
M3SX. Mas, mesmo assim, ainda existem arligos que simplesmente apresentam listagens
anormas (o plor & que, na maloria das vezes, sao listagens em hexadecimal) sem qualguer in-
dicagao dos algoritmos usados. Convanhamos que, assim, fica extremamente dificil para um
usuario iniciante adquirir pratica! Nao se adquire pratica, digitando listagens enormes do cédi-
go-objeto; o maximo que se pode conseguir & que o usuario se transforme num élimo digita-
dor. Por outro lado, o enfoque dado ao MSX tem sido muito mais de um video game do que
de um dtimo computador, que é onde o MSX se encaixa.

Para os praximos anos, espero uma remodulagio do parque do MSX, motivada pala mi-
grago do modelo 1.0 para o 2.0. Para lanlo, ja exislem empresas nacionais fazendo a
conversao (por sinal muito boa) do modele 1.0 para o 2.0. Esta simples translormagdo abre
um leque ainda maior de opgbes no desenvolvimento de programas mais amigaveis, basea-
dos no novo chip de video utilizado no MSX 2. Dutro periférico que acabara se impondo no
mercado, como aconteceu com o drive, & a MEGARAM. A partir do momento em que 05 pro-
dutores de software sentirem que o mercado deste periférico é grande, aparecerio verdadel-
ras maravilhas a nivel de programas, antes s& vistas em computadores de malor capacidade.
Mas, para que tudo isto se torne realidade, & preciso haver uma malor publicagdo de infor-
magbes, paradar subsidios ao surgimento de cada vez mais programadores, com novas idélas.
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O Que Este Livro Pretende.

Este livro pretende ser um guia completo para o programador do padrac MSX. Com este livro
vocé sera capaz de extrair o maximo do seu sistema. Entre os tépicos abordados, temos:

Acesso direto ao video para um controle maior do processador de video. As técnicas apre-
sentadas neste tépico permitem a inversao de caracteres, criagao de janelas, movimentos so-
bre areas da tela, animagao, etc.

Programacao das interrupg¢ées para permitir uma simulagao do mecanismo de multitarefa.
Este tépico apresenta um programa muito interessante, que permite a visualizagao de uma
parte da memaéria ao mesmo tempo em que se executa um outro programa.

Programacgao do vetor de erros para permitir a criagéo de novos comandos em BASIC. Este
topico apresenta listagens completas de programas que criam novos comandos para o BA-
SIC, sem gastar um Unico byte da memdria principal e sem fazer uso do comando DEFUSR
para ativar os novos comandos.

Utilizagao do sistema de cartuchos para permitir uma utilizagao ampliada do interpretador
BASIC em conjunto com as rotinas para desvio do vetor de erros.

Programagao da MEGARAM. Este topico é absolutamente inédito na literatura nacional. Aqui
voceé aprendera como acessar a memdria de 256 Kbytes da sua MEGARAM usando rotinas e
programas fartamente comentados.

Programagao do Sistema MSX-DOS. Este topico apresenta em detalhes todas as rotinas do
sistema de disco MSX-DOS, acompanhadas de exemplos praticos de programagao.

Acesso direto as portas do controlador de drives. Este topico também é inédito na litera-
tura nacional e apresenta todos os conhecimentos necessarios para vocé programar direta-
mente os seus drives. Os programas de exemplo incluem um copiador e um formatador
extremamente rapidos.

Sobre o Autor:

Eduardo Alberto Ramalho Sampaio Barbosa é engenheiro eletricista formado pela PUC/RJ,
em Dezembro de 1986. Atualmente, exerce as fungdes de tradutor e programador free-lancer
para as linhas de computadores IBM PC e MSX. E um entusiasta do MSX desde a chegada
deste padrao ao Brasil, em fins de 1985. Sobre esta linha de computadores, ja publicou dois
livros: Introdugao a Linguagem de Maquina para MSX e Dicas, Macetes & Programas em
Assembly para MSX Disk Drive, ambos esgotados, publicados pela Editora Ciéncia Moder-
na.
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