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INTRODUCTION

Here in your hands you hold a map to one of the most
fascinating journeys you will ever take. Even if you have never
touched a computer before you bought your BBC micro, we
hope to share with you — step by simple step — the secrets of
computing programming.

It's not going to be difficult. We've deliberately included a
number of major games in the book, so after you’ve entered
and run the games, you'll discover you've learned to program
almost while you were not looking. It’s going to be painless and
it’s going to be fun.

The whole process is greatly simplified by the fact that you’re
learning on a BBC micro. Representing the leading edge of
computer technology, the BBC micro is a computer that was
designed to be friendly, and easy and rewarding to use.

Come on and join us now, as together we discover how you can
make the most of your BBC micro.

Tim Hartnell and Alex Gollner
London, August, 1983
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CHAPTER ONE
DISCOVERING THE
KEYBOARD

You have just acquired a great machine and you will find it the
idcal introduction to the world of computers. As some people
are wary of their first computer, we are going to take things
stowly.

READ THIS BOOK WITH YOUR COMPUTER
TURNED ON

It is useful to try things out on your computer as you read this
book, 50 try to have your computer ncar you.

This is a manual, you do not read it in one scssion and come
away a fully-blown computer programmer. You type things in
when they are explained to you in the book, to experiment. In
this way you can learn to program in easy steps and enjoy games
as they come up.

THE KEYBOARD

At first glance the keyboard of the BBC micro looks a little
intimidating, but as you learn more about programming, you’ll
be surprised how familiar it will become. In learning to
program we must ‘talk’ to the computer. This is done through
the keyboard. As you type the computer tells you what you
have done by displaying it on the screen.
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There are two kinds of keys on the keyboard: keys that do
things and keys which simply put numbers and letters into the
computer. There are also three red lights at the bottom left of
the keyboard. The keys which simply put numbers and letters
into the computer we shall call ‘character keys’.

CHARACTER KEYS

To get you used to the arrangement of the keys on the computer
just type randomly. It is quite similar to the typewriter
arrangement, but has a few extra keys and the punctuation is
set out differently.

If you can touch-type you must watch out for two things: do
not use a capital ‘O’ for the number zero or use a lower case ‘I’
to input the number one.

If you have just turned the computer on, the lettering on the
screen is likely to be in upper case, Again if you are used to
typing you would expect to press the carriage- return key to go
to the next line, but on computers the text automatically goes
on to the next line. If you press RETURN (the computer
carriage return) you get a display something like this:

SRR R T TV S LT W R

Mistalke

Do not worry about anything that appears on the screen at the
moment. Get used to the character keys so you can find them
quickly and easily.

ACTION KEYS

THE SHIFT KEYS. So far you have been typing capital letters
and numbers, but you have probably noticed the SHI T,
SHIFT LOCK and CAPS LOCK keys. These keys are related
to two of the lights at the bottom left, the ‘Shift Lock’ and
‘Caps Lock’ lights. When you turn the computer on it always
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assumes the CAPS LOCK key has been pressed, and to show
that this has happened the ‘Caps Lock’ light will glow. To help
you understand the way the shift keys work we will show you
how they affect the character keys which we shall use as our
examples:

L and

In ‘caps lock’ mode when the ‘caps lock” light is lit these keys
give you ‘L’ and ‘2’ respectively. In this mode the letter keys
produce upper casc letters though you still get the symbols on
the lower parts of the punctuation keys. This is the mode the
computer starts in because it is the most useful for typing in
programs.

If you wish to get the symbols on the top part of the
punctuation keys (whether you’re in ‘caps lock’” mode or not),
as for instance ‘*’ in this case, you press SHIFT and while
holding down SHIFT, press the key with the symbol you want.

If you press the CAPS LOCK key the ‘caps lock’ light goes out
and the computer is in ‘lower case’ mode giving ‘I’ and *:” from
our example keys. This mode simply gives you the symbols on
the lower parts of the keys, as well as the lower-case letters.

If you now press the SHIFT LOCK key (the ‘shift lock” light
lights up) as on typewriters, all the character keys produce
upper casc letters and the upper symbols on the top half of the
keys will appear on the screen. Using our example keys we
would get ‘L’ and **’ respectively.

OTHER KEYS

CTRL (short for ‘control’) is a special kind of shift key which,
when used in conjunction with the letter keys, changes them
into action keys which ‘control’ the computer (as is the case
with the other action keys). For example if you hold down
CTRL and the letter ‘G’ that tells the computer to produce a
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‘beep’ from its loudspeaker. Try it. It may not seem too useful
at this point, but it could help wake an exhausted programmer!
In programming this is called CONTROL G.

ESCAPE lets you ‘escape’ from a program, in other words, the
program stops.

TAB is useful for word-processing programs — it immediately
makes a space appear on the screen.

DELETE erases the character you have just typed (unless you
have produced a space by pressing the TAB key). You can tell
what you are about to erase by looking for the ‘cursor’: thisis a
flashing horizontal line as wide as a character which tells you
where the next character you are about to type will appcar.
When you deletc a character you delete the character to the left
of the cursor.

BREAK acts as if you were turning the computer off and then
back on very fast — it is there so you can stop the computer no
matter what it is doing, and make it forget anything in its
memory.

COPY, = , — , ! and | arecalledthe ‘editing keys’.
These keys are used to change things that arc on the screen. (See
chapter three).

THE FUNCTION KEYS, i.e., the red keys f@ to f9 can be
programmed to input a series of characters which you use a
great deal — if you wanted to say ‘BBC computer’ many times
in a program, instead of typing it out every time, one of the red
keys could be programmed to input those letters at one
depression. You will find an example of this in chapter five.

When commumnicating with the computer, we use commands in
the form of keywords taken from ordinary English, which give
you anidea of what they do. For instance, PRINT prints things
on the screen or on a printer. SOUND makes the computer
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output sound. There are many keywords to use in your BBC
BASIC programs. When you are programming, the computer
saves your typing by allowing you to use abbreviations of the
keywords, the most frequently used words having the shortest
abbreviations. PRINT for example can be input as P. and the
less often used SOUND is shortened to SO. (full stops after
these shortened keywords). (See your BBC manual for an
alphabetical list of keyword abbreviations.)

Asvouhavebeen typing you have seen that every time you press
RETURN a ‘greater than’ symbol appears to the left of the
screen with the cursor flashing next to it — this is the ‘prompt’,
the computer is waiting for input

That takes care of our introduction to the keyboard. You’ll
find that it is a lot simpler when you’re programming the
computer to know which mode to choose, and which one
you're in, than might be apparent from this explanation. Stick
with it, and you’ll see.



CHAPTER TWO
PUTTING THINGS ON
THE SCREEN

We pointed out in chapter one, when talking about the
keyboard, that the action keys were the most important aies on
the keyboard. We’re now going to introduce anathet
important action key, RETURN. Whenever you're typing, the
computer will wait until you press RETURN before acting an
the material you’ve entered. If you have written a program hne,
the computer will ignore that line, and it will sit at the bottom of
the screen, with the cursor waiting patiently beside i, until you
press RETURN.

Type this in: =FRTNT

The same goes for the PRINT 2 you now have on the screen.
Until you press RETURN the computer will do nothing about
it. Press RETURN now and you should scc the number 2
appear. This is how PRINT works. It takes the information
which follows the command PRINT, with a few exceptions
which we’ll learn about in a moment, and PRIN'Ts this on the
screen, which after all is exactly what you’d expect it to do.

But your computer is more clever than that. I1f the word PRINT
is followed by a sum, it will work it out before printing, and give
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you the result of that sum. Try it now. Enter the following
line, then press RETURN:

SRR RT e

You should see the figure 8 appear. The computer added §
and 3 together, as instructed by the plus (+) sign, then
printed the result on the sercen. [t can do subtraction, as well
(clever inventions, these computers). Type this in, and press
RETURN to see subtraction (and PRINT) at work:

PRINT 7-2

Now, the computer can — of course — do a wide rangc of
mathematical tasks, many of them far more sophisticated
than simple addition and subtraction, But, there is a slight
hitch. When it comes to multiplication, the computer does
not use the X sign which you probably used at school.
Instead, it uses an asterisk (*), and for division, instead of +
the computer uses a slash sign (/).

DOING MORE THAN ONE THING AT ONCE

The computer is not limited to a single operation in a PRINT
statement. You can combine as many as you like. Try the
next one, which combines a multiplication and division.
Type it in, then press RETURN to see the computer evaluate
it:

This seems pretty simple. Just type PRINT, then type in the
material you want the computer to PRINT, and that’s all
there is to it. But, it is not as simple as that! Try the next one
and sce what happens:

el T Tesiiing
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REPORT MESSAGES

That doesn’t look too good. Instead of the word festing we’ve
got a message from the computer which reads as follows:

Mor sueh o variab e

This is a computer report. Jt tells you when you’ve made a
mistake. A complete list of the report codes is included in your
manual. We won’'t try to explain the meaning of this one here,
because variables are not on the curriculum for this chapter,
but it means simply that the computer thought you wanted it to
print a number, which had the name testing. Foolish machine.
Computers may be very, very clever machines, but they need to
be led by the hand, like a child and told exactly what you want
them to do. Give them the right instructions, and they will carry
them out tirelessly, and perfectly, without an error. But give
them incorrect instructions, or — even worse — confusc them,
and they give up in despair, or do something quite alien to your
intentions.

STRINGS

If you want the computer to print the word testing you must put
quote, or speech marks around the words, like this:

AR LRCTOTERTT I

This time when you press RETURN, the word TESTING will
appear. This is worth remembering. When you want the
computer to print out some words, or a combination of words,
symbols, spaces and numbers, you need to put quote marks
around the material you want it to print. Information held in
this way between quote marks is called a most peculiar name in
computer circles. The jargon for information enclosed in quote
marks is a sfring. So, in our example above, the word testing,
when enclosed by quote marks, is a string.
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OUR FIRST PROGRAM

Type the following into your computer. Notice that each line
starts with a mumber. Type this number into the computer, then
PRINT, gel the opening quote marks from the 2 key (using
SHIFT) then type in the words which follow on the same line,
then get the closing quote marks from the 2 key again. Then,
press RETURN. Instead of the first line appearing on the
screen, the line is entered into the computer. To see that the
computer has remembered the line type LIST followed by
RETURN. This is the first line of your first program.

Type in the next line (the one¢ starting with 26) and press
RETURN once you have it all in place.

Look carefully at the material you've typed in. The most
common mistake in this sort of program line is to leave the final
quote mark off the end of the line. Check and recheck the line
until it is exactly the same as the line in the listing above.

Lines do not have to be entered in strict numerical order. If you
do miss a line out just type the line with its number press
RETURN and the computer will put the line in its correct place
in the program. ‘

To see this in action, type the following line, press RETURN.

SEGFEEM & Lairee i vhe omidell e,

Now, the program should look like this when you LIST it.

L4 H sy gen rob Voot it
RETAEE= et B R o o O I K S M

Perempyt aary Folve Bd G



18 GETTING STARTED ON YOUR BBC MICROCOMPUTER

SELOEITE S Tine an bhe eicdotle. ..
A FRIMT "To +etobh @ pai LY
S0 FRINT "af watae

As you can see, the line numbered 25 has moved itself into the
right position in the program, between lines 20 and 38. Now,
RUN the program.

MAKING REMARKS

You should find that the new line, line 25, has not made any
difference at all to the running of the program. Why not? Why
did the computer decide to ignore line 25?7 The word REM
stands for remark and is used within programs when we want to
include information for a human being reading the program
listing. You’ll find REM statements scattered throughout the
programs in this book. In each and every case the computer
ignores the REM statements. They are there only for your
convenience, for the convenience of the programmer, or of
someone else reading the program.

Often you’ll use REM statements at the beginning of the
program, like this one:

BOREM Jdaclk o and Jil D poem
You may wonder why this would be necessary. After all, it is
pretty obvious that the computer is holding the ‘Jack and Jill
poem’, even without the line 5 REM statement. You are righ* 3
In this case there is little point in adding a title REM statement
to this program. But have a look at some of the more
complicated programs a little further on in the book. Without
REM statements you’d have a pretty difficult time trying to
work out what the program was supposed to do.

REM statements are often scattered throughout programs.
There they serveto remind the programmer what each section is
supposed to do. Once you’ve been programming a while, you’ll
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be amazed at how many programs you’ll collect in listing form
which — when you go back to them in a month or so — will
seem totally obscure. You won’t have a clue how the program
works, or even more important, what on earth it is, or what it is
supposed to do. This is where you will find REM statements
invaluable.

It is worth getting into good habits early as a programmer. So,
we suggest you start right now adding REM statements to
programs. If you come across programs, or program
fragments in this book, which vou want to keep, and which do
not have REM statements, get into the habit of using REM
statcments by adding them to these programs. And make sure
you use them in your original programs.

BACK TO PRINT

Let’s return to the subject of the PRINT command. Empty
your computer’s memory by typing NEW. You can check that
the program is no longer in the computer by trying to LIST it —
therc should be nothing there.

MORE PRINT STATEMENTS

Type the following program into your computer and then run
it:
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you should get something like this on the screen:

rale

[ . Fae
R R S L 8

Now there is a lot we can learn from this program.

Firstly, as in the ‘Jack an Jill’ program, the computer executes
a program line by line, starting at the lowest numbered one and
proceeding through the line numbers in order until it runs out
of numbers, then it stops. (You’ll discover that this orderly
progression of line numbers does not always apply, as there are
ways of making the computer execute parts of a program out of
strict numerical order, but for the time being, it is best to
assume that the program will be executed in order).

Look first toline 18 of your program. You can see that thereisa
comma between the 1 and the 2. This has the effect of getting
the computer to print the first number (1) nine characters in
from the left hand side of the screen, and the second number (2)
ten characters on from that, at about the middle. When you use
a comma like this to divide the things which follow a PRIM'T
statement (but nof when the comma is in a string, that is,
between quote marks), it divided the screen into columns of
ten, printing that which follows the comma starting at the next
available column of the screen. If the line had read PRINT
1,2,3,4,5it would have printed the 1 at the start of the first line,
the 2 ten characters on and onto the 5 underneath the one,
because this was the ‘next available ten characters’. If you’re
not too clear what we mean by this, try it yourself. Numbers are
printed to the right of the column, while strings are printed to
the left of each of the ten character columns.
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The second line of the program (line 15)is just the word PRINT
with nothing following it. This has the effect, as you can see in
the printout (and on your television screen), of putting a blank
line between those lines which do include material after the
word PRINT. (The same comment applies to lines 25, 35, 45,
55 and 65).

Line 20 has three numbers (1, 2 and 3) separated not by commas
(as in line 19) but by semicolons (found on the O key). Instead
of separating the output of the numbers-as the comma did,
vou'll see that it causes them to be printed hard up against each
other, as in the second line of the program. You use the
semicolon (;) when you want some printed material to follow
other printed material without a break. But as the numbers did
not begin with a semicolon they started at the end of the first 19
characters.

Line 30 has the words Auntie Beeb and thisisa .......... If
you mentally said string when you came to those dots, then
you’re learning well. The word is a string, in computer terms,
because it is enclosed within quote marks.

Line 40 is rather interesting. For the first time we have included
numbers and a symbol { =) within a string. As you can see, the
computer prints exactly what is within the quote marks, but
works out the reslt of the calculation for the material outside
the quote marks, giving -— in this case — the result of adding 23
to 34. Try to remember that the computer considers everything
within quote marks as words, even if it is made up from
numbers, symbols, or even just spaces, or any combination of
them, while it counts everything that is nof within quote marks
in a PRINT statement as a number. This is why it got so upset
earlier when we told it to print festing without putting the word
in quote marks. It looked for a number which was called
testing, and because it could not find one (as we had not told the
computer to let testing equal some numerical value), it refused
L0 co-operate.
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So line 44 treats the first part, within quote marks, ay & stiiie,
and the second part, outside quote marks, as numerical
information which it processed.

Inline 560 we see the asterisk (*) used to represent multiplication
and the computer quite reasonably works out what 2 times 3 is
and prints the answer 6. In line 68 we come across a new, and
strange sign, a little upward arrow. This means ‘raise to the
power’ so line 680 means PRINT 3°. Now, it is pretty difficult
for a computer to print a number half way up the mast of
another number, so we use the upward arrow to remind you (by
pointing upward) that it really means ‘print the second number
up in the air’. You probably know that 7% is read as ‘seven
squared’. It means to raisc seven to the second power. In a
similar way, 3° means raise three to the fifth power which is
exactly what the computer does in line 64,

The final line of this program combines a string (‘the answet
is”) with numerical information (23 + 5 — 7/6). You can see
that, as expected, the computer works out the sum before
printing the answer, and prints the string exactly as it is, Look
closely at the end of the string. You’ll see there is a space there,
After the closing quote is a semicolon (;) which, as we learned in
line 26, joins various elements of a PRINT statement together,
This semicolon means that the result of the calculation iy
printed up next to the end of the string. However, if there were
no space within the quote marks, the result of printing line 78
would be:

As you can see, this is by no means as clear as the original
version.

That brings us to the end of the second chapter of the book,
We're sure you’ll be pleased at how much you’ve learned so far,
and are looking forward to continuing your learning. But now
you’ve earned a break. So take that break, and then come back
to the book to tackle the third chapter.



CHAPTER THREE
RINGING THE
CHANGES

It’s all very well getting things onto the computer’s screen as we
learnt to do in the last chapter, but from time to time you’ll
discover we need to be able to get printed material offthe screen
during a program, to make way for more PRINT statements.
We do this with a command called CLS, for CLear the Screen.

CLEAR THE SCREEN

Enter the following program into your computer and run it,
The dollar sign after the A in line 20 comes from the 4 key. You
get the dollar sign by holding down the shift while pressing the
four key.

100 PRINT S TEST TG
SO TP o

B W

When you run the program, you'll see the word TESTING
appear at the top of the screen, more or less as you’d expect:

VBT T MG

However, below that you’ll see a question mark within a
flashing cursor next to it:
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This is an input prompt. An input prompt, which appears in a
program when the computer hits the word INPUT, means the
computer is waiting for you to enter something else into the
computer, or just to press RETURN. You’ll recall that we
spoke earlier about strings and about how they were anything
which was enclosed in quote marks. The computer signals that
it is talking about a string by using the dollar sign. So line 2@ is
waiting for a string called A$ to be input by you.

Anyway, when you respond to the input prompt by pressing
ENTER, you’ll see the screen clears, and testing disappears.
Where did it go? We pointed out that the computer works
through a program in line order. Firstly, with this program, it
printed testing on the screen, then progressed to line 2@, where
it waited for an input (or for you to press RETURN). Once
you’d done this in line 20, it moved along to line 3@ where it
found CLS and obeyed that instruction. The instruction was to
clear the screen, so the computer did just that, and the screen
went clear.

Run the program a few more times, until you’ve got a pretty
good idea of what is happening, and you’ve [ollowed through
— in your mind — the sequence of steps the computer is
executing.

DOING IT AUTOMATICALLY

Instead of waiting for you to press ENTER, you can write a
program which clears the screen automatically, as our next
example demonstrates. Enter this next program into your
computer, type RUN, then RETURN, and sit back for the
Amazing Flashing Word demonstration.

P RPN P ELE O T e

T 000
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o vl Il
U S I

Run this program, and you’ll see the word AUTOTESTING
alternately flashing off and on at the top of the screen. 'What is
happening here? Let’s look at the program, and go through it
line by line. Firstly, as you know, line 10 prints AUTOTEST-
ING at the top of the screen. Next, the computer comes to line
20, where it meets the word FOR. We’ll be learning about
FOR/NEXT loops (as they are called) in detail in a later
chapter, but all you need to know here is that the computer uses
FOR/NEXT loops for counting. In this program lines 20 and
3@ (for FOR is in line 20, the NEXT in line 30) tell the computer
to count from one to 1004, before moving on. As you can see, it
does this counting pretty quickly.

So, it waits for a moment while counting from one to 1006.
Then it comes to line 48, which is the command CLS,
which tells the computer to clear the screen. It does this,
and AUTOTESTING disappears from the screen. The
computer then cncounters, in lines 5@ and 60, another
FOR/NEXT loop, so waits a while as it counts form one to
1999 again. Continuing on in sequence, it comes to line 74,
where it finds the word RUN. Now, as you know, you get
the computer to execute a program by typing RUN,
followed by RETURN. But RUN is a key word, so there is
no reason why you cannot use it within a program, as we
have in line 70 of this program. When the computer comes
to line 7@, it obeys the command, and RUNs the program
again, so that it goes through the AUTOTESTING
printing, counting to 1008, clearing the screen, counting to
1006 again, and then hitting RUN so that the whole dance
starts over. This is an endless loop so to stop the program
press the ESCAPE key.

CHANGING PROGRAM LINES EASILY

Your computer is provided with an EDIT function which
makes it very simple to change the content of lines within a
program. NEW the current program, then enter the
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following program into your computer. Do not press RUN. We
want to explain how to edit the program:

Lo b A it
EOOFRINT "Test

S0OFRTHT Yandg aoain”

If you want to put a line in the middle, you should remember
that if you type

and the program is listed, it will appear in between lincs 20 and
30. But if you look at the line carefully, you will see that if you
were to RUN it the line would generate the error:
Mimsing " oat 1ine 25

So you should correct it, but, instecad of rewriting the line you
can use the arrow keys to create the editing cursor. Lightly tap
the up-arrow key and the underlining cursor moves up onc
character and where it was a white block appears. The block is
the ‘printing cursor’ and the flashing line is the copying cursor.
When you press RETURN the cursors come together. LIST the
program and move the ‘copying cursor’ to the beginning of line
25. Then press and hold down COPY. The copying cursor
copies the line and the printing cursor will print the line as the
cursor copies it.

In this example the copying cursor is about to copy the space
between ‘‘An’’ and ‘‘Error”’ so the printing cursor is about to
print the copied space:

e e MY

Ty e enp e
FETNT o
Here is our line completely copied:

L TEIL
A

TEOERLNT Yan Ereare B
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Then after the deletion of the “‘r’’ and the addition of a ‘¢
(quote)

( LA S I A Godarn My e

To finish editing, press RETURN entering the new line into the
computer.



CHAPTER FOUR
DESCENT INTO
CHAOS

It’s time now to start developing some real programs. You'll
notice that from this point on in the book there are some rather
lengthy programs. Many of them will contain words from the
BASIC programming language which have not been explained.
This is because, as programs become morc complex (and far
more satisfying to run) it becomes more and more difficult to
keep programming words which have not been explained out of
the program. However, it is not a major problem.

We are working methodically through the commands available
on the computer. When you come across a word in a program
which seems unfamiliar, just enter it into the program. You’ll
find that you’ll soon start picking up the meaning of words
which have not been explained, as you see how they are used
within a program. So, if you find a new word, don’t worry. The
program will work perfectly without you knowing what the
word is, and investigating the listing after you’ve seen the
program running is likely to allow you to work out what it
means anyway.

RANDOM EVENTS

In the world of nature, as opposed to the manufactured world
of man, randomness appears to be at the heart of many cvents.
The number of birds visible in the sky at any one time, the fact
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that it rained yesterday and may rain again today, the number
of trees growing on one side of a particular mountain, all
appear to be somewhat random. Of course, we can predict with
some degree of certainty whether or not it will rain, but the
success of our predictions appears to be somewhat random as
well.

When you toss a coin in the air, whether it lands heads or tails
depends on chance. The same holds true when you throw a
six-sided die down onto the table. Whether it lands with one,
the three or the six showing depends on random factors.

Your computer has the ability to generate random numbers
which are very useful for getting the computer to imitate the
random events of the real world. The computer uses the
keyword RND which stands for RaNDom.

GENERATING RANDOM N UMBERS

We'll start by using RND just as it is to create some random
numbers. Enter the following program, and run it for a while:

P T

SR BT o T

ST C RN W

When you do, you’ll see a list of numbers like these appear on
the screen:
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D IS dar b FA N

As vou can see, RNID(1) generates numbers randomly between
zero and one. If vou leave it running, it will go on and on
apparently forever, writing up new random numbers on the
screen.

Now random numbers between zero and one are of limited
interest if we want to generate the numbers and get them to
stand for something else. For example, if we could generate 1's
and 2’s randomly, we could cali the 1’s heads and the 2’s rails
and use the computer as a kind of electronic ‘coin’. If we could
get it to produce whole numbers between one and six, we could
use the computer as an imitation six-sided die.

Fortunately, there is a way to do this.
Lo PR T g D eyt T
i b el T

SRR CTI RS BN

When you run this program, you’ll get a series of numbers
(chosen at random between 1 and 6) like these:
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Even though we can create vast serics of numbers between 1
and 6 with a program like this, it is not particularly interesting.

FAST FOOD CRAZINESS

Enter and run the next program, which makes an interesting
usc of the computer’s ability to generate random numbers. As
youcan see, it creates a scene wherce you have turned up at a fast
food outlet, desperate for something to eat, and you’ve decided
to let random number generator pick your food for you:

AT R

.

ST SN Tt B

E T
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When you run this, you’ll get something like this list of food on
the screen:

YO WVED CIR DD
A e R O LoD MEAT MDY DOES WITH SalCE

vian it VED O L
fo Rl OF 00k MEST HOT TOGEH Wl TR SAULE

RENIRER,

i1 ALl e TR LG

VL VE

f 0 gL

[ U R TS o O I e i A TRt

YO VE ORDLT

R H'!'* el EET D WETH D el

WETH AL TRE TR TR NG

P O DA WD T el

Tl OF

FUHE WD DO
FoCHAPEURGER WD TH &l THE TRIMMTNGS

SO VR DRDERED
S HLEEE s e OF FlresHly OO0 ED RS

(Press any key to see what you have ‘ordered’).

e ST e RN R
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Notice how the program sets the letter A to the value of the
random number in line 3@. In this case, the letter A is standing
Joranumber. It is called a variable, or, because it stands for a
number (as opposed to standing for a word, or a string) it is
called a numeric variable. In compuler jargon, we say that, (in
line 30) the computer has assigned the value of the random
number to the variable A. And, as you can see in lines 50, 60, 70
and 89, the valuc assigned to A determines which food order
you place. Line 95 makes the computer wait until you press a
key (any of the alphanumcric keys) before the computer
continues. Otherwise the computer would go on so fast that
yvou would not be able to read it! Delete the line to see. . . Read
this over if it scems incomprehensible the first time.



CHAPTER FIVE
ROUND AND ROUND
WE GO

In this chapter we’ll be introducing a very useful part of your
programming vocabularly — FOR/NEXT loops. You’ll recall
that we mentioned FOR/NEXT loops when demonstrating the
use of CLS to clear the screen. There, a loop was used to add a
delay after the word was printed on the screen before the screen
was cleared.

A FOR/NEXT loop 1s pretty simple. It has the form of two
lines in the program, the first like this:

Pl =i T 3
And the second as follows:
INE

The control variable, the letter after FOR and after NEXT
must be the same.

AsaFOR/NEXT loop runs, the computer counts from the first
number up to the second, as these two examples will show:

PO RO &= T S0
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When you run it, this appears on the screen:

i = S it
= o b
o i il i
i 14 = 1é
17 iE 1w S

STEPPING OUT

In the two previous examples, the computer has counted up in
ones, but there is no reason why it should do so. The word
STEP can be used after the FOR part of the first line as
follows:

When you run this program, you’ll discover it counts
(probably as you expected) in steps of ten, producing this

result:
P

Nty g

7 0

Tk

RO
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STEPPING DOWN

The STEP does not have 1o be positive. Your computer is just
as happy counting backwards, using a negative step size:

This is what the program output looks like:

IRNIR 1
MAKING A NEST

[t is possible to place one or more FOR/NEXT loops within
each other. This is called nesfing loops. In the next example, the
B loop is nested inside the A loop:

GptTTMES Uadsp e 15 "5 A%k
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You must be very careful to ensure that the first loop started is
the last loop finished. That is, il FOR A ... was the [irst loop
you mentioned in the program, the last NEXT must be NEXT
A.

Here’s what can happenif you get them out of order (the Bloop
ends after, rather than before, the A loop):

Py FOFE at line S0

MULTIPLICATION TABLES

You can use nested loops to get the computer to print out the
multiplication tables, from one times one right up to twelve
times twelve, like this:

Here’s part of the output:

TTE
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= OTIFES

d
d
-
i
-

TIMES

I I T I 1 B T

— ] ed

¥

P ORI

-)

s
i1
o |
E .
{3 i

There is no reason why both loops should be travelling in the
same direction (that is, why both should be counting upwards),
as this variation on the Times Table program demonstrates:

10 FOR A=t TO
20 FOR Be=1Z
B0 PRINT A"
40 NEXT B

S MEXT &

15 "3 ARK

Here’s part of the output of that program:
I CERN D I S
: i = id

Pi2

i
[
I
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CRACKING THE CODE

[t’s time for our first real program. In this program (which uses
several FOR/NEXT loops) CODEBREAKER, the computer
thinks of a four-digit number (like 5462) and you have eight
guesses in which to work out what the code is. In this program,
written by Adam Bennett and Tim Summers, you not only have
to work out the four numbers the computer has chosen, but
also determine the order they are in.

After each guess, the computer will tell you how near you are to
the final solution. A ‘white’ is the right digit in the wrong place
in the code, a ‘black” is the right number in the right place.
You’ll see that you are aiming to get four blacks. When you
have, you have cracked the code. Digits may be repeated within
the four-number code. Enter the program, and play a few
rounds against the computer. Then, return to the book for a
discussion on it, which will highlight the rolc played by the
FOR/NEXT loops.

SRR T R L L R R TR IR E R I R TR
o R M
RN

SEY RN
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ey o mre Lol

Ve B TR M e e . ,
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Til &

FREINT Papii, o "Enter Guoss MMombers
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TiE S o
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AR ST

LCDEGEHY S

I ODE
FRERT O L
O ) s (S

(RN ] M R
IBE
TN

]F H“4 FREN GO &30
T4

TR GO0 R

( TO 4
VOFELCEY TRERD GO BTG

{F i
Froc s v W TR Yy
Fof 0 =i € e 0
TV =000
Mf" [

F

(I S
f& Bl 10 THERN GOTO 5a
OO =) - L0
(R S I
bdz=i)
i T T
MEXT
LT
PRI
FRINMT RS TR A F T SR 0 R T S
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1 1" L. - 050 yeta puse as 200 . i T 7 KB
Fives  spiswer s 0 Ry B0
i mos '] JOr S— " £ i
Wend 1 clome, Codeine el
1
G BRI
T S S Yieur ot b asmsmee
SR FRTRTO droduet TaiTe R e

Here’s what the screen looks like after one round:

Ervier Guess Plombers 7 C&HAT

Bo@k e L TE

LR IS DO & FIF ST O LRSI U
el l gome Soodersoal e

Vo ot e ariswen

> R
e husv S e

We’ll now go through the program line by line, a practice we’ll
be following for several of the programs in this book. If you
don’t want to read the detailed explanation now (and there may
be parts of it which are a bit difficult to understand at your
present stage), by all means skip over the explanation and then
come back to it later when you know a little more.

Lines 18 and 120 print a number of asterisks to rule off the title
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and instructions, with blank lines printed by lines 20, 39, S8 and
25@. After the title is printed by line 48, it is ‘underlined’.

Line 148 waits for you to press any key when you have read the
instructions. When you’ve read them press any key. Two arrays
are dimensioned in lines 158 and 160, We get to arrays in a later
chapter. For now, all you need to know is that by saying DIM
B(4) you tell the computer you want to create a /is¢ of objects,
“called B, in which the first item can be referred to as B(1), the
second as B(2), and so on, These two arrays are used for storing
the numbers picked by the computer, and for your guess.

H is a numeric variable (we’ve mentioned numeric variables
before) which is set equal to zero in the next line. In line 418,
oneis added to the value of H each time a black is found, so that
if H equals four, the computer knows all the digits have been
guessed and goes to the routine from line 630 to print up the
congratulations.

The lines fromd 18¢ to 260¢ work out the number which you will
have to try and guess. Line 199 uses the RND function we’ve
talked about to get four random numbers between zero and
nine, and stores one each in the elements of the B array. Note
that the first FOR/NEXT loop of our program appears here.
The A in line 180 equals one the first time the loop is passed
through, two the second time, and so on, so that the A in line
198 changes as well.

Our next FOR/NEXT loop, which uses C, starts in the next
line. It counts from on¢ to eight, to give you eight guesses. Line
230 accepts your guess, using the words ‘Enter guess number 1’
as an input prompt. The numeric variable X is set equal to your
guess, and line 240 checks to make sure you have not entered a
five-digit number. If you have (if X is greater than 9999) then
the program goes back to line 238 to accept another guess.

The next section of the program, right through to line 580,
works out how well you’ve done, using a number of
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FOR/NEXT loops (360 to 420, 440 to 520, 460 to 510 and 530
to 560). Line 590 sends the program back to the linc after the
original FOR C= ... to go through the loop again. If the C
loop has been run through eight times, then the program does
not go back to line 220, bul ‘falls through’ line 590 to tell you
that yvou have not gucssed the code in time, and to tell you what
it 1s. Linc 619 prints out the code.

If vou do manz{ge to guess it, so that H equals four in line 434,
then the program jumps to line 630 to print out the
congratulatory message. Every time you run the program, the
program ends and if you want to have another game, you need
to type RUN and press RETURN. To save you this typing you
can make onc of the function keys print RUN and input
RETURN in this way: *KEY 8 RUN||M. The ““||’* comes from
the | key. You can program the other keys to input useful
strings like LIST|/M, MODE 7||M. The |[M inputs RETURN.

PACKING 'EM IN

You can save quite a bit of space in the program (although it
doesn’t always make it easier to work out what is going on within
the program, or to pick up errors) by using multi-statement
fines. With a multi-statement line, you put more than one
statement to each line number. Each statement on the same line
must be separated by a colon (:).

Herc is a condensed version of CODEBREAKER produced by
putting more than one statcment on a line in places, and by
using apostrophes (‘) in lines 10, 20, 56 and 98. Compare the
two listings, and see how a little bit of space can be saved with
multi-statement lines.
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CHAPTER SIX
CHANGING IN
MID-STREAM

We pointed out at the beginning of the book that, in most
situations, your computer follows through a program in line
order, starting at the lowest line number and following through
in order until the program rcached the final line.

This is not always true. The GOTO command sends action
through a program in whichever order you decide.

Enter the following program, and before you run it, see if you
can work out what the result of running it will be:

Hil P = d=m M
S0 EGTO 20

et ; iz Binv
BRIy

o LE0ETL

This rather pointless program sends the poor computer
jumping all over the place, changing its position in the program
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every time it comes to a GOTO command. Here’s what you
should see on your screen:

The program starts at line 16, and finding GOTO 50 there,
moves on to line 5@ to print out ““THIS IS 5@°. 1t then
continues on to line 6@, where it finds the command “GOTO
2(¢°’. Without question, it zips back to line 20 to print out
“THIS IS 20’ then goes to line 30 which directions it to line 8@.
At line 80, it finds the instruction to print out ‘“THIS IS 89"’
which it does. From there it gets to line 94, and finds *‘GOTO
5@ which is just about where we began. . . .and starts all over
again.

RESTRICTIVE PRACTICES

Using GOTO in this way is called unconditional. The command
is not qualified in any way, so the computer always obeys it.
Another group of words generally found together on the
computer are IF, THEN and ELSE. TF something is true,
THEN do something, ELSE do otherwise. 1F you are hungry,
THEN order a hamburger, ELSE go home. IF you want some
candy, THEN behave, ELSE be bad. IF condition, THEN
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action, ELSE alternate action. (The ELSE part necd not be
included every time.) The next program, which ‘rolls a die’
(using the random number generator) and then prints up the
result of that die roll as a word, uses a number of IF/ THEN
lines:

Poodie el s
(RN RS TS

IR R

e ETR R TS

A0 PRI T WGE
AU s

SO PRINT PTHRER Y
SEOEITO L00

i FRIRT R e
YT LoD

i MO TR
IEINN RN I Ty

FRINMT rErEr
a3y e
Frsbhl O )
OLF At THEN SBOT00 S0
ACTF A= THEM GOTO0 40
4o TF &= THERN GOTD S0
T80 TR fs=d THEN GOTO &0
Ty IF f=50 THEN (3070 70
D700 1TF @=4 THERMN G700 S

This is what you’ll see when you run the program:

CINES
Tla
Tl
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So we’ve looked at non-conditional, and conditional GOTQO’s
to send action all about the place within a program.

ANOTHER WAY TO FLY

There is another way to redirect the computer during the course
of a program by the use of subroutines. A subroutine is part of
a program which is run twice or more during a program, and is
more efficiently kept outside the main program than within it.

This example should make it clear. In this, the computer throws
a die over and over again. The first time it is thrown the
computer is throwing for itself. The second time it is thrown for
vou. After each pair of dice has been thrown, it will announce
who is the winner (highest number wins). The program uses a
subroutine to roll a die. Enter and run the program, then return
to the book and I'll explain where the subroutine is within the
program, and how it works:

Fas O 0o MEXT

Cm o {0

NIRRTy

LT

LD WY
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EERRN TN RN AN
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L0 ORI ()
Vo TE Ol THER PRINT " Polled o V80
VEGOTE el THEN PROMT UVou Folled s

TOO00 T NERT

This is what you’ll see when you run it;

oFed fed a
Rl B e A I T B

A Y

G
&
i
5 4

IR

T Leed @
Yot Peend et s 4
VU A

The program pauses for a short while on line 10, and then enters
the C FOR/NEXT loop. When it gets to line 3@, which it does
(of course) once each time through the C loop, the program is
sent to the subroutine starting at line 100. The ‘die is rolled’ in
line 110, and the numeric variable D is set equal to the result of
the roll. The next two lines print out the result of the roll, using
an [F/THEN to determine whether the computer should print
“IROLLED A ...”" or “YOU ROLLED A ...””. Thereisa
slight pause in line 140, and then the computer comes to the
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word RETURN. The word RETURN signals to the
computer that it must refurn to the line after the one which
sent it to the subroutine. In this program, the relevant line is
4@, because line 30 sent the program to the subroutine.
There, the IF/THENS in lines 40 and 5@ determine whether
‘the value of the roll (D) should be assigned to the variable A
or to the B.

Line 60 ends the FOR/NEXT loop, and then lines 7@ and 80
determinc whether the computer has won (which it will have
done if A is greater than B, a condition which is tested using
the > sign in line 7@) or whether the human has won (which
will happen if A is less than B, a condition tested in line 80
by use of the ‘less than’ symbol, <). From here, the program
goes back to line 1§ where it starts again.

Study this example until you’re pretty sure you know how
subroutines work.

LET’S ROLL AGAIN

You may wonder if it is possible to change the earlier
program, which changed the number rolled by the die into a
word, using subroutines. The answer is ‘yes’, although the
program with subroutines is not much shorter than the
version using GOTO. Here’s one way it could be done:

TOOREM DICE RO LS

ORI RN I ST

G0 FRINT " v
SECRETLIRR

S e N A N R T
A5 RETURRN

S0 PRINT "THRERE®
EE ORETURRM

HOOPRINT UFOURS
S5 RETURN

70 PRINT "F Vi
75 RE TR
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e
Lt s gk

COMPUTED DESTINATIONS

Your computer is capable of accepting a number, an
assigned variable (such as B when it knows what number B
represents) or a combination of these as instructions on the
line number it should go to. In the previous program, you’ll
see that the GO SUB destinations get larger in a regular way,
and the number rolled by the die also increases in a regular
way. We can use this information to tidy up the section from
lines 118 to 170 in the previous program, so that it looks like
this:

HOS LRI L
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G5 RETURN
M DUMFY = G

v, !i [

IR RN YR SN RS RR RS
RS IR TN E S ST

Another way of condensing GOSUB statements is the use of
ON. When you see the statement

ON A GOSUB 100,204,720,1000, 1

the program will go to the subroutine at line 100if Ais 1. If Ais
2 the program will go to the subroutine at 200, if it is 3, the
program GOSUBs to 720. This is useful if the places to be
GOSUBed to are not in a regular number sequence.
Here is the same program using ON...GOSUB
LA S TN ST o
: s
RUR 2 O I ST B O [ S
RETURT
FRIMT " T
G FETURN
PRERT T b
SRS 8 S I
(R I E N | IR
FLitzid
R I B E VY
SR

ol
[ B
(R
Ty e
R3S
SR

3 l"“'l o PEn

)
t I
GO0 R T IRk

DN A WO A0, 40, S0, &0, 70, 60
PR SO T

1f you run this, you’ll see it performs in exactly the same way as
the other versions.



CHAPTER SEVEN
GETTING INTO THE
MUSIC BUSINESS

The sound command is a great way to add life to your
programs. [t is amazing what a little sound can do to enhance a
program.

SOUND is always followed by four numbers. The first number
is the channel which the sound is to be output from. Imagine
there are three loudspeakers in the computers. Each of these
speakers has a number (1, 2 and 3). In the SOUND statement
the first number tells the computer which speaker to output
from. The second number defines what volume is to be used,
ranging from a @ (silent) to — 15 (loudest). The third number is
the pitch and is a number ranging from 0 to 255: each of these
numbers has a separate note, d being the lowest in pitch. They
are similar to the musical scale in that the pitch rises in quarter
semi-tones with middle C having a value of 53. The fourth and
final number in the statement tells the computer the length of
time the note is to be sounded in units of a twentieth of a
second. Here is a program which demonstrates the pitch range
of the SOUND statement:

T REM S00URMD 1
2 RER
40 chanme] =]

D owml umes e N

G durationesd
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soxboes ek e ooy

This program used only one ‘loudspeaker’ (or channel). If you
use three channels at the same time you get a different effect as
rhis program demonstrates:

O 8 S N BT S A

il at s o

N
Y

If as in this next program the pitch is slightly different for each
channel the sound has more depth and chords can be
introduced.

i s > v oo
Ao ehhr et

NG



56  GETTING STARTED ON YOUR BBC MICROCOMPUTER

The pitch values need not be similar of course. Try this
siren-effect program:

W cduieat i o

FOR note=G TO 249

miny At on

SOLERTD G valume ., note
SO WAOI L LIS, T

S BIIIND I, voloame  Dheenote, cduration

b

@i dy g, clupat i on

100 NMEZT mote

There is yet another channel available for your use numbered @,
but that does not produce notes — it produces noise. This next
program demonstrates the range of sounds available from the
‘noise channel’. Press any key. You will hear eight different
kinds of sound. Pitch @, 1 and 2 are different kinds of periodic
frequency noise: high, medium and low. Pitch 4, S and 6 are
different kinds of ‘white noisc’. Periodic frequencies sound
like buzzes whilst ‘white noise’ sounds like the hiss heard
between TV stations/channels when you tunea TV.

, FEF i i
S0 P
ALy e amess e

=i cjurat 1o

o

I

Pitch values 3 and 7 on the other hand give you more than three
pitch options for periodic and white noise. The pitch of the
noise is defined by the pitch of loudspeaker 1. If we turn the
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volume off loudspeaker channel 1, we can hear the different
pitch of the noise:

This next program demonstrates the sound of varying pitch
periodic noise.

SN

i vk mesEs- |5

F cdur a kv |

pitoh=0 T0 P58

rli st on

HAedurat oy on

Fosy P ET b
Input this line to hear the same in white noise:
chos DD el mes, F o cho st 1 o

Sece chapter 12 to find out how jmu can create actual tunes with
your programs.

There is another complicated sound command called
ENVELOPE, which can vary the note being outputted by the
SOUND command. Sound usually outputs a note with the
same volume and pitch, that is when not controlled by
ENVELOPE. The sound envelope is divided into two parts: the
pitch envelope and the amplitude envelope. The pitch envelope
is then sub-divided into three sections for use by the
ENVELOPE parameters. The syntax for ENVELOPE looks
like this:

'ENVELOPE N, U, CS1, CS2, CS3, NSI1, NS2, NS3, CASA,
CASD, CASS, CASR, TA, TD

N = Envelope number (1 to 4)
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U = Units to be used in ENVELOPE in hundredths of a
second

CsSl1
CS2 = Changes in pitch per step in sections 1, 2 and 3
CS3
NSI
NS2 = Number of steps in section 1, 2 and 3
NS3

CASA

CASD ¢ = Changes in Amplitude per step during Attack,
CASS Decay, Sustain and Release phases

CASR |

TA = Target amplitude at end of Amplitude stage
TD = Target amplitude at end of Decay stage.

As you can see there are many parameters needed to produce a
sound.

The pitch envelope as we mentioned earlier is divided into three
sections, 1, 2 and 3, each of these parts have two parameters:
the change in pitch during one ‘step’ and the number of steps in
that part. This means if the CS1 (the change in pitch per step for
section 1)is 2 and the NS1 (the number of steps in section 1)is 10
the pitch will rise 20 notes during the ten steps. The length of the
‘steps’ is defined by the second number, in hundredths of a
second.

The method by which the amplitude ENVELOPE is worked
out is slightly different — in each of its four parts Attack,
Decay, Sustain, Releasc each has a rate of change (CASA,
CASS, CASD and CASR) but has no variable to dictate the
length of time these four parts should continue changing. In
our pitch example, the pitch was raised for @ to 2@ using the
number of steps set by the variable NS1. However with
amplitude a target level is given and the computer works out the
number of steps needed to get to that level.
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But, as you can sce there are only two target amplitudes — for
the first two sections (Attack and Decay) the target amplitude
for sustain is not specified because sustain keeps on ‘sustaining’
until the end of the envelope (defined by the addition of the
number of the steps during the pitch envelope multiplied by the

number of centi-seconds per step). And the Release phase goes
on until it reaches @ volume.

Here is a short program for you to explore the versatility of the
ENVELOPE statement. Use the cursor keys to copy and alter
the previous envelope.

10 FEM Enwvelops

PNELT P ENY

EY 44 (EY(S)

e C0

USRS

PoERIBY JEY
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CHAPTER EIGHT
MAKING
COMPARISONS

We all know the equals sign (=) and we’ve seen it in use in
sevceral program so far. We’ve also seen the greater than (>)
and less than (<) signs. At this point of your learning, we
thought it would be useful to briefly recap on what each of these
signs are, and what they mean:

equals

greater than

less than

greater than or equal to
less than or equal to
<> notequalto

il

ANV AV

Il

You’ll see these in use in many programs in this book, such as
this next one, which allows you to challenge the computer to a
game of BRICKBAT, written by Graham Charlton.

This is the listing for BRICKBAT.

Frydoismat




62 GETTING STARTED ON YOUR BBC MICROCOMPUTER

7

20 MbE |
R0 FROCIinitialise
100

110 REFEAT

P20y PROCscrean

1750 '

140
P50
&0
17
180
190
200
210
20 DEY PROCscroen
DEG CDLOUE E
ad0 PRINT S5

REFEAT
FROCmove
UNTIL L=

;

o

LIMTIL O

FROCeEnd

SREmLomIm NI mT LT IR Im AT R

—— e

2350
D60

270

FOR =]
FOR =1
COL.CLE
280 FRINT " T

=590 NEXT

I0o MEXT

IZ10 LR 128

SE0 FOR T=4 TH 24
IEO OFRINT TABO, T
FA40 HNEXY

Eif*

EEOQ

VIHE ROz PRINT SCRVO"TARCIDIL Ly Tak(2

117 : N

1 28R+ RMD L)

POTARCER, T v
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P92 v+ HD (a0

B0 BRI
GO0

L4108

GEF FROCHEG e
D=Fhinoint (K, v s LF

ey TR RO

I~
A0 TF 0
g OO R
O FRTNT TAECK, ) "
! SR,

)'i’
SRERY AAND PiEO) e s TR

N
it

AOTEEN C=-0 ¢ %

TOVHEN =m0 SOND L, 150 F

AND EoM mhil A O THEN

HOTHIEN D gy

L Nl EL

MWD =10 w v %y EL
S SR SN
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Exdhi
&H50
&ésil
670

83l

L9

FrNTE)

a0
270

350
870

B

}
B0
ER0
f e
SO

PO
Sy
“P L GED

40
SED
iR
GFFLY

DEF PROClose
L=l 1~1
FRINT TAR(D, 27) "

11

ENDFROE

DEF FROCHLrect
[BECESN)

IF KoM (e
SOUND 1, ~ 15, 1580,
END R0

FROCEE -
SULINEY 1, 15, 250, 3
S N I

TR O=—1 AND RND (&) C6 THEN D=

IF D=1 AMD HND (&) 25 THEN [ REEE

Dux];
FRINT Ta® Q.0 SCytor
EMNMDFRGE

Li=5

VIAE 19,0, 4,0,0,0,0,0

Vio L BR0E 08 0y Oy

ENDFROC

1w GOme

18 iaITE)
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In BRICKBAT, you use the Z and X keys to move the little
‘black slide at the bottom of the screen back and forth,
bouncing the ball off it (if you can). As the ball bounces up to
the coloured X’s above, it will strike them, making a sound,
adding vour score and causing the ball to disappear. You bhave
ten balls per round. It is fascinating to see what happens if the
bal'.gets momentarily ‘trapped’ inside the bricks, bouncing off
them wildly, before it finds a way out and down. You’ll see how
effective this can be when you run the program.

Notice that our ‘comparison symbols® (less than, and the rest)
are used frequently in this program. They perform a number of
tests in conjunction with IF/THEN statements, bouncing the
ball off the slide at the bottom of the screen, the walls or the
bricks, deciding when the ball has missed the slide, and
continuing the game if (in line 160) you still have a ‘life’ (that is,
ball) left. The program restarts itself and can only be stopped
by using ESCAPE or BREAK. If you do happen to press
BREAK it is similar to typing NEW, in that it appears to delete
your program from memory. Fortunately all is not lost. If you
now type OLD before doing anything else the program will be
restored to its original self.

The words AND and OR are also used in comparison lines,
chaining two or more tests together, as in line 478. They work
as follows:

AND  The computer does what follows the THEN if both
of the conditions chained by the AND are true

OR  The computer carries out the instruction following
the THEN if either of the conditions are true.

Let’s see how this works in practice. In line 474, the computer
checkstosee IF you are passing the M key AND if M is less than
34, and if both these conditions are true, moves the slide one
square to the right. Lines 580 and 519 bounce the ball off the
side walls. They check to see if the ball is about to hit the left
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wall (IF Y + C< 3)or, in line 518, if the ball is about to hit the
right wall (IF Y + C>37) and if either of these conditions is
found to be true, the computer ‘bounces’ the ball, by changing
the value of C, the variable which determines the change in the
position of the ball across the screen from move to move.



CHAPTER NINE
TWO GAMES AND A
SPEED TEST

It’s time now to take a break from the serious business of
learning to program the computer. As you can see in this
chapter, we have a couple of major programs, which use many
commands that have not yet been explained. We suggest you
cnter the programs just as they are, play them for your own
enjoyment, then come back to the explanations which follow
the listings after you have mastered the rest of the book. We do
not think it is fair to keep you waiting for major programs until
you’ve covered everything on the computer, so have decided to
supply you with these programs at this point, and hope you’ll
enter then ‘on trust’, returning to this chapter for the
explanations when you feel you are ready. Of course, you do
not have to enter the programs right now. If you’d prefer to
read the explanations first please do so.

PLAYING ALONE

Our first listing allows you to use your computer as a solitaire
board. It is believed that Solitaire was invented by an
" imprisoned nobleman in France in the late 16th century, and
was brought into England in the closing decade of the 18th
century.

The aim of the game is simple to explain, but not so easy to
achieve. You start on a board which has 33 positions marked.
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There are ‘pegs’ in 32 of the positions on a real board, and the
middle position is empty. To play, you simply jump over any of
your pieces vertically or horizontally, so that you end up in an
empty position. The piece which you have jumped over is
removed from the board. The aim of the game is to end up with
just one little man in the centre position.

As you can see, you are told the number of the move, and how
many pieces are left on the board. You move by entering the
co-ordinates of the piece you want to move, using the number
down the side first, followed by the number across the top.
These are entered as a single, double-digit number. If you
wanted to move the piece which was two positions below the
central hole at the start of the game, jumping into the central
position, you’d enter 64, then press RETURN, followed by 44,
and RETURN again. The board is reprinted, and you are then
offered another move.

Here’s how the program starts:

Enter side co-ord's firsh
Ernter 99 to concede
1 25 4 5 & 7

1 # # # i
2 # # # -
SR B R R HE D
4 # ¥ H# % # ¥ # 4
SR #H R HHEFD
é # # # &
7 # # # 7

1 235 4546 7
Moves so farso

Which peg do you want to move?
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19 HEM SDolitalre
w0 REM
& REM
kLs)
S0 FoniE
G
LoD PROCIALT
110
Lo REFEAT

150 PROCpeint board
1E0 UONTIL C=1
CLAD

§70 PiROCerd

183

190 DEF FROCLoop

200 REM Accept Move

210 B0UND L, 15, B0, 5

& BRIMT TARIL, 210 gls$siWhich peg do

oowart o monve s

ITRFLIT A

FRINT Tasdl, 21"

IF A=9% THENM 400

IF a<11 OR AX77 THEN 214

IF @iz THEMN Z10

SOUMD 4, ~1%, 158,58 .

FRINT TARGL, Z15AiyIHE P toe . e ' §
THPLT I3

FRINT TARL, 21"

IR0OTF ROl 0RO BXTTOTHEN 280
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FE30O1IF ALR < sE THEN 280

40 SOUND t,-15,102.5

EED ACAMRY/2Y=E:Q{AY=Ei A {B) =P

IA0 M=Mr

/0 C=0

IRO OFOR F=11 TG 75

290 IF AdF)=F THEHM C=(+1

G400 WEXT

410 PRINT TAp(IZ, el i "There are "303°
pegs on the board ¥

A0 ENDEROC

450

440

A50 DEF FROCen

A4H0 TF Ald44r=F THENM FRINT TaDOL.22)r1%
% ou did 10 ie Juskt TIME T onmovest PV EM
T)

470 PRINT Tabii,22 bi$s *Vou failed! 'Ga
HEL Ve . . " ERNED

A0

)

oy DEF PROCorint _board

10 FPRINT TARig, 4Himlst "Enter 9% to con
cegde

520 PRIMNT O "irldinhsiyleg 1 2
5 Lo "ihhtb

S50 pRIMT ™ Hirlbsnbsiylsg”

"Yhhd
540 PRINT ™ " rldinbeividg1Mib) S35

1] "H ‘.

550 FOR D=11 12 75

SH0 Te=10# (INT (D10 )

570 015 D=8 THEN D=D+2:FRIMNT v 58T/ 10
2 Yibhg PRINTY ":rJiunm$HV]$pIKiG+
ihlss® i

-
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530 v a2
S0 NEXT

00 PRINTS " "iy1$1i"7  “ibbs
610 FRINT " "srldinldsy] e
. "ibbh®
GE0 FRENT "irldsnbEiylese 1 2
24587 "ihbe

G0 FRINT TAROG, 19 "Fiovezs =0 farz"iH

A0 PRINT? ?

e BN

Zabald

VLN

&5 DLF PRI INLE

A0 VDU 233820E305 0505

TOO FLA

O PROCoolours

72O DIM &4

FEO Bed

e N e

FE0 OFOR =i TGO 75

FEO T=10x{INTAOA100)

770 IF D-T=8 THEM D=D+3

R0 PEAD A

TR MEXT

00 FRINT TAltZ, 1) 4] %3 "Effter side co=-n
r!i'g first”

iy M0

G820 CMDEPRIDG

20

530

B0 DEF FROMTeolours

8B40 Al e=CHRY 141

BP0 ele=CH4Ed 109

gan gl $=CHR% 1534

890 v] s=0ChHRE 131
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SO0 hle=lHRE 13Y
P10 mlewwCHRE 1353
200 clE=CHRE 134
GAEG nbd=UHEE 15T
QAG hRE=CHRE 1564
w0 £1e=CHRE 1356

Fa0 CNDFROC

AN

GEHD DATA 32,032,355, 39, 00,53, 34
990 Data 32,.32,.35,35,35,32,32
1000 DATA 35, 39, 35,55, 55,365,538
1010 DATA 35,0105, 35.42, 75,55, 38
Lo Darte A%, IH, 35,35, -t':;-..‘-i’.i,;ii:"'r
1030 DATA 32,32.35,35,350,32, 72
1erdcs DATEH Je, B2, 585,305,358, 52, 32

10 REM Selitaire

20 REH

S0 BERM Dy Aler Gollner

40 FEM .

L0 FEM dcy #. Goliner 1985
@0 R

O
ao ManeE |
]
100 PROCIiNLE
o

L2270 REPAT

130 PROCprint oo
140 FROCLoop

150 LUINTIL. G=1

1460

170 FROCend

180

1240 VR FRDL ) aop
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200 REM Acceplt Move

2R BOUND L, 15,200, 5

220 FPRINT Teasdl, 22 "Which peq do you w
ant tr mova"s

YA fHFUT &

S PRIMT TaBol 22

ARG TF g0 THER FROCGsnd

Ged TF S0 O AZTY OTHEM 2300

SR IF @G oF THER D20

iRy QUMD 1,15, 1590,.5

S PRINT TAROL, 22085 " fo.."s

TR PMPLT OB

TR PRIMT TALOL, 220"

SRy I B TR OO BRFY OTHEN 20

T UF o adbo s o THEN 2490

DA DOUHD 1, - 15, 102, 5

IS0 R Sy sErAalf sEn LR =P

AL M=MIE ]

S0 D=0

TEO FOR F=11 TO 75

SO L Al el THERM =01

GO RIEXT

416 EMOFEROC

gt

A

440 DEF PEMCend

A50 MF o Addd e THERN FRINTY TALGCL, 223" ¥
ou i dtERY i dusTt "iHEY moves! M ERD

40 FRINT Tabil, 221 "Yyou railed! 'Game o
ver ., .. " END

H7F0

GEis

490 BEF FROCpr-int _board
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SO0

Cot OUR 2

510 PRINT 7AaB(E, 11 "Enter side cog-ord?®
first"®

BP0

530
e

1
a0
e
S
580
S50

SCHRE (127

HeTAlO+]) g™

HOU
510
G20
du AN
Ay
it
oSG
&b0
£ 0
faE)
PHE QI
F e L
F0y
710
780
730
i
T
TE0
F5HD

FRIMT " TAB(L) "Enter 99 +n
COLOUR 3

FRINT™ 1 2 35 4 5
FRINI™" ]

COoLOuR 1

FORr D=1l T0O 74

T=10% o THNT (e 210Y )

IF D-T=8 THEN D=D+Xk: il OUR
e ¥ B Bw 3B " FRINTY
"y COLOUR |

VDL aAdD) .32

HEXT

COlLCifR 3

R
FRIMNT® " I

L
]

1 | Y [

FRINT *"Hoves so far:"iM
PRINT®?

FRINT
the bosrag "
ENDFROC

DEF FROCinit
VDU 23

L)
Vind
Vi

19,0,4,0,0,0,0,0
235820230501 01

[l T = 1]

o

J3:PRINI

FAE(Q, 26) "There are "j03" pe

e ey, 128, 1246,60,24,24, 24,

B A, O, 0,0, 0, &0, 195, 60,0
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S0 FOR D=11 TO 75

RSO T=10% (TNTID/103)
240 TE D-T=R THEN D=Da3
O RE ALY s

R LR U R

ERINI B

T B B I S e T

RO DTS
ey THENT

PEC e E oY
pabe T 0T 0y

=t} |_||::|i|'f_.r

AT B ¥ | b ot

You may have discovered by now that vour computer has
various display MODESs. All the modes are different and can be
used for different applications. The previous program
*SOLITAIRE had two versions, one in MODE 7 and the other
n MODE 1.

Modes @ to 6 are similar in that they all use the same character
set, but some modes take up more memory and have different
character widths. The first three modes (@ to 2) use the same
amount of memory but have different features.



76 GETTING STARTED ON YOUR BBC MICROCOMPUTER

MODE 0 | 2

Mumber of colours| 2 4 16
Characters per line | 80 40 20

The MODES with more characters per line have thinner
characters so that they will fit on the screen,

In this book most of the programs run in either MODE 7 or
MODE 1, this is because MODE 1 has clear graphics, four
colours and clear lettering (this is good for action games).
MODE 7 has the clearest character set (alphabet) and is the odd
MODE out. To convert programs from one MODE to another
a few changes are necessary.

MODE 0 | 2 3 4 5 fi ki

Lines of text 32 32 32 25 32 N B K
Characters per line | 80 40 20 80 40 20 40 40
Craphics " lYes Yes Yes MNo Yes Yes No No

The two previous programs showed the different advantages of
MODE 1 with its user-defined graphics to MODE 7 with clear
text and colour handling.

[n the MODE 7 program the colour is controlled through the
use of strings of control characters (like CONTROL G) thevare
used in the form of string variables related to what they do —
here arc some examples:
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f$ =CHRS (129)  (Red letters)
nb$=CHRS (157)  (New background)
fl$ =CHRS (136) (Flashing characters)

See chapter 12 for more information on MODE 7.

TESTING YOUR SPEED

Our next program, REACTION TESTER, is much shorter
than Solitaire, but just as much fun to play. You enter the
program, press RUN, and the message STAND BY appears.
Afler an agonizing wait, STAND BY will vanish, to bereplaced
with a flashing notice: "*OK, PRESSTHE ‘Z' KEY"'. Asfastas
you can, you leap for the Z key, and press it, knowing that the
conipuier 15 counting all the Lime.

The Computer then tells you how quickly you reacted, and
compares this with your previous best time. The best score so
{ar appears on the screen, and the computer then waits for you
Lo press a key. The game continues until you manage to get your
reaction time down to below a tenth of a second which is not an
casy task!

Here is the listing ol REACTION TEST:

1 REM Reaction Test

L0 REM
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G0 REM
T
gir HISCORE=S00
G0 CLS
1 PRINT TABO1O,5) "STAND
B e "

119 FOR A=1 TO JOO0HRND (1S500)
120 NEXT
130 PRINT TAB(1O,5)"0O.K. PRESGS THE 27

140 TIHE=D

15CG REFEAT

s OeThMEEY (0)

170 LUINTIL A=%0

LEY (=T T

L90 FRINT " *"Weaoar Score Was, .
"sG/I0g " Seconds.."

SO0 TF GAHISBCORE THEN HISCORE=(

210 PRINT "*"5n the best score =0 far
18 “sHISCORE A 1QQ™ seconds. . 7

2EO DUMMY =g

3y IF HISCORE> 1O GOTO 90

240 PRINT 27 "Well Done...You’re the
Champ! "

Line 88 sets the variable HISCORE to 588. The variable TIME
is s¢t to zero in line 148and is incremented by 1 every 1/188th of
a second by the computer (this is a feature of BBC BASIC for
use in timing). The computer REPEATS UNTIL the Z key is
pressed and the variable G is set to the value of TIME when the
computer comes out of its keyboard checking loop. There are
two ways ol checking the keyboard using the keywords INKEY
and INKEYS. These are both followed by & number of
brackets. This tells the computer how long to wait before it
gives up searching the keyboard. The only difference between
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the two INKEY commands is the fact that INKEY reads the
value of the key pressed while INKEYS$ reads the string
produced by the key pressed. If either of these is followed by a
value of @ in the brackets the keyboard is read when the
program executes the line. They thus check if a key is being
pressed when the INKEY command is executed. If no key is
pressed during the time limit set then a null string (“ " — a
string of no length) or — 1 is returned.

The keywords GET and GETS work in the same way except
that they make the computer wait until a key is pressed before
the program continues,

(i 15 compared to the best score (variable name HISCORE) in
the following line, and HISCORE is adjusted 10 G if G is the

lower of the two.

Line 238 checks to see if you have managed 10 get a score lower
than | /1@ second, and if you have, does not loop back to line 99
but prints the **Well done. .. you're the champ!®* message in
line 248,

A CORNER ON GO

Our next program is a fascinating one. It allows you fo play
against the computer in the Japanese board game Hasami
Shogi. Whereas the board games with which vou might be
familiar — such as Chess and Checkers — are played on an
cight by eight board, Hasami Shogi is played on a nine by nine
board. The corner of a Go board (19 by 19) is often used.

Each player starts the game with 18 stones. Your stones look
like letter ““H**, and the computer’s stones look likeletter **C"",
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You start at the bottom of the board playing up the screen, and
the computer starts at the top. The aim of the gameis to capture
seven of your opponent's pieces. Actually, in the real-life
Hasami Shogi, the aim of the game is to capture all of vour
opponent’s pieces, but — as you'll see when you play this game
— that would make each pame last a long, long time.

You take it in turn to move, and you can move only one piece
per turn. You move vertically or horizontally, but not
diagonally. With each move, you have three choices:

—  you can move into a vacant square which is above, below
or beside your piece

— you can jump over one of your own pieces into a vacant
square

— YOU Ccan jump Over an opponent piece into an empty
square

Unlike Checkers, a piece which has been jumped over is not
captured, and is not removed from the board. The only way
you can capture a piece is by moving so that your piece fraps a
computer piece between two of yours. It captures your piece in
a similar way. You do not lose your piece simply by moving in
between two computer pieces. Therefore, you aim to get your
picce next to a computer piece, with an empty square beyond
that, so you ¢an move into the empty square on a subsequent
maove,

1o REM Hasam Shogi
a0 REM

&0 RER

7l

80 MODE 7

S0
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120 PROCIinitiail se

120 REFEAT

1 530 FoCcomputer _move
140 PRICprint_bhoard
150 FROCplayer _move
140 FROCprint_board
170 UNTIL FALSE

203 DEF PROCcomputer move
210 A=Y
A0 IR @ced S L THEW Z00
TEOIF o A(A-10)=E THEN IF A(A-F)=H THEMN
ot g3 =l THEN B=R-10: G070 470
YA IF A{A-10 = THEN IF A{A-11)=H THE
Mol AL rr=0 THEN B=fH-10100TEH 470
ST T A 100=E THEM IF Ad@4113=H ThHE
I LF phafr 12 =0 THEN B=Aa-10:E0TO 470
HET Tl
TEGOTF ArRRCIBIS1Ll OR A+-Z#C (B »P% THEN
LT
WO T fadeden o = AND A{A+ZRCIBY b= A
M A Gl TR =00 THEM Aala+2*0 (R )=E C3=C
Bkl g1 450
S i Bead THEN B=R41:G0TE 270
w00 IF Arxll THEM A=A-1:00TOH 220
Sl REM MOM-CAFTURE
A0 mount=0
TEAO countscount+d
40 a=RMNDOLY#EY+10
250 0F AdeY=0 THEN 530
Ao Lk counbai2ol [THEM 2350
370 PRINT"vYou ars now the Hasami Shag
Fiazter,."* "] give you tne victory!":EMD
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AEO Fe=i

TR0 O0IF A+2xC(R)C1] THEN 410

400 IF (AlA+C LR =0 OR A(A+C OB ) =H) AND
ATATZECIHE b =E THEN B=a+2+0(By: GOTO 470

A1 IF vA{a+C (B ro=E THEN 440

20 1IF B<4 THEN B=E+]:E07T0 290

450 BOTO 380

A0 REM COMPUTER MOVES

450 R=A+T (B}

A&0 FOR T=1 T 1OosNEXT

470 Bl=R-10%{(INT(B/ 10}

HEIO @A (B =T ) s

490 IF BI>7 THEWN 51

SO0 IF #AdEH ]y sH AND S ie =10 THEN A(E+
1)=EzC58=C5+1

BAo B B THER 5500

520 IF RmiB-1li=H AND ATBE-Z)=L THEN A k-
L) =k e 1l5=05 01

S30 1F A>B% THEN 550

SR TF AR | Ol AND @ BR200 =m0 THEN &9
B+lOi=f: C5=C541

S50 0IF ACE? THEN ENRPRGE

560 IF AME-10)=H AND A(B-20)= THEN &1
B=ltymiE s {S=C054+1

570 EMDPROC

bat =10

S0

GO0 DEF PROCprint hoard

10 VML 340

S0 PRINT Tapol2, 223 1CHRS(1L41) sbhdimlid
F "HASAMT SHOGT"Bbh®

A5 PRINMT TARBLZ, 253 5CHRS (L4 Ly sbbEimis
$HASAMY SHOGI "BEbe

40 PRINT TRRE1G, 2)bbh$irl&i™l 2 7 4 5
H 7 8 9iBhe
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S0 FOR M=90 TO 1 STEP —~10

édr FRINT TARME, ((160-M) /100 +2)0hhEigl
FOHRS (M LA s

GF0 FOR NW=1 Tii %

oG PRINT; el $ CHEE (A N0 3

G0 MEXT .

7o FRINTS Q1 83 OHRE (M L0O+&4) 5 BhS3

T MEXT

TED OPRIMT TARCLG, [E)bbdsrlsi Vi 2 3 4 5
&7 B 94 0hik

FEOOPRINT TABRGA, L5 "Computer: "i 05

FAD PRIMNT TRsdd, 16) "Homan: @ § HS

TS0 IF GCExé OR HEx>é THEN 770

FEO EMDRFROC

FEOOE CEEHE THEN PRINTS *90 win 133109,
BT

T PRIMTS " " Yo wain VPV PP END

E

LELNIN

810 DEF FROCplaver move

870 VDL Zl.4,.18

BEO CSOUND 1, -15, 200,85

Ha0 INFUT "From (Qettee, o, )", 0%

S TR k=00 THEMN ERD

a0 IF LENM(A%) < 22 THEN 840

70 Vil 11,959,939 PRINT

SE0 SUUND 1,15, 150, 5

%0 VDL 31,4, 20:FPRINT "From "s8%:" +0
T8 s IMFUT B

Find IF LEMOREY <232 THEMN 890G

FLO VO 19,9, 9:PRINT &

i

20 BOUND §,.-1%5, 102, 5

A A0 (AS0E (A ) 53 SVAL CRIGHTS (&%, 1)



84 GETTING STARTED ON YOUR BBC MICROCOMPUTER
a0 D=0 (ASCIRE) -44) +VAL (RIGHTS (B4, 1)

e YeNGLIRIOHTS Bk, 1))

SHD ABr=H1AlA=E

FrO LF AR d=D A0 A0+ =M AMD Y=Y
THEM AiB+li=ErHo=HG+1]

GO LF QiR-11=C AND SiB=-2)=H AND Vir=3
THEN A{E-1)=E:HS=HS+1

050 IF RBE?S THEN 1010

OG0 IF A{E 10 =0 AND A{E+20)=H THEN &f
UrlG) =K [48=H5 1]

1010 IF Die=351 THEN IF a(R-10)=0 AND AR
200 = THEN AR 10) =E  HiS=HE+ 1

029 ENMDEROLG

1 ORG

10080

1050 GEF FROCIinitialise

10460 LY

L7 W 2rie 8a0Ts 0003

OGO DIM AO129) )

1OF0 pf s=CHRE 129

1100 gla=CHIE 150

i1l cle=CHRS 754

1120 bihe=iHies |5

1130 Bhe=CHiRke I + THR% 132 + CHR% 57

11490 mlemCHR® |3

1155 H=72

11E0 Tad7

1170 E=25%

188G For £=11 T 2%

LiF0 IF I=20 THEN =21

PAO0 ALT) =M

12010 WEXT

TE FOR F=31 M0 7R

1830 IF 10#®INT(Z7710y=2 THENM Z=I+]
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1240 Giuil=EkE
sy piZET
1260 FlOR Z=01 T %9
1270 1IF I=90 THEM I=%)
BRI R EET
1.0%0 NEXT
1500 FHlige
T3y D8

SE0 FOR Z=1 T 4
1 350 REAGR £
1240 pIETY
1350 DATA —10,-1,1,10
LEA0 FROCprint _board
13570 FOR I=0 TO 24
1380 VDU 31,0,7,148, 157,131
Liaspiy PE X
Loy ERDFERIC

The program may seem very long, but it is somewhat simpler to
understand than may at first appear. This is because it has been
written using ‘procedures’, These are lines separate from the
main program and are called from the program by
PROCname__of__procedure. To name a procedure, the first
line of it starts DEF PROCname__of __procedure. The end of
the group of lines is marked by the keyword ENDPROC., Once
the procedure has been *defined’ it can be called from any part
of the program.

Programming in this way is a good idea if you are developing a
program which you think may be fairly long and involved:
it enables you to keep track ol what each section is doing.
It also makes it casy to track down bugs (the common
computer term for a program error, named after a
mallunction in an early IBM computer which was said to
have been the result of a moth causing a shortcircuii when
it had got caught inside the cabinet). If the program is in
procedures, the procedure which contains the bug is
relatively casy to isolate,
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The idea of ‘structured programming® (i.e. using
procedures) may become a little clearer if we understand
how 1t works in tius program:

MODE in procedures

Line 14} — [Fxecutes PROCinitialise which initialises all
the wariables in the program (starts at line 1858). It also
calls PROCprint_ board which displays the screen while
the computer thinks where it will move.

Line 1280 — Starts what is called a REPEAT/UNTIL loop
— this is a loop which comtinually executes the lines
between the REPEAT and the UNTIL, until the condition
specified in the UNTIL is satisfied.

For example with REPEAT ... .UNTIL X> 34 the program
will loop from the REPEAT line 1o the UNTIL statement
UNTIL X is greater than 34, Then it goes onto the next
line. I after the UNTIL it says FALSE or & the loop loops
forever, or until one of the lines in between the REPEAT
and the UNTIL goes somewhere else.

Line 138 — This makes the computer move its stone with
PROCcomputer__move,

Line 148 — Prinls out the screen with PROCprint__
board.

Line 158 — Calls PROCplayer__move in which the player’s
move is accepted.

Line 168 — Prints the board again with PROCprint__ board.

Line 178 — Loops back 10 make the computer take its next
move with PROCcomputer__move,

There are four ways the player can get out of the “infinite™
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REPEAT/UNTIL @. Firstly the computer or you can win —
this is detected during the procedure that prints out the board.
You can concede by entering ““S"" instead of your move. The
computer concedes if it cannot find a move after 280 attempts.

The first lines of the HASAMI1 SHOGI program can be applied
to nearly any “‘computer versus human’' boardgame program.

Initialise
REPEAT
Compuler__moves
Print__board
PlaE'er_ moves
Print__board
UNTIL FALSE

Seeif you can incorporate procedures in your programs so they
can be altered with ease. Structured programming also aids the
readability of programs, for example, IF A$ = “YES" THEN
PROCinstructions ELSE PROCstart__pame. Mote that there
cannol be spaces in procedure names.



CHAPTER TEN
STRINGING ALONG

You'll recall that several times in this book so far we have
referred to numeric variables {letters like A or B, words like
COUNT and GUESS, and combinations such as R2D2 or
C3PO) and 1o string variables (a single letter followed by a
dollar sign, such as a% or A% is a string variable). [n this chapter
we'll be looking at strings, and at things vou can do with them.

THE CHARACTER SET

Every letter, number or symbol the computer prints has a
ASCII code which stands for American Standard Code for
Information Interchange (pronounced As-key), an industry
standard. Telling the computer to print the chargcter of that
ASCII code produces the character. It is casy to understand
this. The ASCII character code of the letter A" has nothing to
do with the value assigned to A when it is a numeric variable,
but refers to ** A"’ when we actually want the computer to print
the letter ““A"" out. We'll put the **A’" in quote marks when
referring to il as a letter. Try it now. Enter this into your
computer and see what you get:

SERINT ABGCY"A™)
Y oushould get an answer of 65. Now 65, is the code of the letter
“A"™. Wecan turn it back into an ** A"’ by asking the computer

to print the character that corresponds to code 65, We do this
with the symbol CHRS.

FEINI CHESL1&50)
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You can gel the computer to print out every character with the
next short program, which has — as you can see — a very long
print out, Before running the program, to stop the display
racing of the screen, press CONTROL N. When the program
is run it stops when the bottom line on the screen is printed —
then just touching the SHIFT key will print the next screenful,
and so on. This is called putting the computer into “‘page
mode'*. To get out of page mode press CONTROL O (CTRL
and O simultaneously).

10y FEM Craracisr Genera2cion
v iR Aa=32 TO 255
i RN '‘Anl.ll Character "jAYe=s
MR (p)
i NEXT

You will get something like this, but not identical (our printer
happens to have a different character set from that of the
computer, Using this program in different MODES vou can see
how the widths of the characters differ.

Some of the characters output by this program affect the
printer so that the output changes a little in the middle of the
program,

| Character

_.’?.

[T I Character 3I3===

=l Character 34===
Character 25

Character 34
Character I7==s=3}
&

A, Lharacter 1Bm==32
AN L=t 7
A& Cliar acter

Chearr acter

i
|
i
|
1 Character
|
]
|

Character
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P
ASCTI
AT |
ASCII
AGLTT
ASCIT
FEGCTI
ASCIT
ASCTI
G30CTT
ARECTIL
ASCTT
] I
AT e
ASCT
AECTT
AsSCII
G011
ASCIl
=T |
ASCT]
ASGIL]
PEY= o i
ABCTIT
ALCTI
ASCII
AECTT
ASCIl
ARLIT
LN
ASETE
A5ET1
RSCTI
ASECIN
ascil

Charact e
Character
Character-
Character
Character
Character
Character
Character
Character
Charactee
Character
Character
Character
e e e
Character
b ac b e
Character
Characher
Character
(harsasc b e
Char act e
Chararter
Character
Character
Character
Character
Character
Character
Character
Character
Character
Character
Character
Charact er
Character

A7 e ol
Ji====
Al Fymamas e
===
A7 = >y
=== i}
APz

AH==m z}



AasCIT
ASCII
ASCIT
AasC1I
ASCT1
ASCTI
AsCI]
ARSI I |
ASCI]
Aasl1 1
ASCTIT
ABCIT
AGDTI L
aEnIl
HEDT
sl T
Al {nd
T
i |
H0T Y
T |
AGCTE
PALE i |
T
ATl
ABCIT
5t ]
ASCLI
ASET ]
LT
asiIl
[T
asC 11
ABCII
i+5CI1I

CHAPTER TEN

Character
Character
Character
Character
Charactesr
Character

Character |

Character
Charactear
Charactear
Character
Character
Charactsr
Character
Character
Character
Charactar
Character
Civar acthear
Charaocter
Character
Character
Character
Chapactesr
Character
Chararter

"Chatr ac e

Character
Character
Character
Character
Character
Character
Character
Character

1 O5=== g
10G===1"]
107===3:
tid===1"

1 === =m
| { Qe 2y
11 ]==e=sm

11 Z===1n

91
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AGSCIT Character 113s==iqg
ASCLIT Character 11ds==p
GE0TY Cheracter 115===1a
ABCIT UTharacter 1lo===3t
ASCTT Character 1 17===>u
ABCILI Character |lil===v
BECIT Character 1] 9=
ASETL Character |J0mm=

AECILI Character 1Z1l===5
ASCTI Character |2Fs==:
AGSCII Tharacter |2T0===:
AGEIT Character |ad=s==>
ASETIY Character | 28wl
ABCIT Character |Z2és==3
ASCYI] Character 127===>
ASC1T Character 1128===>
mnisl ]l Character |2%s==_
HSE11 Character |50sssss
ASETY Character 151===)
ASCIT Character |32===3
ASCIT Character |I3===>
ASCTT Character | Sfg===)
ARCITI Character [J15===:
BRELTT Character | Sasss=l
BRI Character (3)===
ASCII Character 158B===7
G50C11 Cheracter | 15===>
a5511 Character |40=m==
AGELT Dharacter |4lm==s
ABCTT Cheracter [4Z=s=s
As11 Cheracter 1470ms=3
GSC11 Character ldd===}

B3Il Character 143===}

#5C1T Eharacter ld4g===}

ASETT Character | 47===

rR
p LI R R



ASCLl
AEE 1
ST
ASCT I
[
ASET]
ST T
AT e I
ALICTT
s
NS0T T
nELTI
ST
GECTY
(ARSI |
RIS I |
ST
pAC T T
(SR
ELET )
SRET A |
AhC11
[ O
(L A §
falalil ]
el
e L I |
(R

o 1
fatal
fatiad 1 |-
1 |
0 e I |
Pl Tl
ST

—_
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Character
Character
Char acter
Character
Character
Character
Eharacter
Cikpmie st e
Characrteaer
Character
Character
Character
Uharacter
Charscter
Character
Character
Character
Character
Cihaar met e
Character
Character
Character
Character
Cbvair e b er
Lharacter
Lharacter
Character
Character
Character
Character
Charactar
Character
Character
Cheararter
e e b g

1 d4timme=
1y
I S0mm=
15 1=a=>
152===>

15

1 5Py

1 &f)mmmens

1é] mmemee 51
lgrm==3"
165===>f
| hifamme oo
L immem 27
1 & dy=me=n e
P
158==="21(
16F=n==2)
1 7
17 = s
| 7,
17ﬁ===};
| 7 G,
1 7TS==m=
[ 7 b0
L P g
17 e 2
179===33
1B0===>1
181 sma 55
1 B b
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BECTI Character i83===3
ASTTT Character 184 m—--—i::«
ZECTITI Character | HS5sm=l
A501Y Character 18bg===]
AHCTI Uharacte 1ﬁz"mw}
ABCTT Character
ASCTT Character
ASCTT Character
AECIT Character
DIl Character
AECTIT Character

S5CTT Characiher
ASCTT Character
HuL[T Character
Character
Character 19¢===:F
Character 199===14
Characteyr Z00=== 4
Character 2o 2
Character
Character
Characher
qSPII Character
ABCTT Tharacter
“5011 Character
fRll] Character
ABCTT Character
ARCTT Character
AHCTTI Characte
SSCTT Character

QLY “J

v, 3E Nm

ASCIT Character
ASCTT Character
AECTT Charactear
ASCTT Charactes
ARCIT Dharacter




ASCIT
AGOTT
(ST )

AGCTL
ASCTE
ALBCTI

ASCTT
AGCT S
ABEIT
ASCT T
AGBCTT
ABIT T
AGECT I

AT
ABCTI
212109 W
ASCTT
ABETT

CHAPTER TEN

Chatacter
Character
Character
Chayacter
Characher
Character
Character
Character
Charachter
Character
Character
Character
Character
fCharacteyr
Character
Character
Chearacter
Character
Lharacter
Character
Character
Character
Character
Chraracter
Character
Character
Character
Character
Character
Character
Character
Character
Chatractar
Character
Character

2iBm== 7
21 Gmmm ]
D)=

221

my,
eI Lol

B
g

Eac -,
EERG===

g

ol Qe
Pratw I St

95
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AECIT Character
ASCTT Charactae
H5CIT Character

A more convenient version of this program — which takes up
less time and space — is as follows:

o+

19 REM Charachter Generation

2E OFOR A=32 TR 255 STER 4

F0 PRINT sAY=s=3"3CHRrE(A) 8 iy F-'H W s
Ty GHRE (AL Y M FARS .‘"“"’“Z “ail Hlsﬁ (A+2) 3 "
§AFE e g CMRS ( r‘a-b )

40 NEXT

You can see from the prmtout that some codes affect the
printer output. . .

oy
T e
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102==34F  JOT==3q
111==:
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TESTING YOUR CHARACTER

Our next program is a reaction tester like the one you
experienced earlier. However, you are not just being tested on
speed. Inthis program, you have to try and find the right key on
the keyboard as quickly as possible.

A letter will appear in the middle of the screen. As quickly as
you can, find that letter on the keyboard and press it. You will
be told how long it took you, and this time compared with your
best time. Notice how the letter which is printed on the screen
uses CHRS in line 108 (find the character of the number,
chosen at random in line 78, represented by the variable A), and
AS is compared with CHRS A in line 120 to see if you were
correct,

10 REM Revboard Insteoaohor

&0 B0

9o 0L

OO FRINT TABO7, D) OHFS (1060 § CHRS (A § 0
Fd (157

P10 A= TNER

S AR
120 IF As=CHRS (MY VDU 7 @ GAOTO 180
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130 B=E ]

140 PRINT TARO17,3508

1EO TF B 2000 GOTO 110

160 FRINT **"Sorry, Time’ s up Y.
17y AT 200 ’
150 FRIMT "7 "el]l Doneé... You scored

L0 FPRINT "On that ong. ..
TR B REST THEM 3 T e
FERTNT T By dhes

ey far is

FOR Tst T 2000
ME YT
o GaTO 70

CUTTING THEM UP ,

Ome of the really great aspects of your computer is the way it
can be used (o manipulate strings. Itis called ‘string slicing’ and
warks as Tollows. The information which follows the string
determines which parts of the string will be printed. For
cxample, il the string was “TRIUMPH?”’ telling the computer
to PRINT MIDS (“TRIUMPH”’,1,1) would get it to print ““T"
siee T is @1 position 1 and is one character long. Similarly,
PRINTMIDY (“TRIUMPH”,3,4) would get the computer to
print sipa U IUME sinee thisis the third letter of the word and
goes on for four letters.

When the keyword MIDS$ is used — the string to be sliced is
plaved in brackets with some information to tell the computer
ftow 1o slice the string, MID$ (TEST STRING, start character,
namber of characters). The first number tells the computer
which chiracier 10 start printing from, and the second number
tebls it how many characters to print out.,

"I’h;:n_: ate Lwo other ‘string slicing’ commands — they are
KIGHTS and LEFTS, They too have the string to be sliced in

trackets, but with one number only:
LEEFTS (TEST STRING, number of characters)
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RIGHTS (TEST STRING, number of characters)

In each case the keywords take the specified number of
characters from the LEFT or RIGHT of the string;

For example LEFTS (‘‘Ustkamenogorsk’®,7) = ““Ustkame’
RIGHTS$ (*‘Ustkamenogorsk’’,7) = ‘“‘nogorsk”

The next program should help make this clear. The string
variable A§ is set equal to “FLOCCILATION’ in line 18, and
various portions of this are selected by the lines of the program.
Run it as it is, to see if you can follow through what is
happening in each line:

O =" FLOCDTLLATTON

POOPRINT ASe P PRIGHTS (A%, 10 s "I RIGHT
iM%, L0

S0 PRIMNY A" - rRIGHTS (A%, &) s " i RIGHTS
(A, &)

40 PRINT &g ™ - 2RTGHTS (A%, 5
(aw, '

S0 PRINT @dbd Y -2l FEFTS Ak, 42 s "5 EFTE (4
%, 4)

i PREINT A d B FTH I, A P LEFTS A
| - . :
TOOPRINT A - LEFTSE (A%, ) s " LEFTS 08
%, ) '

SO OFRITNT A% --sMIDEBEE,Z, 40 TAMID%S (R
$,7, 40 o

-""'r} FARTNT BBy Yo sMIDS 0S5, 5 a "IMIDS (A

TERIGHTS

: l. (."'..' FERINT AS Y oFTDEAS, 0, S "IMTDS (A
& 51)5 =

Youw’ll sce this when you RUN the program

SELLATION
TN

CRTGHTE (A%, 10) 8100
'“HETUN "ﬁluHT%(ﬁﬁy&)sLﬂi
AT FUIN-- GEHTS cas, 5 TOR
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O T LL AT TN~ EF TS (A, o) s FLOEG
O UL AT TOR- =L EFTH (AR, 1 s FLOCCT
FLOCE T AT IO 3LEFT$ (A%, Y1 FLOCCTLLA
FLOCE I LATTON- - =MID$ (A%, 5, 4) s DCCT
FtOCCTLLATION-—MTDs (A%, 5, 5 s DILLA
FLOCETLLAT LN - MIDS (A%, .5 2 TLLAT

Now change A$ in line 10 to your name, or another word of
your choice, and run the program again.

PUTTING THEM BACK TOGETHER

Strings can be added together on your computer. The process
of adding strings is called the frightening-looking word
concalenation. You can concatenate two complete strings
together, or just add bits of them, as our mext program
shows:

30 CHmA i
40 FRINT "A%-—s"s A%
WOOPRINMT VRS- - g R

T T % 4%

B EsRNDCLO)

PO DE=MTDE (DS, D, E)
10O FRINT "DE-—2" 5 D%
LIO E$=MID$ (A%, E, D)
1520 FRINT "Eg-—30 8 Ed
RS FaRNDGHE)

130 Fé=LEFTS (E$+D$, F)
140 PRINT PFg--3"gFg

When you run this program, which creates C$ in line 60 by
concatenating A$ and B$, you’ll see results like these two:
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When you run this program, which creates strings by
corncatenating A$ and B$, you see results like these:

&= FLOCCTLLATION

B~ 251 TOPHORIA
CH-~:FLOCCILLATIONS I TOPHOET A
w$«m.1rufhuﬂlm.

E$ - TLON

Frto T '

gL OCCILLATION

B 0T TOFHORIA
HLOCCTLLATIONSITOPHORIA
DL AT EOMNES TTO

Ed 2T TN

F e 2T TOM

A HELOCE TLLAT LGN

-~ 51 TOPHORI A

Cé-— 3 FLOCCILLAT IONG T TORHORIA
SIONSTTORH

B - 2ATION

Foi-— AT IONIONS I TOFH

PLAYING AROUND

You can do a number of things with string slicing, as our next
program demonstrates. NAME PYRAMID allows you to enter
your namc to produce an interesting display. Once you’ve seen
the program running, yow’Il understand why the program has
been given the name it has.

10 REM Mame Pyieamic

20 REM Using String Slicing.

E0OLS

40 ITNFUT "Type in vour name please, .
¥i H.EB

S0 TF LENOAS) #21 As=LEFTS (ad, 50)
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S el BT OASD

v FPRINT Tasdle, Synonee
0 FOR Bs=1 T0 A

GO PRINT TARZ0-GY 8
Toemp FLR pesd) T 280
IRERIN S I‘llll MIDS (MAd, G, L3
| A

L5

fao NEXT

A
L.
EEREER
EXXAAEAX
ATATATE VA PATATATATAY
HHI\H H“”‘“"!I‘JNI\JT g

GG OO D00 G0O0a00000
N0 T T O N O 1 0 I A 1 O O
1 O O O O O T 1 1 O A 1 A O I 0 O O 8
[NTSTNTRTNENTRTS T H\H SETTRN] St JNMNf 'i‘lNNNFU‘*JNI\INI\U‘J
EEEE EEEEEEEE
RRRRRRRRR RS 'f*‘rhhi'* RERRERFRRRRRR

(14101001 0TTII IITI I IITLITTITT1T1L117
ANAAASISIVIIYYUY
PLAYING IT BACK

Our final program in this chapter shows one very effective use
of string slicing, in which a string is progressively reduced by
one element. When you run ECHO GULCH, you’ll see a letter
appear on the screen. It will then vanish. Once it has vanished
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O BEATO 20
WY OPRINT Y"You Scored iR
D ENID

PEDY FREMT YTt et ] Donelt il Yot re

1t

Champion! i

The variable S, which holds your score, is set to zero in line 7@,
and fine 8 sets the string variable A$ to a long line of letters. If
youi look at line 99, you’ll see a complicated looking statement
beginning witll INT, and including RND. This chooses a
random character from the string so you will get different
letters each time you run it.

Line 11¢ prints C$, as the random letter from the string, on the
sereen, and line 120 inserts a short delay loop, which uses the
funciion. This is another string function, and returns the
fength of a string, that is, the number of characters which make
it up. LEN docs not make any distinction between letters,
numbers, symbols or spaces, as you’ll discover if you enter a
number of PRINT LEN (A$) statements, after setting A$ to
equal various words, symbols and sentences. Because A$ is
reduced by one character by line 198 each time the program
cycles, LEN AS$ is a smaller number each time, so the delay
produced by line 35 (which dictates how long the character will
be on the screen before it vanishes) becomes shorters.

INKEYS

Line 4@ uses INKEYS to read the keyboard. INKEYS$, as you
know does not demand that you press RETURN after touching
a key. INKEY$ always returns the key you have pressed as a
string. :

Line 160 looks at B$, the variable which is set equal to
whichever key is being pressed. As you can see in line 164, you
can use the greater than (> ) and less than (<) symbols, which
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(and not before) you will have a limited amount of time in
which to press the key yourself.

If you have pressed the right key, a short tune will sound, and
the letter will be replaced with a new one. This will stay on the
screen for a shorter time. Each time a new letter appears, you
will be given less time to see it, before you’ll have to type it into
the computer. If you make a mistake, the ““SORRY, THAT’S
WRONG" message will appear, along with your score. If you
manage to get all of a list of letters right, you’ll be rewarded
with a “YOU’RE THE CHAMP!!’ message. Here’s the
listing:

FGYDFIDFEL

G0 CH=MIDE (Gd, FND GEN A5 ), 1

100 CLE

110 PRINT TABRIS,5) U8

10 FOR Rl TO 100¥LERN(AS) s NEXT

150 018

140 »F%X 15

150 BE=INEEYS(0)

140 TF 8$0Ua" OR B$UZY THEM 6070 1350

170 FRINT TAR(LE,5) B

180 IF Ré=C% THEN SOUND 1,15, LEN (6%)
5.3 1 BELEE GOTO 220

L90 As=MIDS (A%, 2, 475
IFLENAS =1 THEM 260
Gt |

FRINT 7" " "Oops. .. you made a mis
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we discussed in chapter eight, in connection with strings. These
look at all elements of a string, and compare them in terms of
alphabetical order (so “ZEBRA’ is less than
“AARDVARK”, and “BEAST” is greater than
“BEAUTY’"). You can compare strings using equals (=) and
not equals (<>) as is shown in the next few lines of the
program. Line 188 compares the key you’ve pressed (B$) with
C$, and if they are the same, continues through the
multi-statement line to play the sound.

Line 190 strips the string A$ of its fist character. Line 200
checks to sce if the length of A$ equals one (that is, IF
LEN(A$)=1) and if it finds that it is, goes to line 264 to print
out the “YOU’RE THE CHAMP!!”’ message. If not, linec 210
adds one to variable S, your score. The program then cycles
back to line 90.



CHAPTER ELEVEN
READING DATA

In this chapter we’ll be looking at three very useful additions to

yous programming vocabulary: READ, DATA and
RESTORE. They are used to get information stored in one part
of the program to another part where it can be used.

Enter and ron this program, which should make this a little
vlearer:

b bl TR e, DTS

SR VR N R

Do FOR b TR

o RERAD A0

S PRTRNT 5 (120

SRE £

B0 UATE L 15, DASES, BYTYE,

Using line 50, the program READS through the DATA
statement in line 80 in order, printing up each item of DATA
(with line 60).

RESTORE moves the computer back to the first item of DATA
in the program, as yvou'll discover if you modify the above
program by adding line 65, so it reads as follows:

10 REM READ, DATA, RESTONE
2 DIM oA " P

L
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SOOFDR B=1 TO =

B READ & (8)
A FRINT Ao
&5 IF B:E THEN RESTORE
70 NEXT

GO DATA 3. 14159, 265

It does not matter where in the program the DATA is stored.
The computer will seek it out, in order from the first item of
DATA in the program to the last, as our next program (which
scatters the DATA about in an alarming way) convincingly
demonstrates:

5 DATA 47

10 REM READ, DATA
15 DATA X, 14159
20ODIM AE)
PEODATA FASES
E0OFOR Be=l TS
mE AT GYIYE
FEED £ (R
DETA 73844
FRINT A(E)
FOONEXT

READ and DATA work just as well with string information.
You can mix numeric and string DATA within the same
program, so long as you take care to ensure that when the
program wants a numeric item that a number comes next in the
program, and when it wants a string item, it finds it:

1o ui M READ, DATA

20 ] FELERY JAED

EOOFOR Bl TR

S0 READ A% D A D)

AD PFRINT &% R TAR RO &R

L, BRI, 2ER46, 24T
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T MEXT :

SO DATA "Ovoviviparous", 44%5, *SBtamini
terous', DEZEESE, "Phenanthreneqgui none™ , 215
WTrifluorochloromethane™, 1513, "Heter

Lt
opshyyd Tons', G510 50%

You ¢an also use variables in DATA statements but as you will
s¢¢ when you run this next program strings need not be in quote
marks. This means that only numeric variables can be included
by the DATA list as Ovovivip$ will be read as ““Ovovivip$’’ and
nol as the string assigned in line 28.

20 Ovewivip$="Floccinaucinihilipili+i
o 3 kI

RRA S I e N 1 2 R SR TPt

Aoy U3 SR OED A ED

Ton PO Tesf T W

Ay REGE o TR R

Auv BT MT fas CRD) TAR(E0) , A{ED

By BIEXT

fir DATE IIvovivips, 4495, Staminiferous

COELERE L Fhenanthrensquinone , CORP, Tei

flooeae bl eranpet ligne 151735, Heterophyllow

s, ] N

1n our next program, GALACTIC GROCER, written by Tim
Rogers, the goodies you are trading with start off their lives in
DATA statements in lines 1870 to 1960. The relative values of
these strange objects are stored in the DATA statements which
follow.

In this program you are the Galactic Grocer, trading such
interstellar goodies as coal dust, reject soap, aspidistras and
zing hub-caps. As you’ll discover, these items are in great
demand throughout the galaxy. You start out with some
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money, and a stock of goods, provided by Galactic Grocery
Central, and you are attempting to zap around space, trading
here and bartering there, to return to Central with more goods.
On arrival, the goods in your hold will be sold for twice the
amount you paid for them, and a tenth of the profits will go to
you. The program is set over some 20 years, compressed into a
quarter of an hour or so by the computer time continuum.

Out there, in the cut and thrust of interstellar commerce, you’ll
meet other hardnosed Grocers from other rirms, planets and
star systems. They’ll be on their way to other points in the
Known Universe, and will be willing to trade with you. Keep in
mind — when considering purchasing anything from wily
traders — that the point of the game, so far as you’re
concerned, is to try and stockpile the really pricey merchandise.
If you don’t want to buy from, or sell to, a particular trader,
then just press RETURN (that is, you do not have to press @,
then RETURN).

19 FEM Galactic Groocer
20 REM

G FEM

F

SO MODE 7

CI?,;:;
OO0 PROGCInt

110

PE0 PROCassign

PED REPEAT
1 i)
150
1610
170
P80
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O FROCsn

1

alhad

T 31 1 i I TR oY

il
EREmiads il Eibhi g o GALADTI

SE FRINTE ] Sirbhdicdl Sy g TS AT
IS R '
s Bl re e

LEs "Monevei "M

Goocds

PR

S0 (i .
R T el g8 Valoe of goodesnoil]
fif Goods

ey

“RUEAY TARLE 04

ELRIN
R Foiont Dhet i et
P s T '
PRINMT w1 s
PTEOE -1
MEXT @

A vnd

i)

bar e

S BEM Increment Year counter
i Wl d s VDL T

G RO NIRRT

el

D IEE PROChaeter

Qa0 M=RRD (4 o+

AEHG A= ,

390 REM Make Traders wish b0 s2ll when
nlayer wishes to buy and vice
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FEOOREM Dalcowlate New Values changed
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CHAPTER TWELVE
ENHANCING
PROGRAMS

You have a colour computer on your hands, and you should
make the most of it. We’ll start our investigation of ways of
improving your programs by referring back to the FAST
FOQOD program which was first introduced in chapter four.

We have been using colour statements in many of the programs
you’ve encountered so far in this book, so you may wcll have a
pretty good idea of how to use the facilities.

Here’s a version of FAST FOOD -which chooses colours
randomly before the PRINT statements:

10 REM FART FO0OD

200 MODE 7 o

FO O fA=REM04)

A0 FRINT YO VE ORDEREDY

45 FRINT SRS | TN e ) g

S5OOIF A=1 THEN FRINT "A HaFBURGER WIT
HoALL THE TRIMAINCGSEY

&0 T &= THERM PRINT "éa LakiGE WGFTID&
OF STEAMIMNG FRENCH FRIES® .

FOOIF A=3 THEN PRINT " HUGE MLAaTEFLL
OF FRESHLY COOEED Rigst

20 IF fA=4 THEN FRINT "a FalR OF 100%
MEAT HIT DUBS WITH SauceEr

90 FRINT
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G5 UMY =GET
100 EOTD 24O

As you can see this program runs in MODE 7. MODE 7 is the
odd one out of all the modes, in that it has a different method of
sclecting colours. To change colour in MODE 7 a control code
needs to be put onto the screen — this takes up the space of a
character onthe screen, which determines the output on the rest
of the line. This means that if you want red letters on the screen
you find out which character produces ‘red alphanumerics’,
CHRS$ (129). If you print that character on the screen anything
after it on that line is printed in red. Here is a list of MODE 7

Alphanumerics Graphics

CHR$(129)

Red CHRS$ (145)

Green CHR$ (13¢) CHRS$(146)

Yellow CHRS$(131) CHR$(147)

Blue CHR$(132) CHRS$ (148)

Magenta CHRS$ (133) CHR$(149)

Cyan CHR$(134) CHRS$(158)

White CHR$(135) CHRS$ (151) _ .
Flashing Characters CHR$ (136). CHRS (137)
Double Height Characters CHRS (141) CHRS (149)
Separated Graphics CHRS$ (154) CHR$(153)

Background Colour CHR$ (157)* CHR$(156)
¥ precede code with alphanumeric colour code

When preceded by a graphics code from 145 to 151 the
punctuation of the teletex mode character set produces
graphics. These graphics are made up of the combinations of a
enid of six blocks like these:
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‘Separated Graphics’ means that the graphics will look like
this:

COLOUR

You have probably worked out how to use some of the BBC
micro’s colour facilities by looking at the manual and the
programs in this book so far. Here is how it works:

COI.OUR X selects a colour — in which subsequent
printing will be done. If the numberis greater than 127 the
colour of the background is changed. This means, in
MODE 1 for example COLOUR 1 would select red and
COLOUR 3 would select white.

# Black

1 Red

2 Yellow
3 White

COLOUR 4 would be black and 5 would be red and so on
until colour 127.

128 Black background
129 Red background

139 Yecllow background
131 White background

so to get the appropriate background colour the syntax is
COLOUR 128 + text colour.

MODE 1 has only four colours, but as you know you have 8
colours available on the BBC micro (and 8 flashing colours).
The colours in MODE 1 are actual colours 9, 1, 3 and 7.
‘Actual’ colours are the numbers the computer gives to each of
the 16 colour variations. It would be confusing if the MODE 1
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colours were called 8, 1, 3 and 7 so for each MODE the colours
are re-numbered and are known as ‘‘logical colours’’.

Here’s a version of the FAST FOOD program in MODE 1,
using the COLOUR command to produce random colours for
text and background colours.

10 FEF FasT FOon
A mMioDE 1

B s {4

2.0 !"'i'"" WT 9y Vi GRDEREDS
'I, A o

Ad [0 CH 4
=0 L A=l THEN PRINT A HabBRURGER WIT
Ho@lL THE TRIMMINGS"
AU T THEM FRIMT  vh LaR0E PORTION
OFESTEAMT R FﬁENTH FRIEsg:
TOOTE ami THEN E1Mi Wy HUGE PLATEFLL
OF FREATLY  COREED =n
g0 iF amg [HEN FRINT
PEEAT HOT OGS WITH Sauies
D PRINT
o 0L ¢ = GET
Loy .l:.p!.,l i)

]
]

A PATR OF  100%

But the colours that are available in MODE 1 may not be to
your liking. You can change the logical colour to any actual
colour you want using the VDU 19 command:

VDU 19, logical colour, actual colour, 6,0,8.

This next FAST FOOD program makes use of this command:
A% ‘r? EMOFAST FO0D

o MODE 3

il -~'|-~*-}i~.l P dy
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A0 ERINT "YOUSVE (ROEREDD
AP gGe=END m -
44 VL 319,
Ad& VML 1w
=0OIF A=i ]
Ho@l il THE T'RIMMIRSRRE
) T8 L=l I T LARGEE R
O LTEaMTT NG FEipse
P VI I TR = T FIRINT YA HUGE FLATEFLL
3 FRESHL Y D)) RIgss
S0 1 F A=d4 THEN PRINT "a FATR OF 100%
MEAT FHYTT D0ES W W Saiinen
iy FIRTNT
FEODUMMY=GET
100 GOTO 30

."ﬁ;‘s HEMBRURGER WIT

TETIN

Note that in the above program, the logical colour of the text
was never changed — throughout the program the text was
printed in logical colour 3 on logical colour # — the computer
makes the text and screen Jook like different colours. This
means if it is printing on white and the colour is redefined to be
red not only the subsequent text will bé red, the previously
printed text also changes.

Though the computer works very fast, it cannot do animation
very well, as you can see the things being drawn or plotied. But
if you draw the thing you want to animate on the screen in the
16 different colours like this:

and if the colours were all previcusly defined to be black,
nothing would be seen on a black screen. Then if using a
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FOR/NEXT loop the 16 colours are redefined to be white in
colour order, the ball will be seen to go round in a circle.

When the computer is composing a colour — from black
through to white it mixes three colours: red, green and blue.
There are eight combinations following a logical structure:

blue green red

On Off On
On On Off
On On On

Magenta (blue + red)
Cyan (blue + green)
White

@ Off Off Off = Black

1 Off Off On = Red

2 Off On Off = Green

3 Off On On Yellow (red + green)
4 On Off Off Blue

5

6

7

[ L L L [

So when a colour is flashed, what actually happens is that the
colours will switch on if they are off, and will switch off if they
are on: the opposite of red (where only red was on) will be the
red off and the other two colours which gives cyan. You will
find that this is less complicated in practice than you think.
These combinations of opposites are pleasing to the eye and are
good choices for display colours (red background/cyan
foreground in this case).

Now, to explain the use of things like colour, we are going to
take a simple program, and gradually elaborate it, showing
how~ adding such things as flashes and user-defined graphics
can add a great deal of interest to your programs. At the end of
this section, we’ll give you a couple of suggestions to apply if
you wish to keep improving and elaborating the program.

The program we’re going to use as the core of our development
work is a standard ‘Duck Shoot’ program, in which little
objects fly across the screen, and you have to try and shoot
them down. Inthe first version of the program, the little objects
are letters chosen at random, and you are the letter ““X’’. You



124 GETTING STARTED ON YOUR BBC MICROCOMPUTER

fire at the ‘‘ducks” by pressing the “‘F”’ key, and you move
yourself left using the ““Z’*, and right using the ““X’’ keys (you
move in the direction of the arrows on those keys).

Although there is no time limit on this program, there is a limit
on the number of shots you can fire. In all of the versions of this
game in this part of the book you’ll see (line 99) the program
starts with a limit of 15 shots. The number of shots is
deliberately kept low so you will not be able to get a high
score just by leaving your finger on the “‘F”’ key, and
waiting for the ducks to fly into the line of fire.

Here, then is the first program. Type it into your
computer, and type RUN then press RETURN, to get it
underway.

Py REM TR SHOGT
O St g
&0 REN
T L
B0 GLORE=O
w0 SHOTS=15H
100 A= LEUGT Uy 01 T 1Y LMY
. = ]
1io :
12y DUgR=1 4
A0 PRINT TR0, 7)) fas
140 PRINT TaARACROSES-2, DOKKNG 57 2 "
CEEO TF fTHEREY {-A81 Y THEN SHOTH=8HOTS~1
s IF FTDsS (Aa%, GURTSE, Lydxm " THER MR E = A
ORE+57 1 As=LEF T4 (A%, AURISS- 134" "HRTGEHTE
A%, A0-AUROES) '
Léad PRI TALCur, 0§ "8CDRE: "1 5C0RE , " &+
0TS LEFTe "y aHiTL v " '
170 IF SHOTSS L THEN PEINT TARBO, 1020
THET® & THE END OF THE GAME B ERD
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Lo @UROSBS=ACROS5+ (INFEY {~%8) 2 - (ITMEEY <
~ 73

190 Ab=RTEHTS (A%, 3L LEFTS (AS, 1)

F00 FOR WALT=0 TG 120sNMEXT

D10 Wm0 '

You'll see the letters which are held in A$ (see line 100) moving
across near the top of the screen. You (the ““X’?) will be about
the middle of the screen when the program starts. Youcan —as
I mentioned a few moments ago — move yourself back and
forth using the ““Z”” and ““X’’ keys to get yourself into the
position which you think gives you the best possible chance.
When you judge a ‘‘duck” is directly overhead, press the ‘“‘F*’
key to fire your patented anti-duck missile. The number after
the words SHOTS LEFT (in the top right hand corner of the
screen) will decrease, and if you have been accurate, the
number after the word SCORE in the top left hand corner of
the screen will increase.

Note, by the way, that we have deliberately used explicit names
for the variables within this program. That is, the variable name
for the scores is SCORE, for shots left it is SHOTS, for your
position down the screen DOWN, and for your position across
the screen, the variable namc is ACROSS. Even though it takes
a little longer to type long variable names into a program and
(of course) they use up more memory than do shorter names,
running out of the mcmory is rarely a problem on your
computer, and the advantages of using explicit names to keep
the purpaose of various parts of the listing clear outweighs the
extra time it takes to type them in. If, for example, you were
writing a program like this and you decided that it would be
better if the ““X’* was printed slightly further down the screen,
you would not have to search through the program to work out
which variable held your ““down’’ co-ordinate. If you had used
the explicit names as in this case, you would find it very easy to
locate the variable you were looking for.
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Run the DUCK SHOOT program a few times, then return to
the book for the first part of our discussion on it.

Line 100 defines the string variable A$ as a long series of letters
and spaces. The letters can be anything you like; don’t feel you
need to copy ours. The important thing, however, is that the
string is 40 characters long. You can check this by running the
program briefly, stopping it with ESCAPE, then typing in as a
direct command, PRINT LEN(AS). If your string is the correct
length, PRINT LEN AS$, followed by ENTER will give yoa the
answer 49. '

The appearance of movement given to the ducks is created by
use of BBC BASIC’s string-handling commands which were
explained a little earlier in the book. Refer back to this section
now if you need to remind yourself of how they work. The vital
line for the movement is line 199, which resets A$ equal to all of
the string without its first character, that is, RIGHT$(A$,39),
and then adds to the very end of it the character of the string
which was at the beginning, LEFT$(A$,1). The string is
reprinted, over and over again, as the program runs (by line
13@) in the same position, at 8,7 (eight lines down, and starting
hard in the left hand margin), and becausc the string is in effect
being ‘shifted along’ one character at a time before it is
reprinted, the elements in the string appear to move smoothly
along. Using strings in this way is one of the simplest ways there
is on your computer to create smoothly moving graphics.

Look at line 158. When the computer comes across an
IF/THEN statement — as you know — it checks to see if it is
true. If it finds that it is not true, then it moves along to the next
line in the program, without bothering to carry out any further
instructions which may be on the same line. If the computer
finds, at the start of line 150, that INKEY does not equal *‘F’’
(that is, you are not pressing the ‘‘F’’ key) then it proceeds to
line 160, missing all the information and instructions which
follow the IF INKEY ( — 68) line. If, however, you are pressing
“F*> when the computer gets to line 150, it continues working
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through the line, and decrements the variable SHOTS by one.
Then it hits another IF/THEN condition, which makes use of
the ability of the BBC BASIC to isolate an element of a string
instantly. It looks at MID$(A$,ACROSS,1). The “X’’ which is
you is printed at ACROSS (actually as you see in line 148, a
three-element string, with a space either side of the “X’’ is
printed at ACROSS minus two, which has the effect of printing
the ““X"” at the position referred to by the variable ACROSS, so
AIDS(AS,ACROSS, 1) lies dircctly above you.

It ling 150 discovers that MIDS$(AS$,ACROSS,1) is anything
but a space, you have hit a duck, so the computer continues
working through the line. The variable SCORE is incremented
by 57 and, finally in line 150, that element of AY is set to a
blank, so the ““duck’’ disappears.

Now all this takes some time to explain, but you’ll find the
computer does it apparently instantaneously. You press ““F”’
the score increases by 57 (if you’re a good shot), the number of
shots left drops by one, and the duck disappears. You’ll see
{(line 174) that the program stops when you run out of shots.
Take note of your score at this point, and seeif youcanbeat it in
subsequent runs.

Once you have the program running to your satisfaction, and
vou have a pretty good idea of how it works, modify it to read
like the following program. You do not have to NEW the
computer. Just compare the program you have in your
computer, line by line, with the next listing and make any
changes you need to, by adding complete new lines at 75, 125,
131 and 155 and modifying certain other lines.

10 fwEF DLICE SHOOT Vi

=0 REM

GO REN

FooEanE L

AoOVDH 235820210503

@ SCDRE=D

PO SEIOTL=15
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100 As="E  LEUGT IUV 0T TU FTOJHT
H  GFv

110 ACROSS=15

120 DOWN=12

125 COLOUR 2

1380 PRINT TAR(O, 71148

130 CObihy 3

140 PRINT TAGIACROGS-Z,D0BN) s X ¢

150 IF {(INMEREY (-681) lr'h‘ M SHOITS=SHOTLE~]
s IF MID® (asE, ATROSS, 1)< 0 THEM SCORE=SC
ORE+S7: aS=LEFT® (A%, ACROSG~1)+" " HRIGHTS ¢
A%, 40-RCHOSE? ‘ '

: inE CouR 1

140 PRINT TABD, O s "SLORE: s SCORE, " BH
OTs LEFTe s GHIITRg Y | '

L7 1 *JHDT B0 THEN PRIMY H—&Hl.l, L hL2y P
CTHATT S THE END OF THE GaME = END

150 ANROSS=ACROSES V TRKEY (-9 3~ (INEEY ¢
—&H7 ) )

100 fd=RI0HTS {(AS, B9 +L.EF TR a6, 1

200 FOR WMAT T= TC} P20 NEET

Fio o GaTo 125

Now when you run this, vou’ll sce an immediate and quite
striking improvement. Colour certainly adds a lot to any
program on this computer.

Even if we had done nothing else, there would be a significant
improvement in the program. You’d have the score and shots
left, ducks and the ““X’’ all printed in different colours, which
is far more interesting than just plain old black and white.

You are probably aware that, in moving graphics programs,
everything you get the computer to do — from making an
IF/THEN decision, adding two numbers together, raising one
to the power of the other, to generating a random number —



CHAPTER TWELVE 129

tikes time, and the more you get the computer to do before
cach subsequent frame of a moving graphics program is
printed, the more slowly the graphics will move, and the more
jerky they will appear.

Apart from the colour changes we’ve discussed, the program is
the same as the first listing. However, you can see that the few
changes we have mtroduced have improved it considerably.
We'll now continue with the improvements, and eventually we
will add some sound, and getting the screen to flash when a
illh k % \htl[.

Enter this next version of the program, run it to decimate a few
tlocks of ducks, then return to your book for a discussion.

Per eihpt jel Bt ST W3
S AR R

v {ef it

+ 1

thoy Pitish d

Fes bR it al rse
jent @b b

Tiu s o,

(AU EID N N B

proe B RS0 Lo

FANCRR I [ N |

Poae tdatidil fRlsio, Y E A

fifre g by

Preco e il P Lo g IRUES--I, DOMRY Y ¥ 0
st B CRbE (L8 FREYiIFe

Tlar b pities

.

Piedtil Paweaad Oy g VERCORE 8 SC0RE, ©

EER AT B O BEAR SEAN B N

T i Ui ED L THEN FROCend
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P40 AUROSE=ACKROSET (INEEY (—~58) 3 — ({IMEEY {
~ 7 )
FEO AH=RTEHTS H% TEYHLEFTS (adh, 13

“
BEG RO WAL T=0 T SO:MNEXYT
,'_‘?t: E RO

00 DEF FRUOCYiIre
Z0 SBHOTS=EHTE-1
!’ CuifEsl ERTS (5%, AUROSE~1 )+ TR IGHT
O-aCROSS) ‘
LOEEOOLF MIDS (A%, AUROGE, D)9 0 THEW S0
‘"H§=H¢UQ$

BTHAT 8 THE END

._‘;:‘?r.) ﬂ-FK

40y EMD
a1

420 .
430 DEF PROCiIinitialise
44 SUORE=D

450 SHOT S =
A& AE=TA A085 &A86 AA FATEYAY A T
£ SR AT

470 ACROEE=
$830 DhlN==1 4
490 ENOFROC
That version of DUCKSHOOT was operationally exactly the

same. The difference is the way the program is executed. It has
been partly structured in that some procedures have been

]
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They have been created in order to delete the

multistatement LF. . . lines by having these statements separate
in a PROC, only called IF the condition is satisfied. Also an
infinite REPEAT/UNTIL LOOP has been added at lines 100

and 120.

In the next version of DUCK SHOOT the program has been
divided into workable procedures.

313
20
&0
70
=5
Gy
1 G
i
LieD
130
(R
150
&0
P70
180
170
200
N

2RO

REM DUCK SHOOT v4
HREM

REM

MODE i
FRriCinitial ise
REFEAT

PROCL oop

LNTIL O

DEF FROCI oop
COLOUR 2

FRINT TAB{O. 7 1A%

COLOUR =

PRINT TAE (ACROSS-2, DOWNI g X o

IF CTRKEY (-68)) BROCE re

COLo 4
FRINT TabB G, 0§ "EC0RE: "3 BCORE, » &H

0TS LEFT: "sGHOTSs o

Ry

280

iF sHOTLHS1 THENM PROCend: ENDFROC
ACROBE=ATROSE+ (TRHEEY (—28) Y= { INEEY {

AS=RIGHTS (A%, 3N +LEFTH{A$, 1)
FOR WAIT=0 T0 S50:NEXT
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270 ENDPROC
SO
20
OO0 DEFE PROCE e
' VHU 19, 0y Oy 0,0, 0, 0
SHUTB=SHOTS~ |
GO, 4, 1
Ko (ACROSG® AT 1
Yoem § Q2 G  DOREEE)
MOVE X, ¥
DieAl ¥, Y+200
S8O NEWSS=LFFT% (A%, ACROASSE=1 1+ Y e EGHT
5 (A%, 40-ACLROSE ) :
ER0O0IF MIDS (A%, AURGSS, <" " THEN S00
RE=SEOREYSY 2 AF=NEWAS :
A SOUND V7185, 200, 2
410 DRAW X,V
420 VDU 19,00, 4, 0,0,0,0
450 ENDFROC

4éHi DEF PFROCend

470 #FE 15

480 FOR T=1 TO S0O00:NEXY

A0 PRINT TaBROO, 42y " 0 THAT'ES THE ERD
OF THIS GAME. ..

By PRINT TAR (D, 20 0 Any Ry T RS

AERTNY e

T T 2 S

S0 DUMMY =T

S0 R

O

S0

60 DEF PROCIiniTialiss

D700 VL 2E5820050508048
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SEO VDU 19,0,4,0,0,0,0

TP0MDEU P, BEE 0,4, TR, RER, 62, 8,0,0

& BLORE=0

10 BHODTH=15

SN FOR Le=1 70 3%

A0 IR RMDOTE) <6 AS=AS+CHRS (232) ELSE
FPE=ns-HOHRS (52)

EAC PEXT

A0 AVROSS=1T

féoy DW= 1 4

A0 ENOPROC

The nature of that version now makes it very simple to add to
the programs changing the logical colour — creating a laser
blast and a screen flash for PROCfire — adding sound and a
blue background simple because we can see immediately where
to put the enhancements.

Line 88 — Sets MODE

90 — Calls PROC initialise which initialises the screen
and variables

100 — Start indefinite REPEAT/UNTIL loop

113 — Call PROC loop as it is the procedure in the loop

120 — End of REPEAT/UNTIL loop

150 — Defines PROC loop

16680 — Sets colour of ducks

170 — Prints ducks

180 — Sects ‘x’ colour

199 — Sets position of ‘X’ and prints it

200 — If F is being pressed then go to the ‘fire’ section
of the program. INKEY with a negative number
initsthe same as INKEY (@) except that it is only
true or false and if the key denoted by that
number has been pressed it is true. Look in the
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210 —
220 —
230 —
240 —

250 —
260 —
270 —
300 —
310 —

320 —
330 —

340 —

350 —
360 —

376 —

380 —
390 —

USER GUIDE to find out which keys have
which value. This means the translation of IF
INKEY (—69) THEN..... is: If the ‘Y’ key is
being pressed then. . . .

Sets the colour of the scores

Prints out the score

If there is less than one shot then PROCend

As INKEY with a negative number produces — 1
if the specified key is pressed the horizontal
co-ordinate is decremented by the difference
between Z being pressed and X being pressed.
When the sum is the difference between — 1 and
@ which is —1 the horizontal co-ordinate is
decreased. If X is pressed the sum is — —1
which is +1 so the horizontal co-ordinate is
increased

Makes A$ equal to itself withits front lopped of
and added onto the end

The computer pauses with a FOR/NEXT loop
Ends the Definition of PROCloop

Starts the definition of PROCfire

Redefines the background colour of screen from
blue to black

Decrements SHOTS as one is about to be fired
Sets graphics colour to inverse anything that is
already there (sce chapter 14)

Calculates x co-ordinates of line to represent gun
blast, adjusts the value of ACROSS to that of the
number of graphics points across the middlc of
the ‘x’ from the left side of the screen
Calculates vy co-ordinates of the top of ‘X’
MOVE:s graphics cursor to the position near the
x from where the ‘gun blast’ is to come

Draws 20 positions up from the ‘x” to the line of
the ducks

Makes the position fired at a space

If the position fired at is not a space (i.c. a duck)
this line increases the score by 57



400 —

410 —

420 -

43¢ —

460 -

470 —

480 —
499 —
510 —

520 —

530 —
560 —
570 —
580 —
599 —
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Outputs a SOUND to inform the player that the
‘eun’ has been fired

DRAWSs back to the x and as line 330 sets the
drawing to inverse anything tht was there before,
the DRAWing deletes the gun-blast line
Redefines the black background to blue again.
The computer works so fast that the time the
computer to run through the lines between the
line which redefined the blue screen to be black
(line 319) is so short, that the screen seems to
flash black with a white line briefly appearing on
the screen

Ends the definition of PROCfire called by line
204, which only stops the program’s animation
for a moment, as the computer works so fast
Starts the Definition of the procedure which is
called when all the SHOTS are used up

This command clears the keyboard buffer. The
keyboard buffer is a little part of the computers
memory which holds the letter you type in if it is
too busy to accept them — in this program the
program needs no input but the F’s (for the firing
of the gun) stored in the computer

Delay loop

Prints the ‘end of game’ message

Clears the keyboard buffer so players can
continue at their leisure

Waits for a key press (really it actually sets the
variable DUMMY to ASCII value of the key
pressed)

Reruns the program

Starts defining the initialisation procedure
Turns off the cursor

Redefines logical black as actual colour blue
This line defines the character to look like the
duck in the display.

The duck has been ‘user-defined’. User-defined
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graphics are one of the really great features of
your computer, and — although certain other
computers have similar feature — few, of any,
are as simple to use as the one on your machine.

It is very simple to define graphics. We'll take
you through the way we created the alleged duck,
and from this explanation you should be able to
produce anything you like.

The key to the user-defined graphics is an eight
by eight grid like this one:

To work out your graphics characters you simply
fill the squares on this grid which you want as
solid dotsin the final graphic with ones and those
you don’t with zeros. Our duck (in grid form)
looks like this:

olo|ee—ic|e|C
DIOIQCICIm=|-CIO
OICIQ = OO ISIC
QIC|Q|= =IO
DO (== DO
OO [ O [ D
Do~ |S
(=) o) Fol Fel Kol Lol Kl D)
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Reading across each row separately we get what
are called binary numbers. For example the third
row would be #1001901. These eight digit binary
numbers, or bytes as they are normally called,
can all be represented by decimal numbers
between @ and 255.

The way binary works is similar to decimal in
that each column has a different value. The
column values (from the right) with decimal
numbers are 1, 10, 190, 1800 and so on. These
column values arc used in reading numbers. We
look at a number and multiply each digit by its
column value. For example:

199’s  14’s  1’s 3x 168 = 300

3 7 8 7x 18 = 70+

378 = 8x 1= 8+
378

With the binary numbering system the column
values are (from the right) 1, 2, 4, 8, 16, 32, 64
and in this case 128. So to convert binary to
decimal we simply multiply each binary digit (or
bit) by its column value as in this example:

128’s 64's 32’s 16's R8s 4’s 2’s  1I’s
{ (%] 1 1 @ 1 ] (4]

1 x128 = 128
Ax 64
1x 32
1x 16
Bx R
Ix 4=
Dx 2
px 1

Il

Il

()
32
16

0

4

%}

0

10110100 (binary) = 180
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Using these column values we can work out the
decimal numbers from those cight binary
numbers necd to produce the user-defined
graphic character.

128's 64’s 32’s 16’s 8's 4's  2's 1’s
g 9 9 06 0 0 @ @ 9
@ 5] (%) %) 1 %] 0 = 4
g 1 @6 @0 1 (4] 0 1 = 73
1 1 9 1 1 1 1 g = 222
0 %] | 1 I 1 1 (7] = 62
6 6 0 9 I 0 %} g = 8
0 0 0 a4 ¢ @ (%} P = 0
g 9 0 6 @ ) 4] g = 0

so the syntax of the VDU 23, command is VDU
23, characterto be defined, 1st row, 2nd row, 3rd
row....8throw. You have characters 224 to 255
free for redefinition,

6000 — Sets the score to §

610 — Sets the amount of shots to be 15

620 — Starts a loop to randomly create the string that
holds the ducks

222 __ Set co-ordinates of the x start position

670 — Ends the initialisation routine.

There are various things you can do to further develop the
program:

1. Define an ENVELOPE to be used in conjunction with
sound channel @ to make a quacking sound.
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2. Define a character to replace the x to look like a gun or a
man (in line 1960 usc *“ *’; CHR$(233[number of the redefined
charcter]); ¢ " instead of “*x"’.

3. Add ‘““‘highscore’ feature so the game will restart preserving
a high score for you to beat.

4. When all the shots do hit a duck each, make the program
play a tune for the winner. You can do this by using the READ
staiement in conjunction with the SOUND statements.

5. Change the number of shots.

6. Make the stream of ducks go on for ever — i.e. not looping
on the screen but an infinite number of ducks to get!

7. Try putting the game in MODE 7 — though it has no user
defined graphics.



CHAPTER THIRTEEN
GETTING LISTED

An array is used when you want to create a list of items, and
refer to the item by mentioning just which position in the list it
occupies. You set up an array by using the DIM command. If
you type in DIM A(5), the computer will set up a list in its
memory called A, and will save space for five items: A(1), A(2),
A(3), A(4) and A(S). These, by the way, are called elements of
the array.

When you dimension, or set up, an array, the computer creates
the list in its memory, and then fills every item in that list with a
zero. So, if you said to the computer, PRINT A(1) or PRINT
A(4) it would come back with @. You fill items in an array with
LET (such as LET A(2) = 18@0) or using READ and DATA as
we saw in chapter eleven. Once you’ve filled a position in the
list, whether you filled it with LET or READ, you can get the
computer to give you the contents of that element of the array,
by simply saying PRINT A(2).

Arrays when dimensioned on the BBC computer have more
space than you would at first think. The array has one more
element that we have not mentioned, A(#). So if we DIM A(5)
we set up six elements. The @ element has not be used in the
following examples.

The next program dimensions (this, as we said, simply means
sets up, or creates) an array called A, with room for sixteen
elements. The B loop from line 30 to 5@ fills the array with
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random digits between one and nine, and then prints them back
for you with the loop from lines 74 to 94.

0 REM ARRAYS. .
2OODIM @D
AR Fesl TO LS
A0 f () mRND £9)
0 NE LT

&0 FOR Z=1 70
T PRINT “mf"a
O DLFIM (= (5E

Ny NEX [

[ ANE

37 I8 "sAlD

This 1s called a one-dimensional array, because a single digit
follows the letter which ‘‘labels’’ the array. You can also have
multi-dimensional arrays, in which more than one number
lollows the array label after DIM, In the next program, for
example, the computer sets up a two-dimensional array called
A, consisting of four clements by four elements (that is, it is
dirnensioned by DIM A(4,4) as you can see in line 20):

Pod BN AREOGYE. ...
GO DITRM AR, 4
YU W3 T 4
0 L=l TO
Y =N (8

T 6

: PR AT 8 83 Ul (1340 5
PO OFROR =1 T 4
PO PRINT soci, Crs™ "y
P10 NEXT
L& PRINT
130 NEXT
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When you run it, you'll see something like this:

G4
1 Pon
P4 os 78
4w 7w
a7 T G

You specify the element of a two-dimensional array by
referring to both its numbers, so the first element of this array
(the number 7 in the top left hand corner of the printout above)
canbereferred toas A(1,1). The 7 at theend of the lineis A(1,4)
and the 9 on the bottom row is A(4,3). :

Your computer also supports string arrays. Enter and run this
routine to see a string array in operation:

P FEM thHrqun“”
200 Dl Al
A0 FOROE
BEanD A% 0
S MNEXT
S0 FOR Z=1 T H

For ERINT "SS0U8I80Y Is ekl
0 H!Wuﬂirvd'?

P09 DETH Fogamoggan ., fntisurreiclnder,§
1ednontite, Lymphooranuloma. crvinredeman

Ly omatiny

ey s A0

Greb i surre ol ndaer
o erctmorit 1 e

Loyimp g anud o
=L

L[ FrEn jr-‘c‘u:mluj' ST ER LTS (1 axh kd
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ESCAPING FROM MURKY MARSH

This program demonstrates the use of a two-dimensional array
for “holding’” an object and for printing it out. The object in
this case 1s a miniature dragon, who is trying to escape from
Murky Marsh, indicated in this program by a square of
brightly-coloured dots. Our dragon is very stupid, and moves
totally at random within the marsh. He is free if he manages to
stumble onto the outer right or bottom two rows. The dragonin
this program demonstrates Brownian motion, the random
movement shown by such things as tiny particles in a drop of
water viewed under a microscope, or of a single atom in a closed
container. Brownian motion explains why a drop of ink
gradually mixes in which the water into which it has been
placed.

In the second version of the program, you can see how a third
dimension added to each co-ordinate lets you have two
characters or more at each co-ordinate of the ‘‘marsh’’.

Here is the program listing:

R T T T T B

R RN RRERGT

Erpd [ e |
ER R M ET
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@0 IF FPRIO THEN #=10
190 M=k
200 VDU AL, 15,1
210 PRINT "Attempt Mol "sMi "
(:'H it n
fy O, G =005
COLOUR L3RS
UMY 31, 18,3
Fiok ¥X=1 T 10
FUOR ya=1 T 1O
FRINT CHR$EDGA, Yrrs" "y
NEXT
ER0 O PRIMNT T TAR (LS
BO0 NEXT X
BI0 AP, ) =] Hd
ERO OUNTIL G49 aAann P:9
GOTO 410

B =D 5+
EED PERND OIS
Sy FOR X=1 T0
B70 FOKR Y=1 T0O
FEO HIX,Yi=44
90 NEXT

400 RETURN

407

440 PRINTTTABLO) Yihew.,  Fres

s
\.’;-

"~

And another version with teletext control codes:

10 REM Dragon’s Lair
20 REM
HO REF
75

=80
PO DIM A10, 10,17

Bt ou Tue $}
RS

at

1 ast

[
n
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tog MODE 7
1tn =)
FROCinL

VL Z2ERBEDZ5080503

REFEAT

[ RRHDA. 35 THEN P=P+1 ELSE P=P-
IF RND>. 235 THEM R=i+1 ElLSE QO=0-
- 1 THEM B=1

W oQxi0 THEM =1

IF P21 THEM P=1

I+ P30 THEM F=14

M=+

UDL ELL S0

FRINT "Attempt WNo. "§p:” Bafrr nyg

.......

11:-m-* SR, @, 0=1TE0

.
Crml 1010

FOR Y=1 T 10O

PRIOMT THFES (A (L, Y, 00 ) s0HRS A (X, ¥, 1)

i
OF T A

AL, L=l 28 i@, 0
SUHIND 3. -5, i f
LINTTL 809 ARD
GOTG B20

DEF PEOCI N
:HDfT‘+T
4T
FOR XK=1 T0O 10
A0 FOR Y=1 T 10
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430 ALK, Y, 1) =44

GA0 BN, Y, 01 =154

450 NEXT

4h FOR T=0 T 24

ATV B0, T, 1ES, AET, 154
4RO NEXT

4R0 VI 28,08, 0%, 38, O

=00 ENGPRGE

=10

A0 PRINTT TARCLQ) "lWhew, . Froe at Lasbt®

DAVEY JONES’ LOCKER

Time now to relax with our next game — FULL FATHOM
FIFTY -— which uses two arrays (B and D) to store the player’s
scores and dice rolls respectively. It is a simple game. You and
the computer are in a race to roll a total of 54 or more. You roll
two dice at once, but the only time you score and get the total of
the dice roll added to your accumulating total, is when both
dice come up with the same number. :

You should know enough about how programs work at this
stage to be able to determine what each section does, so we will
not explain this relatively simple program. Get it up and
running, and then decide for yourself how each section works.
You’ll possibly gain more from the program by working it out
yourself rather than having it explained in detail by us.

Here is the program listing for Full Fathom Fifty:
P00 FEM Full Fatbheom Fifly
O REM
GO REN

Fe

G MODE 7

G0y FROCLImG b

Lo Tk
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g RLIE T
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d

FPIRINT TAB(S, 1725 "The Roll was “sDi{lrg”
and Y3ibily ) '

&0 FOR T=O T Z0O00iNEXT

ETD OMEXT A

A0 RUGLIND ==F"|'£'§E.,INT'J-+- 1

IO FOR T=0 T 20003 NEXLT

400 H07T0 120

05

A0rh

410 DEF PROG

4720 FiolR ==X

AZ0 PRINT Tk
Winner is bl

440 IF 13y
[t

480 TF BHEODy 800 THEN PRI -i PHumargt

4460 NEXT

470 AT LTI FALBE

L3300 -

383

A0

JORIuletsidounl etss Y The

THEMN FRINT "B.E.C. Mi

= j )
S0
a0
B4.0

DED

u:i-«m-“
=CHFS (1 38)

H560 hiw i

¥

dowjets=CHRE141)
B M-a!r ’.%1 = HYE (1 &)
550 ENDFROC



CHAPTER FOURTEEN
LET THE GOOD
GRAPHICS ROLL

Your computer has a very wide range of graphics facilities and
in this chapter we’ll introduce you to some of them. After the
mtroduction to each function, we’ll give a program or two to
iltustrate it.

These demonstrations should be seen only as introductions to
the graphics potential of your computer. Experimentation will
show just how far you can stretch your computer.

THIE SCREEN

The praphics are displayed on the ‘graphics screen’ based on a
grid, similar to the grid used when the PRINT TAB statement is
used, but with two main differences: the numbers in the
brackets after TAB are co-ordinates with the origin (8 9), i.e.,
the starting point, at the top left-hand corner of the screen. The
graphics are based on a grid starting at the bottom left-hand
corner of the screen. But the main difference between PRINT
TAB and the graphies commands is the fact that the graphics
grid is much finer, numbered from @to 1279 on the x-axis and @
to 1423 on the y-axis.

The way the graphics work depends on which MODE you are
in. Of the 8 modes, three modes, 3, 6 and 7, have no graphics
capability. The reason there is more than one kind of graphics
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mode (modes 9, 1, 2, 4 and 5) is because different modes use up
a different amount of memory. The first three modes all take
up 20K, but each has a different number of colours. Basically
the thinner the lines on the screen the lower the number of
colours, because the computer needs more memory for thinner
lines (as more can fit on one screen) and more memory for a
larger amount of colours.

Although the grids for these modes accommodate a different
number of vertical lines, their numbering is the same, so
programs need not be changed to work in different modes.
Imagine that the screen is divided into a grid 128@ units long and
1924 units across. Thus each point on the screen has
co-ordinates and using these co-ordinates we can join different
ponnts with lines. They keyword DRAW x,y helps you do this.
x"and ‘y’ represent the co-ordinates to which you wish to draw
to, using the aforementioned grid. When using the graphics
you start at the origin, 8,0, at the bottom left-hand corner of the
screen. Run the next program, entering numbers between zero
and 1279 for x, and zero and 1823 for y, to see DRAW in action:

19 REM DRAW X, Y

B0 M

SO MODE 3

Eey PRIMT TAR G, O "EMTER X"

&0 TN X

F PRIMT O TAT (O, 0" oo
SO PRINT TARGG, 0 "ENTER Y

Gy LML Y -

100 FRINT Tﬁﬂfﬁ,ﬁ)“ "
P10 PRTNT TARCC, L)Y "DRAN Yexs ey
Lt Divak X, Y

L BT =0

So to summarise, DRAW X,y plots a line from the last point



CHAPTER FOURTEEN 151

visited to co-ordinates X,y where the value of x is between @ and
1279 and y between & and 1924,

PLOT

When ereating graphics, you may not wish to have a drawing
made up of a continuous line, starting at the bottom left of the
screen. Fortunately there are other ways of joining points on
the screen using the PLOT k,x,y statement. x and y are the
co-ordinates to which you wish to plot and k defines the way the
PLOTting is done. Two of the most used PLOT statements are
PLOT 4,x,y and PLOT 5,x,y — these have their own BASIC
keywords: MOVE x,v and DRAW x,y respectively.

As you might expect MOVE x,y moves the graphics cursor to
position x,y so the next DRAW or PLOT statement will store
the x,v as “the last point visited”. There are over 580 PLOT
vartations, i.¢. aver 58 different values for k — each of which
behaves ditfferently.

I'o deseribe plotting inevitably involves some graphics jargon.
*“Line absolute’ means a line whose co-ordinates are
measured from the origin (at the bottom left-hand of the
screen) while “‘line relative’” means that the destination
co-ordinates (x and y at the end of the statement) are measured
from the previonsly visited point. This means that if the
graphics cursor was at (500,500) i.e. the last point visited, and
the point you wanted to draw to was (400,450) you could draw a
“line absolute’ by using the statement PLOT 5, 460,450 or
DRAW 436,450 by using PLOT 1,x,y which is the ‘draw line
relative’ statement, in this case it would be PLOT 1, — 108, — 50
because the graphics cursor moves minus 100 positions to the
right and minus 54 positions up (which comes to the same as 100
to the left and 5¢'down the screen).

COLOUR

You will remember that when you start typing in any MODE
you have a screen which is white text on a black screen — this is
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the case until you use a COLOUR statement — this is the same
with graphics: you start with white lines on a black screen until
you use a2 GCOL a,b statement. GCOL is short for Graphics
C:OLour and the two numbers following it define 1) how the
colour is plotted and 2) which colour is used. In GCOL 8,x ‘X’ is
the colour you wish to usec. If x is greater than 127 then that
colour will be the graphics background colour which will show
after the graphics screen is cleared using the command CLG.
You may come across the words ‘logical inverse colour’ — the
‘logical inverse ol a colour is the colour which is its opposite:

Tn two-colour modes the inverse of colour @is colour 1, whilein
four-colour modes it is like this:

Colour inverse
9 3
1 2
2 !
3 9

and in the sixteen-colour mode the opposite of a colour will also
flash alternating with its logical opposite (see chapter 12).

PLOT3,x,y moves the graphics cursor relative to the last
position (x units to the right and y units up).

PLOT L,x,y draws a line relative to the last position.

PLOT2,x,y draws a *‘line relative” in the logical inverse
colour, that is a line drawn in the logical
inverse colour of the colour in the GCOL
statement.

PLOT3,x,y draws a line relative in the background colour
in use, so that if it is drawn over some
foreground colour it-can be seen — otherwise
it can be used to move the graphics cursor
relative to the last position.

PLOT4,x,y moves to absolute position (i.e. X units to the



PLOTS X,y

PLOT 6,x,y
PLOT 7 ,x,y
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right from the origin and y units up). MOVE
x,y can also be used: it sets the graphics
position.

draws to absolute position from last graphics
point.

draws line absolute in logical inverse colour.

draws line absolute in background colour
defined by GCOL 0, 127 + x (where x is
normal foreground colour).

Fhiere are some more plotting statements which are useful
although they may not seem vital at first glance:

PLOT 21,x.y
PLOT 69,x,y

PLOTRS Xy

draws a line absolute using a dotted line.
places a point absolute at x,y.

draws a triangle between the last two points
and x,y.

Here are some progams using PLOT statements to create
praphic displays:

IR £ £ & I B I O S

RULI £ N
dO0r PG

i

TR S S N T T |

A0 MOVE
0T
ETI
SO0 MU
P0G FLOT

Xy

Iy X, 1y

T T} JOO0a MEXT
¥,

B TN, Y

Ti0 FOHY M= T LO0s NEET
PEO MOVE X,Y '

120 PLOT 1,137%-%, 1023
1530 FOR CT=D T 10nG e MEET
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LSO @0moy Bo
N .

A0 DEFE PRGN
Lid Keefd™MD (L HEO) ~1
L0 YepNDOIORA
SO0 ENDRROC

Lo REM PLOT §,5.v - F
B0 REM

40 MODE i

Ee PROGE R

GO MOVE X, Y

FOOPLOT 1, K, L0ORE-Y

80 MOVE X, Y

GO FLOT 1, 1879=X, ¥

TO0 MOVE, X, Y .

Ll FLOT 5, L279ex, LORE-Y

Lo GOT0 B0

LA DEF FROCKHNC
LECG Xe=RMND CLR80Y -
a0 Y=RRD CL0EG) 1
170 GLOL O RMD R
1RO ENOFROC

PO M PLOT L, X,y - 2
20 KEM

40 MOGE

=0 FPRGCemd

HO MOV &40, 510

A0 FPLOT . XeY

B0 FMOVE &40, 518
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Lo T m@ X 1““4WY
110 FLO R e, R Y
L)

IO REP BLITTERFLY PLOT Vo8
XS] I\Ei'l

-y

#emi D (G40
A RN (E LR -]
T GO, Dy, P
2o PLOT (-3)”;" s Ey Y
QO FLaT et

o0 FLOT A.

110 FLOT &9, a1 ;-'t3*...> SR A R b Ty

Pl e smo

i REMODVE

WO R

A0y EHIDE ]

SO0 fe1 TO LR
a R FMH/ c-mw

STEF 4

w)gmﬂbfm

e ey
R P,

1O REM s 2
20 FEM
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A0 HUDE O

Sy MOVED 127 1,500
SO RGP &= 70 1E0S BTER 8
FO e L R s S50

Wy meeb ] S 0SB Y 4790

AUy P TR TN (RO R

P DRl 0, 1

LiO Dl G, L
P Div@bl 58 1078
LI biaw O, o2
P<der WEXT #

Jo WEM CIVSTRE PLOTTING

PRI o S

gy HiTOE 1

B bR awo TOOSEPT STER L 05

ay PIVE AR, ROwE, D405 (A 450
oo MR A

o Pefbb SR F 00T TS

SO R

A0y Mg |

By B s T B STER O

S PLOT 6%, Glef, S40#5 TN () +430

FOONEEE Y &

PO REM O SINE FLOTTING 2
20 REM

A0 MOmE

TOOFOR &=0 T 1owPT STER .05
AU PLOT &9, 0%, 2405 TN (4 +4750
AOMEXT &

'
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T REM STME PLOTTING 5

20 RlEM

AG MODE 1

R =00 10 80 STER 2

A RO sy T3 LORF]l STER LS

70 FLOT 69, 40r80T, 240081 (A7 #4730
MO MEYT @

-

GO NREAT

PR COSC31INE FROTTITHE &
20 REM

ACy MODEE 1

S50 FOR &=0 T0 9#FI 87ER L
AQ MEVE RORA, P40XKCDR N 420
TOONRAK f0xA, P40£5TMOAT AT
10 NEXT A

fey REM COSABTNE PLOTTIHG

Zt REM

40 HMODE

5O FOR 4=0 TG G000 5TeP .05

A0 LT A9 BOefA, PAGKRIOS (A) + 430
FOOPLOT A9, BONR FAORSEN (A A 50
S NEXT & '

GCOL

We have not as yet fully explained the operation of the GCOL
statement. GCOL @,x sets the graphics colour as do all the five
GCOL statements — but the first number dictates how the
graphics drawn affect the things they are plotied over, This
means GCOL sets the way colours ‘mix’, The next section is
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only for the reader who wants to predict very precisely how his
colours will mix, and should be skipped by the fainthearted!

Ihe way colours mix is related to *‘bit-wise operations’’, a
somewhat complex set of operations which relate to the
statements OR and AND. Bit-wise operators look at the binary
digits of a number comparing them to the binary digits of
another number (we have dealt with binary in chapter 12). The
best way to describe these operators is by showing you some
examples:

HweORnomber @1 01 1
andpumber @ 1 1 1 @
weget @1 111

1 1 # (number ““A™")
1 1 @# (number “‘B"")
1 1 @ (the result)

What OR does is compare the two corresponding digits of two
binary numbers, taking it column by column (vertically). In the
example above, the corresponding digit of the result will be 1, if
the st digat of the number identified as A’ or the first digit
of number B as 1 In s case neither the first digit of “A”
nor the hirst digit of B is 1, so the first digit of the result is @,
while the second digit of the result will be 1, because the second
digit of ““A”" OR the second digit of ““B”" is 1.

Ifwe AND 1811611 8
and w11 1a111 0@
we pet w1 ée18681180

What AND does 1s to compare the two digits. If the first AND
and the second are both 1, then the answer is 1.

As well as these ‘bit-wise’ versions of AND and OR there is
another *bit-wise” operator used in the GCOL statement: EOR
(which stands for Exclusive OR).

1t we EOR 18118 116(A
and @1 1101118(@®
we get gel1oe1106000
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EOR registers if digits are different (# and 1 or 1 and ©) and if
they are it makes the corresponding result digit 1.

And here we come to the point of the above explanations: take
the first number (‘*A’’ in each of the above cases) as the screen
and the second number (‘‘B’") as the dotted line (produced by
PLOT 21,x,y) the result of each operation signifies which pixels
(i.e. patterns) would be lit if the colour was ORed, ANDed or

EORed.

GCOL O, x
GCOL1,x

GCOL 2 x
GCOL 3,x
GCOL4.x

draw lines with specified colour x

draw lines with x ORed, with the background
(i.c. whatever it is drawing over)

draw lines with x ANDed with the screen
draw lines with x EORed with the screen

draw lines inverting the screen colour

Here are two programs by Jeremy Ruston which show what you
can do with the graphics on the BBC micro:

L0 v
SO REM
AR SN b
40 Wil
S50

a0 fREH

7o

0 Rk e T
D MCHGE,
100 Vi

Bted neg Aaet

Jeremy Ruzton

B

oy . Ruzmton 19005

@ Ay s 1

VO e (100 70
Py et 4 Loy 2 i
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LG LpsUNEY 4 Oy /her

A0 e

140 REPEAT

1200 (%S TRORAL {THA) ) 2600
1800 RGOS RAD (T HD) 1500
P9y S TN RAE CTXE 3 %600
S MEE Ak, B DRAM CY, DX
210 FEVE A%, B DRAW —-0R, DA
PRSI I LT BT

SO UML) YTNEEY (-1

S0 LN D FELSE

o BESR Tite

S e

W WEE fey L Hasion

A ek

Salh Pl dey Wd L Prueshoon

SE 1N

Jr

3 B O

2O O gl

Povy UApnil e . & Sl ST LS

Fare U8 $%meSda 11 240 STERP (57
oo CQle Va3t Ta GiZ2 9TER 6%
P 1 e cE2% Dy 63 MO Z2)y=ARS (Y%
G e a2y THITRD PREDZ=ouare (X%, Y74)
P40 WME =1 N%.ny

P R

| &y

YO DEF PO s e XN, YR

TR FROGP ) ot 14, %, ¥74)

LSy PO et Gy MRREE V)
W PhDInlnL(BN,.%,VV+GZ)
WL RO T et (F 3‘.), A A5 u Y et (34
B0 RN R
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230
240 DEF FPROCplLot (kA X%, Y7
250 LOCcal. DL, A%
2&HO TF X¥W=0 THEN X%=1
L70 DE=ERR X w LAY L-Y W)
280 1F DA500 THEN
FLOTEYZ, 170, Y7 ENUFROC
290 AY=DEGIATHNIYZL/ X7
00 IF SEROXY Yy sed THEN A%=A% - 1m0
FO DZ=SIN(RAD(DZ D1V &1 )1%500
Ao PLOT
AL COS(RADGAY) 1 #DU 5 TNIRAD (A% ) ) D%
A0 ENDPROC



CHAPTER FIFTEEN
MORE GREAT GAMES

L thas Hinal chapter, we'll be giving you the listings of a number
of major programs. The notes on thesc will not be as extensive
as you've had with some programs, but the introductions to the
programs  will highlight some of the more interesting
propramming technigues used. Examination of the listings will
give vou o number of ideas vou can apply 1o your own
Progams

BAGATELLE

This s o simphified pinball machine, in which you and the
computer take it in turns 1o roll diamond-shaped balls down a
frame whach contains a series of numbers and letters. Your
seore lends toanerease cach time you hit an obstacle on the way
down the frame, and the ball will bounce off the obstacle,
mcreasing vour chances of hitting more obstacles. Hitting the
siles of the frnne, or bouncing around on the bottom, can cost
you small penalties. Tn general, though, cach time the ball hits
something you'll hear 1t do so, and have the satisfaction of
Seaing vour sCore ill\.'T'L‘ilM.'.

You start vour ball rolling down the frame from the numbers |
109, You and the computer have five balls each to roll down the
bagatelle frame, and you take it in turns to do so. You have the
first roll. Then the computer will tell you which ball it intends to
roll down the frame, and then roll this ball. The most
noteworthy part of this program is the FNscr, which is used in
lines 320, 346 and 360. The numbers following the word FNscr
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are like the numbers which follow the PRINT TAB command.
However, instead of printing something at that location on the
screen, FNscr checks to see what is there. In each case in this
program, it is checking around the current position of the ball,
to see if it is about to strike something. If it finds anything
except a space, the score is incremented by the CODE of the
character, minus 48. You'll see why, if you look up the code of
the **:"" which is used for the walls, and the ASCII code of *“1”°.
Good rolling.

10O REM Bagatelle
."l" F\F:Fi
6O HEM

&30 MODE 7
90 FROCIiNt

110 FRUCsCcrean
120 REM Loon Five Jimes, ...
1520 FOR Yi=) TO 5
140 FPRINT TARBEAS_ 11 ys
150 REM Loop Twice at frrst the Flayer
Ehen the compubter. ...

Foo FOR Z=1 10 2

170 REM Start-up options for both huma
n and computer. ..

(80 IF ¥=1 THEN PRINT TARIZE, 1 7Y "Your
Turn'
150 I8 X=7" THEN FPRINT TAB22, L 7)) "Hy Tu

.
200 ik Xsm) PHEN REFEATsCRINT (ARZZ. 19
Y 'Rl N, to o start"sVDU X1, 25, 212 THNPLY
EAsIMT I KA O AND EZ 10

L0 IF X= FHEN PRINT TAB(2Z, 1901 wild

I start with s VO 31, 28, 21 KASRND W) 2 PR

rmn
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acte] % Teor pumber to placs il
@l ow approprl&he rnuebher . ...
LIRS W [ & T2 Ed

M Rbmixzﬁm

e

IR

Wb S 1 E e S

w0 e,

Sy B
Vi B Sk arl Fedokieg M and MR to
avilmate bhalloet "

cel mting the
trall.

Lyt

FU L g
SR NS TR B YA
[opayeafan
e
=1 e
(R0 i I % R Tl £
freal ¥k
Ayl
PRS BT
[ SRR
P37 s
R T R R T
Iy je AT O THEN
Ve
e

W
1':_:,. :))’ ';\

AEEC

R = = (A EE TR

Tl LR, B g s
IS
ahead or

directlons
variables. ..

HEh e oSl bl o
irnodifferent
st lao and
CEtE, By

CHEN iR ) =

TR = (X eRs FLAG=] : G

tHﬁ*luﬂD)

ClX) =0 iR) R FifE=13

AN

Fpnbgnn e (R -
Tra b E 0y : ' '2'

RIS RS S 1E
KIS

(R EIT E R | E

Vi AlE T ':‘f-

e O I B

BN

by BN

TRES N DRy N 4R Fi_Afbed 25

BB BN N
iDL,

12 IF
; _'i ::g ‘

1h~| TRERD SEIND 1
Feqeme B 1 mse- 110y SO

SR SRR BN L

Tl Adysiilid

FEIT AR ES, e i)

FEF Changs direction of ball...

Eiaeslaloe LRI C0 Y 3+

Lt

A

EX R

-
w £

Fld et
(YR

nimsEd Lo
Aacrvion 1

of bhall
it

24

lwave hoard. . ..

@l

abaott

o
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A8 L B&CT O THEN 18=-T4&: BA=8

Aaach 1R BA< ] THEN FDs--1De B

G470 [F BAFAL O THEN Tam-[ge RA=]9

SEND BRI )

A%0 REF Check position ot Gadl, 14 1t
has ot reachecd The pottom of
irfies Doarn raeturn to bhall omove
et .

SO0 IF BODULY O THEN 270

S0 SORND L, 14, SO .8

S0 PROT e e

S0 NEXT,

40 PR s

EEO BT po0

GO

STO ODEF FiNmcoe (X%, V92

SE BEM Function To find out character
mosmatron at (X, V)

B0 %= A

FEETR LRI VAR S B A A

RS t?“'\HBh(v!kful AN SRR Y DY O

i) -

A0 TFE OV 128 THEN =04

GOs (L MOD B0

Y 1N

SO0 DEF PROCso 0en

As0 REM Sets up soreen. ..

AT FRINT TARoD Oy Bsias; 01 L5454 TED

P Ml
éabs) R ild== i T 1
YO RN TelE o, B HE s fEr
AT E 3

T NEXY

FROOTRANT VALY D i i i

S PRINT Yano?,. 4 v X LA

e
b
g
-
AN
S
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e PRINT TEakdF,oer L 1L 3 S
s PRIMY O TA o ey T 7 7 7"
RTINS T N St IS S S A Son bl
SO0 FPRIMT Tali7, L4y 0w ? oo
EEEE I T § R 2T C R P I £ g7
'!':«u B i | lﬁﬁ"}.‘hrt)}% (SF EIAUN N A O N O O
HE REES
P R LRI Tk b s amy b b i i i
I L Y
GO0 PRI ITalted, DO BssCHRs(id41)5 ¢
[ETRTETEN SN A O
IO PRINT T, 22 REiUHRE (148"
I'u'\L'in'l'El. e
S0 PRINT TARLL7 .04y " Human: "40 1)
P R TN TAROCET &) "Machines B Eo0 )
oo PRINT TARZZ LIy Eat ] Now s Yy
TEATI I S RN IS U B FS TR B B B H
T S L S AN
fUees
(RS IR I WIS R R S NN T T
PO DR Y= T 1w
Wovor RN TEaBOO, B bR Ass Y
R R
Gl M X
WO N TAaRCLY 3 E A M EY
Sl PROINTT TEaB LS00V EORY
b PRRAIMT TAGIZ0 7 " The Winner di=.."
T VL S LT
Gy DEHRY =0ET
S T Oy FO Y THEN FRENT T The Hu
marn teELOE PRINT P I'he Computer”
PEC RN a7, L TRPRESS ANy KEY O TOY
WEO PRINT TasdT, LY BN AlEsai, "
PO DBLIMY sk
oty = NOFROC
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POV
O350 DEF PROCIHL T
Podgon BREM 14 ERROR ocours. . BEnd Program
ToSo o ERRCE CLS:PFRINT A HRe 418"
EROERAM EMDL L T FRINT AdsCHiRe 14130
FrOERaM END. . L T ERD
oo Bl 0
PO70 REM Set A% to make 2 red bhackgrour
il
T80 Ad=OHive CL 29 UM (L7 2 OHPEE L1
POS0 REM Set B Lo maike vhe bhacloround
Bl e "
LA Beh=miT s LR s ST e
TR0 FEM Toovr Caarsen off
P20 WD 2R EMOT G008 O
LA BRI
R

FOLLOW ME

In this game, you have to duplicate the colour and tone pattern
generated by the computer. There is a catch. At first, you will
have only one sound/colour combination to remember. Then
the computer will add a new combination to the first one, and
play both. You will have to repeat both. Then the sequence will
become three sound/colour combinations long, and you have
to repeat all three . .. and so on.

Use “R”’ for red, “B’’ for blue, “Y" for yellow, ““C”’ for
green, to copy the colours.

Loy BREM Sourid. « JFal b ow Me, .
e REM

SO WEM

”.-".l:l

G0 MODE 3

S
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OGPt

Sl e
PrlCeal e
FROCO spl ay

LA T RUBESE ATTON B

T engd

Fet d]

DU PO sapuar e dnoe
Vol 19, 0 pos, 0,0, 0,0,0
(LS

Vil Oy e

ORI b5 o LS, B0+ 20 %p 0w, DEL /9

e PG T 10XDEL e NFEXT
b HOFRIN,

ukE PR display
FOR =1 TO LEN{AD)
Predtil AMTDE NS, L, £))
vt e craarez o)

I}

VIR it

I =1

DO

L FrGGezi s
b b ECF S (R (40 )
EEERI R BT
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4CN.')
A7
AE0
420
H5O0
S510
=520
S350
540

550

IF G=8Z THEN F1=1
[F G=4LT7 THEN Fi=2
IF G=0% THEN Pl=3
IF G=44 THEN Fi=id
ENDFROC

DEF FROCcheck
L=
FRAINT TARGO, 243" Now Input that la

st sgquence......"

5&0
570
580
590
GO
H10
SZ0

=i+

Gi=Gb |

FROCas=ignA

FROCsquare (F1)

F=Val «MIDS (A%, L, 1)

IF P<2P1 THEN PROCwrono: EMDFROC
PRINT TAB(O,ZOY" HBood. .. Input nNexi

note, ..

HE0

TF LYLEN{AS) THEN GITO 560

H40 PRINT TRE(O,Z0G)" Well done ' — Any

ey to Continue. ..
&H50

HEU

70

ey
&HYO
700
710
T2

DEL=DEL~ (DELL 7172)
¥F2 20 O

DUMMY =GET

ENOF UL

DEF FROCwrong .
FRINT TABR(O,Z0)" Deops ' Wrong—-An

kevy Lo repeat tune"

7RO
teoelid
730
750

IF LEN{ASY 27 THEN FRINT “...But vy
et "ILENIAE) I notes, "
DIMMY=GET

FROCdisplay
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Al FRERT TRE GG, 200 L LSy kev b
S

R R R R B
SO eppcls= TR
BRI S W | TN RSN
Floay
i
et DEF RO Tt
R B B S M A ST RN R AT
RS LR BT EY B Sy
PR g e
e bl e L
B0 enosE Ol S
PO TR

‘j("v'l 1

ey

ECOLOGICAL DISASTER

Here's your chance to make decisions of national importance.
The program explains the starting scenario. See if you can get
the lake to survive longer than 10 weeks.

b BEM Eoonlagical Dilsazter
S R e AL Gold e 158F
TR B

']

RO Mok
ey

o ROV b
Ll

|y REFEAT
350 RO oo
140 FIROCEN
PEAY URTEYL 0
i M0 D

i
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180

190 DEF PROC1oop

Z00 CLS

210 PROCLitleo, ™ Ecological Disa
ster™)

220 FRAINT 7 You sre the president’'s a
dvizoe on nat- aral eresources, . And part

of your job iate stock a new lake in M
chigan with Hich and eels. ..

220 PRINT®"The eels only 248t the fish.
.and the fishare are only eaten by the e
el="

240 PRINT "Vou must select starting nu
mheres of fish and esls which will ensure
the longest .poss=ibie survival of the la
ke- "

250 PRINT  flaletss "PRESS ANY KEY TO 8
TART . w v " '

26O DUMMY =GET

270 LS

2RO PROCEIELe o Ecological Diss
=ter")’

250 PRINT? "7 "Enter the starting No. of

fish.."”

300 INPUT FIGH _

Ti0 PRINT? "7 "Enter the starting Na. of

eels. .

R20 INFUT EELS

330 CLS

40 PROCELE e (00" Fonlomeal Disa
steyr'")

CERO WEEK=O

ol REFEAT

Z70 FOR G=0 TO 30
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U AFECHES L 29+END GV Y THE LAKE IS E

WVIH VTG o v w0 v e

FAEEICI SR W N A IR =S o

400 GDURMG L, 7, O+ LSRG, 2

oy w0

B ST U] o S V1T S S I

40 PRINT TAR(3, 3 "REPORT TO THE N.R.A
a0 FEIND TAabcl, 4 %At the end or weelk
Wb
A0 e p o
Aot GFFLS= (FELES~(FISH/CON) )
40 1F SOMSEFLS)Y=—1 THEN SEEL.S=0
4430 FhL S=FF| S-SEELLS
A0 Y T EM=EL L 0N
EURTIIE G (Rt = T S I U D S = |
GOy U TRt CEEL s 2 w3
o D SsbE e TSl e s R TR 2 ) e LN 2 )
e PRIMET T INTFISHY 8" Fash ¢
S0 PRIMT INT(EELS): Y Eels "
S50 DUMAY =T
SaD UINT L. FELACZ DR FISHL2Z DR EELS>200
P Y I B N TS TR TS TN

VIR B AN

SR TN S o 12 TLN

22

8¢
PRIl .

alo UkEF FROCEnE

PRNSUNINCE] SER THE R I S EN S T Ecological Disa

el

SO0 PRINT® Vit s all aver now, Nabuical
Hecsources fAdvisor ., "

HAO TF WEFK CBESTWESEE THEN BESTWEEK=WEE
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S5O PRINTS T
PEMWEEE ST weebe,
1 TIBESTWERER DY
Evetd DTy =G
G0 S
a0 ENDERROC
HY O
J O
Yoo DEF OPROGCInI L
0 Ol ERRGROLF BERR=LT
REFORT: FRINTIERL
FIOONMDU 2EISHOEN 0808 04
JA0 preadlete=UHRe 129
JEO mewbacks=CMRE 5T
750 vellets=CHRS 121
770 o]l et UMRE 140
S0 flaletss=C RS LA
FOr (ST i )
SO0 ENDEROC
G

|

HEn

e, L L.

Ve Nt b e D, S D
GORD PR DW= TO L d
A FRIMT

elletdidouvietd s
S50 NEXT.

40 ENDFROC

Y

5630

SO DEF PROCe
Vikd 22,7
PRt

IO 27
RARS] L e (0,

RO ND

The |lLake staveo
S0 Yyouur

Abive {or
rest o date

PROCEs FND ¢ ELS

TAB O, DOrNY radl et % newbacEly

Frecrgeain End



APPENDIX:
USING MATH

Here is a summary of the mathematical symbols on your
computer.

Usual symbol: Computer symbol:
+ (plus) -
{minus) -
X  (multiply) g
(divide) /
m" (raise to power) mhn

The mathematical functions are:

Computer  Meaning:

word:

ASN ARCSINE

ACS ARCCOSE

ATN ARGTANGENT

SIN SINE

CcOos COSINE

TAN TANGENT

INT Reduce to next lowest whole number

SGN Sign (returns —1 if negative, @ is zero, 1 if
positive)

ABS Returns number without its sign (so ABS - 5is5)

SQR Square root

LN Natural log

Pl The constant 3.14. ..

VAL Returns the numerical value of a string

DEF FN Defines a function, to be called up with FN
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