





Published in Great Britain by:

INTERFACE,

44 — 46 Earls Court Road,
London W8 6EJ.

ISBN 0 907563 05 8
(¢) Hartnell, 1982

This book is based on material from
ZX81 books by Tim Hartnell,
converted for the VIC 20, with
additional material, by Toni Baker.

A1l programs checked and entered
by Graham Charlton & Mark Ramshaw

All rights reserved. No part of this publication may be reproduced,
stored in a retrieval system, or transmitted in any form or by any
means, electronic, mechanical or photocopying, recording or
otherwise, without the prior permission of the copyright owner.

First printing - September 1981
Second printing - November 1981
Second edition - February 1982
Reprinting, with corrections and
amendments - June 1982
Reprinted - September 1983

Printed in England by Commercial Colour Press, London E7 OHX.



Foreword

The VIC 20 is a special computer, and you need a special book to help you
get the most out of your computer. This, | believe, is such a book.

It will lead you, step by simple step, from the absolute basics of
programming your VIC, introducing you to many of the functions and
commands available in the BASIC language, through the splendid sound,
music and colour possibilities of the VIC, to the point where you'll soon be
writing and adapting programs by yourself.

While the book may just seem to be. a collection of games for the
Commodore VIC — and there are more than 60 games given in the book —
closer inspection will show you that following through the explanation
given for each game, and computer function, will add to your knowledge
of the VIC, of BASIC, and of computers in general.

However, the book has much more than games. If you’re wondering what
to do with your new computer now that you have it — apart from playing
games — you'll find a host of ideas including several which may help you
make a bit of money with your VIC. And if you're a parent or teacher, you'li
find the section THE VIC AS TEACHER an aid in making the most effective
use of the computer in the classroom. Tim Hartnell has outlined some quite
useful routines for educational applications.

The book is a worthwhile resource to make sure you make the most of your
computer. And you'll never feel quite the same about your VIC after
surviving a round of FRENZY, or listening to your computer composing a
symphony.

ZOE SHEPHERD,
London, September, 1981
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Abbreviations

Many of the keys on the VIC keyboard have symbols which cannot be
printed. For this reason, and also for reasons of clarity, the following
conventions will be used throughout the book.

Spaces in print statements will generally be written out in full and in small
letters, eg PRINT “HELLO space” means there is one and only one space
after the O in the word HELLO. Similarly PRINT ““two spaces BYE" means
that there are exactly two spaces between the first quote and the word
BYE. In many cases this convention will be dropped if it is obvious how
many spaces are needed, eg PRINT "BYE BYE THEN" would be preferable
to PRINT “BYE space BYE space THEN",

Graphics symbols are also available from the VIC keyboard. The right hand
graphics are obtained by using the shift key, and these will be written out
as, for instance, shift A or shift Q or shift F. The left hand symbols are
obtained by using the commodore key. These will be written as, for
example, commodore Q or commodore K.

Many of the keys contain control characters which may be used in PRINT
statements. We shall write the word which is printed on the key itself (ie
not necessarily what appears on the screen) in CAPITAL LETTERS,
thus, in a slightly lighter print. For instance PRINT “CLR HELLO" means
the symbol obtained by pressing shift and the CLR/HOME key, followed
by the word HELLO. There is no space between CLR and the letter H — if
one is needed it will be written out in full. Other examples could be PRINT
“RED H YEL E GRN L PUR L CYN O BLU"”, or PRINT “RVS ON
DANGER RVS OFF.”



Introduction

Welcome to this book.

If you work through it with your VIC turned on at the appropriate
moments, you should learn enough about programming to write your own
games programs. If you follow the advice given on “building a library”’
you'll also have a healthy set of neatly labelled cassettes with a choice of
programs to please even your most boring friends.

The book assumes you would like to collect a number of different
programs that work; that you want to know how and why they work; and
— eventually — that you want to be able to create and develop your own
programs. The book explains how the programs were written, developed,
and made more complex and/or fun to run, from a simpler "core”
program. By following through the programming, feeding the games and
other programs into your computer and running them, you should learn a
fair amount of BASIC without even trying.

Before you read the book, | suggest you glance through it to get an overall
picture of the ground it covers. The more BASIC you know, the further
you can read into the book without plugging in your VIC and running the
programs.

The book was written with the idea that you would input each program
when you came to it. This is why, for example, all the HUNT THE
HURKLE-type games are not together. You're most unlikely to want to
input six different versions of the same program in a row. The order of
programs is also dictated by the need to put the simpler ones in first.

Tim Hartnell.




Random Numbers

Turn on your TV, and get the cursor on the screen. Our first program uses
one of the most useful programming aids for games — the random number
generator.

Actually, it is not a true random number generator, but it is close enough
for our purposes. To generate a number between one and, say 10, you just
input J = INT (10 * RND (1)) + 1. If you follow up this line with the
command PRINT J, your computer will display the number {between one
and 10} which it has generated. Notice that when you write a program,
each line must be numbered. The computer executes each line from the
lowest number to the highest.

Try this program first:

ERETORY
+

1 UMEBER GEM
5 3

1)

4

When you run this, you'll find the screen fills up with numbers, between 1
and 10, press the STOP key to stop the program.

There are many things you can learn from this program:

10 PRINT “NUMBER GENERATOR”

This line starts with a line number (as | mentioned before). You can use any
number you like (between 1 and 9999}, but you'll find working in multiples
of 10 or 20 will give you enough room to add new lines in between others if
you need to later. Line numbers sort themselves automatically into the
correct order. When you ran the program, the VIC acted on the lowest
numbered line (in this case 10} and obeyed the instruction PRINT and
printed what was between the quote marks.

Pretty simple, basic stuff. So from this line you have learned the use of line
numbers, and of the command PRINT.

The next line:
20 J = INT(10 * RND (1)) + 1

Lets look at how this line works very closely. RND {1) produces a random
decimal number somewhere between zero and 0.899988.... The (1) in
brackets does not determine the range of random numbers produced,
instead it determines how the random number is produced. We shall look
at this in a minute.



10 * RND {1) is therefore a decimal number between zero and 9.99999. . ..
and this is where the function INT comes in.

INT of a number produces (for positive numbers) the part of the number to
the left of the decimal point, so INT (3.5) is 3, and INT {0.6) is 0. (For
negative numbers INT will give the part of the number to the left of the
decimal point less one, sothat INT{—-0.8) is — 1, and INT {-3.5)is —4).

Now, if 10 * RND (1) is a decimal number between @ and 9.99999. ... then
INT (10 * RND (1)) is an integer {or whole number) between 0 and 9.
Adding one produces our random number between one and ten.

Now look at the first part of the line. This is 20 J =....

This tells the computer to assign the value generated to the integer variable
J. Then when, in the next line, you ask the computer to PRINT J, it prints
the number which has been assigned to J. Don’t worry if you can't
understand this, it will become clear in due course.

The next line:

30 PRINT J; 7

This line tells the computer to print the number which it has assigned to J.
The semi-colon after the J, and after the second set of quote marks,
ensures that the computer will print the values for J one after another,
instead of starting a new line for each one.

Try typing 30 PRINT, J, Using ENTER, put this into the program in place
of the original line 30. Run the program, and you'll notice the numbers
printed in neat little columns. The comma divides the screen up into two
parts, and when it reads a comma, automatically goes to the start of the
next half of the screen. The semi-colon tells the VIC to go on and print the
next J, leaving a space, without starting a new line.

The fourth line of our original program:

10 GOTO 20

The computer runs through the program in order, carries out the
instructions in each ling, and then stops. In this case, when it gets to the
end of the program, line 40 tells it to go back to line 20. It does so, then
runs through the program again, and again finds the instructions to go
back to line 20. It stops only when you run out of screen space.

Now let’s look at the (1) in brackets in line 20. Let's see what this does.

Change line 20 to J = INT(10*RND(2)) + 1 and RUN it again. As you can
see this makes no difference at all. Change it to J = INT (10*RND
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(100)} + 1 and then RUN it — again there is no difference. (Remember to
press the STOP key to end the program). In fact as long as the number in
brackets is POSITIVE {this also means not zero by the way) then RND will
always work in the same way.

Now change it to J = INT{10*RND(0))+1 and RUN it again. Rather
stunning eh? Each “random’” number is the same, and in fact is the same
as the last random number produced. RUN it again, and again, and again.

Add the line 5 J = RND {1}. Now run it over and over again. Each time you
RUN it all of the "random” numbers will be the same, but the value of this
number is different every RUN.

Here's why.
RND (1) {or RND (any positive number}) is different
every time.
RND (@) generates the same number which was

generated last time RND was used.

Let’s look at what happens if the number in the brackets is negative.
Leaving line 5 in place, change line 2@ to J = INT(10*RND(-5}), and RUN
the program over and over again. You see that the number is the same
every time, and even with line 5 in place it is the same every RUN. Line 5
makes no difference, so delete it.

Change line 20 to J = INT(10*RND({—-58)) and see what happens.

RND (—x) first of all re-seeds the random number
generator with x, and then generates a random
number from it.

RND (+x} first of all re-seeds the random number
generator with a mathematical manipulation of
the previous seed, and then generates a new
random number from it. The value of x is
irrelevant.

RND (9} does not re-seed the random number generator
at all, but generates a random number from the
OLD seed.

A useful trick to know is that if you make the first line of a program
J=RND(~TI) then RND (1} will from then on be completely random.

Now, you've learned that a letter, such as J, can be assigned a numerical
value. What is known as a ‘string’ (a letter, or a letter followed by a
number, or two letters, followed by a $ sign, like A$ or BC$) can be
assigned to a word or words {or any combination of letters, symbols and
numbers, but we'll stick to words for the moment).



Clear the RAM with the instruction NEW, and input the following
program:

U U
150 T )

[xx]

45
izi

Try running this program. You'll find the line 20 asks your name, and then
accepts it in line 30, assigning the string A$ to your name. The computer
then uses your name (A$) in the next line, line 40.

The other thing to note about this program is the line 60 which tells you to
press the RETURN key to continue. The string in line 70 (B$) is just a way
to tell the computer to stop and wait for RETURN to be pressed. This
feature is a very useful one in games, and we will be using it time and time
again.

The clear screen facility is very useful here. PRINT "CLR" you will find,
clears the screen of everything that preceded it on the program, but
doesn’t {as will become important later) 'forget’ what has been assigned to
the string, A$. To get the special CLR character in quotes, hold down
SHIFT and press the CLR/HOME key. That is the computer still
remembers your name {A$}, so long as you don’t wipe the program with
NEW or turn off the power, or go back into the ‘command mode’ (when
you can see the whole program listed on the screen, numbers and all).

We can let the computer count how many times it goes around the loop
(that is, how many times it executes the lines 80,90 and 100). Add the
following:

LU BN
LRI

Lt

1
i)

If the variable K% confused you don’t worry. The % sign just means K is
an INTEGER variable.

Integer variables can only store whole numbers between — 32768 and

+ 32767, but they are faster, and need less memory to store. Since J was
an integer we would have called it J% if we'd have wished.
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Now run it, you should find the program prints 31 numbers between 0 and
10 and then stops. It does this by assigning the value of zero to the number
variable in line 76, then adds one to K% each time round {so the first time it
is, in effect, LET space K% = @ + 1, the second time LET space K % = 1
+ 1, the third time LET space K % = 2 + 1, and so on) until K% is bigger
than 3@, when the computer ENDS. This counting and terminating feature
is a very useful one,

IF/THEN; In line 95(IF K%> 30 THEN END) we used one of the
computer's facilities to make a decision, and act on it. This IF/THEN is a
very useful command in BASIC. The form of an IF/THEN line is line
number, IF something (such as IF Z = 30, or IF A = B) followed by THEN
and another command. In BASIC the other command can be anything
(such as a line number to go to, LET S = 2, or END).

Let's get to our first real program.

Simple Decision Makers

input the following:

1@ PREIMT, "DECISION MRKER"
28 FRINT

38 PRINT

49 PRIMT'THIME OF A QUESTION  AMDY
S8 FRIMT'PRESS RETURM FOR A"
pd FRIMTYDECISION OM ITY

78 INPUTGE

Sl J=IHT CS#RMIIL a0

4 IFI=ATHEMFRINT, "YE3s

{@i IFI=1THENFRINT, "HO"

118 IFJ=ZTHENPRINT, "MAYBE"

128 EWD



Run this program a few times. You'll see how the comma in lines 19, 90,
100 and 110 sets the words away from the left hand side of the screen, and
how lines 20 and 30 (with just the command PRINT, with nothing following

it) put a space between the printout of lines 10 and 40.

Now comes the creative bit. To dress up this program, you can do at least
three things: (1) Let the computer ask for, and use your name; (2) Use
"CLR” to make the presentation cleaner, and (3) Allow you more than
one go. Try and amend the program (by slipping things in between the
numbered lines, and/or by changing some lines) until you can do these
three things — before reading on. Cover up the following program until

you've had a go at altering the original program.

This is just an example of how to modify the program.

many other ways to achieve similar ends.

18 PEINT, "DECIZION MERER

I8 FRINT

23 FRIMTHWHAT IS #OURE HAMETY

3@ INFUTRE

48 PRIMTIITHINE OF A QUESTION. 353
38 PRIMTYFRESES RETURM.AMD IV

A8 PRINTYMILL MRKE A DECISION O IT
TE O J=INTOSRRNTCL

g8 IHPUTES

SE IFI=ATHEMFRINT, "/ESY

igg IFJ=1THEMFRINT. "HO"

116 IF I=2THEMFRIMNT. "MEYEE

128 PRINT

138 PRIMT'AMOTHER GO, ;A%

148 JHFUTEE

158 IFBE="YES"THEN4E

176 PRIMTYION, “ A%, " BYE BYE"

186 EMD

There are many,

Note the way the computer is asked to check if B$ = “YES" (in line 150). if
it finds that B$ is equal to YES, control goes back to line 39. There is no
need to put in aline IF B$ = "NO” THEN 169 because the computer moves

on until it comes to another instruction.

There is another refinement we could add to this program. Try and work
out how to make the amendment before you read the program listing. If
you decided you wanted the computer to give you two “NO” and two
"YES" to every one "“MAYBE", how would you amend it? Try to work this
out (changes will be needed between lines 80 and 120) before you read on.

12



If you need five alternatives {two NO, two YES, and one MAYBE), you will
need line 80 to generate five random numbers. For two of these the
computer must print NO, and so on. To save writting IF J = 0 THEN
PRINT “YES”, and IF J = 1 THEN PRINT “YES”, and IF J = 3 THEN
PRINT “NO’" and so on, we can use the line IF J < 2 THEN PRINT "YES".

But what about the "NO’ answer? if you write, for line 100, IF J < 5 THEN
PRINT “NO”, the computer will print 2 YES with a NO underneath if the
number 3 or 4 is generated. You can overcome this as follows:

87 T=IHT(S#RHD1D)
S0 IFTCETHEHPRIMT M YES”
T
118 IFJ=2THEHPRINT"MAYRE"

A little later on we'll work out a more sophisticated DECISION MAKER
program, but for now let's do something a little more interesting — play
Russian roulette.

Russian Roulette

The principle of the game is simple. You have a pistol with six chambers,
only one of which contains a bullet. You spin the chamber, pull the trigger,
and ... either bang, or click. Already you are thinking ""Aha, the random
number generator, one in six.” The only major decision to make is how
many shots you are going to have before ending the game. Enter the
following program, run it a few times, then come back to this book for a
discussion on some of the features of it.

i@ PRIMT"RUSSIAN ROULETTE"

20 PRINT
40 J=f

56 THPUTYRRESS RETURM TO FIRE®;
68 PRIHTII

a8 J=I+i

90 GeINTOSERHDOLD S

186 IFGCSTHENPRINTCLICK?

116 IFG=STHEH14G

126 IFJ=1GTHEM1GE

130 GOTOSE

143 FRIMTVBAHG, ., %)

158 GOTOL46

166 PRINT"YOU HAYE SURVIVEDY
178 EMD

13



Look at line 50 — INPUT “PRESS RETURN TO FIRE”; T$. This first of all
prints PRESS RETURN TO FIRE? on the screen, and then INPUTS T3
normally on the same line. This useful feature saves having to use both a
PRINT and an INPUT statement.

Notice this program uses the GOTO {(in lines 110,120,130 amd 150)
command to either give you another ‘shot’, print BANG... to fill the
screen, or to print YOU HAVE SURVIVED. Remember to pres the STOP
key to end the game if BANG. . . is being printed. Line 4@ sets J = 0 at the
beginning, and line 8@ adds one to it each time you run through until
{unless you've shot yourself} you've been through ten times, that is when J
= 10. Line 120 checks the value of J and either sends you back to 50 or
advance to 160. Now, add the following line to the program and run it a
few times:

el

ot
T
0
Fod
o
ros
=
b

This added line displays the number that line 90 has generated and, to the
right, the number of the run (ie J) that you are on. After you've run it a few
times, erase line 95. Before you read on, try to amend the program {just by
adding lines between the present ones) to allow the program to give you
{a) the option not to play at all; and (b} the chance for subsequent games if
you manage to survive,

and further down:

teg FRIMTEDO YOU WAMT RHOTHER GoO¢
165 IMFUTES
168 IFEE="REL"THERN:

You may well have modified the program differently, but as long as it
works, it doesn’t matter exactly how you do it.

Now, the following is a very important point for the development of games’
programs. The best way |'ve found to work out games is to set up the
‘core’ of the game first {in the case of RUSSIAN ROULETTE, the core
would be the first version of the game). Having set up this core, and made
sure it works, | then proceed to elaborate the game to make it more fun to

play.

You may have felt that the running of the game in its present form is a little
unsatisfactory, and that when line 95 was included (PRINT G,J) it was a bit
more interesting. So add the following line:

95 FRIMTUTHAT WAS SHOT' ;I

Sed R I

14



and run the program. That certainly makes it a bit more interesting. Before
reading on, | want you to try and write a new version of line 95 which will
tell how many shots you've left to reach 10, rather than just telling you the
number of the current shot. One way of doing it:

S5 PRIMNTIO-T;¥SHOTS TO GO0

Now, let us have a second look at line 34. Instead of just stopping when the
player decides not to play, why not let the computer respond more
definitely, say by printing the word CHICKEN to fill the screen. Try and
work out how to do this. For a start, you'll have to change the END
statement in line 34 into a GOTO statement.

One way of doing it:
et IT?*‘“H““THEH19|
ok

This version prints a most interesting pattern of the word CHICKEN. We'll
use this pattern-effect to produce a new program shortly, but for now, add
a few more lines to the program so that it uses the player's name. Once
you've done that, and before you read my version below, try to write in a
line so the computer won't print...SHOTS TO GO on the shot which filis
the screen with BANG. .. This is my final version of the program:

18 PRINT. "RUSSIAN ROULETTE"
28 FRINT

4 ITHFUTPHHAT IS YOUR MHAMEY.RE

27 FRIMT

28 PRIMT

IR FRINTYDO YOU WAMT TO PLAY., ";Af
Iz [WPUTE®

32 PRIMTIM

34 IFBE="RO"THEN | AE

48 J=H&

58 IHMFUTUPRESS RETURM TO FIRE™; TS
TE OPRIMT O

28 J=J+i

SE G=IMTOA#RMOCI

S5 PRIMTRE . " 1@-J;"5HOT S TOOGOn
35 FRIWT

a7 PRIWT

1EE IFGCSTHENPRIMT CLICK

15



PRINT

IFG=5THEMI48
IFI=18THEMI &R

GOTOER

FRIMTYBAMG. .. ",

GaTai4a

FRINT"HOU HAYE SURYIVED

IHFUTCE

PRIMTII"
IFC$="97ES" THEN4G
FRIMT"CHICKEM. .. "
GUTO138

S T O B PO TD S O D o O

O O T i S U R A S
LSRR R N R TR R R O B U T e Y

. STiRE
PRIMT'OO Y0U WANT RMOTHER GO70

Now, before we leave Russian roulette games, we'll look at one final
version that introduces you to a new command, and shows a slightly

different conversational approach:
FRIMT"RIUSSIAN ROULETTE (30"
PRIMT
PRIMT"HI,GUM TOTER
FEIHTY"A PISTOL WITH OME
FRIMT"YOU WILL SPIMN THE
FRIMT"AMD FIRE {8 TIMEZ.®
IHPUTYARRE YO GAME TO PLAY";
FRIMT

IFRS="HO" THEN]RS

J=8

PRIMT"I

00O o T O O P D0 GO DL D e
DI Uy B RN R B L B IR T B B T s I

PRINT
Fa PRIMT
95 PRINWT
196 J=I+1
185 G=IMNT(R¥RMIICL) ) ,
118 PRINT"SHOT HUMEER",T

ot
e
L

IFGCETHEMGOSURLSS
1268 IFG=STHEMZZE
125 IFJ=18THENIZE
138 G0TO78

16
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BULLET IN IT.Y
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FE
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135 PRI

14 PRI

145 PRI

159 PRI

155 PRI A

166 FRINTFE

1e5 GETRE

170 IFRE="G"THEMET

188 [FBE{ISTTHEHIES

185 PRINTYCOMARD. .. "

156 GOTOLLS

195 HeTHTOZ¥RHICL

280 IFH=BTHEMFRIMT"CLICK®
218 IFH=ITHEHPRINT"EMPTY CHAMBER™
215 RETURH

223 PRIMTURAMG. .. "

225 GOTOZZ8

Notice how GET was used instead of INPUT in line 165. GET can often be
used instead of INPUT but only one character at a time may be entered,
and it is not necessary to press RETURN,

Lines 170 and 180 will ensure that the GET line is run again if "G” or "S” is
not pressed.

An interesting point about the GET statement is that it doesn’t wait for a
key to be pressed. The next line in the program continues immediately, and
if no key is being pressed GET B$ will assign the empty string ("' '} to BS$.

You'll notice as you play this that an empty chamber (ie G < 5) gives you
either CLICK or EMPTY CHAMBER, which, as you can see, is generated
by the lines 195 to 215. The computer leaps to 195 from 115 on the
command GOSUB 195.

Lines 195 through to 215 makes up a ''subroutine”. Whenever the
computer comes across a GOSUB command, it goes to the line specified,
and follows on until it comes to command RETURN. The computer then
returns to the line after the GOSUB command. The GOSUB/RETURN is a
very useful feature. We'll be using it again.

You will recall that when you first worked out how to get the computer to
fill the screen with the word CHICKEN that it made quite an attractive
pattern. We are going to loock now at a slightly more developed form of
pattern-making program, which uses the FOR/NEXT loop to limit the

17



Ty ol v

FRINT"
FEINT

FRINT"FRESS AHY COMBIMATION OF & LETTERS ,SYMEOLS AMD SPACES

number of times the sequence of letters or spaces is repeated. We will be
looking at the FOR/NEXT loop in detail a little later.

Pattern Makers

The core of this program is simple. Feed it into your computer and after
pressing RUN, input any six letters and/or spaces, then press RETURN.

ITHPUTR%
CFORI=1T075

PRIMTRE:

MERTT

Fa L BB e
DOCIEAA I S I 08 ]

You can run this program, which is surprisingly effective, using any
combination of letters, numbers and symbols you like. You'll find that one
or two spaces, instead of letters, enhance the pattern produced. Try a few
more patterns, using spaces, letters like M and W, the $ sign, the numbers
6 and 9 and the graphics symbols.

Before reading on to see how | have done it, try to write around the core
program you have to include the following features; (a) a title; (b)
instructions; and (c) the chance to form another pattern without having to
go back into the command mode and press RUN again. Cover up my
version until you've tried your own.

One way (and there is an infinite number of ways you could have done it} is
as follows:

PRTTERHMS"

18



PRINT

FRINTY.,.AHD 1 WILL PRINT A PRTTERH"

THPUTHS

FRINT"T

FORJ=1T75

FRINTAE:

HERT

FRINT

FRIMTTO0 YOU WANT AMOTHER  GO7°
THRUTBS

IFE$="YES" THEHRIHM

FRINT®OK. SEE WOU LATER.,  ARTISTS
EHD

ver WP O T 0 B D0 TR) ke e s O
5 0y OH ST Ry T O I O P

51

This is quite an addictive program. The simplest combination of letters
produces almost three-dimensional patterns. If you set this program up for
one of your friends to try, be ready to wait a long, long time before you
next have a go. For a colour pattern, add the lines

25 OMINTCS#RMDOL H+1G05UR128, 140, 166, 186, 260, 224, 244,

"2

[y

&

1268 PRIMT"8";

138 RETURH

148 PREIMT &

RETURH

FRIMT"M";

RETURH

FEREIMT "W

RETIIRH

FRIMT @Y,

RETURHM

FREIMT 8"

RETURM

F‘EI?"’T“S” ’

RETUREH

FRIMT"M";

RETIIRH

Line 25 means if the random number expression is 1 then GOSUB 120, if
the random number is 2 then GOSUB 140, and so on up to GOSUB 260.

LYo R x R B SN0 |

YRR S I (NI

) g
B S E 3 R B SO &S m X &

[N IV (VIR A L X O SO,

Now look at the subroutines themselves. You will need to use the CTRL
key to get the colour keys. See how easy it is to print in colour.

For a balanced colour program, enter and run the following.

19



18 PRIMT"R CHRESC (22ERMTIC LI 04580,
20 PRIMT"W"iCHR$CCIZERMDCLD 4360
3 PRINTVE" CHRECCIZERRNDCI 04360,
4@ PRIMT'E"; CHRES(CIZERMICLD 1+360
50 PRIMTOMY CHRECIZERMDC L0438
EE FRINT'E": CHR$C(CIZHRMDCL D ) +563 .
7@ GOTOLGE

)

Some of them will be terrible patterns, others rather good.

Try changing the comma in line 60 to a ; You'll want to play with this for a
long time.

You can make the program a little shorter using the DEF statement. Add
LINE 1 as follows:

1 DEFFHRCRI=IHMTC(IZHRMNI(AD ) +562

now whenever you see the phrase INT(32*RND(1)} + 96} in the program
(lines 10-60) replace it by the phrase FNR(1). Whenever the computer
comes across the word FNR it looks at line one which tells it what it means.
We'll be using DEF again.

Building a Library

I hope you've been SAVEing the programs you create as you go along.
There is little point in having to input the whole program by hand every
time you want to run it.

Resist the temptation to put all your programs on one cassette, one
program after another. The frustration you'll experience searching through
the tape (even if you've identified each program with a voice label) to find a
particular program is just not worth the trouble. Go to your computer
shop, or buy by mail from one of the many companies that advertise in the
personal computing magazines, and get a set of C-12 cassettes. Put just
one program on each cassette, with two copies of each program on each
side, just in case something happens to one of the copies and you find it
difficult, or impossible, to LOAD,

Write the name of the program on the cassette, and on the cardboard
insert. You'll find this makes it very easy to find the program you want, and
as your library builds, it will give you quite a feeling of accomplishment to
see ail those programs ranked side by side. It will impress your friends as
well, who will believe after visiting you, and playing with your computer,
that you're some kind of natural computer genius {(which you probably
are).
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Review

Let’s review the ground we've covered so far;

The use of the random number generator J = INT(X*RND(1})}
+ 1

The output statement PRINT

The use of, and ; in PRINT statements

The control statement IF.. . THEN. ..

The use of strings (A$), including the use of a string to stop a
program until RETURN is pressed

The statement GET

The symbols < and >

The operator AND

The statement END

The statements FOR.. . TO/NEXT

The form and use of a “counter’’ to limit the number of times
part of a program is run through

How to develop a game program from the core of it, to make it
more elaborate and interesting

Subroutines (with the commands GOSUB and RETURN)

How the sequence FOR...TO.../NEXT, and PRINT can be
used to generate pattens.

We've come quite a long way in a short time. Make sure you understand all
the preceding material before going on.

For/Next

You'll remember when we wrote the first PATTERN-MAKER program, we
used (in line 20} FOR J = 1 TO 75, and (in line 40} NEXT J. We will now
have a look at the use of FOR/NEXT loops in some detail.

First, input the following program:

18
£
40

J=0
FRIMT"J=";1
IF J=1@THEMENT
J=J+1

GOTO2E
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Run it a few times, then clear the memory and input the following
program, which uses the FOR/NEXT loop:

16 FORI=1TO12
28 PRIMT"J=",T
38 HEXTJ

You can see that running this program produces exactly the same result as
running the preceding one, although this second program is only three
lines long, two shorter than the first program. It is not always possible or
desirable to use a FOR/NEXT loop as a "'counter”, but because it uses less
memory than the J = J + 1 approach, it should always be investigated.

When you run a program with a FOR/NEXT loop, the computer goes from
line to line after the FOR statement until it finds the NEXT command, when
it reverts to the FOR line. You can place one {or more) FOR/NEXT loops
inside another.

if line 10 had read FOR J = 1 TO 5 then 5 numbers would have been
printed. if it had read FOR J = 1 TO 20 then 20 numbers would have been
printed. If it had read FOR J = 1 TO @ then no numbers at all would be
printed, because control would jump straight away to the line after the
NEXT J line. Leaving line 10 as it was add the following:

22 FORK=1T02
25 PRIMTK
27 MEXTK

Run this. It is important to make sure that each loop nests neatly within
each other loop. That is, if you placed the NEXT K command after the
NEXT J, so the loops cross, you get a rather unsatisfactory result.

Finally, here is a remarkably effective double FOR/NEXT loop program:

S PRIMT"WOUR MAME IM LIGHTS"
FORJ=1TD&

PRIMWT. "(PUT ¥OUR FIRST MAME HEREX":
FORS=1TOS2

PRIMT"&";

HEXTS. J

EHD

I e 0O PO e
SISy D T T

This is a good program to run for your egocentric friends. Note that in line
50 NEXT S,J is the same thing as NEXT S followed by NEXT J.
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Flipp'n a Coin

The computer can be used to simulate a huge variety of things, from the
growth of plants to the effects of bumps on the road on motorcycle
suspension. We are going to look at a more homely example of simulation:
flipping a coin.

Input the following program, and run it:

18 FRIMT"Z  COIW FLIP-1®

28 I=IHTC2HRMDCL YD

3R IFI=1THEMFRIMT "HEATLS®
48 IF J=GTHEMPRINT"THILS"Y
58 END

Once you've run this a few times, amend the program as follows:

FRINT']  COIM FLIP-Z®
J=IHTCZHRNDICL 0 3
IFJ=1THENPRIMT "HEADS"
IFJ=@THEMPRINT " TRILE"
PRIMT"TO FLIF AGAIM FRESS F©

2 Y LT G ) e
£5% 00 05 70 R S T O

THRUTAE
FE IFA$="F"THEMRUN
& EMD

You can run this until the screen is full. Although there will probably be an
imbalance in the numbers of HEADS and TAILS, the longer you run the
program, the more the ratio of each should approach 1:1. If we knew how
many times we had flipped the coin, it would make it easier to work out
how many HEADS and how many TAILS the program had printed. It is
fairly simple to amend the program to do this. Try it yourself, before
looking at my version.

18 k=1

28 PRINMT"Z  COIM FLIP-3"

IR J=IWTCZ#RMDOL 00

48 PRIMT'FLIP MUMBER"E;"IS ")
56 IFJ=1THENFRIMT"HERDS"

&7 IF J=ATHEMPRIMT"TAILS"

7@ K=K+1

aa PRINT'TO FLIF RGRIM PEESS F"
a8 THPLTAS
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A

IFA%="F"THEMZ2E
FHT

- 53
b
XA

ol Tl
5 1

Once you've run this a few times and added up the HEADS and TAILS,
and then worked out what the ratio of HEADS to TAILS is, you will
probably have realised the computer can do all the work — flip the coin,
count the heads and tails, and then manipulate this result as you choose.
Let's try a more complex program:

18 H=8

28 T=R

28 K=1

4@ PRIMT"D  COIM FLIP-47

50 J=IMT{Z#RNDCI

f8 FEIMT'FLIP HUMBER";K."IS ",

7A@ IFI=]THEHPRINT"HERDS"

28 IFJ=ATHEWFRIMT"TAILS"

36 IFJ=1THENH=H+1

188 IFJ=8THEMT=T+1

116 PRIMTOUT OF*KGYFLIPS YoU HAVE™
126 PRIMTH, "HERTS AMDY.T:"THRILS"

128 k=k+i

146 PRIMTPRESS F TO FLIP AGRIM®

145 INPUTAE

158 FRIMTHIT

168 IFA%="F"THEM4G

178 PRIMTUTHRMKS FOR FLAYING. BYE"

1ea sToR

You will find that adding PRINT statements for lines 105, 186 and 107 will
make the program easier to read. Now, we could use a FOR/NEXT loop to
tell the computer in advance how many times we wanted to flip the coin,
and then we could leave it to do the work. For practice, I'd like you to
produce such a program, which also asks the player at the beginning how
many times he or she wishes to flip the coin. | am not going to give you a
sample version of this because | think by now you should be able to write
such a program easily. What | am going to give you though is another
version nf the program, that gives approximate percentage breakdowns of
heads and tails. First write your program using the FOR/NEXT loop, SAVE
it, and then have a look at my final COIN FLIP program.

18 FRIMT"] FLIF-A-COIM"

26 H=f
28 T=a
46 K=1
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JEIHTC2HREMD L
FRIMT
FEINT
FRIMT"FLIF HUMBER";K."IS ™)
IF =1 THEMFRINT "HERDE"
IFT=ATHEMFRIMT"TAILS"
IFI=1THEMH=H+1
IFI=0THENT=T+1

FRINT

FRIMT

FRINT

IFK=1THEM138
A=IHT 1 0GEH A+ 5

B=IHTC 10T K+, 50

IFA+EC 1AETHENR=R~]
PRIMT"IN" K2 PFLIPS YO HRWVE®
PRIMT"RPROR, "SR YE TRILSY
FRIMTPAMD" iR "8 HEMDS®
PRINT

FRIMT

FRIMT®PRESS F TO FLIF AGRIM®
K=l

IHPUTAE

FRINT"

IFA$="F"THENSG
IFK=2THEM13S

PRIMT

PRINT

L

FRIMT"YOU FLIPPED THE COIM", K-1;"TIMES:-"

FRINT

FRIMTUHADI™;A; "4 HEADSY
FRIMT

PRIMTYAND" B " TRILST
PRINT

PRIMT

FRIMT

FRIMT

PRINT

FRINT'THAMKS FOR PLAYIMG.BYE"
EMD
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There are few pints you can learn from examining this program. Up to line
100, there is nothing new. Line 110 (IF K = 1 THEN 150) bypasses all the
percentage computation, because there is no need for it if you have only
flipped once. Lines 111 and 112 multiply the numbers of heads and tails by
100, then divide by the total number of flips.

Line 113 adds the two “percentages’ together, and if they equal 101
{which can only happen if 100*H/K happens to be something point five) 1
is subtracted from the HEADS’ percentage, just to make the two
percentages add up to 100. Line 180 (IF K = 2 THEN 195) is used if the
player decides to stop after two flips. The information given by lines 185 to
189 is only of interest if the coin has been tossed three or more times. Line
195 is just a friendly way of ending.

Whenever you have room in the memory, it is a good idea to make the

program more “user-friendly”’ and make the “conversation’” as natural as
possible.

Number
Crunching

The programs we've worked on so far have ignored the great, and
fundamental ability the VIC has to work with numbers.

Input this program into your computer:

18 PRIMT*TIMATHS DEMOMSTRATION"
i5 PRIMT

28 IWPUTUGIME ME H MUMBER™.H
25 PRIMT

38 FRIMT"A SECOMD MUMBER,PLERSE®
35 INFUTR

46 IMPUTUAMD OHE MORE":C

45 PRIMT

S8 PRIMT'S0MA

@ PRIMT'MULTIFLIED BY":B

78 FPRIMT'DINIDED BY",C

o@ PRIMTVEQUALSY; A%EAC

N
o>}



Run this through a few times, with different values for A, B and C. Notice
how, in lines 50 to 80, when using PRINT, the computer substitutes the
values assigned to A, B and C. It prints the number rather than the letter.

Now, change lines 50 to 80 as follows:

1'F—H—_:,'| B4l~F3
RIM

Ry %)
N
&
-4

=y LR

»x]
AN

P,

B

Run this a few times. We can use a program of this type to do practically
any maths problem, no matter how complex. We'll use the basic
mathematical ability of the computer to produce a rather interesting
demonstration program you can run next time you have a couple of friends
around.

18 PRINT"TRHUMBER JUGGLE"

38 IMPUTPMAME OF FLAYER" RS

15 WQTNT”T“'Hf‘” PLEREE"

T@ FRIMT"THIME OF B MUMBER AMNIY

@ INMPUY '.L'U_u.s 179

1200 PRIMTOIROM " A% ", AND FIVE"

125 IHPUTDE

138 PRIMTYIITHEM A SEVERY
145 PRIMTUARMI TYPE

145 THRUTHRESULT™ A

158 K=0A+2072

186 FRINTUTHOUR HUMEER" . RE: 7 WAZT K

Now that did not, perhaps, seem very startling, although it is fairly
impressive the first time you try it on someone. Note how the strings C$
and D$ were used to stop the program until you pressed RETURN, how
CLR was used to clear the screen after each instruction, and how the final
line {180) used the name string {A$) and the assigned variable (K} to print
out your answer.

Before you read on, work out a way of letting the program give you the
chance to have another go. Type your version in at the end of the program,
and see if it works. One way would be as follows:

206 PRIMTTAMOTHER GO ".R%
285 IMFUTZF

21"3 ‘F"‘,‘,—.—H l:'e: i |HEXJ l?_

276 EMD
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Once you've run through this program a few more times, you're probably
pretty bored with it. Remember that a computer can, within the limits of its
memory, store a great deal more information than just one simple
mathematical manipulation. This game program becomes a great deal
more interesting when you interweave a second set of instructions into the
first, so a second player can ""think of a number” and so on, at the same
time as the first person is doing so. I'll list the whole program.

18 PRINT"THUMBER JUGGLE"

28 PRINT

30 PRIMT"MAME OF FIRST PLAYER?®

48 IHPUTR#

45 PRINT

58 FRIMT"NAME OF SECOWD PLAYER?"

&8 IMPUTER$

&5 PRIMT"ZFIRST ";A%

78 PRINT"THINK OF A HUMBER AMI"

75 PRIMT"DOUBLE ITY

g6 PRIMT

g2 PREIMT"AMD YOU "iR$

25 PRIMT'THINK OF A MUMBER AS  WELL"
96 IMPUT"AMD ADD SIK TO IT":C#

168 PRINTUIRHD "iB&:"."

118 PREINT"I WAWT ¥YOU TO MULTIPLYYOUR HUMBER BY THREEY
115 PRINT

118 PRIMT"RHD YOU ;A%

128 INPUT"RDD FIVE",D#

138 FRIMT"JRALE0 ";R%

135 PRIWT"SUBTRACT SEVENY

146 PRIMT"AHMD TYPE IM THE RESULT"
145 IMPUTH

158 FRIMT"; B#

153 PRIWT"I WAMT ¥YOU TO SUBTRACT®
168 PRIMT"FOUR THEM. TYPE IN YOURRESULT™
178 K=(A+2:/2

175 IHPUTR

188 L=({B+43/30~5

135 PRINT"IWOUR HUMBER. ") R$. "WAS" K
198 PRIMT

195 PRIMT"AMD YOURS. " B, "MRS",L
88 IMPUT'AMOTHER GO":Z4

218 IFZ#="YES" THEMGOTORS
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2153 FRINT"I

228 FRIMTOOK, ";RE:" AMD "B "THRMKS"
225 PRIMTUFOR PLAYIMG.EYE..BYE..®

238 FORI=1T01068  NEXT

248 GOT0EZR

Try this out with a couple of friends, and watch their reaction. | want to
introduce you now to a little trick which can add a lot to games programs
{even though it will probably horrify computer purists), The VIC works
very, very quickly. So quickly, in fact, that its responses appear to be
instantaneous. Although this is fine for "serious” use of a computer, it
detracts in some measure from games. You'll find that games are more
interesting if the computer appears to be “thinking” between moves,
rather than responding as soon as you hit RETURN. So, we can introduce
a subroutine which will slow things down a bit.

Add the following:

248 FORI=1T05680
256 HEXTJ

255 PRINT Y

208 RETURM

Now, go through the program, and change all the lines which have the
instruction PRINT "CLR" to GOSUB 240. Now, run the program again.
Notice how much more effective this seems, with just the right delay for
the computer to “think and reach a decision”. You could have other
numbers in line 240. Tryitas FORJ = 1 TO 20000. You'll find this delay is
far too long. So long that you'll get irritated, Try other numbers, until the
delay seems about right. You can use the subroutine delay in any games
you like. As an exercise, try adding it to an earlier program, like RUSSIAN
ROULETTE, and seeing if this adds to the playing of the game.

The general form of a ""game delay”:

Line number FORX =n, TOny

Line number NEXT X

Line number PRINT "CLR”

Line number RETURN (if the delay is a subroutine)

As a general rule, you can insert a delay subroutine whenever you would
normally clear the screen.
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Writing a Program —
Some General Thoughts

Most books on programming suggest you start by drawing up a
"flowchart” — a pretty combination of circles, diamonds and slanting
rectangles — which sets out the path and operations the computer will
follow to execute a program. In theory, this is fine. But in practice, the time
and trouble involved is probably not worth it.

It is, however, essential to know exactly what you want the computer to do
before you start creating a new program, even if you're not quite sure how
you are going to get the computer to carry out the task.

Sometimes a rough sort of flowchart — just writing down the main steps
the computer will take and then linking these by lines and loops — will help
to clarify your thinking. This is also a good way of spotting potential
problems, like the danger of setting up infinite loops, or of not specifying
the nature of the computer’s decisions exactly.

For what it's worth, | work as follows:

Having worked out the general idea for a game (like “'player thinks of an
animal, computer tries to guess which animal”) | then just think about the
idea for a while. | might not write anything down for even a day or more.
Usually, this "thinking time"" allows me to work out roughly how the core
of the program is going to look. Next, on paper, | write down this core,
starting with line number 10@. This ensures there is plenty of room at the
start of the program to add a title and instructions, define constants, set up
arrays and the like.

The next stage is to feed the rough program into the computer and see if it
does what it is meant to do. Often a far more elegant method than the first
rough version is found at the keyboard, but this would probably not have
been discovered if the written version was not tried first.

if you're working on a fairly simple game, or are adapting from a magazine
or book, it is just as well to work directly on the computer, but keep a
notebook handy to record things like the fact that, for example, string A$ is
for the player's name.

If you're writing a program direct on the keyboard, and you want to add a
subroutine which will eventually be at the end of the rest of the program,
give it a very big number (like 5000). It can easily be renumbered afterwards
{and the GOSUB command changed). This is simpler, and more elegant,
as well as using less memory, than having to use a GOTO to jump over.a
subroutine which has been given too low a line number.
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If there is a phrase that you'll need the computer to print at several parts of
the program, such as “THE SCORE AT THIS POINT IS”, assign a string to
this phrase as soon as you realise you're going to have to place the line in
several places in the program. A lot less memory is involved in the line
PRINT B$ apparing six times, than in six of PRINT "THE SCORE AT THIS
POINT IS”. If the information to be included several times is longer than
one line, a subroutine is probably the most memory-efficient device 1o use.
Later on this book looks at a program which makes use of a large number
of strings for phrases which are used over and over again, and when you
come to the game, you'll see how efficient a process this can be.

Extra-Sensory
Perception

The next program we will look at uses the computer “‘greater than” and
“less than' facilities to compare two numbers, and then makes a decision
on the basis of whether one number is less than, or greater than, the other.
This program also makes use of many of the things we’ve covered so far,
including the IF ... THEN, the counter and the random number generator.

input the following program:

18 FRINT"IJGUESS MY HUMEER"

26 PRINT

4% FRINT"WHAT MUMBER,BETWEEW  1AMD 162"
46 PRINT'AM I THIMKIMG OF7"

S0 J=IHT(LGOHRNDE LD 1+

55 G=0

56 S=5+1

7@ IHPUTA

75 IFJ=RTHEN1@S

88 IFRCITHEMFRINT"HIGHER"

85 IFA>JTHEHPRINT “LOMER”

96 IFSCITHENEE

5 GOTO128

185 PRINT"YOU ARE RIGHT I WAS  THINKING OF ;7
118 30TO144

126 PRINT'TIME 13 LP® LIFRINT"T MAS THIMKING
143 PRINT"DO YU WANT AHOTHER G0°

145 IHPLTHS

156 FRINTYI

155 IFH$="YES" THEM4S

168 END

31
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Notice how the core of the program {lines 50 to 95) make the decision on
what the computer is to do next.

It is possible to dress the program up a bit, by giving the computer your
name, and — as you’ll see — giving it the ability to award the player a
random payoff if the number is guessed correctly. Try this new form.
Some of the original program remains, but certainly lines have to be
replaced, and others added.

-
=

COr =3 = Ol CRCR P e e 03 a0 I T
S LA S CD LR O CH D N T LI

[ 75
N

FRIMT"OGUESS MY NUMBER®
FRIMT

PRIMT

FRIMT'HILWMAT IS YOUR MAMET!
THPUTAS

PREIWT"

PRIMT'"WHAT HWUMBER. BETWEEM 1AKWD 148.AMY
FRIMTYI THIMEIMG OF. " Rg 020

J=IHT (1 BOFRND(1 3 0+1

S=f

S=5+1

HRLUTAH

IFI=ATHEN 101

IFRCITHENPRIMTYHIGHER"

o]



TFAZ ITHENPR INT " LOMER

IFE ETHEMED
GOTOL38

E=THTCRRRHICL

FRIMTUYES 1 WAS THIMKIMG OF “:J;¢" I HEREBY

RWARD 70U THE TITLE OF";

[FE=BTHEMFRINT "SMART RLEC OF THE YERR,".A#
[FR=1THENPRIMT"MASTER OF E.5.P. " A%
IFK=2THENFRINT " JERK OF THE KEYROARD ;A%
GOTOL4E

PRIMTYOU RRE wTWDTﬂ PA%. T WRSY
PRIMTUTHIMEING OF":.

FRINT

PRIMT*DO YOI WAMT AHOTHER GDY

THPUTHE

FRIFTHI

IFHE="7ES" THEMATG

FRIMTYTHRMES FOR PLAYIMG "iR%

EMD

When you run this program, you'll find the lines 105 to 120 may wrap
around to the following line when printing. This is not a good feature. As
an exercise, try and rewrite this section so the lines print separately, so you
do not run the risk of having a word cut in half, with one half on one line,
and the next on the other.
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Kill the Chopper

It is possible to use a very similar core to produce what appears to be a
completely different program. Input the following:

18 FRINT"CHOPPER™

28 PRINT

38 PRINT

46 FRIWT"R DERDLY CHOPPER IS HIDIMG"
45 FRINT"1 OF 1s TREEG®

S8 FRINT
5o PRINMT
8 THPUTPYOU OMLY HRVE & SHOTS. OKYAf
PRIMT"
G=@
J=THT LSRRI 10 0 +1
FRIMT'®  &"

FRINT'Y # & 47
FRIWMTYS O 3 &

FRINT"===="

FRINT & #"

FRIMT

PRIMT

PRINT"GUESS THE MUMBER OF  THE TREE"
PRIMT"/OU WANT TO SHOOT ATH
G=0+]

THPUTH

’-' P I ’.\JT 1 "’JU

IFM=JTHEMZZG

IFG= ﬁTHEHiSf

FRINT

FRIMT

IFMCITHENFRINTHTRY TO THE RIGHT"
IFMXITHEMPRINTYTRY TO THE LEFT?
TFGCETHENRS

FRINT"AARARAARARRGH. .

FRIMNT

FRINT

FRIMT'HE MWAS BEHIMD TREE HUMBER" : T
EHI

|
A3
Ft
=
_.|
;3
3..
yot
)
Y2
im
k"‘i
;-‘i";
i
2
=
(o]
[y
L]

ol T 00 P rob 1od peb ek ok Jed b ped peb el Gk fed fede ped Meb et b pen L UL OO0 OO ] M)
el U RN IR Ry RN Bl SR S IR S CUR L R I R | J CNR CO CACRE OO O o 00 o T 1 I B o B on ]
o CF T OH Sy CHO MR N s N 5 Ol R 0 S D On O on sy

¢

w
>



FRINT, "GOT HIMY

PRIWMT" #@ 3¢

PRIWT., "GOT HIM®

F’P-.I""!T” _j::_i: %3:

FRINT

PRIMT

PRIMT

PRIMT"FRESS 2 FOR AMOTHER GOY
FRIMTUOR 4 TO CHICKEM QUT™
GETTS

IFTE="2"THENTA
IFTHCS AN THENZER
FRIMT" . "CHICKEN"

EMD

DR NI | B B IS | A B LSRR SR | B

[CRTR VIR OV I DO TN I L T LR OO S ORTE LR O LW T OO
G g ot e O O ON S D) 000 TU) D T

The idiotic appearance of the ““chopper” was chosen at random. (it was
named after my dog.) Make up your own name and appearance for your
beastie (making sure its “dead” version looks vaguely like a deflated
version of the live creature). You can also alter the value of J (the number
of trees) and/or G ({the number of shots you get before being killed).

This framework can also be used for, say, vultures hiding in nests,
poisonous snakes in holes, or even unfriendly aliens in space, lurking
behind asteroids. The "conversation” parts of the program can also be
altered to what ever form you choose.

A little gimmick you can add to this (and any other program you like
assuming you have enough money for it) is to get the program to ask the
player's name. You work out a subroutine which ensures the computer will
only play with you (or with people fortunate enough to share your name).
if any other name is fed in when the computer asks who is playing, it goes
straight to END. As an exercise, work out such a subroutine and add it to
your version of CHOPPER.

Now you’'ve probably thought you could produce a better looking beastie
than the CHOPPER of mine. Enter and run the following program, to see
just how many graphical alternatives you have:

18 FORJ=96TO127

28 PRINTJ:™ ";CHRECI), T+64:" "ICHRE(I+E40
30 FORM=1TO2000: NEXKT

4@ HEXT
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You can slow the program down even more by holding down the CTRL
key while running.

As well as seeing the different symbols you have at your disposal (all
created by PRINT CHR$(X)) you can learn from the above program two
things:

1 In line 30, you can join two lines together with a colon; and
2) You do not need to add a variable name after NEXT (lines 30
and 40)

Now, re-write CHOPPER using your own choice of graphics to create a
better looking deadly monster.

Days of Our Lives

Let's go back now to number-crunching, and have a look at a program
which gives interesting (and sometimes scary or absurd) information on
how long the player has to live. A little later on in this book is a program
designed to give a proper look at life expectacny, but that program is a little
more complicated for now. This program — DAY OF OUR LIVES -
produces a pretty good demonstration of your computer, and the less
mathematical of your friends will be convinced, yet again, that you are
some kind of genius.

What the program does, in essence, is work out approximately how old the
player is in days, and compares this with average life expectancy (67 ¥
years for males, 74 %2 for females). it also assumes the player sleeps eight
hours a night. Input the following program and run through it a few times.
Then read the discussion which follows the program listing.

18 PRIMT"JDAYS OF OUR LIWES®

28 PRIMT

38 FRIMT"HI WHRT IS YOUR MAME"

35 IMPUTRE

46 FRIMTI0K,LETS MWORK QUT SOME®

58 PRIMT"IMTERESTING THIMGS RBOUT YOU " A%
55 IMPUTES

fd PRIMTTHOW OLD ARE YOU IM YEARS"
65 THPUTA

78 IHPUT"AMD MOMTHEZ".

80 X=365¥A+30#%B

S8 PRINT"HOU ARE "0k

35 PRIMT"DAYS OLD A%

168 PRINTUARE YOU FEMALE"

185 IWPUTDE



118 FRIMTY

115 IFD$="YES"THEHLIZO

128 Y=24L37-4

185 GOTOL135

13@ W=27132-%

135 PRIMTRE: ", YO HAVEY

138 PRIMTY" DRYS®Y

138 PRIMT"TO LIVE~BRSED O STATISTICE"
148 IMPUTES

158 PRIMT*IIOU H
168 INPUTYDAYE 3
178 PRIMT"TRHD W
175 PRIMTVHEEKS
186 IMPUTGE

{3@ PRIMTUIIS THERE AMYOME ELSE THERE WHO"

195 PRINTHWOULD LIKE B GO

193 PRIMNTAS

2AE THPUTHS

218 IFH$="YES"THEMRUH

215 PRIMTYOK EBYE.".R¥$

228 EMD

If you were thinking about what you were entering into the computer, you
probably have a pretty good idea of what each line and command was for,

but, if not, look at it on your screen and follow through this next section,
line by line with your program.

AR":F¥%
L SLEEP FOR ABOUT"  THT Y 210
F YOUR"," REMAIMIMG LIFE"

AYVE SLERPT FOR RBOUT " THTOXA30
0F

1l

a

First of all, of course, the program got your name (A$), then stopped at
line 5@ waiting for you to press RETURN in order for the program to
continue {and clear the screen at line 60). This stopping of the program, as
you learned earlier, does not do anything, but makes the program much
more interesting to run than supplying all the information at once.

The program obtained your age in years {A) and months (B), then worked
out what this was in days (line 80, which assumed there were 30 days in a
month). Next, in line 90, the computer told you what this figure was (X).
The question in line 100 — ARE YOU FEMALE? — is needed because
males and females have different life expectancies. If D$ (the answer to the
line 100 question) is YES, the computer goes to line 130, where it subtracts
your age in days from the life expectancy (74 ¥ years converted to days)
for females born after 1961 (it is only half a year less for females born
1951-1960). If the answer is not YES, the computer moves to the next line
(120) and subtracts your age in days from 24,637 days, the life expectancy
for males born after 1960 (again, it is half a year less for males born
1951-1960).

37



Line 135 prints how many days after are left. Lines 150 and 160 give the
number of days slept so far {your age in days, divided by three), assuming
you sleep eight hours a night. Then the computer takes your remaining
expected days (Y}, divides this figure by three (to get the days spent in
sleep) and then divides this by seven to convert this figure to weeks.
Actually, as you can see, the program simply divides by 21 {ie 3 x 7).

Lines 190 to 210 ask if someone else wants a go, and if so, goes right back
to line 30, where the string A$ is ready to be assigned to the new name. If
there is no-one else to play the computer proceeds to the end of the
program.

If you feel like experimenting, there is no reason to stick with the program
as I've written it. Let it ask, for example, if the player is male (changes lines
100 to 130). Instead of the somewhat unimaginative farwell {line 215) you
might wish to put in some mournful line like:

WELL, A$, | GUESS YOU'D BETTER RUN OFF AND MAKE THE MOST
OF THE Y/30 MONTHS YOU HAVE LEFT TO LIVE.

You could also, of course, add a delay subroutine everytime CLR appears
in the program. By all means experiment with the program, and put your
own personal stamp on it. By doing this, you'll gain far more knowledge
about programming than you will just by feeding in the programs in this
book, line for line, and then leaving them this way.

If you'd like to work out a whole new program based on the core of this
program, feed the tollowing program into your computer, and then work
around it as you choose.

i8 FRINT"THOW QLD RRE YOI IH YEARS

15 IMNFUTH

28 IHPUTYAMD MOMTHS" R

28 H=IZ6TER+30%R

48 INPUT"ARE Y0OU FEMALE".A%

S8 IFAF="YES"THEHBE

AR H=24837-4

T GOTOSE

88 Y=27132-%

9 FRINTIWOU REE", X, "DAYS OLT AMD®

196 PRINTHRVE RBOUT":Y."DAYS TO LIYE.®

118 PRIMTPBASED OW STATISTICSY

128 PRIMTYOU HAVE SLEPT FORY,"ABOUTY; IMTOXA3
138 PRIMTHDARYS S0 FARR."."RAMD WILL SLEEP®

148 FREIMTUFOR ABOUTY  IMTOY 215 "HEEKS OF

158 FRINTYOUR REMAIWIMG LIFE®
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Toying with the Muse

To make a change from working with numbers, here is a program that —
after a fashion — writes poetry, Most of the poems it comes up with are
pretty awful, but from time to time you'll get a real gem. And even the
worst efforts of the computer are not as bad as some modern poetry
published today.

The heart of this program is our old friend the random number generator.
Input the program as it appears below, and run it several times. Then read
the notes that follow the listing. {Note that there is a space just inside the
quote marks in the “seed-phrase” lines following the command PRINT.)

IMPUT"SERSITDE POETRY" A%

FRIMT"

FORI={TOLG+INT (1 1#RHMDCL 22

J=IMTC21#RNDCL 3 0+1
IFJCETHENPRIMT (FRIMT
IFI=3THEMPRINT". .. ")

IF J=ETHEMPRIMT " SUN"
IFJ=PTHEMFRIMT"SRHD"Y

IF J=RTHEMPRINT "SERGULLS"
IFJ=STHENPRIMT"HRYES ")
IFJ=18THEMPRINT"ROCKS "
IFJ=1 1 THEMPRINT "SERWEET ")
IFI=12THENPRIMT "HOT
IFI=13THEHPRINT"GRITTY ":
IFJ=14THENFRIMT "BEATING. BEATIMG ™)
IFI=1{STHEHPRINT "HRRSH i
IFI=15THEHPRINT"HOURS PRSSIMG *;
IFJ=17THEMPRINT"ECHOED OWER ™)
IFI=12THEMPRINT"BRIGHTLY DREW "
IFI=13THENPRIMT "DRERMLY ERSED .
IFI=2BTHEMPRINT"SHADOWED OWER
IFI=21THEMPRINT*YET RGRIN

MERT
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Note you can use ? instead of PRINT.

When you run this, you'll be quite pleased (or at least | was when | first
wrote it) to find out how often, just by chance, quite attractive poemsl!)
are written by the program. The decisions on where to place the
semicolons (;), which tell the computer to print the next wards on the
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same line, were made partly by running the program, and just seeing how
the words fell, and also by the general decision that half the nouns {such a
SUN, SAND and SEAGULLS) would end a sentence, that is, would not be
followed by a semicolon. | also decided that adjectives (as in lines 130 and
160) would always allow for a word to follow them, and that about haif the
other "seeds” (lines 170 to 220) would do the same.

By looking at the program listing you'll see the lines 50 to 220 make
decisions, based on the random number generated. Line 60 ensures that,
just under 5% of the time, ”"..."” will be printed. Line 20 prints two blank
lines, just under 15% of the time, and the other lines direct the
hardworking computer to print one of the "“seeds” just over 80% of the
time. The proportions were worked out by running the program over and
over again and adjusting the lines until — the majority of the time — a
pleasant poem layout resulted.

The kind of poem the program writes depends, as you can see, almost
entirely on the words placed in the PRINT lines. The best way to decide on
the words to go in the PRINT statements is to pick one topic, and then
make every word and phrase relate to this topic.

The original POETRY program was written when | was on holiday, and
after producing about 20 SEASIDE POEMS, | decided to input some words
and phrases about the city where the program was written. The changes in
the program produced some remarkably effective poems (plus a generous
crop of duds). If you want to see how it works, change the lines using the
following words:

18 "SALZEURG POETRY"
gu "BRROGUE TOWERS
98 "MOUMTAIM WISTRS
1@ "MUSIC BY MOZART
118 "FORTRESS "

126 "COBELED STREETS "

138 "TIMELESS 7.

4@ "BELOVED "

158 "MEMORIES IH HE "
1R8 "STERDFAST "5

iFR PTERDITIONS RELIVED ™.
186 "ECHDEL i

198 "COPPER DOMEZ V.

DEE CDREAMIMG

218 "SHRDGHED JVEH i

22 YFRIMTLY WHISPERED 7

S
=)



Try writing a program, using words and phrases based on the last place
you spent a holiday in, or pick a topic like “"clouds”, “kittens” or "vintage
cars’”’ and see what you, the computer and the Muse can create. Here is
part of one poem written from a set of words and phrases about London.

s TOURISTS CROWD ALWRYS MOYIHG
RUSHIMG, FUSHIMG T HAVE SEEM IT
BIG BEM CHIMES.AMD RIVER THAMES
CATHEDRAL SPIRES

ALL BUT FORGOTTEN RUSHING, PUSHING
PIGEONS IN TRAFALGAR SQUARE

| HAVE SEEN IT

AT LAST, SUN, RIVER THAMES

TIMELESS

! HAVE SEEN IT

Not very brilliant, | guess, but acceptable. The “seeds” for this poem are;

1@ "POEMS OF LOMDOM TOWH"

"BOBBIES

STOURISTS CROWD ¢

"PIGEOME IM TRAFRLGER "

"CHADSY

"AT LAST.EUH "5

"STREETS OF... "

"TIMELESS"

“ALL BUT FORGOTTEM “;
"MEMORIES OF MRJESTY."
TRIVER THRMES ",

"RIG BEW CHIMES.AHD ":
"RUSHIMG, PUSHIMG "
TRLWAYS MOVIMG. "
“"CATHEDRAL SPIRES"

"GRAY RAIM FALLS OM...M
“1 HAVE SEEM IT"

"MAMY TIMES"

Notice how, in this program, link words like AND and ON finish some lines.

ot e etk el anali el ¥ R IE S Y ERGY BN YN 1) BN% CR WY I O8]
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Here is part of another poem from yet another set of words:

GRAVEYARDS ABOMINATIONS RELIVED
DARK,DARK SHRINGKING WITCHES CACKLE
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ECHOED CHILL OF ODDNESS CHANCES LOST
SHRINKING CALLING, CALLING, GRAVEYARDS
ECHOED CALLING,CALLING

DEATH IS NEAR, SAY WITCHES CACKLE
TURN AND REACH FOR

DARK,DARK WITCHES CACKLE

SKELETONS RATTLE

GRAVEYARDS

The "seeds” are as follows:

1a
28
a8
44
%)
=)
78
g3
=%
18a
11@
128
138
148
158
15E
178
i8¢
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"BLACK SABBATH POETRY"
"GRAVEYARDS M
"SKELETOMS RATTLE"
"CHILL OF DIMESS ",
"WITCHES CRCKLE"

"HOFE HWOW DERTD ™
"CHAMCES LOST "
"TIMELESS"

"TIRRE., DRRK. "

"MEMORIES OF PAIM."
"SHREIHEIMG ")
"ABOMIMATIONS RELIVED i
"ECHOED "

TCHLLIMG, CALING, ™)
"DEATH IS HEAR.S5AY ",
"SCREAMS ARE *)

"TURM AND REACH FOR "
TAGAIM. RGATH"




Hunting on a Grid

There are many games, with names like HUNT THE HURKLE or BURIED
TREASURE or DEPTH-CHARGE, which are based on trying to guess the
location of one or more points on a grid. Each location is specified by
quoting the co-ordinates of the point. To start our investigation of these
games, input the following program, which sets up a very simple game of
this type.

18 PRIMT"THUNT GAME"

28 w=THTCIO¥RMICL) 0+

30 YW=INTCIB#RMND(130+1

35 PRINT

48 PRINT"A FROG IS HIDDEM OM A 10 % 1@ GRID®
S8 PRIMT®YOU HAYE 18 GUESSES TOFIWD IT®

ed PRINT"INPUT YOUR GUESS"."PRESSING RETURM®
7@ PRINT'AFTER EACH DIGIT."."TWO DIGITS ARE™
38 PRIMTYMEEDED.THE FIRST OME YOU IHPUTH
PRIMT"MUST BE FOR THE", "HOROZOHTAL CO-ORDIMATE"
FORI=1TO14

IHFUT"FIRST MUMBER":A

IMPUT"SECOMD MUMBER"; B
IFA=XAHDB=YTHEHZ48

PRIMT, "TRY RGRIM®

HEXTJ

FRIMT"END OF GAME®

PRIMT"FROG HIDDEM AT W™, Y

EMD

FPRIMT"YOU HAYE FOUND IT":PRIMT:FRINT
3 FORI={TO{a00
248 HEXT
250 GOToz48

o 5
DU T B O ]

¥

Fol To3 o) T3 IR P b b b pee e L ()
-h.ramm»«»gmm-h»-a

% oy BN s

Once you've played this a few times, you'll realise that you're really
"shooting in the dark” when trying to guess the frog’s location, and there
is no feedback as to how close you are.

You can add the following lines to give you an idea of how you're going:

178 IFA=<AHDBCYTHEMPRINTA: 1S RIGHT, ":B:"IS MOT"
188 IFRCHAANDE=YTHEHFRINTA "IS LWRONG: " B "IS RIGHTY

Add these lines, and run the program a few times. You can then add
another line to give the player more information:
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175 IFJ=cTHENFRINT"CLUE ' DIGITS ADDDED=":x+Y

Of course, many other features can be added. Here’s a version of the hunt
game which allows the player to select the size of the grid, and gives clues
in terms of direction.

18 FRIMT"ZHUMT THE SPIDER"

28 PRIMT

3@ PRIWNT"IH THIS GAME A SPIDER MWILL WERWE"
48 PRIMT"A WEE AMD HIDE OW IT":FRINT

5@ INPUT"HEIGHT OF WEB".X

78 IMPUT"AHD WIDTH"®

8@ FRIMT""

98 A=IHTCR#RHMOCII3+1

188 E=IHTCY#RHDCL) 5+

118 FORJ=1TOS+INT(X%Y/ 50

126 PREINT"THE SPIDER IS HIDIMG OW A"

138 PRIMTH: "BY" ;Y "WEB.WHERE" . "15 IT?"

i4@ PRIMT: INPUT"WVERTICAL";C

156 IMPUT"HORIZONTRL" D

156 PRIMT"I

168 IFC=AAMDD=ETHEM348

165 PRINT"GUESS HUMBERY T, "WAS" L5, "L "AND WASY
178 PRINT"WROMG.TRY TO THE"

128 IFCOATHEMPRIMT"HORTH

198 IFCCATHENFRINTEOUTH "

195 IFD<ETHEHPRIMTVERZT"

2088 IFDXETHEMPRIMNT"WEST®

218 PRIMT

268 PRIMT

248 HEXTJ

258 PRIMT"GAME OVER",,"SPIDER WAS AT ";H:"."iR
2868 IMPUT“AMOTHER GAME" ;A%

388 PRINT"I

318 IFR%="YES" THEMRUH

328 PRIMTPTHRMKS FOR PLAYIMGY

330 EMD
348 PRIMT"YOU FOUMD THE SFIDER IW";Ji"TRIESY
358 GOTO2E4
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Slot/Fruit Machines

Once you've paid for your computer, bought some software {and this
book) and possibly invested in some additional memory, your wallet may
be getting a little light. Here's a program which you can use to get a little
money out of your richer friends.

The random number generator {(of course) can easily be used to simulate a
slot machine, or fruit machine, game. A very simple program of this type,
with two "fruits” could be as follows: -

18 PRINT"TBLOT MACHINE"

=5

A=8

E=0

FORJ=1TOZ

D=INT{Z¥REMDC100
IFD=ATHEN] 1@

A=A+1

38 PRIMT, "ORRHGE"

108 GOTOL3E

118 B=B+|

128 FRINT."CHEREY"

138 HEXKTJ]

148 IFA=20RA=BTHEHC=C+2

158 IFRA={THEHC=C~1

168 IFC{ITHEMZ38

178 IFC1BTHEMZSE

188 FPRIMT"WOU MOW HAYE "0
19 PRIMT"PRESS RETURM FOR MEXT GO°
THNPUTES

FRINT"Y

GOTO3E

PRIMT"Y(OU ARE BUSTY:PRIMT
FORI=1T1966

HEXT

GOTOZ328

FRINT*YOU HAVE BROKEM THE  BAMK" PRINT
FORI=1T01080

HEXT

268 GOTO254

Input this program and run it a few times. 1t works as follows: Line 20 sets

the counter for ORANGEs(A) at @, and line 30 sets the CHERRY counter
{B) at 8. Your money is C, and line 20 sets it at $5 to begin the game.

[ ¥ We 3RS S CUN F I TN
Do DR Iy By A B

(]

CHOLR N a3 D) 00 ) = i)

AN ANCR O IR VST AN L I (N A I LB |
O O S B Q0 NS 3 D
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Each play of the game requires two random numbers to be generated.
These are counted by line 5@{and 130) and generated by line 60. i the
random number is §, program control moves to line 110 where B become B
+ 1 and CHERRY is printed. Control then goes back to line 50. If the
random number is 1, A becomes A + 1, and the computer prints
ORANGE before going back to line 50 for the next number,

After two numbers have been generated, and the "fruits” printed out, the
computer checks to see if both are the same (if they are, A will equal 2 or @)
and if so, adds two to your money (thatis, lets C = C + 2). If the fruits are
not the same, the computer takes $1 off you (that is, lets C = C—1). Can
you see how the computer knows the two fruits were different?

Next, it prints out your stake (line 160). The computer checks this amount,
Ifitis less than £1, control goes to line 230 to print YOU HAVE BUSTED. if
it is greater than 10 control moves to line 250 where the computer prints
YOU HAVE BROKEN THE BANK. If neither of these conditions are true,
the computer acts on the next line {190} which instructs you to press
RETURN for the next go. That may seem a little complicated spelt out in
detail, but you should be able to follow it through on the program.

The splendid result of breaking the bank is well worth trying to win.

Once you're sure you understand the workings of this program, write your
own version with three fruits, and thus make it more like a "real” slot
machine. You'll have to add some lines between others in my program to
do this, and change a few lines completely. I'm not going to give you a
program for a “three fruits” machine as you will benefit far more from
working out your own program to simulate the working of such a machine.
And it is far more fun playing a game with a program you've written
yourself, than just feeding in someone else’s work.

Once you've written and played with the three fruits version, read on to see
one way of writing a four fruits slot machine (but with pretty odd fruit).
Note that in this program, different winning combinations are worth
different amounts, and generate comments.

5 POKE3EB?I. 27

18 PRIMT"JSLOT MACHINE"

38 PRINMT

48 FRINT

S8 FRINT

&8 PRIMT

78 IHPUT'STARTIMG STAKE(L2@ "M
Sa FRIMT"I"

108 C=a

118 D=8
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ORJ=1T04

O IHTC4&RMDOL 2D GOTO 220,258,254
C=C+1

FRINT"ECOMMODORE"

GOTOS64

D=D+1

FRIMT"R/ICH

GOTO380

E=E+1

PRIMT T2E"

GOTO3EA

F=F+1

FRINT " COMPUTER"

HEXTT
IFC=1ANDD=1ANDE=1ANDF =1 THEN37 4
IFC=40RTI=40RE=40RF=4 THEH2T
IFC=30RD=230RE=20RF=3THEHI5?
M=p-z

GOTO428

M=M+18

PRINT"SIACKPOT™

GOTO4248

M=M+2

PRIMT"Z OF A KINDY
IFM{ITHEHS 3G

IFM4STHENT4S

FRIMT

FRIWT

FRINT

FRIMT"SYOU HOW HAVE £":M

FRIMT

INFUT"PRESS RETURM FOR HEXT SPIM";A%
GOTOS3

PRIMT'EMD OF GAME.YOQU ARE  BROKE"
IMPUT"RHOTHER GRME" B4
IFBE="YES" THENSD

FRIMT"IOK, EYE BYE"

EHD

FRIMT"YOU HAYE £";M",AMD"
FRIMNT"HAVE BROKEM THE BAMK":PRIHT
GOTOS6E



Lost in Space

We'll return now to the HUNTING ON A GRID idea, and work on finding
objects which are located on more than two axes, that is, are hidden in
three (or even four) dimensional space. Imagine our spider is hiding inside a
cube, each side of which is X units long. Each point in the cube can be
ified by giving three co-ordinates: height, width and depth. Before
reading on to see how |'ve done it, try to work out a program in which a
space capsule is lost inside a cube of space, with each side of the cube

spec

seven kilometres long.
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PRINT"D LOST IM SPRACE"
PRINT
PRIMT"YOU HAVE 13 HOURS TO  FIMD A CRPSULE®

FRIMTTLOST IM A YkM CUBE"Y

PRINT, "OF SFPARCE"

A=IMT(FRRENDCL 3+

B=IMT(7RRHIC1 00+

C=IMT(P#RMDCL D0 +1

FORJ=1TO13

PRINT

PRIMT"IMFUT 3 SERRCH", "CO-ORDINATES®

IMPUTDLELF

FRIMT""
IFA=DANDB=EANIC=F THEM328
PRIMT

PRIMNT"WROMG" :PRIMT
FRIMTYHOURS OF AIR LEFT:";15~T
PRIMT

PRIMT"MOVE: "

IFAZDTHENPRINTUR ¥
IFRCOTHEMPRIMNTDOWH “;
IFRETHEMPRIMT"ACROZS ¥
IFC<FTHEMPRIMT"FORWARDS"
IFCHFTHEMPRIMT " BRACKWARTIS®

FRIMT

IFI=14THEHPRINT "TANGER-DEATH IMMIMEHT®
HEXTJ

PRIMT

PRIMTUFRILURE-",, "ASTROMNAUTS DERDY :PRINT
FRIMTUCRFPSIULE WAS AT “,AIBIC

GOTOISE



26 PRIMT

330 PRIMT"SOU FOUMD THEM HITH"

348 PRIMTIS-T; "HOURS OF RIR LEFT"
356 PRINT

358 THFUT"RHOTHER MISSION" HE

258 FRINT"

298 IFHE="YES"THEMZE

409G PRIMT*FAREMELL , BRAVE CRFTRIN":
418 G0TD424

Arrays
Arrays, and the use of the DIM (dimension) statement puzzle many
newcomers to BASIC. The DIM is used if you want to set up a list with a
‘name’ {the name is a letter like A, B or whatever). For example, you might
want the number 1 to 15 in the list named A, in the form LET A(@) = 1, LET
A1) = 2 and soonto LET A(14) = 15. To tell the computer you need an
array to hold these elements (1,2 and so on to 15} input:

10 DIM A(14)

The figure in brackets can be one less than the number of items or
elements you want in the list because, in BASIC, an array contains one
more element than the number you place in the brackets; the first element
is Al@), not A(1). However, you can have a much bigger array if you like,
provided you don't exceed the memory. In practice, it is sufficient to put
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the number of elements you want in the brackets, forgetting’ that you are
actually creating an array one element bigger than you need. The number
inside the brackets is known as the subscript, and an element of the form
F{2) or K{(9) is called a subscripted variable.

You can also have multidimensional arrays. This means arrays with more
than one subscript. Again you use a DIM statement to set them up. For
example

DIM R(2,23

creates a itwo dimensional array (the dimension is the number of
subscripts) which has nine elements. These elements are called B(0,0),
B{@,1), B(0,2), B(1,0), B(1,1), B(1,2), B{2,0), B(2,1) and B{2,2).

When using large arrays it is often better, in terms of memory space, to use
an integer array. eg DIM B%(2,2) which creates an array of nine integer
elements.

You can also have string arrays. DIM AB$(3, 1) sets up a string array called
AB$ with eight { (3+ 1) x {1+ 1)) elements.

Here's a program to show the DIM statement:

DIM AC18D

FORJ=ATO1A

ACTi=2%]
FRIMTU"RCY T 2=" A0S
HEXTJ

[, S o I Ch
Do RE s B Bt v

When you run this, you will get:

Al0) = 0
All) = 2...andsoonto ...
Al1o) = 20

Change line 10 to A(5) and run the program again. This time you'll get just
Al@) = 0... A(B) = 10. The program stopped at this point (giving an error
message) meaning that the sub-scripted variable required, ieJ = 6 to J =
10 was out of range. Change line 10 now to DIM A(20) and run the
program. You'll find you get exactly the same result as having DIM A{10}.
As | said before, you change nothing, in practice, by having a larger array
than you actually want. Now add the following lines:

1@ DIM A182
60 IMPUTEB$
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78 FORZ=ATOLS

88 LET ACZ)=3%2

9@ FRIMTVRCYZ: =" RCZ)
186 HMERTZ

When you run this, you find the same A(@) = 0 through to A(10) = 20
followed by the symbol asking you to input a string {(or, as in this case,
press RETURN). The computer will then display:

Al0) = 0
All) = 3
...down to ...A(10) = 30

The error code will be displayed, because the demand made on the array
by line 80 was greater than the array defined by line 10 (that is, line 70 made
the next Z equal 11, and line 80 therefore wanted a subscripted variable
called A{11) which, of course, it could not find because the array only had
room for 11 elements).

Type NEW and input the following program, which uses string arrays:

18 DIMA$C1A)

28 FORA=1TO18

33 IHPUTRECRD

42 HMEXTA

S@ FRIMT"

&8 FORA=1TCO1G

78 PRIMTUAS(" A" IS ";AECAD
g8 HEXTH

As you can see, you can have many different strings, each of which may
be of a different length.

Now follows a very simple HUNT THE HURKLE program using the DIM
statement. Input the program, run it a few times, then read through to find
out how it works.

PRINT"DIM SPIDER"
DIMAC

DIMBL4S

FORG=1T04

RLGY=2

BiGy=2

HEXTG

(I WY ]

%
e

Ty 0 %)

o0 o~3 O L3 T e

5
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96 K=INTO4%RMHDC1I3+1

188 L=IMTC4%RMICLII0+1

118 AdKi=]

126 Bilo=t

138 FORD=1TOS

148 FRIMT™MIHERE IS SPIDER.TRY  HUMEER":D
150 INPUTT.Y

178 IFRCT)=1ANDECY )=1THENFRINT"YOU FOUND 1T
188 IFR(Ti=1RMOBCY =1 THEMEND

158 HEXTD

208 PRIMTSOREY. TIME IS UPY

216 PRIMT"SPIDER UWRS AT".KIL

Having run this program a few times, and examined the listing, you are
probably asking yourself what was achieved by using the DIM statements
which could not have been achieved without them. The answer is:
Nothing. However, the DIM comes into its own when you want to hide
more than one object on a grid, without creating a whole set of co-
ordinates of the type A = INT(4*RND(1)) + 1, B = INT4*RND(1)) + 1,
C = INT(4*RND{1})) + 1 and so on, to put the first hidden object at A,B;
the second at C,D; and so on.

Before we look at this, here are two more programs which hide a single
object.

5 PRINT"O DIMMER SFIDER”

18 DIMACE:

28 DIMBLZD

3@ FORC=1T02

48 ROCI=IMT(4¥RHNDC L2041

S8 MEXRTC

&8 FORJ=1TO7

7@ PRIMT"WHERE IS THE SPIDER~ ATTEMPT";J
8@ FORC=1T02

9@ IMPUTBIC)

188 NEXTC

118 PRIMTRCLD, RC2D:

126 IFRC1=BC1ANDRC2)=E{2) THENZGA
138 IFRC1=RC10THENZZE

14@ IFRCZ5=R(ZITHEMZ4G

158 PRIMTHO"
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IF J=5THEMGOSUERSE

HERTT

FRINT"TIME IS UP.SPIDER WAS AT*:RACLIIACZ:
- GOTO205

PRIMT"YOU HAYE FOUMD IT®

EHD

FRINT.ACL:"IS RIGHTY

GOTOL7A

PRIMT ACZ2:"1S RIGHT"

GOTOL7A

PRINT"HINT:LOCATINNS ADD UP TO" ACLI+ACZ)H
RETURM

LR R VI LR L B A G B e
It IR SO BN IR BN o I R B 1
X E) S S S S S D

03

f

if you like, you can change line 160 to read:
168 IFJ=30RJ=FTHEMGOSUR25G

This just reinforces the same hint when J = 7 as when J = 3. If you want
the ‘hint’ to come at random, you could change line 160 to:

168 IFJ=2%AC13THENGOSUB26G
or to:

168 IFI=2#R(2)THENGOSURZ68
Another version of this line is:

168 IFJ=7#RMD(1 ) {ITHENGDEURZERA

This final version is probably the best, because it means that the closer to J
= 7 you get, the more likely you are to be given a hint.

The core of the program DIMMER SPIDER can be used to produce a far
more interesting game, and in this program we will introduce a new BASIC
function:

18 DIMA{Z3.B(2Y

28 FRINT"TPESKY PIKSY"
2@ FORC=1TOZ

48 ACCH=IHT(PHREHDCLD 0 +1
@ HEXTC

68 FORJ=1TO11
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FRINT"WHERE IS FIKSY-RTTEMPT™:J
FORC=1T02

THPUTRCC

HEXTC

PRIMTBC(1.: B2

IFACLY=BL1IANDALZ =B THENZGD
IFH(l"PfiﬁTHEH94ﬂ

IFACZ3=R{21THEMZEA

PRIMT"HO"

IF18%RHD1 1 3 < ITHENGOSURZ68

HEXTI

PRIMNTUTIME IS UP.":PRIMT"PIKSY WAS AT ACLIACZ:
EMT

FRIMT"Y

FORY=1T05

PRIMT

HEXTY

PRIMT"YAY. CAPTURED"
23@ EMD
24A PRINTROL:"IS RIGHT":GOTOLT
258 PRINTACZ3;"IS RIGHT" :GOTOL?
268 G=INT(S#RMDCL

Dt B RS v

[
¥

R N il Tl o A SR 5 BN 6 B |
N B ) 1Y = D 3 O3

o) tete pot posn
53 L0 00 Oy
S 5 5 S

[N RN IS I L ]

(18 B S X
[ Eho s

!5) |""|

270 IFG=0THEMFRINT"HINT :LOCATIONE ADD UP TOM,RACLI+ACZ)

288 IFG=1THEMPRIMT"HIMT : DIFFERENCE
BETHEEN LOCATIONS IS";ABSCRCLI-ACZND
IFG{2THEMRETURM

PRIMT"I WRS AT";ACLMIACED

PRINT"I AM MOVIMGY

FRIMTYPRESS RETURMH"

IMPUTAR$

RiIH

0 3 (3 (a3 (a3 0a)
N I SR TV AR EN e
w3 D G E S

Have a look at line 280. The function ABS stands for “absolute”. If a
number is positive the absolute value of that number is just the number. If a
number is negative, the absolute value is the number multiplied by ~1 (ie
the number without its negative sign). If you leave out ABS in line 280, the
clue will be so specific it will almost certainly give the location away, so
ABS inakes for a better game. Lines 200 to 220 perform an interesting task.
After clearing the screen (line 200) the FOR/NEXT loop moves the letters
to be printed (line 225) to nearer the middle of the screen. This makes for a
more attractive display.
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The next program locates a number of objects (1@) on a grid, and gives a
score based, of course, on how many you hit. However, if more than one
object is at the same location you get more than one score. The program
also awards you a “rating’’ at the end.

18 PRIMT"ZRLIEMS + RSTEROIDS

28 LETK=@

38 DIMACIAS . BC18Y. 0018, D180

198 FORJI=1T014

118 ACT)=INT(4#RMD(1) 0+

128 BOIO=IMT(4#RMDC1 0+

138 MEXTJ

168 FORZ=1T08

178 PRIMTCHRECIHT (I2%RMDCL ) 3 4+36&5 0 "SHOT, 2
188 IHPUTCCZ:

198 IMNPUTD(Z:

206 PRIMTC(ZY D(ES

238 FORI=1T08

248 TFRCI=CC2IANDBLTI=D(Z} THEMK=K+1
258 IFRCT=COZYAMDBC T =D 2O THENPRINT"HIT SCORE: " K
268 IFK=0THEM43@

278 MEXTI. 2

286 PRIMT""

398 FRIMT

312 PRIMNT"M4TIME IS UP"

328 PRINT

3328 PRINT"YOU HIT" kK "ALIEMS"

348 PRINT

358 PRIMT"MARKSMAM RATING: " INTC(K#10@)/(1+3%RNICL1 20
368 PRINT

378 PRIMT"THEY ARE HIDDEW AT:~"

360 PRIMNT

338 FORJ=1TO1@

488 PRIMTACJI BCT

418 HEXTJ

428 EHD

438 FRINTI"

446 FORH=1TO?

458 PRINT

468 HEXTH

470 PRIMT"YOU GOT THEM ALLY;
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428 FORU=1TOZ28

490 PRIMTCHRSCIMT(S2SRNICL) 1+365
508 NEXTU

518 GOTO474

You'll notice a randomly generated character before the word SHOT each
time.

To print the character corresponding to a particular number, you just input
PRINT CHRS$ (number of character). The “marksman rating” at the end
adds a little interest, and is actually related to your skill in destroying the
aliens. The more you killed(K) the higher your score. It is divided by 1 +
3*RND(1) just to make it a little more interesting.

Colour

Let's have a look now at some of the colour graphics functions. Enter the
next program, run it, then examine the listing to work our what it is doing:-

18 FORJ=8TO127STEF1?
28 FPOKE36873.J

230 FRIMT'THEXT COLOUR"
48 INPUTR%-

5@ MEXTJ

This shows POKE in use to create a series of different colours.

Location 36879 is one of the VIC's “SYSTEM VARIABLES”, It is used to
store two pieces of information. (1) The colour of the screen, and (2) The
colour of the border. By incrementing our FOR/NEXT loop in steps of
seventeen we are changing BOTH the screen-colour AND the border-
colour together.

Change line 10 to FOR J = 136 TO 248 STEP 16. Now notice that the
screen changes but the border doesn’t. Notice that eight new colours have
been generated — orange, light-orange, pink, light-cyan, light purple, light
green, light-blue and light yellow.

To work out what number you have to POKE into 36879 just LET S = the
colour of the screen, and LET B = the colour of the border.

Use the numbers given here:

SCREEN S BORDER B
BLACK [} BLACK 0
WHITE i WHITE 1
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RED 2 RED 2
CYAN 3 CYAN 3
PURPLE 4 PURPLE 4
GREEN 5 GREEN 5
BLUE 6 BLUE 6
YELLOW 7 YELLOW 7
ORANGE 8
LIGHT ORANGE 9
PINK 10
LIGHT CYAN 11
LIGHT PURPLE 12
LIGHT GREEN 13
LIGHT BLUE 14

LIGHT YELLOW 15

and use the formula 16*S + B + 8 to combine them. Thus to get an
orange screen with a white border just use the statement POKE 36879,
16*S + 1 + 8.

Try this:
18 INFUT"FIRST COLOUR": S
28 THPUT"SECOMD COLOUR™; B
38 POKE3AE79, 16%5+E+48
48 GOTO18

Run it and input number from the tables.

Now change line 30 to POKE 36879, 16*S + B (ie without the plus eight)
and RUN it again, inputting the same numbers. Interesting isn't it?

Not it's time to start POKEing into the VIC’'s COLOUR memory map area.
Don't worry if this sounds complicated — just follow through what'’s going
on.

FORJI=1T0585

FRIMT"&";

HEXTJ
POKE3R4AR+INT (SOE¥RMDC {10, THT (B4RMDC 130
GOTO48

N P 03 Do e
DR o B Lo I Y]
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Line 10 to 30 just fill the screen up. Line 40 is the interesting one. It POKEs
a random number between 1 and 8 (this represents one of eight different
colours) into one of the addresses between 38400 and 38906. These are
the COLOUR addresses for the screen — one address for each print
position. Note that there are 506 such positions, since the screen is 22 x
23.

Now try this one.

18 PRINT MIDEC"SMEEN", INTOO#RNDCLD04+1, 10, "a";
28 GOTOLS

Line 10 is rather clever — the first part selects a new colour at random.
Notice how the function MIDS$ is used to select a single character from the
string of colour controls.

Strings and Ladders

One way of making the most of your memory is to use strings, assigned at
the start of the program, for phrases which you intend to use at various
parts of the program. The following game SNAKES AND LADDERS
shows these techniques in use.

S ($="SCORE IS

16 A$="SHAKE "

15 H$=H :_ll

28 B$="LADDER "

25 K$=" WINS"

39 L$="WORTH "

48 PRINT"Z";A$;"S AND ";B$;"s"
5@ IMPUT"PLAYER 1";0

7@ INPUT"FLAYER 2";D$

9@ PRINT'TO START GAME"
188 A=9

118 E=0

138 IMPUT"PRESS RETURH"E$
158 GDSLE260

155 K=0

160 GOTO2SE

165 A=A+E

178 PRIMTCE; H$:M$; L$IE

180 PRINTGS;A
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196 FRINT

195 IFARIBTHEM3ES

208 K=1

218 GOTO280

215 B=B+E

228 FRINTDS HE M&: L% E

238 PRIMTGS,E

232 PRINT

232 PRIMT

235 IFB>19THEM3S@

248 PRINT"FOR HEXT MOWE"
238 GOTO136

268 FORS=1TOINT (300BHRND(10 )
265 MEXTS

278 PRIMT"

273 RETHRM

208 C=INTCS#RHDCID5+1

298 IFCC3THEMT=~1

308 IFCX2THEMT=1

318 IFCC3THEMM$=R$

328 IFCHZTHEHM$=B%

330 P=INT(GRRNDC150+1

248 E=P#T

358 IFK=@THEN1ES

368 GOTOZ1S

365 PRIMT"I®

370 PRINTCS:K%, . " WITH":A-B;"POINTSY
383 G0TO408

393 PRIMT")

395 PRIMTDS K$, . " WITH" B~ "POIHTS"
4@@ THRUT"RMOTHER SRMEY :M$
428 PRINT"I"

436 IFH$="YES"THEMZ@

448 PRINT"OK.BYE"

45@ END

This program shows quite clearly how strings can be used to save memory
{in fact, the idea was carried a little too far, just to make the technique
plain). There are a few other things in the listing from which we can learn.
Look at lines 290 to 320. These determine if the player will get a SNAKE
(and a negative score) or a LADDER {and a positive score). If line 280 had
read C = INT(4*RND(1)) + 1 there would be a pretty good chance that the
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game would never end, because each players gains would approximately
equal his or her losses, and the players would lose interest long before
somebody happened to chance a win. By making the odds in favour of a
ladder (a ladder, and positive score are generated about 60% of the time)
the program ensures that both players’ scores gradually build up.

The next program is based on exactly the same idea as SNAKES AND
LADDERS but takes longer to play, and — because it has more variables
— is considerably more interesting.
Dg="MILES TO GO"
Es="ALL OK"

F4&="SMASH"

G4="COPS"

HE="PUNCTURE"
JE="POINTE"

K="0IL"

LE=" WINS WITH"
HE="PETROL"

1@ PRIMT"] ROARDRACE"
3@ INPUTYIRIVER 1".E$

45 A=d

5@ INPUT"AMD 2"iR$

&8 B=06

78 INPUT"PRESS RETURM":C#
88 FORJ=1TO299:MEXT

@ PRINT"T ;A%

95 k=0

188 GOTO180

185 R=A+Z

118 IFA>3SBTHENZ7A

115 IFR<ATHEMA=@

128 PRINTM%;357-A;: 0%

123 PRINT

138 PRINT.B%

135 k=1

148 GOTO180

145 B=R+2Z

150 IFB>39@THEM2:R

155 IFBLOTHEMB=86

1668 PRIMTMS$; 3978, D%

17@ GOTOYE

188 C=IMTC11%RHDC1)3+1

[Yales ot Iu oA I RO S I8 L0 B ol
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IFCOSTHEMGOSURZ 1S
IFC<ATHEMOMNCGOSURZ20, 236, 240, 250, 268
IFK=8THENI1ES
IFK=1THEN145
ME=E$
Z=27
RETURN
ME=F¢%
Z=-13
RETLRH
ME=GE
Fom?
RETIURH
ME=HE
Z=~12
RETURM
ME=H4s
£=~5
253 RETURM
268 ME=K%
262 Z=-23
265 RETURM
278 PRINTA%,L$,39%(A~-R)+R~R; J%
275 EMD
288 PRIMTRBS;L$.39%(B~A+B~A; I¢
2835 EMD

oS0

DR I AN S R AR Y B | B CN RN T BT (R v I on
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There are a few things to note about this program. It is meant to be a race,
and although the drivers in this game actually go backwards, they are
unlikely to go backwards beyond their starting point. Therefore, if at
anytime the score becomes less than zero, it is reset to zero {lines 115 and
155}, Also in this game, as in SNAKES AND LADDERS, there is a slightly
better than even chance of getting an ALL OK (and a positive mileage).
See if you can find the line in the listing that ensures this.

Comparing line 260 in SNAKES AND LADDERS with line 80 in
ROADRACE is instructive in the first program, the delay is random (and
varies from a delay of practically zero when S = 1 to a longer period when
S = 3000). In ROADRACE, the delay is set (purely arbitrarily at 299). There
is no reason why you can’t set the delay in either program to zero (delete
the FOR/NEXT loop, but leave in the CLR) or any number you like, or — if
you prefer the unexpected — at a random number. Do not set the random
limit too high (like, say, S = 1 TO 10000*RND) because you run the risk of
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losing interest in the game if the delay is close to 10000 time and time
again.

The next game — 52 BLUFF — uses the string idea again. In this game the
computer deals two cards. If you think.the next card to be dealt will be
between the first two, you place a bet of your choice. This game is more
interesting than some computer betting games like FRUIT MACHINE
because you can decide on the likelihood of a win and adjust your bet
accordingly. You can even decide not to bet at all.

18 5=3a

2@ H$=ll 1

38 F#="CARDL:"

48 GE="CARDZ:"

J9 HE="CRRDI:"

&8 A=IMT(13%RMHDCL100+1

78 B=INTC(13$RNDC150+1

88 IFB=ATHEME

98 PRINT"STAKE'£".5

198 PRINTF$.R$.

118 Z=R

126 GOSUR46H

138 PRINT

148 FRIMTGE: A%,

158 Z=B

168 GOSUEB464

178 THPUT"WRGER";C

198 PRIWT"IYS

208 IFC=0THENPRIMT . "COWARD"
218 PRINTA,B

228 D=IMTC13%RMDCLS 0+
238 IFD=AORD=RTHEMZZO
248 PRIMT

258 PRIMTHE, A%

268 =1

2ve GOSUB45a

238 IFACIANDD<BTHEMGOSUR3GE
298 IFAR>DIRMDDZBTHEMGOSUR2EE
205 IFDBAMDIC-ATHENGOSUE4 12
318 IFDCBAMDDCATHENGOSUIB41G
328 IFSCITHEN448

33 THFUTKS

1
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A4
358
364
278
398
468
41/
426
434
444
454
4668
478
428
493
588
519

PRIMT

GOTOER

S=5+2%0

IFSXISATHENPRIMT "YOU HAVE BROKEW THE
IFCCATHEMPRINT YO WIN £"2%0C
RETLRH

G=g-C

IFC<ATHEMPRINT"WOU LOSE £7:C
RETURH

PRIMT"Y0OU RRE BROKE"

EHD

IFZ<IRNDZC=1ATHENPRINTZ
IFZ=1THEMPRINT "RCE"

IFZ=1 1 THEMPRINT ".IACK"

[FZ=12THENPRIMT "QUEEN"
IFZ=13THEMPRIMT "HING"
RETLIR:

ERMEY EMD
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Hot Sauce

You will recall that earlier in this book there was a program in which the
computer thought of a number, then gave you hints to help you guess it.
You probably realised that if you started with 50 as your first guess, it was
pretty easy to narrow down the number by going to either 25 or 75 on the
second guess. This method allowed you to get the correct number fairly
easily. Here is another program which appears somewhat similar. But it is
far harder to work out a system to beat it.

18 PRINT"THOT SAUCE"

38 PRIMT

468 PRIMT"WHAT S YOUR HAME, " . "PARDHER?"

5@ INFUTAS

7 OPRINT"

g8 FRIMT

sa 5=@

108 PRIMT"OK ";A%:", 1 AM"

185 PRIMTYTHIMKING OF A HUMBER"

118 PRINT"BETWMEEM 1 AND 10@"

120 PRINT"YOU HAYE THELWE GUESSER"
136 J=INTC10@ERHDC10 0+

148 PRIMT

158 S5=5+1

168 IFS=13THEN4208

178 PRINT"WHAT MUMEBER AM I THIMKIMG OF"
175 IMPUTH

198 PRIMT D"

2@ IFA=JTHEM3EA

218 IFACITHEMIGS

228 IFA~JCSTHEWPRIMTYBOILIMNG, " A$

238 IFA-J{12AMDA-J>4THENPRINT "HOT™

248 IFA~-JC25ANDR~T>1 1 THEHFRIMT "HRRM"

256 IFA-J{45AMNDA-T>24 THENPRINT "COLT"

268 IFA~-J44THENPRINT "FREEZING, BREY"

278 PRINT

Z88 FRIMT'HMEXT GUESS?Y

2598 GOTO158

398 IFJ-R<STHEMPRINT"YERY.VERY CLOSE"

318 IFJ-ACIZANDI-AX4THENPRIMTPRETTY CLOSE"
228 IFJ-RC25ANDI-AS1ITHENPRIMT " JUST SO-50"
230 IFJ-RCASANDI-AZ24THEMPRINT"PRETTY HOPELESS"



348 IFJ-RX44THEMPRIMT"PRTHETIC, " R
3568 G0TOzZ3@

368 PRIMT"YOU WERE RIGHT.".
37@ PRIMT"I LRS THIMKIMG OF":J
399 PRINTYSO ¥0U GET AMOTHER G
385 INPUTR$

398 RUM

420 PRIMT'IGORRY ":R%:™ YOU
425 PRIMT"DIDH‘T GUESS IT®

438 PRINT

443 PRINT"I MAS THIMKIMG OF":J
458 EMD

The term “absolute” (ABS on keyboard) was introduced just after the
listing for PESKY PIKSY. Refer back if you're not sure what ABS does.
The HOT SAUCE program could be written quite differently from the
above, by using the ABS in the listing here, the VIC's response to your
guess is determined by whether the number you guess is higher or lower
than the one it is thinking of, and by the difference between the numbers.
If you rewrite HOT SAUCE using ABS, you'll find that only the difference
between the numbers will determine the comment (“PATHETIC” or
“BOILING” or whatever) the VIC will make. And just as HOT SAUCE is
more difficult to play than GUESS MY NUMBER, HOT SAUCE with ABS
is harder than without it. As an exercise, write a HOT SAUCE program
using ABS. You should find it uses less memory than the above listing.

A%

=3

‘”

f,

Sl :

ENEAIT + 10907
LW 2

AR, I*Mm
mlsfm ‘(P1 ?
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METAC : Redord Pivivn
PARE 1 2442
AU 2429 T 52
AN T DRI A
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Draughts

This next section will enable you to develop a partially complete game of
draughts. However, the main reason it has been included is so | can explain
a method of numbering boards for board games which make it easy for a
computer to manipulate. A similar board-numbering system can be used as
the core of a chess program, noughts and crosses and even Nine Mens
Morris. | strongly urge you to follow through the text carefully, entering
the program as listed.

If you do this, you should learn quite a lot which will help you when you
come to write your own board games.

THE NUMBERING SYSTEM

The normal way to number a draught board is to count off the white
squares (actually, the black squares are counted, but white ones are used
here because they are easier to use in the computer context) from one to
32. But this numbering method creates a problem when we try to define a
move in terms of the difference between two diagonally adjacent squares.
In one direction, the difference between the squares can be three or four
and in the other direction, the difference can be five or four. There are also
no ‘spare’ numbers to indicate where the edge of the board begins,

Now, a gentleman by the name of
A. L. Samuels wrote an article for Scientific
American in the 1960s (see Strachey,
Christopher, ""Systems Analysis and
Programming”’, in Readings from Scientific
American, W H Freeman and Co., San
Francisco, 1971) in which he devised a
clever numbering system in which the
difference between diagonally adjacent
squares is always four and five {or minus
four and minus five). It also allowed for
numbers to be given to squares which were
‘off the board’.

I've changed his numbering system a little to make it more convenient for
the computer, and in my system, the difference between squares is always
six or seven {or minus six and minus seven). My system, very simply, sets
up an array of 82, and allots certain elements of the array to squares on the
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board. All the others are understood by the computer to be off the board.

in this program, the computer allots the value 9 to any square off the
board, zero to an empty square, 1 to a computer’s ordinary piece (2 to a
computer King) and —1 to the player's ordinary piece (and —2 for a
player's King). This may sound a little complicated, but bear with me, and
it will (hopefully) all become clear.

Here is my numbered board. You can see that if you move from the top left
hand corner (69) to the square diagonally below it (63} the difference
between the two spaces is —6. Now, choose any other square on the
board from which you can move down and to the left, and you'll see there
is a difference of — 6 between the square you started on, and the square on
which you finished. This sort of predictable result is relatively easy for a
computer to handle. Move in the other direction, that is downward and to
the right, and you'll see the difference between the two squares is —7. In
the first version of draughts, we'll actually be playing on the board printed,
s0 you'd better start looking for a number of small buttons to use as
playing pieces.
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The program is in two parts. The first ‘sets up the board’ {the subroutine
starting at 9000) and the second (10 to 370) actually plays the game. Your
pieces start at the bottom of the printed board (on the lower numbers) and
the computer starts at the top. You place the pieces on the board and then
press RUN. It plays remarkably fast.

The computer’'s moves are shown as two numbers. The first is the square it
is moving from, and the second — naturally enough — is the square it is
moving to. Move its pieces on the board as instructed and then decide on
your move. Make sure you move your piece BEFORE you input your move
{which you do by entering the number of the square you're moving from,
then RETURN, then the square you're moving to) or you may forget what
your move was.

Note that there is no provision within the program for multiple jumps by
either player or the computer,

The program has been deliberately left incomplete so you can work on it
once you've understood the material presented in this section. A number
of suggestions for improvement, including the provision of multiple jumps,
is included at the end.

Here is the first part of the program, the section which sets up the board. it
creates an array {DIM A(82)) then fills the array with numbers representing
pieces on the board {1 and —1) empty square (@), and squares off the
board {9).

2@Aa DIMACRS)
@26 DIMK(2
B30 K(1)=-6
904 K(2)=-7
9058 FORZ=1T082
9068 ALZ)=9
9a78 1FZ{73ANDZYSSANDNOT (Z=670RZ=630R
Z=6A0RZ=610RZ=62) THENR(Z)=1
080 IFZCSAANIZI42ANINGT (Z=470RZ=480R
2=49 3 THENR(Z) =@
998 IFZ{41ANDZ>23ANTNOT (Z=340RZ=350R
Z=360RZ=280RZ=29 ) THENR(Z1=~1
3196 HEXTZ
3118 Ag="{yY MOVE "
3128 E$="YOURS, "
9130 RETURH

68



Check to see if this is working cofrectly before you proceed. Add 8000
END, then RUN the program. When it stops, get the computer to print out
the following, to make sure it has assigned values correctly. The right
answer is given in brackets after the command:

PRINT A(23) (9}
PRINT A(54) (9)
PRINT Al64} (1)
PRINT A(38) (-1)
PRINT A(51} (0)
PRINT A(73}  (9)

Now enter the following:

1 GOSURSGe

19 o=

20 I=24

25 IFRCZ)=9THEN15a

32 IFRCZHCITHEM1GG

58 FORx=1T02

68 IFRIZHACRS ) CORHDR(Z+2HR A ) =ATHEMR=K (X3
g8 IFQOORAHDZ+2#C23THEN 128
83 6=

9@ HEXTH

10@ IFZC72THENZ=Z+1:GOTO25

118 IFG=BTHEM1S

128 R{Z+ =8

138 ROZ+2%00=R12Z)

148 R(Z)=0

158 PRIMTAS,Z, Z+24Q

155 6070324

160 Y=0

178 Z=THT(40%RHD(1 2 3+23

188 Y=Y+1

198 IFRCZSCXIANDACZ Y C>2THENL 7@
208 FORX=1T02

218 IFRCZ+X (M) )=ATHENA=X (X
228 IFRCZ)=2AMDALZ-K (KD I=@THEMI=~K (K]
238 IFRCATHENZ9G

248 MEATH

268 TFYC18ATHEML7@

278 FRIMT"YOU WIM"
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288 EMD

298 RAC2+0I=ACZ)

368 R(Zr=8

318 PRIMTRA%,Z, 2+

328 PRINT.B#

338 INPUTA.B

348 ACBI=R(RY

358 ACAI=0

368 IFABSCA-BIZTTHEMRIR+IMT((B~R) /22 =0
are GoToLe

Play a complete game with the computer, using littie buttons on the board
provided, then return to this book and we'll go through the program line by
line to explain how it works.

Line 10 sets up Q as the indicator {or 'flag’) to show a move has not been
made. When a move decision has been made, Q changes to a value which
is not zero. Line 20 starts the loop which checks every square on the board
to see if a capture can be made. Line 30 checks to see if the square being
looked at (ie the element of the array) is a computer piece (1). If it is not,
the computer does not waste time checking through the logic statements,
and goes to 100.

If the computer finds that the piece it is considering is one of its own it
goes through the X loop, checking that the piece down and to the left { — 6)
is less than @ (if it is, the square contains a player’s piece) and that the
square twice the distance away (ie — 12) is an empty square. If these two
conditions are true it sets the capture flag {(Q) to —6.

if, in line 80, the computer finds Q still equal to zero, it knows it has not
made a decision to capture. If, however, Q is non-zero, control is sent to
line 120 to act on the decision. Line 90 looks through the X loop with the
second value {—7) of X(X). Line 105 continues to search through the Z
loop, checking every square to make sure a potential capture is not missed.

If Q still equals zero when the computer gets to line 110 it knows there is no
potential capture on the board, so control is sent to line 160 to find a
random, legal move. If, however, Q is non-zero, lines 120, 130 and 140
make the capture, and line 150 displays it. Having made its move, it sends
control to line 320 to accept the player's move.

If a legal move has not been made, the computer looks for a random move.
The flag Y (line 160) counts the number of attempts made to find a legal
move (adding one to Y in line 180 each time it tries a move). If no move is
found in 99 attempts (line 260) the computer wisely concedes defeat.

Line 190 checks to see if the square it has generated contains one of its
own pieces, and if it does not, and Y is less than 100, goes back to pick
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another square at random. Once it finds a piece of its own, it applies the 'X
loop test’ {lines 200 to 240) to see if it can move legally, again using the flag
Q to indicate whether or not a move has been made.

Lines 270 and 280, as we've said, concede defeat.
Lines 290 to 310 make the move and print it for the player.

The player then makes a move {lines 325 and 330) and the computer acts
on it {lines 340 to 360) using the somewhat complicated line 360 to capture
a piece if the player's move is greater than seven. It knows that a move to
an adjacent square must be either 6,7, —6 or —7 and that a move greater
than this can only come if the player is jumping over a piece {or cheating).
The computer never assumes the player is cheating (because the computer
cannot cheat) so uses line 360 to work out which square lies between the
square the player moved from, and the square the player moved to, ‘erase’
its own pieces.

Once you've understood the foregoing, you can start improving the
program. I'll give you a way of printing up a board (although you'l still have
to refer to the numbered board to input your moves) but the other
improvements are up to you. Once you've got the printing of the board
under control, you might like to try and add the following, to change the
program into a real draughts game:

- Add Kings

— Add multiple jumps (these are relatively easy, as each multiple
jump is a predictable arithmetic change from the starting square,
and the array is large enough to stop you jumping out of it in
most cases when looking for potential multiple jumps). Player’s
multiple jumps are very easy. Just get the computer to ask "IS
THIS A MULTIPLE JUMP?” If a capture (line 360) is made, and
if the answer is "YES”, send control back to 325 to allow the
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second jump to be made.

— Add a 'capture tally’ so the computer will print up after each
move how many each of you have taken. The computer can
then declare itself the winner if it, say, captures nine of your
pieces.

- Add a mechanism to accept moves directly, rather than by
having to look it up on a table.

There are probably other improvements you can make, but | feel these
should be your first priority.

The final 'improvement’ | will give you to the program is a little routine
{developed by Tony Baker) to print out the board.

Delete line 320, change 310 and 150 to GOSUB 5000 add 15 GOSUB 5000,
and change 155 to GOTO 330.

5088 FORM=24T0O72

5818 IFACMI=1THENR(M)=66
5928 IFACMI=~1THEHA(M)=EY
5838 IFRCMI=BTHEMACMI=32
5858 NEXTM

5868 PRINT"" A% 2, 2+0
5478 PRIMTB#

5088 PRINT

5998 FORK=GTO3

5188 FORJ=BTOZ

511@ PRINT"® 3" CHR$(ALT2-T-13%K0 2
51268 MEXTJ

513@ PRIMT

5148 FORJ=ATO3

5158 PRINT"&";CHR$C(R(SE-J-13&K00 "8 8"
S16@ MEXTJ

5170 PRINT

5188 MEXTK

5198 PRINT"E

5280 FORM=24T072

5218 IFACMi=68THENR(M)=1
5220 IFACMI=87THEMAIMI=~1
5238 IFACMI=32THEMAIMI=0
525@ MEXTH

5268 RETURM
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With this in place, you'll actually see the piece move. Ignore the line "MY
MOVE...” when it gives the same square number twice. Wait for it to
change, and then watch the computer’'s piece move. Captures look
particularly good. Wait until the cursor appears before you attempt to enter

your move.

Note that the two loops (5000 to 5050 and 5209 to 52508) decide which
character will represent which piece. By all means change these if you like.

First Steps Towards the
Stars

Most computer systems in the world, micro to mainframe, have at least
one STAR TREK game in their library. Here is one of the simplest versions
of this old favourite. Study of the program will teach you some of the
fundamentals of star games, and will give you a core to build on.

2 PRIMT"ITIMEWARP"

3 FRIMT

PRIMT

G=10

H=@

IMPUT"MAME" i M$
IMPUT"TRERSURE": T$
11 IMPUT"EMEMY 1" E$
13 INPUT"EMNEMY 2";F$
16 FRIMT*O"

17 J=IHT(2#RHDC13 7
18 IFJ=1THEML#=E%$

19 IFJ=BTHEML%¥=F$%

(5 JeaN s S0 & B O

28 IFGCITHEMSG

21 PRIMT"SHIELD THICKHESS: "G
22 IMPUTOS

23 H=H+1

24 PRIMT

25 PRINT"TIME LEFT:";17-H

26 PRIMT"DAMGER-";L%:" AHERD"
27 IMPUTBS$

28 GOSURSS

23 IFH=17THENS2

30 K=INTC2¥RMDC13
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IFK=BTHENZS

G=0G~1

FPRINT"THE ".L&:" GOT YOU", N$

GOTOLT

G=G+1

PRINT"¥0U LDESTROYED THE".L#$:"." H$
IMPUTZ$

PRIMT"TNOU ARE CLOSER TQ THE ":T#
IMPLITDS

FRIMT"O"

2 M=IHT(SERNDCLD 2

43 IFMC4THEMLT

44 GOSURSS

45 IFGCATHENPRINT"CONGRRTULATIONS, ". M$

46 PRINT"YOU GOT THE ";T%

47 FRINT"OUT OF THE TIMEWARP"

48 PRIMT"WITH";17-H, "TIME UHITS SPRRE®

49 ENHD

5@ PRIMT"GAME OWER.YOLU RRE DERD®

51 EMD

52 FRIMNT"TIMEWRRP HRS IMPLODED®

53 PRIMT"YOQU HAYE FRILED"

54 EMD

55 FORM=1TOINT{3006%RMD{12)

56 MEXTH

57 PRIMT"1":

58 RETURM

If the value of H could be used to print the “’sector of the gataxy”’ we were
inlielFH> 3AND H < 7 THEN PRINT “YOU ARE IN SIRIUS SECTOR"}
we would be well on the way to creating a real "STAR TREK".
in this next program, for the first time, we access the timer. This allows us
to add a time dimension to programs.

PRINT" SFRENZY"

PRIMT"FPRESS AMY KEY"

T3 GETA%: IFR$CS""THEHS

GETA%$: IFA$=""THENG
G=IMTC1S#RND LI +6

FORJ=1TOG

FORT=1TOSO#INT( (2B+5@%RHDC15 /1)
18 MEKT

11 FRIWT"M
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{2 IFIGITHEMPRIMT"TIME LAST GO:~"iH
PRINT

FRINT"TEST MO.";J:"0UT OF";G
PRINT

FRIMT"YOU HRYE", 228~7%J; "SECONDS"
FORM=TOIMT (1 {#RHD1D Y

FRINT

MEXTH
Fe=l2G+38] A2 % TRI~THT (S#%RMHD(10 -1
Ti$="000060"

FRINT"OK DUM DUM.COPY THIS MUMBER"
FRIMT

A=THTC4%RMDC15 )

IF¥=1THEMPRIMT" i
IFX=2THEMFPRINT,

3 IFX=3THEMPRINT," "

PRINTF

3B IHPUTE

21 M=TI

34 IFK=FAMDM228-7% JTHEMHERXT ]

35 IFK<>FTHEMSA

36 GOTO45

37 PRIWT™I

38 FRIMT"YOUR SAMITY RHETIMG®

39 PRIMT"IS" M&I/R+74RHTICL)

48 PRIMT

41 PRIMT"COULD %OU STAMD IT AGATH"
42 THPUTHS

43 ITFH$C MO THEMGOTOZ

44 EMD

46 PRINT"ZMOU ARE FAR TO SLOW"

47 PRIMT

48 GOTO3R

S8 PRINT"TMOU CAMMOT EVEM COPY  HUMBERS®
31 FRINT

52 GOTO38

b A e e
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There are a few extra ideas in this program which are worth pointing out.
Firstly, look at lines 25 to 28. These decide how far across the line the
number F will be printed (if X = @ the number is printed hard against the
left because there is no instruction for X = @), The second point worth
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noting is that the manner in which the answer to COULD YOU STAND T
AGAIN? is treated. Any answer at all, except NO. will be interpreted as an
instruction to go back for a second game. So if your smart friends input
YAY, YEAH, Y, YESSIR, OK or whatever, the VIC will "understand” that
YES (actually, NOT NOJ is meant.

Music

Let's explore the VIC's music making abilities now. Type in the following
lines of program and I'll tell you what they're for.

18 51=36874
28 52=36875
38 53=36876
48 54=36877
56 V=36878

Now, S1 stands for Speaker-1, S2 stands for Speaker-2, S3 stands for
Speaker-3, and S4 stands for Speaker-4. V is for Volume. The numbers
after the equals sign are the VIC's music producing numbers. You must
always use these numbers when making music.

To generate SOUND we must use the POKE statement — you may
remember we used this earlier on when we were first exploring colour.
Let’s first see how to generate SILENCE. Add the following lines — these
form a subroutine:

508 FORA=Z1TOY
518 POKER. @
528 MEXT

538 RETURH

Notice that we have POKEd all four Speakers, and the Volume, with zero.
Now lets actually start making music. We'll start by exploring the purpose
of S1 — Speaker-1. Add the following lines and then RUN the program.

1868 GOSURSGR

118 POKEY.S

128 FORA=128T0255
134 POKESL.A

148 FORB=1TOS2: HEXTE
158 HEXTR

168 GOSUBSGQ

178 EHD
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Do you see what happens? The number 5 we POKEd into V was the
volume level. The number we POKEd into S1 was the tone. You should
have discovered this by RUNning it. Change line 130 to POKE S2,A and
RUN it again. Now change it to POKE S3,A and RUN it once more. Now
for the biggest surprise of all — make line 13@¢ POKE S4,A and RUN it
again. 81, S2, and S3 are there to make music — S4 produces noise.

Read and Data

Type NEW. Now input the following program:

18 RERDH
28 PRIMTH
38 GOTO18
088 DATAL7.16,42,99.08.57,123

Line 1@ instructed the computer to READ a new value into the variable N. It
got this value (17) from the DATA statement in line 9000. The next time
round it READ the value 16 into N, then 42, and so on up to 123. This time
when it tried to READ N it had run out of data, and so stopped with the
error message OUT OF DATA.

We can use READ and DATA to help the VIC to play a tune. Let’s see how
this can be done.

18 51=36874
28 52=356875
38 S3=36875
48 S4=36877
58 W=36878
188 GOSUBRSAQ

114 FOKEY. 4

126 FORA=1T015

139 READH

148 FOKESZ,H

150 FORB=1T01806: HEXTE
168 HEXTA

178 GOSURSHA

188 EMD

5688 FORA=S1TOY

516 POKER. @

28 HEXT

538 RETURH
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f9ad DATAL13S, 147,155,135
2@18 DATRI3S, 147,159,135
g@zd DATA1S9, 163,175, 175
SE3d DRTALSS, 162,175, 175

A pretty bad tune eh? I'm sure you can improve it. This table will help. It
tells you what values of N you need to POKE in order to make the notes
required.

NOTE VALUE NOTE VALUE NOTE VALUE
C 135 c 196 c 225
c# 143 c# 199 c# 227
D 147 D 201 D 228
D# 151 D# 203 D# 229
E 159 E 207 E 231
F 163 F 209 F 232
F# 167 F# 212 F# 233
G 175 G 215 G 236
G# 179 G# 217 G# 236
A 183 A 219 A 237
AW 187 A# 221 A# 238
B 191 B 223 B 239
C 240
c# 241
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Maestro

There's no reason why the computer can't be programmed to ‘write’ its
own ‘music’. Here are a few programs which do just that. Just change a
few of the lines you already have then examine the listings and work out
how they do it. Then, write a few similar programs of your own.

DELETE 9000 — 9030
DELETE 130
148 POKESL, INTC128#RHNDC1D5+128

Then add the following and run the program again:

DELETE 120
168 G0TO144

You'll have to press STOP to break out of this program, and RUN 500 to
stop the music.

Now wipe this, and try the following {which writes its own music, and adds
lighting effects).

18 S1=35874
20 52=36875
38 W=36872
C=30873
DIMHCS)
DIMECAS
FRIMT"
a GOsURSaa
3 FOKEY. 4
118 FORA=1TOS
128 RERIM{AY
138 MEXT
148 H=TMT (G¥RNIC12)+1
158 BClos=H
ied FORA=1TNZ
178 GOSLB4ad
188 BCRI=H
198 HEXTR
26@ FORA=1TO4
218 POKESL.MCBORMD
228 FORB=1TOZ

LR o ¥ A TR B s Y %
T S 5 S R 5
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38 GDSUB4eR

48 FOKESZ, MIHD

S POKEC, 16#BLRI+N

268 FORJ=1TO258: MEXT
278 HEXTE

288 MEKTA

298 GOTOZ88

480 M=H+IHT(3#REHNDLL1 -1
418 IFN=9THEMH=8

426 IFH=GTHEMN=1

438 RETURHN

568 FORA=S1TOY

518 POKER. @

520 MEWT

538 RETURM

9@ DATR195.261, 287,249
918 DATRZ1S,219.223.225
To break out of the program press STOP and then type GOTO 500. Or if
you'd like a simpler program:

28 532=30875

38 Y=3e878

48 C=36879

B DIMMORS

868 PRIMT"I

1 GOSURSES

183 POKEY. 4

118 FORR=1TOS

128 RERDMOA?

138 HEXT

148 H=INTC(2¥RENDC1+1
248 POKESZ. H{H>

258 POKEC,H

266 FORJ=1T01000: HEXT
298 070148

S@a FORAR=S2TOV

516 POKER. R

528 MEXT

528 RETURM

268 DATALSS. 201,247, 29
918 DATAZ15.219.223,225
Again, you need to press STOP and then type GOTO 500 in order to break
out.
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Doing it in Your Head

The next two programs do not have timers, but could well be adapted to
have a real time limitation if you like.

18 PRIWMT"IJINICORNS AMD GRIFFIHS™

28 G=INT({S%RMDC(1):+5&

38 PRINT

49 PRIMT"DEGREE OF DIFFICULTY <1 TO Su¢

45
bl

IHPUTE
IFRCI0RGSSTHEHSE

78 PRINT"PRESS RETURN TO STRRT®

a8

INPUTAS

30 FORI=1TOG

1eg
118
121
136
144
154
168
i7a
188
198
298
216
220
230
248
258
266
27a
st
=

FORD=1TOINT (2000%RH0C 103

MEXTD

PRIMT""

FORM=1TOS¥RMI (1 1 +1

FRIMT

MEXTH

F=2¥G+IHT(3%IA/20
Z=F+INT (1 B%0FRNDC] ) +5%T)
FEINT"UMICORM S HUMBER IS".F
PRIMT"WHAT TOES GRIFFIM RDD TO
PRIMT"MAKE UMICORH’S MUMBER=";Z
INPUTE

IFE+F=ZTHENMEXTJ

FRIMT

T=F#INT(100¥RHD (10 +134F
IFJ=1THENT=82

PRINT"SCORE FOR THRT ROUHD WASY:T
IF JCGANDK +F < ZTHENGOSURS3D

IFJ=GTHEMGOSURGER

PRIMT"DG ¥OU WAMT TO TACKLE THE"
IMPUT UNICORM AGRIM"HE
IFHE "HO" THENRLIN

EMD

IFK+F<CZTHEMPRINT " THE UHICORN BEART YOUF
RETURH

FRIMT

FRINT"YOU HAYE BERTEM THE  UMICORW®
PRIMT"YOUR IR IS T&I+J

RETURM
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This program introduces an idea you can use in many games — the
“degree of difficulty”. Generally, the “degree” can be used directly to
multiply or divide something, or to be added to or taken away from the
limits on a FOR/NEXT loop. In other games, you might have to add lines
like (if, say A was the degree): IFA = 1 THEN G = 200, or IF A> 7 THEN
GOSUB 90. Look back at some of the earlier programs in this book, and
work out ways of modifying them in the light of later things you have
learned.

The "degree of difficulty’” can easily be worked into the following program.
However, as it becomes more and more difficult already as it procesds, it
might be better to make it a little easier before adding the option of
increasing the difficulty. Lines 170 and 280 are the ones to modify to make
the game simpler, and it is here that the "degree’’ factor can be added:

18 FRIMT"TECHO CHRMBER"

28 Z=IMT(O&RHDC130+1

368 FORG=1TQZ+3

48 D=THT(4RRHDCLD0+1

S8 IFD=1THEMA$="KIDDO"

68 IFD=2THEMAF="CMART OME"

78 IFD=3THEMA$="GEHILIS"

3@ IFD=4THEMA$="COMPUTER FRERK"
Q6 K=INT(1aB3003%RHDC10)

188 PRINT

118 PRINT

126 PRINTUTRY MO, " G "0UT OF"iZ+45
138 PRIMT

146 PEIMT"THE MUMEER YOU HRWE TOY
158 PRIMT"REMEMBER. ", . A%

155 FORI=1T03088 HEXT

168 PRIMTYISY K

176 FORI=1TOS08-G

188 MEXTJ

2292 GOSUR289

238 PRIMT"OK ":A%: ", WMHAT WAZ®
248 IHPUT"THE HUMBER"H

268 TFH=KTHEM338
278 GOTO428

288 FORJ=1TN500%0C
230 PRINT

388 HEXTJ

218 RETURH
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FRINTYIWAYA. "R, Y00 GOT IT R !
PRINT"WHEH RERDY FOR THE MEHT OHE, ™
IMPUT"PRESS RETURN" C#

TR THEMETOP

PRIWTH

IFG=Z+5THEM4 464

MEXTS

PRINT"IMOUD BLEW IT,":R%

EHI

FPRINT"YOU SURE HAVE RY,"PROLIGIOUSY
FRIHT'MEMORY . " A

EHD

In this program, which puts a number in the range from zero to 89999 on
the screen, and then asks you to remember it for a time period which gets
longer with each new number, note that lines 40 to 80 control what A$ will
be in each run through the master FOR/NEXT loop. A similar approach
was used in SNAKES AND LADDERS and ROADRACE. Line 280, as you
can easily see, determines how long the delay loop will be. Have a look at
the listing for line 330, noting the comma between the words {T and
RIGHT. If the comma was not here, the word RIGHT would scroll around,
half on one line and half on the other, when D equals 4. Can you see why?

B O S SN CU CA GO IR PV I S IO ]
Lo A I R T I I RN I BN o O O K}
Dol IO LA IO IS B By R oy e

More things to do with
your VIC

Lets look at some other things you can do with your VIC.

Many ideas which are put forward for personal computers — such as
running the heating, or for use as a diary or telephone directory — are
really not practical. These are the kind of things which can be done far
more easily and efficiently with a set of cards and a pen, or a piece of paper
and a pen, than they can with the computer. For the time being, given the
memory available on your VIC, the need to load programs into it byte by
byte from an outside source, and the fact that it needs to be piugged in all
the time (and run a display screen as well) to be of any use at all, precludes
it from those sorts of applications.

Many people find they initially use their VICs, regardless of why they think
they bought them, to play and write games. From this they learn familiarity
with the computer, and learn to program. But, many people ask, what
then?

This section of the book will look at some of the possibilities.
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RECORD KEEPING: The VIC is very useful as an adjunct to keeping
records like names of members of your club, or the records or cassettes in
your music collection, or the numbers of trains you have spotted IF, and
this is a big if, you want to sort the information into order {such as
alphabetical, or highest to lowest, or by some other category such as age),
or you wish to extract something out about it {such as the number of club
members you have who live in Cambridge, or the number of records you
have by The Beatles which were released before 1970). Unless you want to
do this sort of manipulation with the information you have, the data is best
kept on cards, but it is an invaluable service if you need to work with the
data in some way.

INVENTORY MANAGEMENT: The size of the memory you have will
obviously dictate the kind of inventory records you can keep. If you, or
your parents, run a small store, you may well find that you can divide the
stock into types, and keep one type {such as canned goods} in one
cassette data file, Alternatively, if you run a pub, you may find the kinds of
goods you have to keep in stock {15 types of beer, snacks like crisps and
peanuts, various mixers and whatever) can be fairly easily kept within the
memory you now have. You can fairly easily write a program into which
you enter the sales from each day, and at the end of each week, the
program tells you how much to order.

STAFF PAYROLL: If you have a small firm, you may well find that the time
taken to write a program to work out what you should pay each employee
each week will be well rewarded. Such information as tax could be
automatically calculated, plus other deductions, and if you hook up a
printer to your VIC, there is no reason why you can’t get the computer to
print out the pay slip for you. Of course, unless you have employees with
sufficiently different pay levels and deductions to make this worthwhile,
you may prefer to continue with your present pencil, paper and calculator
method of working out pay.

ROUTINE CORRESPONDENCE: Without a printer, you cannot do this.
But you may find, especially if you are organiser of a club which requires
you to correspond with a reasonably large membership, that a standard
letter — with provision for adding the person’s name and address at the
beginning, plus some personalised material at the end of the letter — could
be used to print out the letters as you demand.

EDUCATION: This is a very big area, where your VIC can be used with
good effect. Not only for the kind of material we've discussed in the
education section of this book, but for more sophisticated
question/answer/grading programs that will teach you as much when
you're entering the program as when you're actually running it. No matter
which subject you're studying, you’ll probably be able to discover an
enjoyable way to incorporate the VIC into your study, and — as | said —
you'll probably learn as much from programming it to help you as you will
from running the program.
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It is very simple to create a number of simple interactive programs to use
with young children, which will help them recognise such things as
counting sequences, letters of the alphabet, simple arithmetic. If you use it
with young children, never force them to stay at the VIC for a moment
longer than they want to. They'll think of it as a game which they’ll return
to over and over again if they are not forced to do so, and the familiarity
they’ll gain with working with computers will be worth as much, in terms
of their education, as will the material they'll learn from the program.

USERS CLUBS: You're sure to find other people in your area with VICs. A
simple ad: “VIC addict seeks others with similar affliction in Preston,
phone XCB HHDG" could bring other owners crawling out the woodwork,
all anxious to talk about their computers, and to share programs and ideas.
All over the country, small groups of five to a dozen people meet in each
others homes to swap ideas, programs, hardware tips, and sort out
problems. If you find your parents or partner not entirely literate in the
computer field, you may well become ’starved’ for someone to talk to.
Starting your own local users’ group, rather than waiting for someone else
in the area 1o start one, is a great way to meet other owners in the area.

PERSONAL ACCOUNTS: This is another area where your VIC can be very
useful, especially if you do not use it as the final source of information
about the state of your cheque book or whatever, but rather decide to use
the computer program as a general indication of the mess (or otherwise)
your personal finances are in. Final totting up should be done with the old
standby of calculator, pencil and paper.

SIMULATING: This is an area which can make great demands on your
programming ability, but which can provide many enjoyable and useful
hours at the computer. If, for example, you wanted to find out what you
should do with your stocks and shares, you could feed them in, with their
current market values, along with the way the prices for these have
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changed in the past month, and project the trend forward for a month.
This could indicate not only which stocks you should sell, or which you
should get rid of, but just what value your portfolio is likely to have at the
end of that period.

Of course, this is a simplistic example, and one which would hardly give
very useful information on what you should do with that bulging portfolio,
but it may give you some idea.

Another idea: You could feed in your annual salary over the past, say, five
years, noting how it has changed from year to year, add a counter-
indicator on the rates of inflation in those years, and find out not only how
your real spending power has changed in the period, but assuming the
trends you've observed continue, how it will grow (or, horrors, shrink) in
the coming years.

MAKING MONEY: Ah, you say, now we come to something really
worthwhile.

| will start with a warning. Many of these ideas will seem impracticable, and
will not be applicable by you, but they may well start you thinking of the
kinds of things you could do with your VIC which could enhance your
income a little {or even a lot).

ARTICLES: Many people have found that writing articles for computer
magazines is a good way to enhance their income. To write an article
which is accepted, and the magazines in Britain tend to have far, far more
articles than they can ever print, you must work out three things:

(1) Exactly what one thing will the article teach/demonstrate/discuss?
What sort of computer owners (ie what machine, or price bracket, or
user, such as hobbyist, businessperson or whatever) will be likely to
be interested in the article?

(3) Which magazine will it be sent to?

Unless you can answer those three questions, you haven’t got an article,
you've got a vague idea or a concept. And no-one will publish that. Buy
the computer magazines, all of them if you can afford to, but certainly buy
the ones that you intend to write for. In mid to late 1981, the British
magazines were all paying between £17 and £45 per article, with more for
photographs, programs and diagrams if these were related to the article.

WHERE DO YOU SEND THEM? The major magazines in this country are:

PRACTICAL COMPUTING, IPC, Quadrant House, The Quadrant, Sutton,
Surrey, SM2 5AS (01-661 3500)

YOUR COMPUTER — at the same address as PRACTICAL COMPUTING

PERSONAL COMPUTER WORLD, Sportscene Publishers, 14 Rathbone
Place, London, W1P 1DE (01 - 637 7991/2/3)
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COMPUTING TODAY, 145 Charing Cross Road, London, WC2H OEE. (0!
-437-1002/7)

MICROCOMPUTER PRINTQUT, ~ and VIC Computing, PO Box 48,
Newbury, RB16 OBD (0635 201 131)

The main contacts at these publications are (in September, 1981):

PRACTICAL COMPUTING — Peter Laurie

YOUR COMPUTER — Duncan Scot

PERSONAL COMPUTER WORLD — David Tebbutt

COMPUTING TODAY — Henry Budgett

MICROCOMPUTER PRINTOUT and VIC Computing — Richard Pawson

You'll find there are a number of small publications (such as VIC
Computing) which are ‘machine-specific’. They are often printed by users’
groups or by the manufacturer, but welcome, and may pay for, suitable
articles.

There are also many other computer magazines in Britain (such as
EDUCATIONAL COMPUTING (Robin Bradbeer is the contact there) and
WHICH Computer) which deal with more specific markets. If you can write
for these markets, pick up a copy of the magazine from your local shop,
and see what sort of style the articles are in, and make sure yours fits the
pattern,

BOOKS: Program collections which are aimed at a specific machine, or
machines, seem to sell best. Wander into your local computer shop, if you
have one, or into one of the bigger W H Smiths, or Foyles in Charing Cross
Road, London, and have a look at the kind of books they are selling. Lion
House, in Tottenham Court Road, London {leave Tottenham Court Road
tube station by the exist to the Dominion Theatre, then walk away from
Centrepoint and you’ll come to it) have a very wide range of computer
books which will give you more ideas.

You can write a book of programs, or a book on how to write programs, or
— if you're a hardware buff — how to build peripherals for computers.
Booklets, even leaflets, that tell owners how to convert listings given for
other machines into their own language can be very popular, especially if
you add a few extra programs in as well.

You could write a book to help people choose the right computer for their
needs, explaining the features and drawbacks of each one. An "idiot's
guide”’ explaining how computers work could be popular (if you do write
such a book, please send me a copy, {'d love to find out), or a guide to lead
a first-timer through the jungle of computer jargon.

There seems to be an infinite market for books on how to program in
BASIC. No matter how many books are published, there seems to be room
for just 10 more.
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Have a look at other computer books. You'll find many of these will
enhance and expand your interest in your computer. Some books I've
found useful are:

Game Playing in BASIC — Donald D Spenver {Hayden)

The First Book of Microcomputers — Robert Spencer (Hayden)

Z80 Software, Gourmet Guide and Cookbook — Nat Wadsworth {Scelbi)

Fifty BASIC Exercises — J P Lamoitier (Sybex)

Computer Programming in BASIC for Everyone — T Dwyer and M

Kaufman (Radio Shack)

Microsoft BASIC — Ken Knecht (dilithium Press)

The BASIC Cookbook — Ken Tracton {Radio Shack)

BASIC Computer Games — edited David Ahl (Creative Computing Press}

More BASIC Computer Games — edited David Ahl {Creative Computing
Press}

Computer Programs That Work! Lee, Beech and Lee (Sigma Technical
Press)

Computer Games for businesses, schools and homes — J V Nahigian and
W S Hodges (Winthrop) Comp

57 Practical Programs and Games in BASIC — Ken Tracton (TAB Books)

You may find some material of interest in books published by Database
Consultancy, which include:

GETTING ACQUAINTED WITH YOUR ACORN ATOM — Trevor Sharples
& Tim Hartnell

GETTING ACQUAINTED WITH YOUR ZX81 — Tim Hartnell
MASTERING MACHINE CODE ON YOUR ZX81 OR ZX80 — Tony Baker
50 RIP-ROARING GAMES FOR THE ZX80 AND ZX81 — edited Jeff
Weinrich

If you've written a computer book which you'd like us to publish, send us a
letter with some information about the book, and we'll let you know if your
idea is of interest, Just write to: INTERFACE, Book publishing, 44 - 46
Earls Court Road, London, W8 6EJ.
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Cave Master

You will recall that, earlier in this book, a program under the imaginative
name of TIME WARP was listed. The next program uses the same basic
program to produce something a little more down to earth. All of the
programs in this book can (and should) be developed by you in whatever
direction you prefer. Only by doing this will you develop your own
programming skills. Anyway, here is one way TIME WARP can be warped.

1 G=3

2 PRIMT"ICAYE MRSTER"
3 GOSURSTY

4 H=0

5 E$="CRAZED WIZARD"
& FE="WICKED WITCH"
G J=IMTOZ#RMHIC LSS

18 IFJ=1THENL$=E%

11 IFI=0THEML$=F#%

12 TFGCITHEM4T

13 GOSURSY

14 PRINTCHEF(152~G3." AURA TOHE" G
15 H=H+1

1& IFH=17THEHSB

17 GOSUBSY

19 FRINT"LEVEL OF MAGIC";I17-H
20 PRIMT"HORRORS. ", L&, "AHEAD"
21 IMPUTES$

22 GOZURE3

23 IFH=17THENZO

24 K=IHT(Z¥RHDOL 0

25 IFK=BTHEMI1

26 G=0-2

27 GOSUBST

e ! e’

23 PRIMT'THE "iL#,"ZONKED YOU"
29 IMPUTAS

3@ GOTOR

31 G=06+1

32 PRIMT"YOL ZAPPED THE".L%
33 INPUTDS

34 GOZURSS

35 GOSUBRET

36 PRIMT"THE FOOLS GOLD IS

89



37 PRINTWITHIN YOUR GRASPY
39 INPUTGE

48 M=THT{GHRHD (1) 141

41 IFMCETHEHS

42 GOSURSS

43 GOSUES?

44 TFGETHENPRIMT®YOU DID IT"

45 PRINT'WITH"; 17-H, , "HAGIC SPELLS LEFT"
45 EMD

47 GOSUBST

43 PRINT"DEATH COMES TO US ALL®

45 END

56 GOSUBS?

51 PRINT"2OU TOOK TOO LOMGY

52 GOTO48

53 FORW=1TOINT(1808%RHDC 120

54 NEXT

S5 PRINT""

£ RETURN
7 FRINT

& PRINT

9 FRINT

@ PRINT

1 RETURM 4

Alpha

In this game, the VIC thinks of a letter of the alphabet, and you have to
guess it. Demanding, huh?

18
29
38
40 F=INTL(ZGRREMDCL ) 3+65

58 PRIMT"I AM THIMKING"."OF A LETTER"
/8 PRINT

78 PRIMTEMTER YOUR GUESS":C

LA oo I v ]
)y 20

on o

b &}
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86 GETR#
S6 IFRE=""THEHGZO
IFARSCORE ) =ATHEML1SH
PPTUT'T” HE
‘RIMT"TRY CLOSER TO THE®
IFH;L*Hi;’HTHEHPRIHT“EHB"'
IFASCIAL) ATHEMPRIMT"START'
PRINT" OF THE ALPHABET"
C=0+1
GOTOER
FRINTTWES. I WAS THIMKING OF " A%
FRINT
PRINT"THAT TOOK"CUGUESSES"
FRINT
IFCDORD=ATHEND=T
FRIMT"YOUR BEST SCORE THIS GAME IS":D
IMPUT"FRESS RETURM":A%
PRINT
GOTOSE

o OO0 B G T e S0 WD Q0 T O B ) U e
S Bt B IERR T 0o 0 T w B % e S s S0 B % B8 Bk % B e

J,

LS I O L T L B N N A B N il el Al Sonlil s S

Turning the Tables

There are many, many programs in which the computer thinks of a
number, and the human player has to guess it. There are two of them in
this book. This next program, written by Trevor Sharples, turns the tables.
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WO TD T e D

i@

.1,8

sy Iy R R Ty Ty 0 OO RO e e B ) ) 0 0 ) PO T
53 00 Xy B P Y 00 Ty B R O0 B PO SO0 O B PR

(VxR R Bk
N S R R o B S LN

[<e]
N

PRIMNT"MYSTIC!
FEIMT
PRIMT"THIMK OF A MUMBER"."BETWEEM"

PRIMT"OME AMHD 188 AMD I, "WILL GUESS IT®

PRIMT

FRIMT"PRESS RETURM TO PLAY"
IMFUTAE

?ﬁ,HEﬁﬁ

= IHT(I@B*RHDil))+1
PRINT"I GUESS": ¥

FRIMT

FRINT

PRINT "RIGHTYREY ORMREONHGCY”
T=T+1

IMPLITRE

IFBE="R"THEHRE

GOSUBEE

PRINT MY GUESE MRS":W
PRINT PRIMTHIGHER(H) OR®
IMPUTPLOMERCL 2" C¥
PHQUEQF

IFCE="L"THENSZ

=4

Sz~

&=¥+IHT SHERND(L )+1
IFE=S+YTHEHDS

GOTO24

7=¥

GOTOS4

GOSURSS

FRINTYBOY,AIM/T 1 DE SMRRT {HE?"
PRIMT"I GOT IT IW JUST";T

Sy
f

3

FRIMTUTRIES" :PRINT (PRIMTYCOULT YOU FRCE ANOTHERY

IHPUT"GAME , BUD (T1E

GLOSUERE

IFDs="YES"THEMS

FRIMT"RYE BYE THEH MET"."BLAHKET"
GOTORZ



FORF=1TOINT(RHTIC 1 ) 4S000%RHIC 153
HEXT

PRIMNT";

" RETLIRH

OO TR D
RS A R 2 W 2

Nine Lives

In HANGCAT one player inputs a word, one letter at a time, pressing
RETURN between each letter. Then the second player tries to guess the
word, pressing RETURN between each letter he or she wants to try. If the
second player is wrong, he or she loses a life (hence the title). If the guess
is right, the program prints out the correct letter in its correct position in
the word.

PRINT, "HRHGCRT"
PRIMT"PLAYER 1.TYFE IM R WORD OF & LETTERS OR LES
PRIMT
FRINT
Cig=Hat
Mz
Jg=v -0
K$= hon
Lg=ttn
18 rqi: n . 1
11 T=@
2 INPUTR%
13 INPUTEB$
14 IHPUTCS
15 IWPUTIE
16 IHPUTE$
17 IHPUTF$
13 PRIMT"TRERDY TO PLAY?YOU"."HAYE & LIVESY
28 THPUT"HHAT IS YOUR GUESS"; X%
22 PRIMT"I"
23 IFK$=A$THENGOSUB2D
24 IFX$=BFTHEMGOSUESZ
25 IFA$=C$THEMGOSURRE
26 IFXE=T$THEMGOSUIE3S
27 IFR#=E$THEHGOSUB42
28 IFR$=F$THENGOSUE43
29 GOT048

RS RN S SR L I SRR W B (R
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B D) L0 0D G G

41

A
n

nexn

(8,
WO OO S T R e ) e A0 00 ] O O B OO

Ty Ty Ty Iy Ty iy Gyt (RO O LR

G¥=H%
T=T-1
RETLIRH
H¥=B%
T=T-1
RETURM
JE=C%
T=T~1
RETLRM
KE=D%
T=T-1
RETURH
L¥=E%
T=T~1
RETLIRM
ME=F§F
T=T~1
RETURM
FRIMT
PRIMTGE  HE: TS KE: LE: 1%
FRIWT

IFGF=REANINE=BEAND T $=C8RHDK $=D$ANIL $=ESAHIME=F $THEHESR

PRINT

T=T+1

IFT=3THEMSZ

FRIMT"¥0OU HAVE": 5-T, "LIVES LEFT®
FRIMT

PRIMT

GOTO24

PRINT"YOU'RE DERD"

FREINTTHE WORD WRS". A% BE.CE DEIESFE
IMPUT"AMOTHER CHT" %

FRIMT"O"

TFUE O THENZ

END

FRINT

PRINT

PRIMT"¥YRY CRT®

GOTOLG
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Nim

The random number generator cooks up an ovenful of buns, which you
and the computer proceed to scoff. There is a limit to how many buns you
can eat at a time, and the loser is the person who eats the last bun. It is
fairly easy to write a program which will never lose this game, but such a
program rapidly becomes boring, if not infuriating. Therefore, this program
has built-in fallibility, alithough it will still win more than half the games it

plays.

PRIMT"J";TABC8Y, "BUM FIGHT"

M=

L=@

Z=IHT(Z20¥RHDC10+11)

H=THTC3%RMIC 10 +4)

IFM=BTHENPRINT"SCOMES LEFT";Z,"THE MOST YOU CAM TRKE IS";H
IFE>@ANDM=ATHENPRINT "YOU TOOK" E, "1 TOOK";Q
FORK=1T0Z

18 PRINT"® ";

11 IFRMDCL <, 3TTHEMPRIMT

12 NEXTK

13 PRIMT

14 PRINMT

15 IFM=1THENPRIMTTABCS,; "¥OU WIH®

16 IFM=2THENPRIMTTAR(12Y: "] WIN®

17 IFM>BTHEMLS

18 PRIMT

19 PRIMT"HOW MAMY BWILL YOU":IMPUT"TRAKE"E

21 IFECI0REXHTHENLS

22 Z=Z-E

23 IFZ-ATHEMZS

24 M=2

25 GOT034

26 Q=Z~1~IHTO(Z~13/CH+1 0% (H+10

27 IFR=ATHEMR=THT (H¥RMD{ 15 2+1

28 IFG>ZTHENZE

29 IFZXF+2RNDRNDCL )<, STHENR=R+IHT (RMDC L )~ 50
38 IFO>HORRCITHENZE

32 Z=Z-0)

RS Bt s N B SN AV (N ]
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33 TFZ=ATHEMM=1
35 PRIMT"

GOTO7

Life

1 PRIMT™I"

§15)
2d
38

K=0%RHIC~TT
DIMACEED  BIR3),ELT)
FORR=QTOY
READE{A

HEXTH

FORA=ATOAS
BOAO=32

HEXTH

FORR=1TO13
M=INTCG4#RMND(1 30
BCMy=73

A MEXTH
a GOTO258

FORA=ATOES

H=@

FORE=BTOY

J=A+ECED

IF J{AOR I63THENZGE

3 IFR{I3=7ITHEMH=H+1

288 HEXTE

L 03 £ Ta) T IO I [N T

o oe= S 00 00 = T O
RO R R EED

@0
(o]

IFHC2THEMBIR) =32
A IFH=3THEME(R)=73
NEXTA
k=K1

PRIMT"SGEMERATION" ;K

FRIMT
FORA=ATOES
ACRI=B{AY
HMEXTH
FORR=GTO?
PRIMT
FORB=GTO?



Fno Bl ) LA Gl Vad ) D OO
B DD WO~ g
DS B § I BEACY B T B s e A

I
) e
L Y

-

45 I
)
&

444

PRIMT"&":CHRECACAI-A-D¥E1 ),
HMEXTE. R

PRIMT"T"

FORA=GTOY

PRIMTTRECSS)

FORB=QATO?
PRINTCHRECR(A+E%EB) 2
MEXTB

FRIMT

MEXTA

IHPUTRS

IFA$=""THEHEND

GOTO142
DATRS.8.7.1,~-1,~7,-5,~8

Cubik

This program produces a two-dimensional version of that cube puzzle
which recently swept the world. In CUBIK, you have a flat surface divided
into 16 segments, numbered (of course) from one to 16. When you run the
program, you'll see a flat surface, with the numbers one to four arranged
neatly on it. This is the arrangement you want to end up with after rotating
the pieces in the CUBIK. The program randomly twists the CUBIK, and you
have to get it back in order. You do so by entering the number of the square
you wish to ‘rotate’. It moves this square, and the other three around it, one
square clockwise. Run it, and you'll understand. The key to the square

number to enter for rotation is:

18
20
38

1t 2 3 4
5 6 7 8
9 10 11 12

13 14 15 16

F=RMND{-TID
F=1
DIMAC4S . BLLRY

4@ B=1

a8

FORD=1T04

This routine sets up the initial CUBIK arrangement.

68 C=8

78 IFB=1THEMC=1
8@ IFB=3THEMC=2
S8 IFB=STHEMC=3

108
11@

IFE=11THENC=4
BiRBI=C



128
134
148
156
168
17a
15@
158
204
214
220
238
248

BiB+1o=C

B(B+40=C

B(B+5)=C

C=@

IFB=1THEHC=2
IFB=3THENC=£
IFE=STHEMC=2
B=B+C

HEXTD

G0SUB37E
IFFCIITHENS=THTCLI#RNDC1D 342
IFF>1BTHEMIMFUTX
IF4=G0RE=3THEMHZ20

The next routine makes the twist.

[ an Ry ]

5
5
¢

o)

268
250
308
31a@
3z@
33a
348
354

358

RCLy=BOH
AC2a=Blk+d
RC33=BCA+30
Ai4)=R{k-12
BOMu=RL40
BCH+4=RCLD
BOX+8=Rc2)
BOH~15=R03)
GOSUB3YA
IFF{1ATHENINPUTUS
F=F+1
GOTOZ28

This routine prints the CUBIK.

ara
384
394
464
418
428
434
446
458

98

PRIWT"D"

PRIMT

FORE=1TOD16

PRIMTRC(B)
IFBA4=INT(B/4) THENPRINT : PRINT : PRINT
MEXTE

IFF{IATHEMPRIMT " TWIST i F
IFF>1RTHENPRINT"MOVES S0 FRR";F-18
RETURH



Outsmart

A very brief program in which you have ten guesses to find the number
(between 1 and 200) chosen by the VIC. The clue given in line 90 takes a bit
of getting used to, but once you've played three games, you should be able
to 'read’ it without any difficulty.

20 A=INT(Z00%RNDICL)+1

38 FRIMTY

42 FORB=1TO1&

S0 PRIMTUGUESS HOLMGE

A8 THPUTC

g8 IFC=ATHEN14@

0 PRIMT'HROMG":C. ., "CLUE-"SOR(ABSCR-CO3
19@ HEXTB

128 EMD

148 PRIMT"YES.YOU GOT IT IM"B

Logica

This is a game in which you try to find a missing RAM chip on a 15 x 15
grid, using nothing but your wits and a patented RAM-detector.

18 PRIWT"O®

28 R=IHMTCISRRNDCL D 5+1

38 B=INT(ISHRHDC120+1

48 C=1

68 FPRIMTURAM IS HIDIMG", "SERRCH":C

78 INPUTD

28 INPUTE

98 IFA=DAHDE=ETHEM17@

118 PRIMTD; ", ";E;"HOT THERE"

138 PRIWNT"RAM DETECTOR READZ: "i(A-D+13#%(B-E+13/14
146 C=C+1

15@ GOTOGE

178 PRIMT"YOU FOUMD IT®

186 FRINT"YOU SCOREDY; 380-3%C

185 FORI=1TO588

186 NEXT

1988 GOTOL749

In this program, the RAM is hidden at A and B, with C counting the
number of guesses you make. Line 130, the ‘RAM detector’ gives a very

99



useful read-out, and within two or three games you should have mastered
its output. Note that unlike some "hunting on a grid’ games there is no limit
to the number of guesses you can make. However, you should obviously
try and find the RAM in as short a time as possible. Your score (line 180) is
directly related to the number of attempts you had to make to find the
thing.

Blackjack

John Scarne, in his authoritative SCARNE'S ENCYCLOPEDIA OF
GAMES, says Biackjack is “'the most widely played banking card game in
the world"". It is relatively simple to play: The players try to get as close as
possible to a total of 21, without exceeding 21. Aces count as either 1 or
11, and Kings, Queens, and Jacks each count as 18. This program
automatically assigns a value of 1 to an ACE if counting it as 11 would force
the total over 21. The human player always goes first in this version of the
game. After each card is handed out, you have the option of taking
another one, or “standing’’, that is staying as you are (see line 80). The
round is a draw if both of you reach the same total, and it is less than 21, if
you “bust”, that is you exceed 21, the VIC wins that round automatically.
The PRINT lines in this program are a good example of computer
arrogance.

1 PRIMT®I"

18 GOTO1ca

28 CA=INTCL1#RHDCLII 3+

IFCA=1 1ANDD+CAX21 THEHCA=1

35 D=D+CH

48 RETURN

S8 CA=INTCLI#RND{100+1

68 IFCA=11ANDB+CAY21 THEMCA=1

£5 B=B+CAH

78 RETURH

g0 PRIMT"RMOTHER CRRDCLGOR MILL YOU STRMDC@"
25 IMPUTG

186 RETURH

118 PRIWT"AMOTHER GRME."."CARD SHARF"
128 IMPUTRS$

138 FRIMT"I®

14ﬁ IFR$L M YES Y THEMEND

S8 GOTQ16G

4.....

166 D=i
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178 h=@ 258 BE="THE COMFUTER HRSY
188 GOSURZD 278 CE="THE HUMRH HRZ™
19@ H=CA 238 PRIMTBE#:H

0B GNSUR2E 298 FPRIMTCE,E "AMD",F
1@ A=CA 388 PRIMTUTOTALLIMNGT . E+F
2z GOSUBSE 318 D=H+A

238 E=CH 328 E=E+F

4R GOSURESE 38 IFE=Z1iTHEM44R

IER F=0F 346 GOsSURRE

ol SN I Y B I s SRR SN I ]
Pl 00 OO0 S o S 0N = O 0

S P B 00 00 G0 G U Lag 03

Fte J-

IFG=1THEN45G

IHFUTZ®

PRIMT""

IFDCIPTHENS 3@

IFD<S2ITHEMPRIMTRE:D

IFBCHZITHEHFRINTCE: B

IFE=DAHIE 21 THENPRINT SO THIS ROUMDS A DREAW!

IFT=21ANDE 21 THENPRIMTES. " BLACK JACK..."

IFEFZITHEHPRINTO® " BUSTEDY, "50 WIC WIMS..."

IFLC=RORTCZ1THENS 1S

FRINTHIC DESTROYS HUMAH WITH A BRILLIAWT".
"RISPLAY OF CARDM. "PLAYING"

15 IFD>21THEMPRIMTES, " BUSTED"

430
443
458
478

480
4906
stalt)
51
515
Scd

IFEXDANTEC=21 THEHFRINT "2l WOM
SOMEHOW. .. " "LUCK T BUESSY

sOTOL1G

PRIMTCH; " BLACK.JACK®

IFD 21 THEMETE

PRIMT"BUT S0 HAS THE CLEVER COMPUTER

s00ITS A DRAW"

GOTOl LA

GOSURSE

PRIMTCE, " CARD";CA, "TOTAL: "B

IFE>Z21 THEM485

IHPUTZ®

GOTO348
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FRIMTE£:D

THRUTUE

GOSUBZA

FRIMTE%. "CARD"CA
PRIWMT"Z0 ITS TOTAL IS":TD
THPUTLE

TFO>21 THEM41S

IFD 17 THEMSAB

GATOI7A

L., TR
[ RS A v Bal® B B L Y N PR
i D T s BRI B s B B v

Ty LR O OOy

Kalki, The Mind Reader

This game is self-explanatory. Just input it, RUN, and follow the
directions. Once you've played it a few times, you can change the PRINT
statements to create a totally new game.

FRIWMT"O"

GOTOSE

IHPUTES

PRINT"IT

FORJ=1T03

FRIMT

HEXT.T

PRIMT'KALKI, THE MIMD-READERZAYS"
g8 RETURH

38 GOSURSE

188 PRIMTOWHD OWNS THIS COMPUTER"
118 THPUTCE

136 PRINT"PRESS RETURM RFTER"."ERCH STER®
ida GOSUBRZR

158 PREIMT"THINK OF A HUMEER®

{e6 GOSUE3A

DUl I wos B TR A A

4~ O LR e G0 L) res

LY O

1

178 FRIMTUDOUBLE WOUR MUMBER.","ADD 47

186 GOSUE3D

198 PRIMT®DIVIDE BY 2.","THEM RLT &"

208 GOSUBR3E

218 PRIMTHSUBTRACT THE HUMBER. . "¥OU FIRST THOUGHT OFY
2z@ GOSUR39

230 PRINTYSUBTRACT 3. ", "THEM MULTIFLY BY o7

248 GOSUR3G
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258 PRINT'SUETRACT 3 RGAIM RND DIVIDE BY 2¢
GOSURSH

FRIMT"WRITE DOWM THE MUMBER YOUYWE GOT®
GOSUEZA

FRIMT"MOW IMPUT THE MOMEY  IMN YOUR POCKET®
THPUTA

GOSHE40

PRIMNT'THE WUMEER WRITTEM Dok IS 14
GOSUBSA

PRIMTPWUHEN YOU LERVE, PLERSE"

FRINT'GIVE " C#, "£" (R+53/5, "AS A TOHATION
EHT

pall
L2,

[e R I RS I LN R e IR VIR 6 R e SR
£ 5y T Ny R %) O R ) O IS

Tad Ta3 Nl Tad 03 0ax (ad D3 Ted L3 PO I

Chemin de Fer

Baccarat was first introduced into France from ltaly in about 1490, during
the reign of Charles VIIL. It is most unlikely, historians say, that Charles
played it on a VIC. The ltalian game was called Baccara, and this game —
Chemin De Fer — is a distant cousin of that old favourite. VIC Chemin
De Fer is based on a dice version of the casino game which is usually
played with cards. You and the computer {the "banker”) roll five dice
each. If any die comes up 2 or 5, it must be rolled again. You add the pips
on dice which did not come up 2 or 5, and then you add to this the total of
of the pips from the dice you've rolled again. If a die comes up 2 or 5 the
second time, it counts as zero. The aim is to get as close as possible to 9, or
to get a two-digit number ending in 9. The program automatically strips a
two-digit number down to its final digit. RUN it a few times, and you'll
begin to see why this game is so popular. The program allows 9 winning
games, with dead-heats {or '"stand-offs’’) not counted. The winner is the
player with the most games out of 9.

5 PRIMT"Y
18 Bl=8

28 F1=8

38 GOTO0344a
4@ Ti=

39 C=@
B FORG=1T05

B A=IMTCE#RMDIL1 5+

@ TFR=Z0RA=5THENC=C+1
A IFR=20RA=3THEMNA=A
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F30
441
430
468
4va
486
456
AR

PRLALE
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PRINTA; "

D=1+

HEXTS

PRINT

FRINTD,

IFISTHEND=D~ 18

PRINTD

IFDYSTHEND=D- 12
PRINT'TOTAL OH FIRST ROLL IS"D
IFT=3THENPRINT LA GRANDE"
IFD=GTHENPRINT"LA PETITE"
IFD=FTHEMPRIHT "HATURAL"
IFC=80RD=7ORD=G0RD=3THENRE TURH
PRINT'MUST ROLL i “AGAIH®
FORR=1TOC
E=INT(S4RMDCLI )+
IFE=20RE=5THEHE=H

D=D+E

HEXTA

PRINTD,

IFTZ3THEMD=0-18

PRINTD

IFDY3THEND=T-18

RETURH

PRIMT " BAMKER"

GO5UE4A

PRINT*FINAL TOTALY ;T
TNPLITA%

I=D

PRINT"PLAYER"

TNPUTAS
PRINT"BRHKER" , "FLAYER"
PRINTI.T

IFJ=DTHEMPRINT, "STAND OFF"
IF J=DTHENGOTOS12

IF JXDTHEMPRINT " BRHKER"

IF TYDTHEMB1=B1+1

IF J{DTHEHPRINT "PLAYER"

IF JCDTHENR 1=F 141

PRINT" WIHS"



FRIMTUTOTALSY
FRIMTEL.F1
IFBI+F{=STHEMEMT
IHPUTAS

FRIMT

GOTO344

R LR Ln R o

Ty LA B ) P s
T AZY D S) 0 T

o
)

i

Craps

In THE COMPLETE BOOK OF DICE GAMES, Skip Frey describes Craps as
"the premier dice game”. According to Mr. Frey, "it is played everywhere
from back alleys to posh casinos in Las Vegas and Monte Carlo”’. Despite
this glowing description, it can become a very dull game indeed when
player with a computer. After all, to play the game you just roll dice, and if
you have your trusty computer doing this for you, there isn’'t much else to
do. Therefore, we've jazzed up the program a bit, to save you falling asleep
at the keyboard. This Craps program gives you a starting stake of $20, and
then adds to it, or takes away, in accordance with your luck with the dice.

OFFICIAL TERMS FOR CRAPS:

NATURAL — A7 oran 11 on the first roll is a NATURAL.
Roll this, and you win.

CRAPS. — A 2, 3 or 12 on the first roll is CRAPS. Roll
this, and you've lost.

POINT — A4,5,6, 8,9 or 10 on the first roll becomes
your POINT. In the program, the variable E is
your point.
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If you don't roll a natural or craps, you continue to roll until you 'make your
point’. In this game, see line 270, you win a grand sum if you make your
point. However, and this is a big however, if you throw a 7 before you
make your point, you lose {line 120). The program subtracts $3, plus a
dollar for every roll of the dice you've made in that game. So long as you
manage to end a game with $1 or more, the computer will offer you a new
game.

S M=Z@:PRINTOI

18 A=0

28 E=d

3@ INFUTYPRESS RETURM TO ROLL":A#$
S8 GOsSUBSZ@

68 B=IMT(O¥RMDCL123+]

TE C=INTOO#RMDCL 20+

88 D=E+C

28 A=A+

95 IFA=CETHEHFRINT"I"

a7 IFA=&THENA=2

188 IFAR=1THEM15E

118 IFD=ETHEMZ?A

128 IFD=7THENZEA

138 PRINTUTHE DICE CAME UP" B:C;"TOTALY,T
148 GO0T028

158 IFD=vORD=11THEM13@

168 IFDC40RD=12THENZ18

178 E=D

188 GOTO138

198 FRIMT"SOU ROLLEDY, L 'S0 YOU WIM®
195 HM=M+5+H

208 GOTOZ28

218 PRIMT"FRATE GRYE YWOUY.: I "S0 YOur LOSE®
220 PRIMT"YOUSVE GOT $"iM

222 IFMIITHEMETOR

225 INPUT"RHOTHER GRME" ;A%

238 PRIMT®I"

258 IFAR$CTHMOYTHEHLA

258 END

273 PRIMNT'THAT TIME YOU GOT":D

288 M=M+3+H

298 GOTN22@

308 PRIMTUFOOL.YOU BLEW IT BY  ROLLING™;D

-
Q
(2}
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M=H-3~H
GOTR2: lZI
FORF=1TO4608
HEXTF

RETURH

Life Expectancy

There was a light-hearted life expectancy program earlier in the book. The
next program, based loosely on actuarial tables, is closer to a "'serious” life
expectancy program.

b anti it Sl I x ST CE SN I L8 B

C=8
PRIMT"LIVES"
A=71

IHPUT"AGECYRS Y E
GOSUBRS4

IHPUT"MARRIED" i A%
GOSURS4

IFR$="YES"THEMR=TE&

FRIMT"HRYE WOIJ BEEN RICH MOST OF YOUR"
2 IMPUTTLIFECY OR HMoMiC%
} GOSUBS4
5 IFCE="7"THEHA=H~3
S IHPUTYRRE YO OVERMEIGHT®.D#
3 GOSURDY
2 IFDE="NO"ORB{4ETHEHZS
P=B

IFN#="YES"THEMIMPUT"BY HOW HMAMY FOUMISY P
ﬁ=E+P
GORUIRSY

24 FRIMT'EXERCISE.MEVER. ", "SOMETIMES, OFTEN"
25 IHPUTES

GOSLIBS4
IFE$="SOMETIMES " THEMA=A+3
IFE$="0F TEM" THEMA=R+3

GOSUBS4

ITPHT"HPE YOI OFTEM TEMSE",F#
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IFF="YES" THENA=A~2
IFF$="NO"THEMA=R+3
FRIMT'DRIMK LITTLECAS MOD, (557
THRUT"HERYY (18" : G
GOSUES4

IHPUT"DO YOU SMOKE" iH$
IFHE="YES" THEMA=A~5
F0SUES4

42 IMPUT"OFTEM ILL".k#

4% IFK$="YES" THEMA=RA-3

46 IFKE="HO"THEMR=A+2

47 GOSUBS4

4% PRINT"ESTIMATED AGE OF DERTH"
43 PRIMT

58 IFRZATHEMA=R+IMT(B-R3/22
51 PRINT. "FEMALE-"|A+7~C/5-0
52 PRIMT. "MALE-",A-C-5~G

52 EMD

S4 FORI=1TOS

55 PRIMT

36 HMERT-RETURH

Bird Cage

In its first incarnation, in England, this game had the most improbable
name of Sweat-Cloth, and when exported to the United States in the early
years of the 19th Century, it became known first as Sweat. lts name
changed through the years to Chucker-Luck, Chuck-Luck, Chuck-a-Luck
or just plain Chuck. Nowadays, because of the equipment used in the non-
computer version, the game is often called The Bird Cage.

o P Tl D e a2 D) £
P 25 WD 00 TR L I 02

The bird cage is an enclosed wire cage holding three dice. Players bet on
the likelihood of a particular number coming up. If, for example, they place
their money on six, and one of the three dice ends up with a six showing,
they get their money back. If all three dice show six, then they get three
times their money. A fairly simple game, but one which arouses passion
among bird cage devotees.

This program does most of the work for you. When it first asks SIZE OF
BET? you enter the number of pounds and pence you wish to bet. At all
times you know how much money you have left (you start with £30) and
you can bet up to the total you have. You automatically lose this amount as
the game begins (so one die coming up with your number just returns your
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money, you need two or three to show a profit). Your next prompt will be
NUMBER? and here the computer just wants you to enter a number
between one and six. The game explains itself as the program progresses.

18 M=30 FPRINT"I"
M is your starting stake, and M your running cash total
28 GOSURZE0

Subroutine 280 prints your money on the screen, and incorporates a delay
loop (290 and 300} which is accessed separately at one point {line 220)

3@ IMFUT"SIZE OF BETY.A
58 IFAXMTHEHS3E

G0 FRIMT"E":A

78 M=M-A

f@ IHPUT"HUMBER":E

118 IFB{I0RBL-ETHENSE

The next section rolls the dice, changing your stake as it does so if you win.

128 FORC=1T03
13@ =6

W is the win/lose flag and paymaster

148 GOSUB236

158 D=IHTCSHREHDCL 3+

135 PRINT

168 PRIMT"DICE WO, " C;"FELL™D
IFD=BTHEMM=H
IFD=BTHEMPRINT, "MIH £":}
fl=t1+b]

The subroutine changes the total if you have won

Fot ke pade
L0 OO
[ I BN

288 GOsUBzEE

18 MERTC

There is a short delay before the game continues
28 GOSUR298

-y
226
~
234

8 PRIMT"I"
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If you have money, action moves back to line 20
248 IFMHBTHEMZA
If you are broke, woe. . .

550 FRINT'GAME OVER.YOU ARE  BROKE"
276 GOTO2SE

This is the tally-changer and delay subroutine

288 PRIMT"STAKE £"iM
298 FORM=1T0zZ804

208 MNEXTH

218 RETURM

Seventh Heaven

In its youth as a dice game, this was known as UNDER AND OVER 7. It
seems very attractive to gamblers, because it appears loaded in the player's
favour. As you'll discover when you play it with ‘money’ which only exists
in the variable store, the game is loaded against the player. If the random
number generator worked perfectly, and you played this game for ever,
your losses would outweigh your gains by 15%%. Now you‘ve been
warned, we'll move into SEVENTH HEAVEN.

Once again, we've used M to represent your money.

16 PRIMT D"
26 M=34

And once again, we have a subroutine to print out your growing (7) total

36 GOSUB3z4

The next section asks you to place your bet on one of the three
possibilities: the dice will land with a total under 7 (A); equal to 7 (B): or
over 7 {C). You indicate your choice by entering either A, B or C.

44 PRIMT"PLACE YOUR BET"
58 PRIMT"CAY UMDER ? (B} 7"."(C> QVER 7"

The next line explains your winnings — money back (A or C)or4 to 1 (B,
written as 5 for 1 to look as if you are getting more. . .sneaky)
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68 PRIMT"CAY EVEM <B» 5 TO {97, "(CHy EVEW"
vid 1

a
a IHPUTRE

If you wish to stop the game, enter 'S”’
86 IFR$="S" THEN END

Now, you enter the amount of your bet

26 IMPUT"AMOUMT" ;A
118 IFRXMTHENSD

138 B=INT{S¥RMDC1D 0+
1598 C=IMTCR%RNDCLs0+1
178 D=C+E

186 PRIMTD

This section of the program works out how well, or otherwise, you have
done

185 b=-A

198 IFD=7ANDA$="R" THEML=4%F

288 IFD<FAMDAS="R"THEMW=A

218 IFD>7YANDR$="LC"THEMW=A

238 M=M+i

248 IFU-ATHENPRIMT™Y0U WIM $"iH
256 IFWU<BTHENPRIMT"YOU LOSE $".-U
268 GOSUR328

278 FORM=1TO106@

288 HEXTH

258 IFMCITHEMEND

Z88 FRINT"I

18 GOTO36

2@ PRIMT"STAKE $":M:RETURM

Let the longer games
begin
After a while, you'll want to write longer games. When you do this, you'll

discover that many of the good habits you've learned can desert you. It is
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very easy to set up a long and sloppy set of IF/THENs which could easily
be replaced by an IF/THEN instruction to GOSUB. When you have
memory to spare, it often seems too much trouble to bother cleaning up
your programs. Unused subroutines clutter up the bottom ends of your
programs. GOTO statements cover a muititude of situations which arose
because you did not give sufficient thought to the maximum line number
you would need.

If you are going to take up flow-charting, now is the time to begin. If you
can’'t be bothered with pretty triangles and things, at least discipline
yourself to setting out — on paper — what your program is supposed to
do, with arrows linking FOR/NEXT loops, and lines leading to the first lines
of subroutines. If you can be bothered, it is worth writing out a full listing
for a program once you get it working. Examine it in detail, and you're sure
to find more elegant ways of achieving the same ends. Be particularly
critical of each and every GOTO command which is non-conditional,

Alf the programs given so far in this book can act as starter ideas for much
bigger and better programs when you get extra money.

The best thing you can add to a program with added memory is the
element of surprise. If you can include situations which do not occur every
time a game is played, you'll ensure the game will remain interesting for a
much longer time than would be the case if every situation is triggered
every time a game is run.

As you know, many of the games in this book run far too fast to be good
games without the use of a "delay subroutine”. However, as you get into
longer games (and | mean ones much longer than those listed in this
section) you'l find that slow-running programs and response-times can be
boring, especially if you have a graphical element in your program, which
"moves” in some way from go to go. Variables which must be assigned at
the start of a game can actually be listed right at the end of the program,
ending with a GOTO leading back to the start of the game program proper.
You can have a line like "DO YOU WANT INSTRUCTIONS?" near the
start of a program, and if the answer is “YES” the computer can GOTO the
end of the program where the instructions are. LABYRINTH, if you wanted
it to run more quickly, could have the instructions at the very end. Doing
this would, of course, somewhat defeat the purpose of having a delay
subroutine. However, when you write very, very long programs, you wili
not always want to wait while the computer searches a vast listing for the
subroutine.

Another way of improving programs, and making them interesting to
players for a longer time, is to use a feature you’ve seen in some programs,
the "degree of difficulty”. Make sure that this feature really does increase
the difficulty of the game. Ensure that, even at the-highest level of play, the
final score (or successful landing, or obliterated aliens or whatever) is
attainable.
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You can add interest to games by awarding points, or scores, or ratings or
whatever, that are genuinely related to the speed, skill or whatever the
player demonstrated. A further twist is to award a ""rank” (like "star fleet
captain”, "novice” or "incompetent fool”) to the player, depending on
how well he or she did. Points and ranks ensure that a player remains
interested in a game for a longer time, as the player will try to beat his or
her previous best score or ranking.

Keeping these features in mind, have a look at the next two games, enter
them and run them, and then try to improve on them.

Lunar Landing
18 M=0

28 T=6

38 S=8

4@ H=3049

58 PRIMT LUHAR LANDIIMG"
60 F=5060/THT (Z¥REHDCL+10

78 G=~17

g8 k=1

108 FRIMT

1@ PRIMT

128 G0TN308

123@ PRINT"+ IS TOWRRDS LLNA®
140 INPUTZ

158 IFZ{-500RZ>54THEM4 1R

163 PRIMT"FOR HOW MAMY": IMNPUT"SECOMDS".E
188 PRIMTI"

196 T=T+E
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}BQEnm:ﬁrgng-ﬁiﬁxm'ﬁ'hrﬁ'mnm:mwmnmfmrﬁ'zrmxs-a'mtsrmxv-m:s

S=S+1Q+3IHER((Z+1 0B

F=F-C#ESARS (ZHINTCZHRMD L) 3 +10
IFF{S@8THEMPRINTYFUEL LOW"

H=H-E%¥3

IFHCZARMDH ~ 1 BAMDSC1 2THEN4PE

IFH =~18THEN448

IFF<ATHEM448

A=IHTOLAERMI L o+

IFY =AM 2THENGOSURT 58

PRIMT

FRIMTCHRE(96+M2  "HETIGHT REOVE SURFACE:"iH
IFG S~ 1P THENG=0~THT C LARRMDC 12 0~
IFR<BRMDAS~ 17 THEN44
IFRC-17THENFRIMT"OXYGEH LEFT "0
PRIMTCHRE (36+M0 "WELOTITY "0 5

IFEC I THEMPRINTCHRS CSS+M0 “LRRMIMG~" . , "THRUST ERRATICY
PRIMTCHRE(D6+M; "FUEL LEFT:"IF
FRINTCHRSCQG+M "FLIGHT TIME: " T
GOSUBS1A

PRIMT

PRIMT'THRUST -5 TO S@27"

GOTGIZA

PRIMTYTCRASH.HIT SURFACE", "AT"  ABSLSY

FOTO446

PRIMNT"IEUCCESSFUL LANDIMG"
PRINT

FRIMT"FIMAL VELOCITY " ABSIS):
GOTO494

FORR=1TOZZ
FRIMTCHRECSG+M2;

A HERT

L R

st
[y B s B IR LR i

LA

RETURH

PRIMT® "

M=+

FORY=1T4

FRINT

ME¥TY

U=IMT(32008%RNDC 10 0 +1

FORY=1T04

PRIMT"HOUSTOM, WE HAYE A FRORLEM..."

PRINTCHRS ( IMT(32#RHDC L7496 1 0 ¥ FDANGERE" | CHRE( THT (22%RNDC 1 1 +5360 )
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a5a PRINT

SRR PRINT

218 FRIMTUMALF _“F~IHF’:”-EE aMPLUTER™
2928 FRIWT'ACCESS CODE™ ;U "FO Q DETAILS™
F3@ IHPUTY

948 PRIMTEIY

358 IFUCSYTHEM448

68 OHINTC2#RMDOL )+ 1G05UB1A38, 1670
Q9@ IHPUTYPRESS RETURM TO RETURMTO FLIGHT":Y#
lata PRINT"IN

1923 RETURM

1830 f=INT 13RI h+181

1648 PRINT"IRYGEM METER™. "UMREL IABRLE"
1858 RETURH

1878 B=B+IMNT{24#RMIC L1 0+1

188@ PRIMTVTHRUST CONTROL ERRRTIC®
i1ed RETURMN

Labyrinth

18
28
15
48
5@
&a
a8
3a
164
11@
128
124
148
142
144
158

GOSURLIBLG
FPRINT"LABYRIMTH"
FRINT
H=a
5=30
bi=1
FRINT"YOU ARE AT THE START”
FRIMT"OF A LABYREINTH OF MANY";
FRIMT"THISTING, TURMIMG"
FRIMT"TUMMELS. YOU HAVE 3@"
PRIMT"PIECES OF SILYER.YOU"
FRIMT"MUST GET TO THE EMI OF";
FRIMT"THE LABYRIMTH WITH ATY
FRIMTLEARST 2@ TO PAY THE"
PRIMT"MIMOTAUR"
FRIMT
THPUT"PRESS RETURM" A%
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18 IFRECNTHENEND

158 GosURiela

208 TFLCITHENM=1

218 PRIMTTHIS IS MAZESTUMHEL?
228 PRINT

36

2 [

o
<Y
iy

IFW=21ATHEM1E7E

PRIMT"HUMBER" ;bl; "OF THE®, "LABYRINTH"
PRIMT

268 PRIMT"Cl@ IS THE EMIDT

276 FRIMT

286 n=r+l

208 PRIMTUTHIS IS CHALLEMGE". "MUMBER" ¥
388 IFSCITHEME=3

318 PRINT

3208 PRIMTSOU HAWE" S, "SILVER PIECER"
3368 GOSUR1088

348 PRIMT

345 K=IHT(4%RMDC1D 042

350 PRIWTYFACING YOU MOW ARE" K "DOORS®

)
P
=)

366 PRIMTWHICH OME MILL 50U": IHFUTUTRY":R
32@ cOSUR1ale

398 IFRMDCLSC, ITHEMGSE

@0 IFACKTHEH42E

418 IFA=KTHEMESE

420 K=IMTCA¥RHDICID S

433 TFK=0THEHES="SRODENTING RATE"

44@ IFK=1THENES="TMART-FRCED WOGGLER"

458 IFK=ZTHEMES#="RELLIPSOID QCTOPUSE"

460 IFK=3THEME$="MIACKED~0UT WIZARDE"
470 FRINTUFOOL, #0U°VE WALKED I OM A"
480 E=THTCARRNDCL) )

498 IFE=ATHEMF$="FLAMING BRAMD"

56@ TFE=1THENF$="SHINING SWORD"

510 [FE=ZTHEHF$="FOISONED HWEEDLE"

526 IFE=3THEHF$="GOSUB-MACHIME GUN"
536 PRINTES." ARMED WITH"

546 FRINT'A ";F%

550 PRINT

568 PRINT'MHICH WERFGH D0 ¥OUY, ¥ CHODSE?"
578 PRINT

533 PRINT'FLOATING POINT ROM(L,"
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FRIMT

PRIMTHFORASHEST LOOF(23."
FRIWT

FRIMTUFOKED ARTRESS(IHM
THPUTR

C=IHTOIRRMNI L 30+
GosUBialis
IFE=CTHEMGOSURL LY@
IFBCTHEMGOSURL 248
GOTO1SA
K=IHT{4¥RMTC ] 25+
OHKGOSURYRE, 310, 854, 200
GOTO15G

FRINT

FRIMTYYOUYYE FALLEM THROUGH"
PRIHWT® A TRRFLOOR, ..
p=id—1
S=S~-THTCZERHIC ] 1~
RETLIRH

FRIMTUAR WAL OF FLAME". "EMGULFS YOUY

H=hl~1
S=S~IMT{ZRRMDC1 30 ~1
RETURM
FRIMT'THE LOVELY SEMOLINA®
PRINT"SOOTHES YOUR FEVERED BROW®
E=STHTOS#RMDCL 2041
W=+ THT { 3RHDC L 20 +1
RETURM
PRINT".JOY OH JOY.R HORRD OF"
PRINTYSILVER. CHOOSE UP TO 5 PIECES"
FRIMT"BUT BE WARMED.THE MORE";
PRIMT™YOU TRAKE.THE MORE IT WILL®
PRIMT"COST YOU, HOW MAMY?Y

IHPLITD: IFDLSTHENSSS
S=5+T
W=b-THT (D25
RETURN
FORQ=1TOINT (1 QB@&RMDCL) 1 +2080
HEXT

PRIMT"

FORI=1T05
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PRINT

HEXT

RETLIRHM

TFW1ATHENRETURM

FRIMT"YOU ARE AT THE END"

PRINT"DO YOU HAVE EMOUGH", "SILVERY”
PRIMT"PRESS RETURM TOU, "FIMD OUT®
THFUTCE

IFSCZATHENPRINT"THE MIMOTRUR HRS EATEMYOUS

IFSCZATHEHI LR

PRIMT"WES.YOU HAVEY; S, "SILYER FIECES”
PRINT"YOU HAYE bOM"

3O7T0L128

PRINT"YOU BERT THE".E$
S=S+IMT(SHRND (10 0+

PRIMT"AMD HRAYE", S, "SILVER FIECES"

A W=+ THT ORI 12 5 +1
A4 PRINT

FRINT"YOU ARE APPROACHIMG", "SECTOR"
RETIIRH

PRIMTUTHE ";E£. "BEAT YU, AMD"
G=S~THTC4#RMDCL 3~

1268 PRIMTLEFT YOU WITH";S,"SILVER FIECES®
1278 W=i-1

1268 IFWCITHEMM=1

1259@ PRINT"AND SENT YOU BRCK TO".W

1380 RETURNM

Teacher

The computer is an effective game player. Writing and running programs
on the computer enhances programming skills. However, it can also be
used in a direct role as a teaching aid. Its main use is in the field of quizzes.
While the computer can only select from a list of non-numerical questions,
the computer can easliy be reprogrammed to create its own numerical
questions.

Another use in teaching is for the computer to create lists and tables. We
will look at this use first.

PRIMT
PRINT
PRIMT"MULTIPLICATION TRELES™

[

(53}
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3 LN

4
8
1@
11
12
13
14
15
16
19

28
21
22
23
24

PRIMT

FRINMT

PRINT

PRIMT"MHICH TIMES TABLE"."WOULD You*
IMPUT"LIKE ME TO PRIMT".A

PRIMTHI"

FORJ=1TO12

PREIMTI, "a" A =" R%J

HEXTJ

FRIMT

FRINT

PRIMT"DO Y0U WANT AMOTHER" : IMPUT"GO" ;A%
PRIWNT" "

IFRECHTHO"THENA

FORS=1T0S

FRIMT

HEXTS

PRIMT"OK, BYE FOR MOK"

EMD

A far more useful table is produced by the following program (and the
display is a little more imaginitive). Again, this program is given to suggest
ideas for your own programs.
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A Degree of
Conversion

PRIMTYTR DEGREE OF CONYERSIOM®
K=INT(32%RMDCL 5+360

FORS=1T022

FRIMTCHRE (K

HEXTS

PRINT

PRIMT

FRIMT

g PRIMT

@ PRIMT"WHAT IS THE LOWEST TEWMP. oF 3 woue
128 INPUT"WAMT TO COMYERT™.H
14@ IMPUT"AMD HIGHEST":B
{68 IFBCATHEME=H
8 IFRCBTHEMF=HR

@ IFBIRTHEMF=E

3 IFACBETHEME=B

@ IMPUT"IM WHAT DEGREE STERS™:Z
@ PRINT"OF £ K"
G PRIMT
5]
7

Ll g s IR0 s SRR IR w SR | I S s B U}
e 053 53 ) ISy S XD 5 ) 5

A H=THT(32#RHD0 ] 2 +360
3 FORU=1TO7

270 PRINTCHRE$(HY

288 MNEXTU

298 FRINT

308 FORD=FTOE+ZSTERZ
318 C=IMT(S#(D-32079+.5)
HI@ M=4ET3

FRIMTIDGCK

HEXTI

ENTI

) L0 T
N

[

S w0

In all programs, and especially in educational ones, you have to try and
anticipate any mistakes (deliberate or otherwise) users will make when
running a program. The lines 160 to 190 cover the possibility that a user will
input the higher temperature first, rather than the lower one which was
requested.
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There is no reason why educational programs should not have displays that
are as attractive as games programs, so lines 30 to 60 and lines 250 to 280
select, in effect, a random underline. It is a good idea to incorporate such
features whenever you have sufficient memory.

Line 300 tells the VIC to print the value above the maximum requested, in
order to ensure that the required temperature is covered.

This is quite an interesting program to run, especially if you select an
enormous range of temperatures, and select an unexpected increment (like
117 degrees). Of course, the computer deals as easily with these cases as it
does with the more predictable @ degrees to 100 degrees, but it seems a
little surprising to first-time users that it does so.

As an exercise, modify the program so it will not print any value but @ if the
temperature drops below absolute zero {0 Kelvin, or minus 273C).

We will look now at a numerical quiz, in which the VIC creates the
questions, checks their correctness, and then gives the user a score.

Multiplication Quiz

=i
GOSUB4R
PRIMT"MULTIPLICATION QUIZ®
BOSUB4E
PRIMTUDEGREE OF DIFICULTY":IMPUT"(1 TO 1@3":A
IFRCIORAS 1ATHEN]
A=INT(RAZ+. 54

GOSUB4S

THPUT"HOW MANY GUESTIONS R
IFBCITHEMLY

FRIMTY

FORG=1TOR

C=A%IMT C10$RMNT L b+ 10
D=A#THT C1OARMIC L5 4+1 )

E=C#D

GOSUR4S

FEINT"GUESTION HUMBER";G
GOSiB4s

FRIMT'WHRT IS C:"TIMES"; T
IHPUTF

f‘s'.lf\'.lr's)f'(l’—*r—*}—-t-&kaH;-&le:g-\d‘:_“&&-’r,‘:l,\__,_

W Pl e U000 -0 Oy Ll B ) e
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GOSUR4S

IFF=ETHEM42
PRIMT"IMCORRECT. " {FRIMT"THE AMSWER IS".E
GOSUBAS

FRIMT"WOUR SCORE IS"iH
FRIMT"OUT OF".:05

FRIMTUFRESS RETURN"
IFGOXBTHEMPRINTY TO COMTIMUEEY
IHPLTRE

4 PRINMT""

35 MEXTG: G=0G~1

36 FORK=1TOZ2

37 GOSUB46

38 HEXTK

33 PRINT"EMD OF OUIZ.YOUR SCOREISY
40 FRIMTINT(HR1IQGAG);"5"

41 EMD

42 H=H+1

43 GOSUB4S

44 PRIMT'CORRECT.THE AMSMER IS°:E
45 GOT0Z28

46 FORS=1T03

47 PRINT

48 HEXTS

43 RETLRN

3 G o) L 03 B R O D 1O
Q) IO = 33 40 0~ T

»

To make this an addition, subtract or division quiz, simply change the
arithmetic operation specified in line 18, and the word (TIMES in the above
program) in line 22.

There are a number of things which can be learned from this program. The
most obvious is the use of the subroutine (GOSUB 46) which spaces the
question and answer across the screen, enhancing readability. Lines 7 and
13 ask the guestions in lines 5 and 11 again if an answer in the required
range is not given the first time. There is no reason why you cannot put in
an additional line which says something like ONLY ANSWERS BETWEEN
1 AND 10 ARE ACCEPTABLE if you want to. Line 8 can be omitted if you
want very difficult quizzes to be available. The one to 10 option inline 5 is
to give the user the impression that he or she has greater influence on the
program than in fact is the case.

At the end of all questions in a set, but the last, lines 31 and 32 cause
PRESS RETURN TO CONTINUE to appear at the bottom of the display.
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Line 32 ensures that after the final question only the words PRESS
RETURN appear.

Squares

The following table prints out numbers and their squares.

DEF FHS(Z)=Z%Z

GOsUBz2

PRIMT. "SOURRES"

GOSLB22

INPUT"LOWEST HMUMBER":A
GOsUR22

TMPUTUHIGHEST HUMBER":E
E0sUB22

INPUT"PRESS RETURH FOR TRBLE";U$
PRIMT""

FORK=ATOB

PRIMTY, "SRUARED IS" FNSCAD
MEXTH

FRIMT

FRIMTY EMD OF THBLE"
EMD

FORC={TOS

PRIMT

HERTC

RETLRH

Notice how the “squared” function is DEFINED in line one, and then
USED in line 17. You could put different functions in line one if you
wanted, (although you'd have to change the word "SQUARED” in
line 17.)

[RE IRV N O B O e el i i e 6 5 Baat NG O TN 9% I (R

L) I SRS B O Bl RN ¢ R 0w Bt I CNRE % T S N ]

I'm sure you will now be able to work out an endless stream of numerical
quizzes for yourself, your children or your class to tackie. Non-numerical
quizzes are very useful, but they require much more work in programming.
Whereas the computer can create its own numerical questions, each non-
numerical question must be specified, and each answer included in full in
the program.
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Appendices

APPENDIX 1 — COMMANDS

CONT

LIST
LOAD
NEW
RUN
SAVE
VERIFY

re-start the program after it has been stopped by END
or STOP.

list the current program.

get program from tape (or disc).

erase current program.

begin execution of a program.

store program on tape {or disc).

check that program stored on tape (or disc) is the
same as the current program.

APPENDIX 2 — STATEMENTS

CLOSE
CLR
CMD
DATA
DEF

DiM

END
FOR...TO

GET
GOSUB

GOTO
IF...THEN

INPUT
ON
OPEN
POKE

PRINT
READ

REM

RESTORE
RETURN

124

complete and close an opened file.

delete all variables.

reroute the PRINT output to some other device.

a list of items to be used by READ statements.
define a user-defined-function. Function name must
begin with FN.

create an array of specified size.

end of program.

begin a loop. The specified variable is incremented
each time round the loop. If no step size is given the
step is automatically one. The loop is repeated until
the variable falls outside the given range of values.
scan the keyboard and assign the specified variable
with the contents of the key currently being pressed.
as GOTO except that the next line to be executed is
“remembered”’ and used by later RETURN statement.
control moves to the specified line number.

IF the condition given is true THEN carry out the
required instruction, otherwise move to the next line.
wait for a value to be typed in from the keyboard and
assign it to a variable,

used with GOTO or GOSUB to choose from one or
more possible destinations depending on the value of
an expression.

open a file or device.

change the contents of a given address to a given
number.

display information on the screen.

assign to a variable the value found in a
corresponding DATA statement.

this line is ignored by the VIC.

move the DATA pointer to the first item in the list.
control moves to the line immediately after the last
GOSUB statement executed.



STOP
SYS

WAIT

stops the program with the message BREAK ERROR
IN LINE,

call machine code subroutine beginning at specified
address. N
pause until a specified memory location changes to a
specified value or binary bit pattern.

APPENDIX 3 — FUNCTIONS

ABS(X)

ATN(X)
COs(X)
EXP(X)

FN__(X)

INT(X)
LOG(X)
PEEK(X)
RND(X)
SIN(X)
SQR(X)

TAN(X)
USRI(X)

ASC(AS)
CHR$(X)
LEFT$(A$,X)
LEN(A$)
MID$(A$,X,Y)

RIGHT$(A$,X)
STR$(X)
VAL(A$)

FRE(X)
POS(X)
SPC(X)
TAB(X)

X if X is greater than or equal to zero, or — X if X is
less than zero. The answer is always positive.

The arctangent of X, in radians.

The cosine of X radians.

The value e raised to the power of X. eis
approximately 2.71827183

User-defined-function determined by a previous DEF
statement.

The largest integer which is not greater than X.

The natural logarithm of X,

The contents of address X.

A random number between zero and one.

The sine of X radians.

The number, which when multiplied by itself equals
X.

The tangent of X radians.

Call the machine code subroutine beginning at
address stored in locations 1 and 2. The value of X is
passed to the machine code program.

The character code of the first character of A$;
The character whose code is X X.

The first X characters of A$.

The number of characters in A$.

The first Y characters of A$ starting with the Xth
character.

The last X characters of AS.

The number X in the form of a string.

The number contained in the string A$

The number of available unused bytes.

The column number of the next print position.

A string of X spaces. (May only be used in PRINT).
Moves the print position to column X. (May only be
used in PRINT).
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Appendix 4 — Screen
Codes

SET1 SET2 POKE | SET1 SET 2 POKE| SET 1 SET 2 POKE
@ 0 U u 21 . 42
A a 1 \ v 22 + 43
B b 2 w w 23 , 44
C c 3 X X 24 — 45
D d 4 Y y 25 i 48
E e 5 Z z 26 / 47
F f 6 [ 27 g 48
G g 7 £ 28 1 49
H h 8 ] 29 2 50
I i 9 + 30 3 51
J j 10 « 31 4 52
k o« |E=R 2| s 53
L I 12 ! 33 6 54
M m 13 . 34 7 55
N n 14 # 35 8 56
0O o 15 $ 3 | 9 57
P p 16 % 37 : 58
Q gq 17 & 38 ; 59
R r 18 ! 39 | < 60
S s 19 { 40 = 61
T t 20 ) 41 > 62
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106
107
108
109
110
111
112
113
114
115
116
117
118
119
120
121
122
123
124
125
126
127

84
8
90
91
92
93
94
95
9
9
9
9

L1
[H
[m
5
8 | b
-
s
H
==
Hl
L
L
L
-
-
-
w00 |[] vV
3
™
H]
ull
"

63
6

<« m O 0O W uw g r - - X J4 = Z O o O o© w

- DeEIDDOEHB MU UOVNUC e ][

SET 1 SET 2 POKE| SET 1 SET 2 POKE| SET 1 SET 2 POKE
T
U
v
W
X
Y
z
&e
N
ﬂ 105
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Appendix 5 — ASCII and
CHRS$ Codes

PRINTS CHRS$
00

01

02

03

04
05
06
07
08

09

0A
0B
0C

o 12

SWITCH T
LOWE?R CAOSE O E

OF

128

PRINTS CHRS$
10
10
]
BR
1
14
15
16
17
18
19
1A
1B
E  1C
10
pued
 crr Y=
1F

PRINTS CHRS
Lo
! 21
22
# 23
$ 24
% 25
& 26
27
( 28
) 29
. 2A
2B
2C
2D
2E
/ 2F

PRINTS CHRS$
8 30
1 31
2 32
3 33
4 34
5 35
6 36
7 37
8 38
9 39

3A

; 3B
< 3C
= 3D
> 3E
? 3F




PRINTS CHRS

@ 64
A 65
B 66
c 67
D 68
E 69
F 70
G 71
H 72
I 73
J 74
K 75
! 76
M 77
N 78
o 79
P 80
Q 81
R 82
S 83
T 84

PRINTS CHRS$

85
86
87
88
89
90
91
92
93
94
95
96
97
98
99
100
101
102
103
104

105

AUOUODOIDE®RI ¢ » = % -~ < x = < <

PRINTS CHRS
106
107
108
109
110
111
112
113
114
115
111
117
118
119
120
121
122
123
124

125

BRI O XN O« OUONKWONLA

126

PRINTS CHRS$
. IREL
128

129

130

131

132

f1 133

3 134

5 135

f7 136

2 137

f4 138

6 139

8 140
141
EEpy 142
143

Tl 144
145
% 146
CLR 147

HOME
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PRINTS CHR$|PRINTS CHRS$| PRINTS CHRS [PRINTS CHRS$
148 |B 59| [ | o] ] 18
149 ([P oo | [H 71| [ 182
150 | [[] 61| [ 72| ] 183
151 | g 62| [ 173 ™ 184
152 63| | 174| [y 185
153 64| ] 175 ] 186
154 165 |4 176 [g] 187
155 | B 1es| A 77| [M s
B 156 67| (4 18| H] 189
157 | s 18| H | 79| ®M] 190
e 58 [P e [ ] s M o
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