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FOREWORD

Now that you've mastered simple BASIC on vyour
tomputer, what do you do next?

The answer Lies in this book., Tim Hartnell has
covered the areas of computer programming which
I think are most likely to be of interest to
you, including moving graphics, the use of
MODE(1), music and PEEK and POKE.

As well as the 'lessons', there are fifteen or
so games which you're sure to enjoy running.
The appendix contains a useful glossary of
computer words, and a very clear explanation of
how computers 1in general - and vyours 1in

particular — work.

Now that vyou have simple programming under
control, it 1s time to tackle some more

difficult, but highly rewarding, areas. This
book gives you the Key.

Jeremy Ruston,
1883

*Jeremy Ruston is the author of @ number
of popular computer books, including
PASCAL FOR HUMAN BEINGS (Interface
Publications, 1982), THE BOOK OF
LISTINGS (co-—author Tim Hartnell, BBC
Publications), THE BBC MICRO REVEALED
[Interface Publications, 1982) and THE
BBC MICRO COMPENDIUM [(Interface
Publications, 1982). He contributes
extensively to the computer press,
including POPULAR COMPUTING WEEKLY,
PERSONAL COMPUTING TODAY and ZX COMPUTING.
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CHAPTER ONE —
CREATING PROGRAMS

Many books on programming suggest you start by
drawing up a 'flowchart'! — a combination of
circles, diamonds and slanting rectangles,
which sets out the path and operations the
computer will follow to execute a program. In
theory, this 1is fine, but in many cases the
time and trouble involved may not be worth it.

It is, however, essential that you know exactly
what you want the computer to do before you
start creating a new program, even if you're
not quite sure how you're going to get the
computer to carry out the task.

Sometimes a rough sort of flowchart — perhaps
just a Llist of the main steps the computer will
take, Linked by Llittle arrows and loops — will
help to clarify your thinking. It is also a
good way to spot potential problems, Llike the
danger of setting up infinite loops, or of not
specifying the nature of the computer's
decisions exactly.

I would Llike to introduce you to a school of
programming thought called 'St ructured
Programming'. Structured programming says that
programs need to be designed from the 'top
down'. That is, you need to spell out in words,
Long before you start actual programming,
exactly what you want the computer to do, and

in what order.

The first program in the book, TIC TAC TOE, was
written to demonstrate structured programming



in action. If you look at the beginning of the
listing, lines 130 to 170, you'll see what is -
in effect - the whole program in a series of
subroutine calls.

10 ken TIC TAC TOE
20 CLS

90 DIM A(9)
95 FOR T=1 TO 9:A{T)=0:50UND T,1:NEXT T

100 T=RND{0)

105 IF T7.7 THEN PRINT "I'LL HAVE THE FIRST MOVE®
110 IF T<=.7 THEN PRINT "YOU HAVE THE FIRST MOVE"
115 FOR Z=1 TO 10003 NEXT:CLS

120 IF 75,7 THEN 140

125 IF INKEV$<)" THEN 125

130 GOSUB 750

140 GOSUB 480

150 GOSUB 47¢

{60 GOSUB 750

170 GOSUB 480

180 IF A(5)=0 THEN A(5)=1:60T0 130

What do 1 mean by this claim, the 'whole
program'? When I sat down to write this
program, I first Llisted the steps the computer
would follow, Like this:

— decide who goes first

— print out the board

— check to see if anyone has won

- Let the human move

- print out the board

— check to see if anyone has won

— let the computer move

— go to the second item in the Llist
and cycle through again and again
until somebody wins

2



Once I had this List written, I changed most of
the 1instructions 1nto subroutine calls. Look
again at the lines 1 mentioned. By following
them through in the program, you'll see they
correspond fairly closely to my initial Llist:

10 - 115: Decide who will have first move

120: If the computer is having first move, jump
to Line 160, which calls up the board print

subroutine

180: If not, this line goes to the subroutine
from Line 780 which prints up the board

140: Sends action to the subroutine from Line
480 which performs the 'win check'

190: Calls the subroutine from Line 670 which
accepts the player's move

160: Calls the board print subroutine

170: Calls the win check subroutine

180: Moves 1into the centre square if 1it's
availlable, then goes back to 130 to cycle

through again

You'll see, 1in the next section, that a number
of Lines end with GOTO 130. These are triggered
when the computer has moved, and the program
then goes back to 130 to cycle again. Apart
from the 'who will go first?' routine which was

added Later, the program proper is really held
within those few Lines 130 to 170. These were

written as subroutine calls, and each

3



subroutine labelled, long before I had actually
written the relevant subroutines.

This meant that I could proceed step by step,
debugging an isolated subroutine, before going
on to the next. This 1s the real advantage of
structured programming. Because the program
consists of a number of discrete modules, each
charged with performing a specific  task,
tracking down bugs is simplified, the flow of
action through the program 1is relatively
transparent, and subsequent modification of the
program 1S easy.

190 REM TO COMPLETE ROW/BLOCK

200 D=1

210 B‘l
=1:1Y=2:1=]
=11Y=4:[=]
=1:1Y=0:[=%

Za0 IF B-= 4 THEN X=3:1=]

260 C=]

27V IF A{X)=D AND A{Y)=D AND A{Z)=0 THEN A{Z1)=1:60T0 130
280 IF A(X)=D AND A(Y)=0 AND A(1)=D THEN A{Y)=1:60T0 130
c70 IF A(X)=0 AND A{Y)=D AND A(Z)=D THEN A{X)=1:60T0 130
300 IF B=1 THEN X=X+J:Y=Y+J:I=14]

310 IF B=2 THEN X=X+l:Y=¥+l:I=1+]

520 IF C<5 THEN C=C+1:60T0 270

330 IF B<4 THEN B=B+1:G60T0 230

340 IF D<2 THEN D=D+1:60T0 210

500 REN MOVE AT RANDOM

360 B=]

570 D=INT(RND(0)19)+]

380 IF A(C)=0 THEN A{C)=1:60TC 130

390 B=B+]

40CG IF B{21 THEN 370

410 B=(




420 B=B+1

450 IF ACB)=0 THEN A(B)=1:60T0 130
440 IF B<Y THEN 420
450 605UB 750

460 PRINT:PRINT"IT'S A DRAW"
470 60T0 630

480 REM WIN CHECK
490 FOR B={ TO 4

500 IF B=1 THEN X=1:Y=2:1=)

510 IF B=2 THEN X=1:Y=4:1=]

520 IF B=3 THEN X=1:Y=3:1=%
=31 1=]

290 NEXT B
600 RETURN

610 REN THE WINNER!

520 PRINT

530 IF A(X)=1 THEN PRINT "I°M THE WINNER!'®
540 IF A(X)=2 THEN PRINT "YOU'RE THE WINNER'®
650 FOR D=1 TO 1000:NEXT O

560 BOTO 95

670 REN PLAYER MOVE

575 TF INKEY$<:"" THEN 675

580 PRINT 2 450,"ENTER YOUR MOVE®

590 A$=INKEY$

700 IF A$<"1" OR A$"9" THEN 490

710 B=VAL (A$)

720 IF A{B) <30 THEN 690

25 PRINT 3 450, :

730 A{B)=2

740 RETURN



750 REM PRINTOUT

760 PRINT @ 64,

780 PRINT *1 23 "

790 FLR =0

8G0 FOR B=1 TO 9

310 IF A(B)=0 THEN FLA =

820 IF A(B)=0 THEN PRIRT * - *;

830 IF A(B)=1 THEN PRINT " O ";:50UND 1,1

840 IF A(B)=2 THEN PRINT * X "3;:SOUND 13,1
do0 IF B=J THEN PRINT:PRINT:PRINT "4 5 & "
B60 IF B=6 THEN PRINT:PRINT:PRINT *7 B 9 "
870 NEXT B

BBO IF FLA =0 THEN 440

890 RETURN

Here's the program in action:
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1*M THE WINNER'

I urge you to follow a sequence of steps such
as those outlined above when you're writing a
program from scratch. It may not be necessary
to do so if you're working on a fairly simple
program, or are adapting from a magazine or
book. Even then, if you're working directly on
the computer, 1t 1s handy to keep a notebook by
you to record such things as that you've
assigned A$ to the player's name.

GETTING THINGS ON TAPE

If you're writing a program directly on the
kKeyboard, and you want to add a subroutine
which will eventually be at the end of program,
give 1t a very high line number. It can easily
be renumbered later if you Like. This 1s far
better than having to jump over a subroutine,
as the program expands, with an ugly GOTO.

You should resist the temptation to put all
your programs on a single cassette, one program
after another. The frustration you'll
experience searching through the tape — even 1i1f
you've identified each program with a voice
lLabel — to find a particular program, is just
not worth the trouble.




Go to your computer store, and get a set of C-
12 or C-20 cassettes. Put just one program on
each cassette, with two or three copies of each
one in case your recording gets damaged,
accidentally erased or won't load.

Write the name of the program on the cassette
and on the cardboard insert. You'll find this
makes 1t very easy to locate the program you
want. As well, as vyour Llibrary of programs
grows, 1t will give you quite a feeling of
accomplishment to see all those programs ranked
side by side. It will i1mpress your family and
friends as well, who will belisve after
visiting you and playing with your computer
that vyou're some Kkind of natural computer
genius (which you probably are].
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CHAPTER TWO —
MOVING GRAPHICS

There 1s Little doubt that moving graphics
games, such as the ones you see in arcades, are
among the most exciting things you can do with
your computer. Although the programs we create
in this section of the book will be in no way
as sophisticated as arcade games, the
techniques given will allow you to write moving
graphics games of your own, and will give you
an insight into arcade—standard programs.

THE SECRET OF ANIMATION

It 1s simple to make something appear to move
on the computer screen. You put a shape - such
as the letter A — on the screen in a particular
spot, and hold i1t there for a moment or two.
Then, vyou print a blank space where the A was,
and at the same time, reprint the A a short
distance away from i1ts original position,

This process is repeated over and over again,
and 1t creates the impression that the object
is moving. That's all there is to i1t. Put one
moving object under your control, and another
one under the computer's control, and you have
the raw ingredients of a game. let's see how
it works 1in practice.

USING PRINT @

As you Kknow, the computer's screen 1is 32
characters across, and 16 Llines down. The PRINT
@ command works by counting the very first
position on the screen (the one in the top,

11




lLeft hand corner) as number 0. It counts across
the Line, and then gets to position 31 at the
end of the line. Position 32 is the first one
on the second Lline. This goes right through the
screen with the final position (in the bottom,
right hand corner) as position number 511.

We'll start by placing something on the screen.
Enter this brief program and run i1it. When you
see the question mark appear, enter two
numbers separated by a comma. The first is the
number of Llines down you want the object to
appear, and the second 1s the number of spaces
you want the object to be across the screen.
The first number must be between 0 and 15, and
the second number between 0 and 31.

Enter the program, run it for a while, then
return to the book:

1U REM PRINT ¢ DEMO

20 CLS

S0 INPUT A,B

40 PRINT @& (328A+B),"R"
a0 PRINT @ Q,;

50 GOTO 30

Note the use of the formula in Lline 40, which
changes the numbers entered as down and across

co—ordinates 1into a single number which the
PRINT @ command can use [(Llater on we'll use a
similar formula for PEEK and POKE, but we'll
stay with PRINT @ for the time being):

PRINT @ (32*A + B)

d

You'll find you're using this formula, or

12



similar one to 1t, time and time again 1in
programs.

We'll now use PRINT @, and our formula, to
create a bouncing ball program. NEW the
computer, and enter the following program, then
return to the book for a discussion on it.
You'll find that the techniques used for
animating this ball will be used in just about
every moving graphics game you write. So, it is
worth taking the trouble to understand exactly
how it works, so you can apply the techniques
to your own programs.

10 REM BOUNCING BALL 1
13 CLS

20 A=b6:B6=11

50 ¥Y=1:1=]

400 EA=A:ER=R

s¢ PKINT @ (32iE + A),"0"
/0 B=B+i

B0 A=A+Y

90 IF A<2 THEN Y=-Y
10U IF A250 THEN Y=-%
110 IF B<{Z THEN X=-X
120 IF B>14 THEN X=-X
150 6070 40

When you run this, you'll see the ball appear
on the screen, bouncing from the sides, and
Leaving = trail of itself behind. |
deliberately did not erase the 'old' ball 1in
this program, so you could see that 1t was just
a series of the same character being printed on
the screen.

13



Now, add this Lline, and see what happens:
25 PRINT & (328EB + ER),".°

When you run the program, you'll see something
like this on the screen:

i)

As you can see, it leaves a trail of dots
showing where the ball has been. Remove the
dot from between the quote marks in Lline 1295,
and run the program again, to see a true

bouncing ball.

The program gives a very good impression of
a moving object. This program, as I said

earlier, demonstrates a number of key things
about moving graphics programs, so we'll go
through this program line by line, explaining
what each Line i1s doing.

14



15 — clears the screen

20 — sets the start position of the ball, at 7
across and 12 down

30 - sets X and Y which control the change in
position of the ball between each movement

40 - sets two variables used to erase the old
position. These are called EA (for 'erase A')
and EB ('erase B). You should always use
variable names which suggest the function the
variable 1s performing, as it makes it much
simpler Later on when you're going through a
program. Note (and this is important] EA and EB
are set equal to A and B just before the ball
is printed at 32¥B + A (line 60) and before A
and B are modified (lLines 70 and 80)

60 — this prints the ball on the screen
70 — B (the down position) is changed
80 — A (the across position) is changed

90 - this checks that the A position is not too
far to the left, and i1f it is, changes Y to
minus Y (causes the ball, next time it comes to
this Line, to bounce off the Left hand side of

the screen)

100 - does the same for the right hand side

110 - checks the up/down position, and if the
ball 1s too close to the top of the screen,
changes X to minus X which, as you'd guess,

15



causes the ball to bounce down from the top of
the screen

120 - does the same for the bottom of the
screen

125 - prints a blank on the 'old' position of
the ball (that is, the position designated by A
and B before they were modified by lines 70 and

80)

130 - sends action back to line 40, where EA
and EB are set ‘equal to the ball's new
position, before it 1is reprinted in the new
position with line 60

Although this explanation is fairly long (and
much longer than the program it is explaining]
it 1s worth reading it through carefully. Once
you understand it, you'll be well on the way to
writing vyour own programs.

Now, modify the program so it is as follows. In
this version, there is a lLittle object at the
bottom of the screen which is your 'bat' and
you have to get the ball to bounce off it to
keep the ball moving. You use the 'Z' (to move
left)] and the 'M' (to move right) keys to
control the bat at the bottom.

10 REM BOUNCING BALL 11
13 CLS

20 A=6:B=11:F=11

30 Y=1:1=1

40 EA=A:EB=B

20 PRINT ¢ (477+F)," ";CHR$(131);" °

16



60 PRINT @ (32%B + R),"0°"
70 B=B+X
g0 A=A+Y
B2 A$=INKEY$
85 IF A$="1" AND F>> THEN F=F-2
B6 IF A$="N" AND F<29 THEN F=F+2
90 IF A<2 THEN Y=-Y
100 IF A>30 THEN Y=-Y
110 IF B(2 THEN X=-X
120 IF B>13 AND ABS(F-R)<3 THEN X=-1X
121 IF B=16 THEN END
25 PRINT @ (328EB + EA)," °

130 60TO 4U

Now, this 1s not a particularly satisfying game
(it probably doesn't even deserve the title
'game') but it shows some extra ingredients
you'll be using in moving graphics games. In
this program outside i1interaction 1is brought
into play for the first time (you moving the
bat) and the computer responds to this (keeping
the game underway i1f the bat is in the right
position]).

Here's what the extra Lines do:

20 - F is the position of the bat across the
screen

50 — this prints the 'bat' (and you can use the
graphics character direct from the Y key
instead of CHR$(131) and note there must be two
spaces within the quote marks on either side,
to 'unprint' the bat as it moves]

B2 — this reads the keyboard, with INKEY$, and

17



sets the result of this reading equal to A$

86 - if A% equals "Z" (that is, if you are
pressing the "Z" key) and F is greater than 3,
the value of F is reduced by 2

86 - if A% equals "M" and F is less than 29,
then the value of F is increased by 2

(The effect of these two Llines, as I'm sure you
can see, is to move the bat in accord with

your wishes.)

120 — if B is greater than 13 (which means the
ball is near the bottom of the screen) the
position of the bat is checked, and if it 1is
close to the ball, a bounce occurs and the game

continues

121 — 1f the ball has missed the bat, this Lline
halts the program

This is not, as we said, a very inspiring or
challenging game, but with a few minor changes
can be given a bit of value. Modify i1t so it
reads as follows, and play with it a bit:

10 REM BOUNCING BALL 111
12 REM “SBUASH’

1o CLS

17 PRINT @ 224
{8 FOR J = 256 TO 448 STEF 52
19 PRINT @ J,° ;

20 R=6:B=11:F=1}]

2g 5C=1

30 Y=1:X=1

18



40 EA=A:EB=R

50 PRINT @ (477+F)," ";CHR${131);" °
60 PRINT @ (328B + A),"¢"

70 B=B+X

B0 A=A+Y

82 A$=INKEY$

85 IF A$="1" AND F>8 THEN F=F-2

86 IF A$="N" AND F{24 THEN F=F+2

90 IF A7 THEN Y=-Y

100 IF A>23 THEN Y=-Y

110 IF B<9 THEN X=-X

{20 IF B=15 AND ABS(F-A)<2 THEN X=-X
121 IF B=16 THEN END

122 IF B=15 THEN SC=5C+367:PRINT @ 68,"SCORE IS ":5C
125 PRINT @ (32%EB + EA)," T

130 60TO 40

Again vyou'll have to use the "Z" and "M" keys,
but this time you have a much smaller 'playing
field' and there is a bit of a challenge to the
game. You might Like to spend some time
playing with this program, modifying it as you
see fit, before returning to the book to
discuss moving an object up and down, as well
as to the right and left, on the screen.

TRAPPER

We now have a program which is difficult (and
very enjoyable) to play, as the 'X' is stalked
by the prehistoric '@',

In this program - TRAPPER - you are the "X" and
the computer controls the "@", You use the
following keys to move yourself around the

19



screen, trying to stay out of the
clutches for as lLong as possible:

computer's

A — to move up

Z — to move down

M - to move left (see arrow above this key)
, — to move right (see arrow]

10 REM TRAPPER
13 CLS:T=0
20 BA=3:BD=5
S0 TH=13:TV=13
40 EA=BA:ED=BD
50 EH=TH:EV=TV
60 PRINT @ {(321ED+EA}," °
70 PRINT @ (3Z28TV+TH)," °
BO A$=INKEY$
20 IF A$="A" AND BD>2 THEN BD=BD-|
100 IF A$="1" AND BD<14 THEN BD=BD+]
110 IF A$="," AND BA<JQ THEN BA=BAtl
120 IF A$="M" AND BA>Z THEN BA=BA-1l
130 PRINT @ (32%BD+BA),"X"
133 IF RND{Q) .5 THEN 130
140 IF BDTV THEN TV=TV+l
145 IF RND{O)>.5 THEN 160
100 IF BDSTV THEN TV=TV-{
oa IF RND{Q) 3.5 THEN 170
160 IF BACTH THEN TH=TH-1
170 IF BAYTH THEN TH=TH+l
130 PRINT 9 (323TV+TH),"9°
185 T=T+l
170 PRINT @ O,"TINE ELAPSED"T
210 IF BD=TV AND BA=TH THEN SOUND RND(0)320,1:6070 210
220 60TO 40




There 1S no need to go through this program
Line by Line, as I'm sure by now you've got a
pretty good 1dea of what effect the various
parts of the program have. The main difference
between TRAPPER and SQUASH is that we are now
moving 1in two dimensions, and the thing which
is trying to trap us can 'sense' (using Llines
135 to 170) just where we are. The lines 135,
145 and 155 are just to give you a chance. Take

them out, and you'll be dead within 10 moves,
every single time.

This program points up one of the disadvantages
of working 1n BASIC, especially with PRINT @ -
it 1s fairly slow, and everything we add to a
program slows 1t down further. Fortunately,
there 15 another way to move things on the
screen, and we'll turn to that now.

PEEK and POKE

Although PEEK and POKE seem to inspire fear
into programmers when they first come across
them, there is no need to worry. They can be
used in almost exactly the same way as PRINT @
has been used.,

There are, however, two advantages of using
PEEK and POKE over using PRINT @:

— POKE 1s faster than PRINT @

— PEEK can be used to find out what is on
the screen in a particular position. This 1is
1deal for discovering whether or not an alien
has been shot, or the plane you are flying has
hit the side of a mountain
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When you POKE something to the screen, you put
it on the screen. When vyou PEEK, vyou are
looking to see what is on the screen at the
particular position. That's just about all you
have to remember.

If you have two co—ordinates A (for across) and
D, you PRINT @ them, as explained before, using
the formula 32*D + A, To POKE something into

place, you use a Line like:

POKE 28672 + 32*D + A, X

We generally use 28672, the location of the top
left hand corner of the screen, or 28736, the

position two Lines below 1t. The X 1is the
character number, and this is the character
which will appear when we POKE directly to the
screen.

You'll remember that we used a space (" "] in
PRINT @ to wipe something out. The equivalent
in this case is the number 32. So...

POKE 28672 + 32%D + A, 32
...15 the equivalent of ...
PRINT @ (32*D + A)}," "

If you want to find our what is at a particular
address, you use PEEK as follows:

IF PEEK (28672 + 32*D + A) = .... THEN ....

Now, PEEK and POKE are simpler to use than they

22



may appear at first sight. 1 suggest you enter
the following programs, all of which use the
two commands, and follow through the Listings
carefully. This will allow you to learn about
the use of the two words more quickly than any
other way.

MESOZOIC ATTACK

The Mesozoic Era was when dinosaurs roamed the
earth. This program is a PEEK/POKE version of
TRAPPED (although only POKE is used, to break
you into the new words gradually). Note that
although up and down are the same keys ("A" and
"Z") right and Left are "," (left)] and "."
(right). It is easy to remember these, as the

greater than and less than symbols point in the
relevant directions.

10 KEM HES0I0IC ATTACK

15 H5=9

20 CLS

30 50=90

4; HA=1:HD=1:D=15:A=30

50 EA=HA:ED=HD

600 IF IREEY$="R" THER HA=HA-1
74 IF INKEY$="1" THEN HA=Hf+l
B0 IF INKEY$="." THEN HD=HD+l
90 IF INKEY$="," THEN HD=HD-1
91 IF HA<L THENR HA=1

92 IF HA>1S THEN HA=13

¢3 IF HD<Y THER HD=I

04 IF HD:>31 THEN HD=3l

5 EE=5B

1000 5B=28472 + 32¥D+A

1{0 IF SE=H THEN B60TO 100G
115 POKE £B,52
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120 POKE 5B, (36+INT{RND(0)33))
150 H=28672 + 328HA+HD

140 IF SB=H THEN 60T0 1000
145 POKE EH, 32

120 PURE H,88:EH=H

160 IF DCHA THEN D=D+!

{60 IF RND{(0) .3 THEN 180
170 IF D>HA THEN D=D-1

175 IF RND(Q) .3 THEN 190
180 IF ACHD THEN A=A+]

190 I+ AXHD THEN A=A-1

200 5C=5(+]

10 PRINT 3 20,"TINE>"5C
240 TF D<1 THEN D=1

250 IF D15 THEN D=15

260 IF A{1 THEN A=l

210 IF A>31 THEN A=)l

273 IF SB=H THEN 60T0 1000
289 60T0 S0

1000 POKE SB,32:POKE H,J3Z
1001 POKE EB,32:POKE EH, 52
10062 FOR J=1 10 19

1003 POKE 5B, (BO+INT(RND(0)320))

1010 SOUND RND(20)+1,1

1020 NEXT J

1630 PRINT @ 226,"YOU SURVIVED FOR";SC
1035 IF SC7HS THEN HS5=5C

1040 PRINT @ 258, "BEST S0 FAR I573;HS
1050 FOR T= 1 TO S00:NEXT T

1060 6070 20




V-WING SPACE BATTLE

In this program, vyou pilot your Little V-wing
space craft around the screen, trying to run
over the numbers which appear on 1it. Each
number will appear for a Limited amount of
time, and 1f you run over it, a score related
to that number is added to your growing tally.

PEEK is used here for the first time, in Line
190, where 1t looks at the position where your
space craft 1s about to be POKEd, and if it
finds a number there, increments your score.

10 REM V-WING SPACE BATTLE
20 CLS

A0 SC=9

100 FOR =1 1O 20

110 SL=28736:8=22:D=-32

120 POKE 28713+INT(RND(O) 44548) . INT{RND{0)19) +49
130 W=5L
140 A$=INKEYS

150 IF A$="," THEN SL=5L+1:M=42

160 IF L%="M" THEN SL=5SL-1:M=60

170 IF A$="_* AND SL>28736 THEN SL=5L-32:M
180 IF<A$=" " AND 5L(29151 THEN SL=SL+32:M
190 0=PEEK {5L)

200 IF @-48 AND Q<58 THEN SC=5C+@:60T0 980
205 POKE M, 32

210 POKE SL,M

220 IF RND(0)<.79 THEN 130

230 COLOR,1:FOR T=1T020:NEXT T:COLOR,0

780 CLS:PRINT ¢ 0,°SCORE °;5C;"  ";20-1;" SHIPS LEFT
982 COLOR, INT{RND(0)$2)

985 SOUND RND(0)$25+1,1:IF RND(0)>.6 THEN 985

990 NEXT 1

1
Y.
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1000 PRINT @ 0,"THE BATTLE IS OVER","YOU SCORED ";SC
{100 COLOR, INT(RND(0)§2)

1120 60TO 1100

BREAKOUT

As you can see, the programs are getting more
involved. BREAKOUT produces a screen picture
like this:

Fb b b b bk B ok o R b A A e ok b b o

X X X X X X X X X X X X X X X
X 2 X o X o X & A o« X o A o K .

e

THE GAME 15 (OViR

YOU SCORED 5544

SCORE 5244 BALLS O

You have to knock as many bricks (the X's) out
of the way as you can, trying to get through to
the row of hash symbols near the top of the
screen., PEEK is used (see lines 140 through to
146) to check whether you've hit a brick (140,
144 and 146) or the hash symbols (145). Your
bat at the bottom of the screen is POKEd into
position by Llines 225 and 230 (with the two
POKE 32's clearing each side of the bat).
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{0 REM BREAKOUT
13 CLS

20 PRINT"HR334 0884050508500 3030 0017
20PRINT " X X X X XX ¥ XXx4xxxx?
OPRINT "X . X . X . X . X . X . X.X."

40 PRINT " X . X . X . X . X . X . X . X °©

o0 PRINT "X X X X X X X XX XXX XXX X"

60 CX=10:REM NO. OF BALLS

70 BA=INT{RND{(O)r6)+56:REM START OF BALL ACROSS
Jd0 BD=B: REM START OF BALL DOWN
B2 F=3 +INT (KND(O)¥10):REM START OF BAT ACROSS

o I=1.1:Y=]

90 EA=RBA:ED=BD:REM ERASE BALL

100 POKE 28672+ (3Z4ED+ER) , 37

110 POKE 28672+ (323BD+BA),48:REN PLACE BALL

115 EA=BA:ED=BD:REM ERASE BALL

120 IF BA>30 OR BA<1 THEN GOSUB 1000

130 IF BD>t1 THEN GOTO 2000

130 IF PEEK (28640+4321BD+BR)=24 THEN BOSUB 3000:6070 130
{44 IF PEEK (28640+321BD+BA+1)=24 THEN 605UB 3000:60T0 {350
145 IF PEEK (28640+328BD+BA)=30 THEN GOTQ 4000

145 IF PEEK (2B8640+328BD+BA-1)=24 THEN GOSUB 3000

150 BA=BA+X

160 BD=BD+Y

200 A$=INKEY®

210 TIF A$="[" THEN F=F-1

220 IF A$="NH" THEN F=F+]

222 IF F<1 THEN F=1

223 IF F>30 THEN F=30

229 5=29088+F

230 POKE 5-1,32:POKE S+1,32:POKE §,140

000 60T0 100

1000 X=-X

1200 RETURN

2000 IF ABS(F-BA) 2 THEN 2500

2000 Y=-Y
2200 GOTO 140
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2500 CX=CX-1
2505 IF CX=0 THEN PRINT 9 288,"THE GAME IS OVER"
2506 IF CX=0 THEN PRINT @ 352,"YOU SCORED ”;5C

2516 PRINT @ 480, "SCORE ":5C;" BALLS ":C}
2520 PRINT 3 418," "
2530 PRINT & 384, .

2233 IF CX=0 THEN 4020

¢337 FOR T=1 TO 10:50UND T, 1:NEXT

2240 BA=INT(RND(O)36)+5:REM START OF BALL ACROSS
co00 BD=8: REM START OF BALL DOWN
2260 F=5 +INT (RND(O)310):REM START OF BAT ACROSS
2570 6OTO 90

J000 POKE (28640+32¥BD+BA), 3

J001 IF RND{O)>.8 THEN POKE (28640+32%RD+BA+1),3
3002 IF RND(O)<.1 THEN POKE (28640+523BD+BA-1), 32
S0 SC=5C+437

5020 PRINT & 480, "SCORE *;5C

3030 COLOR, 1:FOR T=1T03: NEXT COLOR, O

5035 Y=-Y

J140 RETURN

4000 PRINT ¢ 288,"YOU HAVE DONE IT!®

4010 PRINT @ 352,"Y0U SCORED ";SCICX

4020 ReEM END OF GAME

4020 FOR T = 10 TO 30

4030 SOUND T, 1

440G NEXT

4050 RUN

PLAGUE SPOT

r
[ &

In this gripping game, you have to work
yourself (a graphics symbol, shown as the $ in
the sample printouts]) from the top left hand
corner of the screen to the bottom right hand
one.

(the X's) are constantly

The plague spots
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increasing as the game goes on, and each time

you hit one
to get ¢tToO
hand corner

your score will increase. You have
the safe spot in the bottom right
with the lowest possible score.

Here are a few 'snapshots' of it in action:

) XXX AX XXX XAXHXXXXXKXXK
X X X X
X X X X X X X
X XX X X X X X
X X X X X
X X X X
X X X X
X X X X X
X X X X X X
X X X HX X X X
XX X X X XX X
A X X A X X
X X Xx X
X X

XX 3 &) 3000000000003 0000099999

XXAXXXXAXX X L4 X X

1 X X X X

A XX X X X X X

X X X X X

XX X

X X :a X

XX X K ¥

X X X % X A

X X X X X X X

X X X ¥ X XX X

% X X X X

e X XX X

X X

X X X XX XX XX KX

0 0000000000000 0000909 9090 PE R,
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There 1is a high .score feature, so you can try
and get a better (that is Lower) score each
round. You'll find that adding a high score
touch Like this one will enhance many games.

10 RENM PLAGUE SPOT

13 H5=9999999

20 CLS

50 5C=0

Jo B%="."

40 PRINT @ O, "XXXXXXXXXXXXXXXXAXAXAXXXXXXXAXNL" s

30 FOR J=31 TO 447 STEP 32

60 PRINT "X 1"

70 NEXT J

B0 PRINT @ 480, "XXXXXXXXXXXXXXXAXXXXXXAXXAAXE$$":

110 SL=28736

120 FOR T=1 TO 30

150 I=28715+INT(RND(Q) 8468)

140 FOKE [,24

150 NEXT T

150 W=SL

170 A$=INKEY$

173 IF A$CO"R" AND A$C>"L" AND A$<"," AND A$<)"." THEN A$=D$
176 Be=A%

180 IF A$="." THEN SL=5L+1:IF PEEK (SL)=24 THEN G6OSUB 1000
170 IF A$="," THEN SL=5L-1:IF PEEK (SL)=24 THEN GOSUB 1100
200 IF A$="7" THEN SL=SL+32:1F PEEK (SL)=24 THEN 60SUB 1200
210 IF A%="R" THEN SL=SL-32:IF PEEK (SL)=24 THEN 60SUB 1300
210 IF SL <28672 THEN SL=28672

216 IF 5L >29185 THEN S5L=28672

219 IF PEEK{SL)=36 THEN 5000

220 POKE W, 32:POKE SL, 137

250 FOKE 28715+INT(RND{(0Q) $468), 24

200 60TO 160

1000 SOUND 1,1

{010 SL=5L-1

j020 5C=5C+]




1030 6070 1500
1100 SOUND 4, 1

1110 5L=5L+!1

1120 5C=5C+

1130 60TO 1500

1200 SOUND 8, 1

1210 5L=5L-32

1220 SC=5C+]

1300 SOUND 12,1

1310 SL=5L+32

1320 5C=5C+1

1500 PRINT @ 0, 1000-1035C;®

1505 IF 5C399 THEN 5000

1510 RETURN

5000 FOR T=1 T0 5

5005 PRINT @ 476, "H4"

5010 PRINT 3 508, "»a"

5020 SOUND RND(19)+1,1

5030 PRINT @ 476, " A8

5040 PRINT @ 508, "#44"

5060 NEXT T _

5070 IF SC{HS THEN HS=SC

<090 PRINT @ 19Z,"  YOUR SCORE WAS ";1000-1085C
5100 PRINT @ 320,"  BEST SO FAR IS ":1000-108HS
5120 FOR T=1 TO 15:SOUND T, 1:NEXT

5130 GOTO 20

Finally, here are the character codes to use
for PEEK and POKE:

@ 16 P 48 (O
A 17 Q ! 49 1
B 18 R " o 2
C 18 S o1 3
D 20 T o2 4
E 21 U 03 O
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CHAPTER THREE —
USING MODE 1

As you know, your computer i1s equipped with two
graphics modes, MODE (0) (which it s in
automatically when you first turn the computer
on)] and the high resolution mode, MODE (1).
We've been using MODE (0) to date, so it's
about time we had a Look at the other one.

SPIROGRAPH PATTERNS

Spirograph patterns are formed by both the
interior and exterior epicycloid curves. One of
the formulae for such a curve is given in Line
100 of the first program in this section, 1in
which A is the radius of the large circle, B 1s
the radius of the small circle, and H 1s the
point on the circumference of the small circle.

The program here chooses A, B and C at random,
then traces out the shape on the screen. The
finished pattern is held for a moment, then the
process begins again.

If you don't Like a particular pattern which 1s
forming (or you can't see one at all, which
happens with some combinations), just press any
key and a new design will begin. OSome of the
results of ¢this program are very, very
attractive 1indeed. You'll find the patterns
look best if viewed from a slight distance.
This program is based on one written by Keith
Hewson.

10 REM SPIROGRAPH

10 PI=3.141392

20 MODE(1)

2o COLOR INT(RND(Q)$3)+2
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50 IF INKEY$<>"" THEN 30
40 A=INT(RND(Q) $15) +1

30 B=INT(RND(Q) $15) +1

60 H=INT(RND(0)¥15)+}

/0 FOR J=0 TO J#PI/1.7

B0 FOR I=0 TO 2%P] STEP PI/40

90 X={R-BY¥COS(I)+H8COS((A-B)8I/B+J)
70 IF INKEY$(>"" THEN RUN

100 Y=(A-B)$SIN(I)+H8SIN((A-B)$1/B+J)
110 SET ((60+X), (32¢Y))

120 NEXT 1

130 NEXT J

140 FOR T=1 TO 1000

130 NEXT T

160 RUN

LISSAJOUS FIGURES

Jules Antoin Lissajous, a French physicist who
lived from 1822 to 1880, made a study of the
movement of particles wunder the action of
periodic motions acting at right angles to each
other. He discovered that bodies moving in this
way trace 1ntricate patterns as they dance
around each other. This program, based on one
written by Frazer Melton, shows what Lissajous
discovered.

As in the SPIROGRAPH program we've just Looked
at, OSET 1s wused to plot the points on the
screen, tracing out the path of the sum of the
periodic motions.

The delightful design produced on the screen
can be used in a number of ways. One way is to
compare two frequencies. If they are the same,
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the program will draw a circle. If they are
di fferent, the number of points where the
curve touches either the vertical or horizontal

edge is the ratio of the two frequencies. If
f1 is the known frequency, then the unknown
frequency (f2) is equal to the number of times
the curve touches the vertical edge of the
confining box, multiplied by the known

frequency.

Here are some examples of the effects the
program can produce. Of course, they are far
more attractive in color on the screen than the

printouts suggest.

..l BN N N B ¥ N l-~d

<
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There are two versions of the program. The
first one allows you to enter your own choice

of GSTEP and X and Y frequencies. STEPs should
be around 50 or more if the X and Y frequencies
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are in single figures, and correspondingly more

as the size of the frequencies inc
number,

resolution of the final figure.

higher

the step

the

reases. Ihe
greater the

Enter this program into your computer:

Try the
program:

10 REM LISSAJOUS FIGURES

20 REM FRAZER MELTON
22 PI=3,141592

¢a CLS

30 INPUT "STEPS":S
34 REM ENTER *0° TO END
35 IF 5=0 THEN END

30 INPUT *Y FREQUENCY":Y
S0 INPUT "X FREQUENCY": Y

30 MODE ({)

82 L=INT(RND(Q)¥3)+2

85 COLOR (1)

70 FOR A=0 TO 23PI STEP PI/S
100 SET ((2035IN(ARY)+60), (208C0OSCAXX)+30))

110 NEXT A

120 FOR T=1 TO 2000:NEXT

150 RUN

fol lowing

samp Le

va lues

with this

STEP Y FREQUENCY X FREQUENCY

o0
60
60
60
80
600
300

175

ONOWOW-201L0 N0 =




o000 13 b

o000 d 12
200 8 |
250 3 B
000 20 8
o500 15 20

The next program chooses the two frequencies at
random, between one and 20. The step size 1is
fixed at 500, but there is no reason why you
should not change that if you wish. There 1s a
slight pause at the end of each figure and then

the screen clears, and a new figure begins.

10 REM AUTO-LISSAJOUS
20 KEM FRAZER MELTON

2 PI=3.141592

50 5=500

40 Y=INT(RND(0Q)120)+]

gl X=INT(RND(Q)120) +1

d0 MODE (1)

B2 I=INT{RND(0Q)43)+2

do COLOR (1)

70 FOR A=0 TO 2¥FI STEP PI/S
100 SET ((Z0¥SIN(AYY)+60), (20¥COS(ALX) +30))
103 IF INKEY$C"" THEN 40
110 NEXT A

120 FOR T={ TO 2000:NEXT

130 GOTO 40

This final version is simply a modification of
the preceding program, in which the screen does
not clear between each 1image, so eventually
you'll end up with a very complex overlay of
designs.




10 REM AUTO-LISSAJOUS

20 REM FRAZER MELTON

21 REM MOVE LINE 80 TO 25 S0 WILL NOT ERASE
22 PI=3.141592

;o MODE (1)

30 5=500

40 Y=INT(RND(Q)X20) +]

20 X=INT(RND(Q)320)+|

B2 [=INT(RND(0)33)+2

45 COLOR (1)

90 FOR A=0 TO 2¥FI STEP PI/S

100 SET ((20¥SIN(ARY)+590), (203CO5{A1X)+30))
103 IF INKEY$<>"" THEN 40

110 NEXT A

120 FOR T=1 TO 2000:NEXT

150 6070 40

As vyou know, the SET command is used to place
dots of Light on the screen at a position
specified by the numbers which follow the
command.

SET (X,Y) places the dot at location X (which
can be zero to 127; the distance across the

screen from left to right) and location Y (a
number from zero to 63:; the count down the
screen) .

The next program, MARTIAN LACE, uses SET to
produce a balanced (and highly attractive]
picture on the screen. As you'll see when you
run 1t, the .design evolves perpetually.

10 REM MARTIAN LALE
a0 MODE (1)

60 X=INT{KND(O)¥o0J3)+]
70 Y=INT(RND(OQ) §51)+1
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B0 Z=INT(RND(O)¥4)+]

85 IF RND(O)>.3 THEN I=1
90 COLOR (1) ‘
100 SET (X,Y)

110 SET (128-X,Y)

120 SET (128-X,64-Y)

130 SET (X,64-Y)

160 6OTO &0

MAGIC

MARTIAN JACE 4is also used in the
COMPOSER program in the chapter on sound.

THE MOTION PICTURE MAN

You can use the computer as a kind of 'etch—a-
sketch' toy in Mode 1. You enter a number (2, 3
or 4) to select the color you want, then use
the cursor keys (the ones with arrows on them])
to draw designs of your choice on the screen.

The image begins in the top Left hand corner of
the screen.

As well as responding to the arrow keys, the
program accepts, and acts on, the following
commands:

C - copies picture created to some printers
[such as the Seikosha GP-100 or GP-100A)

R - runs the program again from the beginning

— moves the cursor back to the start position

E — freeze the picture

— stop the program
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10 REM MODE | SKETCHER
20 INPUT A

30 MODE (1)

30 COLOR A

50 ¥=0: Y=0

70 C$=INKEYS

B0 IF C$="," AND X(127 THEN K=Y+
90 IF C$="M" AND Y30 THEN X=X-1
100 IF C$="." AND Y)0 THEN Y=Y-
{10 IF C$=" " AND Y<63 THEN Y=Y+l
120 SET (X,Y)

130 IF C$="C" THEN COPY

140 IF C$="R" THEN RUN

150 IF C$="N" THEN 50

160 IF C$="E" THEN 1000

70 IF C$="8" THEN END

180 60T0 70

1000 60TD 1000







CHAPTER FOUR —
MAKING MUSIC

Although 1t may seem a Little Llimited, the
SOUND command on your computer is capable of
producing some quite i1nteresting effects.

The SOUND command is followed by two numbers.
The first is the pitch (a number from 0 to 31,
with 0 being a rest and 31 the highest note the
computer can produce). The second is the
duration (from 1 to 9, with 1 being the
shortest).

We can use the computer to play all 1ts notes
with the following program, SOUND DEMO:

10 REM SOUND DEMO
20 FOR T=1 TO 51
50 SOUND T,1

40 NEXT

When you run this program, you'll hear all the
notes played from the Lowest A (note 1) to the
highest D# (note 31]).

COMPOSER ANDROID

The computer can also be programmed to choose
notes at random and create some rather hopeless
'electronic music’ as COMPOSER ANDROID

demonstrates:

10 REM COMPOSER ANDROID

20 DURATION=INT (RND(0) §2+1)
X0 PITCH=INT (RND(0) $31) +1
40 SOUND PITCH,DURATION

S0 G0TO 20
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As you'll hear, this is not very tuneful. It is
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