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PREFACE

Games, I have found, are an excellent medium for
teaching computer programming. First, they are fun to
play. Second, it is easier to program a game than it is to
program the solution to a math problem. That’s because
you generally know the rules of the game better than you
know the rules for solving the math problem. In fact,
you do not need any mathematical background at all to
learn computer programming by this method.

This book teaches BASIC, a language commonly
used to communicate with computers. BASIC (an ac-
ronym for Beginner’s All-Purpose Symbolic Instruction
Code) is easy to learn, easy to use, and available on
many computers. In Chapter 1 you learn some elemen-
tary words in the BASIC language, two programming
techniques called looping and branching, and some
ways to fix your program when it doesn’t work.

In Chapter 2 you program your first game, one in
which the computer uses its random number generator
to ‘‘think’’ of a mystery number which you try to guess.
You then go on to add refinements to your program,
including a variety of ways to repeat the game, a method
for counting the number of tries you need to hit upon the
mystery number, and a technique by which the compu-
ter gives you helpful hints, such as ‘‘too high’’ and ‘‘too
low.”’ In the end, you discover a strategy which reduces
by a third the average number of guesses you need to hit
upon the mystery number.

In Chapter 3 we turn the tables. You pick the
mystery number and the computer tries to guess what it
is. It quickly becomes apparent that the computer can-
not remember what numbers it has already tried without
success. To make the computer more efficient, you
teach it how to use a ‘‘check list.”” This is done first by
using many IF-THEN statements to prevent the compu-
ter from guessing the same number twice. A second
method uses a subscripted variable, which enables us to
reduce the number of steps in the program from 59 to
14.

You then go on to add to your new program the
same refinements you added to the program you de-
veloped in Chapter 2. After making these additions, you
further sharpen the computer’s ability to guess your
mystery number by teaching it each of the two strategies
you discovered in Chapter 2. The first is called the
Random Method and the second the Midpoint Method.
As the final step in the chapter, you compare the effi-
ciency of the two strategies. To do this, you first play
five games in which the computer uses the Random
Method and five games in which it uses the Midpoint
Method. Five games are not enough to obtain truly
reliable results, however. It would be better to play a
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thousand games each way. But that would take a human
player about 70 hours, so you teach the computer to play
your role as well as its own, and thereby cut the playing
time to about ten minutes.

Chapter 4 presents a change of pace. Instead of
teaching the computer to play games, you teach it to
draw pictures. More important, you learn some addi-
tional words in BASIC: TAB, READ, DATA, GO SUB
and RETURN. You are also introduced to the concept
of a subroutine and get a lot more experience building
loops using the FOR-NEXT command.

In Chapter 5, you program the computer to play Big
Wheel, a game in which you bet on the number at which
a spinning carnival wheel will come to rest. The wheel
you use will be of your own design. You divide it into
several pie-shaped pieces, all of equal area, use the
random number generator to pick the number at which
the wheel is to stop, and construct the pay-off table.

Once you get the wheel to spin, you add a variety of
features to your program. One feature, for example,
prevents a player from betting more money than he has
in his pocket. Finally, you learn how to document a
program, including the use of the BASIC word REM for
“‘remark’’ to identify the location of each feature in the
program.

In Chapter 6, you again use the random number
generator, this time to ‘‘toss’’ coins and ‘‘roll’’ dice. In
the process you learn how to determine the various out-
comes and the probabilities of their occurrence. These
fundamental operations are then incorporated in two
game programs, one called Two Coin and the other
Craps.

Chapter 7 is about card games. After teaching the
computer to ‘‘deal’’ from a deck of cards, you teach the
computer to play three card games, the most popular of
which is Blackjack or Twenty-one.

This is a book for the novice. To insure that you do
not close the book with the false impression that the
computer is limited to games of chance and strategy, we
conclude with a guide to further exploration of
computer applications in mathematics, science,
business and education.

Fun and Games with the Computer is designed to
be used in a one-semester course. As you read the first
few chapters you’ll discover that you can grasp the
essentials of computer programming even if you do not
have immediate access to a computer. Sooner or later,
however, you’ll probably want to try your skill on a real
computer. Most of the games in the text can be run on a
minimum 4K computer and the remainder on a some-
what larger 8K system. You will find it easier to do the
work outlined in this book if your computer system
provides on-line program storage on disk or magnetic



tape, avoiding the requirement to dump and reload your
programs from paper tape. In any case, you’ll also need
a manual which describes the operation of your particu-
lar computer and the dialect of BASIC your system
understands.

This book can also be used as a supplementary text
or workbook to provide dynamic on-line experience
with a computer as part of a course in computer literacy,
a course which describes hardware, software, and ap-
plications.

The book is also a useful adjunct to a conventional
course in probability and statistics, giving the student
direct access to probabalistic events employing large
numbers.

Despite the foregoing references to mathematics,
statistics and computer literacy, the book does not de-
mand a background in mathematics. It may seem like a
bold statement, but any teacher who has a curiosity
about computers and adequately prepares himself
should be able to teach the course successfully.

Edwin R. Sage
March 15, 1975
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Fun And Games With The Computer

xckxk THIS IS A FABULOUS PROGRAM **xxx

YOU TYPE IN A NUMBER AND I RESPOND WITH A MESSAGE.
HOW MANY MESSAGES WOULD YOU LIKE TYPED? S

HERE WE GO« FOLLOW INSTRUCTIONS.

TYPE 1,2,0R 3?7 1

COMPUTERS ARE FUN.

TYPE 1,2,0R 3? 2
I*'M FASTER THAN YOU.

TYPE 1,2,0R 3? 3
I LIKE YOU.

TYPE 1,2,0R 3? 4
FOLLOW DIRECTIONS DUMMY.

TYPE 1,2,0R 3?7 3
I LIKE YOU.

TYPE 1,2,0R 37 1
COMPUTERS ARE FUN.

T™HAT®S ALL FOLKS.
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1

MASTERING YOUR OBEDIENT
SERVANT

1.1 WRITING THREE EASY PROGRAMS

An easy and fun way to begin programming is to
write little programs which instruct the computer to type
out a message. Let’s begin with the message YOU’RE
THE GREATEST. Later on you’ll have a chance to
program the computer to type out your favorite mes-
sage.

Before getting into the details of your first program,
let me describe briefly the concept of a program. A
program is essentially a set of statements or instructions
which are to be executed by the computer. The instruc-
tions are written in a language which the computer can
understand. There are many languages by which hu-
mans can communicate with computers. In this book we
will use the BASIC language. BASIC is an acronym for
Beginner's All-Purpose Symbolic Instruction Code. It
uses ordinary English words, such as LET, PRINT, GO
TO, STOP, END, READ, DATA, INPUT, FOR,
NEXT, IF-THEN, to trigger particular operations by
the computer. Each chapter in this book will introduce
you to a few words in BASIC until you have mastered
the complete BASIC vocabulary. Now back to writing
your first program.

In BASIC each line of a program must begin with a
whole number known as the line number. The line
number is followed by a command consisting of one or
two English words, such as LET or PRINT. Some
commands, such as STOP and END, are sufficient by
themselves, but most must be followed by additional
information. Using these rules to structure each line,
let’s write the program to accomplish the objective
given above. Write the program on paper before typing
it into the computer.

First we need a line number. Let’s use 1. Next we
need a command. To instruct the computer to type out
the message YOU’RE THE GREATEST we use the
English word PRINT. Following the command you
must insert, in quotes, the text of the message itself:
““YOU’RE THE GREATEST."’ The first line in your
program looks like this.

Statement
N

[
1 PRINT “YOU'RE THE GREATEST."
e ™~ “

Line No. = Command Message




GREATEST/

FABULOUS/

FABULOUS/2

PROGRAM

ouTPUT

PROGRAM

ouTpPUT

PROGRAM

OUTPUT

Fun And Games With The Computer

When the computer executes this statement, it will type
out the string of characters between the quotes. If you
misspell one of the words in the message, it will be
typed back with the misspelling. The computer does not
know the meaning of what you’re trying to say; it is only
your obedient servant.

The message is to be typed out only once. Since the
computer is not very bright, we must tell it when its job
is done. We use the command END, as follows.

2 END

Once typed, the complete two-line program will look
like this.

} PRINT "YOU'RE THE GREATEST."
2 END

When you want the computer to carry out the two steps,
you type RUN.

RUN
YOU'RE THE GREATEST.

Suppose you want to insert ahead of the message
YOU’RE THE GREATEST another message which
says THIS IS A FABULOUS PROGRAM. But you’ve
already used line 1. You must retype the program
GREATEST/1 as follows:

1 PRINT "THIS IS A FABULOUS PROGRAM.'
2 PRINT "YOU'RE THE GREATEST."
3 END

™IS IS A FABULOUS PROGRAM.
YOJ'RE THE GREATEST.

The old lines 1 and 2 were automatically erased in the
computer and replaced by the new lines 1 and 2.
You’ll find that many times you would like to insert
one or more lines between two others. To make such
insertions without retyping existing lines, it is much
better to select as the original line numbers a sequence
of numbers such as 5, 10, 15, 20, . . . or 10, 20, 30,
40. . . . Then you can insert one or more new lines be-
tween two old lines. Incidentally, you don’t have to type
in the lines of a program in numerical order. For exam-
ple, the last program could have been typed like this.

2 PRINT "“YOU'RE THE GREATEST."
3 END
1 PRINT *“THIS IS A FABJLOUS PROGRAM."

When it comes time to run your program, the computer
will execute the program steps in numerical order.

™IS IS A FABULOJS PROGRAM.
YOU'RE THE GREATEST.
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To erase lines 1, 2 and 3, in fact all previous program
lines, type SCRATCH. Here is the program
GREATEST/1 rewritten using line numbers 10 and 20:

18 PRINT “YOU'RE THE GREATEST."
20 END

YO'J*'RE THE GREATEST.

To add the message THIS IS A FABULOUS PRO-
GRAM before line 10, select a line number between 1
and 9 inclusive, say 5, and type in:

5 PRINT ““THIS IS A FABULOUS PROGRAM.”’

You now have the following new program.

S PRINT "THIS IS A FABULOUYS PROGRAM."
19 PRINT “YOU'RE THE GREATEST."
20 END

™IS IS A FABULOUS PROGRAM.
YOU'RE THE GREATEST.

Look at the output. To separate the two messages, you
can direct the computer to skip a line between the first
and second lines of the output by inserting

7 PRINT

Used alone, the command PRINT will cause the compu-
ter to print a blank line, as shown here.

S PRINT “THIS 1S A FABULOUS PROGRAM.'
7 PRINT

10 PRINT "YOU'RE THE GREATEST."

20 END

TIS IS A FABULOUS PROGRAM.

YOU'RE THE GREATEST.

So much for our first program. Now let’s instruct the
computer to type the same message many times.

Write a program that instructs the computer to type
out the message YOU’RE THE GREATEST endlessly.
Here is the new program accompanied by a sample
output.

PROGRAM

16 PRINT "YOU'RE THE GREATEST."
20 GO TO 19
30 END

PROGRAM

ouTPUT

PROGRAM

OouTPUT

PROGRAM

OuUTPUT

OuTPUT

YNU *RE
YOU°'RE
YOU *RE
YOU 'RE
YOU *RE
YOU *'RE
YOU 'RE
YOU *RE
YOU*'RE
YO 'RE
tC

GREATEST/ENDLESS

THE
THE
THE
T™E
THE
THE
THE
THE
THE
T

GREATEST/2

FABULOUS/3

FABULOUS/4

GREATEST.
GREATEST.
GREATEST.
GREATEST.
GREATEST.
GREATEST.
GREATEST.
GREATEST.
GREATEST.



GREATEST/7

PROGRAM

ouTPUT
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As you will quickly discover, the message YOU’RE
THE GREATEST continues to be typed out until .you
signal the computer to stop. I signal my computer to
stop by pressing the ‘‘control’’ key and the letter C, a
combination called CONTROL C. This causes the
computer to stop, but only after it prints the
symbols + C (read ‘‘up arrow C’’), as shown in the
last output. How do you signal your computer to stop
running a program?

The new program GREATEST/ENDLESS contains a
new command, GO TO. GO TO is used to transfer
control of the computer from one line in a program to
another. It is always followed by the number of the line
to which control is being transferred. Of course the line
to which control is being transferred must exist in the
program. For example, if we had mistakenly typed 20
GO TO 5, the computer would reply with an error
message equivalent to LINE 5 UNDEFINED.

1In the program GREATEST/ENDLESS, after print-
ing the message, the computer moves to the next line,
line 20, sees the GO TO 10 command, and transfers
control back to line 10. This process continues endlessly
until the human intervenes, the power fails, or the
computer ‘‘crashes.”” So much for our second program.

Now let’s get the computer to type out the same
message a prescribed number of times, in this case

seven.

Write a program that instructs the computer to type
out the message YOU’'RE THE GREATEST seven

times.

18 LET C=0 \

28 PRINT “YOU'RE THE GREATEST."
38 LET C=C+|

4@ IF C<7 THEN 20

5@ END ,

YO J*RE THE GREATEST.
YOJ*RE THE GREATEST.
YOU'RE THE GREATEST.
YOU'RE THE GREATEST.
YOU*'RE THE GREATEST.
YOU'RE THE GREATEST.
YOU*'RE THE GREATEST.

To understand the construction and operation of this
program, visualize a mechanical counter. The counter
has two buttons. One button, when pressed, adds 1 to
whatever value is in the display window of the counter
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at that time. The second button is a ‘‘reset’’ button
which allows the user to set the counter back to zero.
Here is a picture of the counter:

COUNT BUTTON _Pl <«4—— RESET BUTTON

DISPLAY WINDOW

\

How would you use such a counter in real life?
Suppose you wanted to count the number of people
entering a theatre. You could stand at the door with your
counter, having first made sure you had reset the
counter to zero, and each time a person entered, depress
the ‘““‘count’’ button. After five people had passed, the
number 5 would be in the window, and after twelve
people had passed, 12 would be in the window. I think
you have the idea. Well, we’re going to do the same
thing with the computer. Using a program we’re going
to set up a ‘‘counter’’ inside the computer to count the
number of times the message YOU’RE THE
GREATEST is printed. When the number in the
“‘counter window’’ is 7, we know the message has been
printed seven times.

Here is how the computer imitates the mechanical
counter. The computer can store numbers in its mem-
ory. It will help if you imagine that a computer’s mem-
ory looks like a set of post office boxes at the local post
office. Each post office box has both a place for an
identification label, i.e. the P.O. Box No., and a place
to store your mail. In the computer, each box is labeled
with a letter, and the contents is a number. The box
labels are also called variables, a term used in mathema-
tics to refer to a place holder for numbers. Here’s a
picture of a twelve-box memory.

LABELS

VALUES

LABELS

VALUES

LABELS

VALUES

In this particular program I'll need only one box for a
counter. I’ll label it C. Use as labels letters which help
you remember the function of the variable.

2.
2
%

LABEL —®

VALUE —»
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To operate the counter, it must first be set at zero.
This is easily done in BASIC by saying 10 LET C = 0.
In the program GREATESTY/7, this was our first instruc-
tion to the computer. When the computer executes this
step, a 0 is put in the storage box C.

So much for line 10 which sets the counter at zero, or as
we say initializes it at zero. The next statement is 20
PRINT ‘““YOU’RE THE GREATEST.”’ As soon as the
message is printed, the ‘‘count button’’ should be ‘‘de-
pressed.’’ The instruction to do this is contained in 30
LET C = C+1. To the computer this means: let the new
value of C be equal to the old value of C plus 1.

After the message has been printed once, the contents
of the box labeled C.is O plus 1, or 1.

The statement, 30 LET C = C+1, is a strange looking
expression. If you interpret it literally, it makes no
sense. How can a number be equal to itself plus 1? But
it’s not algebra. It’s an order to the computer, and the
computer reads it from right to left. First figure out what
C+1 is, then assign this number to the variable on the
left-hand side of the equal sign.

The final step of the program is a test to determine
whether or not the message has been printed seven
times. Recall the mechanical counter. If the number in
the window was less than 7, you knew the event you
were counting had not yet occurred the seventh time.
The instruction in BASIC is 40 IF C < 7 THEN 20. If
the value of C is less than 7, then control of the computer
is transferred back to line 20. If the value is not less than
7, that is if it is 7 or more, then the computer drops down
to the next and last step: 50 END.

In short, the computer continues to loop back to line 20
as long as the value of C is less than 7. When C equals 7
the loop is satisfied and the computer drops through to
the END statement. Both this program, GREATEST/7,
and the previous one, GREATEST/ENDLESS, are
examples of loops. The program GREATEST/END-
LESS sends the computer around the loop endlessly,
while the program GREATEST/7 sends the computer
back to print the message only under the condition that
the total number of messages printed has not exceeded
seven. Thus, GREATEST/7 is an example of a condi-
tional loop. You’ll write many conditional loops.

Now it’s time to go ‘‘on line’’ to your computer. The
procedure for getting on line varies from one kind of
computer to another. To learn how to get on line to your
computer, and how to enter a BASIC program, consult
your user’s manual or ask someone to show you. Don’t
be afraid to sit down and take control. In no time at all
getting on line and entering a program will be second
nature.
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NN EXERCISE SET 1.1 iasransimamm

The exercises in this book are specified as either off-line
exercises or on-line exercises. Off-line exercises do not
require a computer. In on-line exercises you will write,
load, run and perfect a program. The number of exer-
cises has been kept to a minimum and you should do
them all.

Off-line:

To find the answers to each of these off-line exercises,

consult the manual for your computer system or ask a

knowledgeable friend.

1. Describe the steps to be followed to get yourself
on line to your computer and into BASIC.

2. If your system requests a program name before
entering the program, how long can the program
name be and what set of characters can you use in
the name?

3. Describe the function of the words RUN, LIST, and
SCRATCH. Also OLD and NEW if applicable.

4. Suppose you make a typing error as you’re typing in
your program. How do you correct your mistake?

5. Suppose you’ve typed in a line which you wish to
eliminate. How can you delete this line from your
program?

On-line:

6. Compose your own message and write a program
that will type out your message exactly once.

7. Compose your own message and write a program
that will type out your message endlessly. However,
do not let it run forever; stop the program when
you’ve seen enough.

8. Compose your own message and write a program
that will type out your message exactly 11 times.

1.2 GETTING THE BUGS OUT

Even experienced programmers make errors. Errors
in programming are called ‘‘bugs.’’ Bugs can make you
unhappy. If you don’t get the bugs out of your program
quickly, you won’t have much fun with the computer.
The process of locating and eliminating these errors is
known as ‘‘debugging.’’ If you’ve already been on line
and have run the three programs requested, you will
readily appreciate the following discussion.

The types of errors which you can make are many,
but some kinds are more easily spotted and removed
than others. Here are three kinds of errors.

1. Typing Errors

2. Sentence Structure Errors

3. Logical Errors
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1.2.1 TYPING ERRORS

In your haste to type in a program you will often
misspell words, type the wrong symbols, or leave out
essential information. Spelling errors are not too impor-
tant if they occur in the message; the computer will just
spell the words the way you do. But if you misspell one
of the BASIC command words, such as LET or PRINT,
the computer will not recognize it. It will respond with
an error message, either immediately after you hit the
RETURN key, or later when you type RUN. Here are
some examples of common typing errors:

WRONG RIGHT
1. LETTC =0 LETC =0
2. PRIN “YOU’'RETHE PRINT **YOU’RE THE
GREATEST.” GREATEST."”
3. LET C = C=1 LET C = C+1
4. IF C < 7 THEN IF C < 7 THEN 20

A more difficult error to spot occurs when you inad-
vertently type the letter O for the number zero, or the
letter L or I for 1. To help you distinguish zero from the
letter O, the zero key will often contain a slash through
the zero: 0. You’ll catch most of these careless errors as
you type, or by quickly rereading the program before
you type RUN. But some typing mistakes-are not so
easy to detect. Here’s an example. This program is
intended to print the message YOU'RE THE
GREATEST seven times.

10 LET C=0

20 PRINT "YOU'RE THE GREATEST."
36 LET C=C+1

48 IF C<7 THEN 40

5@ END

When you enter the program and type RUN, the compu-
ter will type out YOU’RE THE GREATEST once and
then stop printing. You might sit there for quite some
time waiting for additional copies of the message. After
a while you might decide that the computer had mal-
functioned, or ‘‘crashed,”’ when in fact it had not.
There’s a bug in the program. It’s in line 40. The
instruction can be executed, but doesn’t lead anywhere.
The computer is caught in a loop. At line 40 it transfers
control to line 40, which in turn transfers control to itself
again. It stays on this merry-go-round until you inter-
rupt execution of the program. Here’s the point. If you
expect a line to be printed and no action occurs within a
reasonable length of time, you’d better stop the compu-
ter and find out what’s happened by rereading your
program more carefully. In the above case, for exam-
ple, the correct statement for line 40 is: 40 IF C < 7
THEN 20.
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Here is another typing error which can cause you
grief. You enter the following program:

19 LET C=0

28 PRINT “YOU'RE THE GREATEST.*
3@ LET C=C+l

46 IF C<7 THEN 20

58 END

With this program, you expect the computer to type out

the message seven times. But, when you type RUN, you

get:
YOU'RE THE GREATEST.
YOU'RE THE GREATEST.
YOU'RE THE GREATEST.
YOU'RE THE GREATEST.
YOU'RE THE GREATEST.
YOU'RE THE GREATEST.
YOU'RE THE GREATEST.
YO'J'RE THE GREATEST.
YOJ*'RE THE GREATEST.
YOU'RE THE GREATEST.
YOJ*RE THE GREATEST.
YOU'RE THE GREA
tC

After about ten lines have appeared, you might well
suspect that something is wrong and halt the computer.
Remember, any time you think the computer is going
berserk, don’t panic and pull the plug. Signal the device
to stop. Then find the bug. Read the above program.
carefully. In line 30.did we use the number 1 or the letter
I? Which is correct? Of course it should be the number
1. So you make the correction by retyping the line as: 30
LET C =C + 1. All is well.

However, if your eye does not catch the substitution
of the letter I for the number 1, here is a technique worth
remembering. Since you wrote the program, you know
it should type out the same message seven times. Fur-
thermore,you know the variable C is acting as a counter.
As the computer executes your program, the variable C
should take on the values 0, 1, 2, 3, 4, 5, 6,.and 7 one at
a time. To see whether this is happening, we insert the
statement PRINT C in the program. Whenever the com-
puter encounters this statement, it will go tothe box
labeled C and print the contents. But where do you
insert the PRINT C statement? In this case, youcando it
either before or after line 30, but it must be inserted
between lines 20 and 40. I would prefer to look at the
value of C after line 30 is executed. Let’s use line 35.
Don’t write just 35 PRINT C, however. To help find the
value of C in the printout, write 35 PRINT “‘C=""C.
The characters in quotes will be printed followed by the
value of C. Here is a copy of my conversation with the
computer as I debugged this program.

PROGRAM

OUTPUT

GREATEST/BUG 2
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16 LET C=8@

26 PRINT "YOUJ'RE THE GREATEST."
30 LET C=C+I .
49 IF C<7 THEN 2@

58 END

35 PRINT "C="C
RUN

YOU'RE THE GREATEST.
C= 6

YOU*RE THE GREATEST.
C= @

YOU'RE THE GREATEST.
C= 0

YOU'RE THE GREATEST.
C= 0

YOU'RE THE GREATEST.
C= 0

YOU'RE THE GREATEST.
C= 0

YOU'RE T

*C

As I watch this printed out, I see the number zero
appearing as the value of C time after time after time.
Something is wrong. C is not increasing by 1 each time
the message is printed. This suggests to me that I should
look carefully at the line which increases the counter,
that is line 30. I retype line 30 as 30 LET C = C + 1.
Having corrected line 30, I verify that C now takes on
the values 1, 2, 3, 4, 5, 6, and 7 by running the program
while retaining the ‘‘see through’’ PRINT statement in
line 35.

38 LET C=C+}
RUN

YOU'RE THE GREATEST.
C= 1
YOU'RE THE GREATEST.
C= 2
YOUJ'RE THE GREATEST.
C= 3
YOU'RE THE GREATEST.
C= 34
YOU'RE THE GREATEST.
C= S
YOU'RE THE GREATEST.
C= 6
YOU'RE THE GREATEST.
C= 7

Convinced that my program is operating correctly, I
delete line 35 by typing the number 35 with nothing



Mastering Your Obedient Servant

after it and have as my ‘‘clean copy’’ the following
‘‘bugless’’ program.

P

35 CONVERSATION 3 GREATEST/BUG 2
LIST

180 LET C=0

20 PRINT “YQU'RE THE GREATEST."
30 LET C=aC+)

40 IF C<7 THEN 20

53 END

These two examples show you why programmers some-
times spend more time getting the bugs out than writing
- the program in the first place.

“ EXERCISE SET 1.2.1 s

On-line:

1. Load into your computer the program
GREATEST/BUG 1, including the bug in line 40.
Run the program to see how your computer reacts.
Then debug the program by retyping line 40 and
running it again. Finally, get the computer to gener-
ate a clean copy of the program.

2. Load into your computer the program
GREATEST/BUG 2, including the error in line 30.
(1) Run this program.

(2) Insert the “‘see through’” PRINT statement 35
PRINT “‘C ="’ C to check on the values of C.

(3) Run the program again.

(4) Correct line 30.

(5) Run the program again to check on the values
of C.

(6) Delete line 35.

(7) Run the program again.

(8) Get a clean copy of the program.

1.2.2 SENTENCE STRUCTURE ERRORS

A second error you’re likely to make is an error in
sentence structure or syntax. As shown in section 1.1,
each line of a BASIC program begins with a line
number. The line number is followed by a sentence
beginning with a BASIC command, such as LET,
PRINT, IF-THEN, GO TO, END. A sentence that
begins with LET has a different structure than one that
begins with GO TO, or any other command. Here are
the rules.

1. LET. Hereisa LET statement: LETC = C + 1. A
LET statement, known as an assignment statement,
always has the structure:

LET =
variable arithmetic
name expression
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In the example, what is the variable name? What is
the arithmetic expression? For now, we will limit
the variable names to single letters of the alphabet.
Further, let us agree that an arithmetic expression
can be a number or a collection of numbers and
known variables joined together by the arithmetic
operations of addition (+), subtraction (—), multi-
plication (*), and division (/).

2. PRINT. Here is a PRINT statement: PRINT
““C=""C. A PRINT statement, known as an output
statement, has the structure:

PRINT
variable
name

or, PRINT ** : >’

string of characters

or, PRINT *¢ ”?

string of variable
characters name

or, PRINT ‘ >’

variable string of
name characters

or, PRINT

3. GO TO. Here is a GO TO statement: GO TO 40. A
GO TO statement, also known as an unconditional
transfer statement, has the structure:

GO TO
program line number
4. IF-THEN. Here is an IF-THEN statement: IFC < 7

THEN 20. An IF-THEN statement, also known as a
conditional transfer statement, has the structure:

IF THEN
arithmetic one of the arithmetic line number in
expression relations expression program
= equal to
> greater than
< less than

> = greater than or equal to
< = less than or equal to
< > not equal

5. END. An END statement, known as a control

statement, has the structure:
END
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So much for the rules of sentence structure. Here are

some errors you might make.

1. 10 PRINT ““YOU’RE THE GREATEST. You for-
got the second quotation mark.

2. 20 ““YOU’RE THE GREATEST.”’ You forgot the
PRINT command.

3. 30LET C+ 1= C. Should be 30 LET C = C + 1.

4. 20 TYPE ““YOU’RE THE GREATEST.”’ Illegal
because TYPE is not a BASIC command.

5. LET C = C + 1. You forgot the line number.

6. 40 LET C>C + 1. Should be 40 LET
C=C+1.

7. 30LETC = C + 11IF C < 7 THEN 20. You for-
got to press the return key at the end of the first
statement.

8. 60 RUN. Illegal because RUN is not a BASIC
program command; it is a BASIC system command.

9. 30 LET CT = CT + 1. Illegal because a variable
name cannot be a two-letter combination.

This is just a sample of the errors you can make in
sentence structure. Whenever you make a mistake of
this type, the computer will always print out the number
of the line where the syntax error has occurred. The
computer, you see, cannot execute your program unless
it can translate these BASIC statements into machine
code, and it cannot translate these statements into
machine code unless each statement satisfies the struc-
ture required by the lead word in the sentence.

" EXERCISE SET1.2.2

Oft-line:

1. Which of the following statements would not be
acceptable in a BASIC program? To check each
statement for bugs, look at (1) the line number, (2)
the command after the line number, and (3) the
symbols used with the command. Remember, this
list is not a program. Consider each statement indi-
vidually.

A 13 LET C=1

B) 41 TYPE "YOU'RE THE GREATEST.'

C) 25 PRINT

D) 45 DONE

E) | PRINT "HELLO

F) 132 IF C<7 THEN

G 22 PRINT *"C='C

H) 156 PRINT "END"

I) 46 GO TO 1@

J) 20 PRINT "LOOK AT THE LINE NUMBER.'

K>

LM
N

()

e

Y]

»

40 IF 7>C THEN 20

$0@ END

30.5 GO TO 26

30

PRINT C=C

LET C=@

Se
70
90
50
30

WRITE 'GOOD BYE."

RUN

IF C=7 THEN LET C=C+]
GO TO 20

LET C=1+C

PRINT “HELLO"

13
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GREATEST/BUG 3

PROGRAM

ouTPUT

2.
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There are three kinds of words you use in com-
municating with the computer: (1) Words used as
commands in a BASIC program. Call them BASIC
program words. (2) Words which instruct the com-
puter to do something with your program. Call them
BASIC system words. (3) Words which instruct the
computer to accept you as a user, obtain a particular
language for you, or perform some other task. Call
them computer system words. There are many com-
puter systems, each with a unique set of computer
system words. Consult your computer manual for
the computer system words used with your system.
Here is a list of BASIC program words and
BASIC system words. Write each word in the ap-
propriate column. In the third column list the com-
puter system words you have learned so far.

SCRATCH LET  OLD  CONTROL C
PRINT BYE LisT  (Or the equivalent

command on your

RUN NEW END computer.)
DELETE IF-THEN GO TO

BASIC BASIC Computer

program words  system words  system words

1.2.3 LOGICAL ERRORS

When I wrote the following program, I expected the
message to be typed out seven times.

10
20
30
40
1
60
70

LET C=@

PRINT “YOU'RE THE GREATEST."
IF C<7 THEN S@

STOP

LET C=C+1

GO TO 20

END

As a matter of fact the program prints the message eight
times.

YOU'RE THE GREATEST.
YOU'RE THE GREATEST.
YOU'RE THE GREATEST.
YOU'RE THE GREATEST.
YOU*RE THE GREATEST.
YOU'RE THE GREATEST.
YOU'RE THE GREATEST.
YOU'RE THE GREATEST.

I’ve made a logical error in setting up the program. Can
you find my mistake?
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The bug is not a result of using the new BASIC word
STOP. STOP is used whenever you wish to end a
program at some point other than the end. For example,
in this program, if C is less than 7 in line 30, the
computer should go around the loop again. On the other
hand, if C is not less than 7, that is, if it is 7 or more, the
computer should stop, which it does in the next step: 40
STOP. The advantage of 40 STOP over 40 GO TO 70
(the END statement) is its brevity and its visibility in the
program.

Now back to the bug. If you're an experienced pro-
grammer you have probably found the bug. If not, let
me show you a way to find it. It is the technique of
longhand execution. Sit down in a quiet place away
from your terminal with a clean, up-to-date copy of your
program. Read your program line by line, carrying out
in your head each instruction. At the same time, keep
track of (1) the values of any variables and (2) the output
as it occurs. A piece of paper may be helpful here. Later
on, when you have more experience, you’ll find it easy
to read programs and to keep track of the values of
variables in your head. But when you get in trouble, use
pencil and paper.

Let me illustrate this process of *‘playing computer.”’
There is only one variable in this program, so set up on
your sheet of paper a column headed C in which to
record the values of C as you calculate them in your
head. Reserve another area on the paper to record the
output. Your work sheet may well look like this:

PROGRAM: LONGHAND BOOKKEEPING:

10 LET C=0 C
2@ PRINT "YOU'RE THE GREATEST."

38 IF C<7 THEN 50

4@ STOP

S@ LET C=C+1

68 GO TO 28

78 END

OUTPUT AREA:

Now execute the program line by line. After you exe-
cute line 20 the second time, your work sheet should
look like this:

PROGRAM: LONGHAND BOOKKEEPING:
10 LET C=0 <

20 PRINT “YOU'RE THE GREATEST." 0

30 IF C<7 THEN S0 1

48 STOP

S@ LET C=C+|

60 GO TO 20

78 END

OUTPUT AREA:

YOU’RE THE GREATEST.
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Each time you compute a new value of C, cross out
the old value and write the new value below it. Instead
of writing the message each time, it’s sufficient to write
it once and then use check marks to keep track of
repetitions. Continue executing the program longhand.
Here is the picture after line 20 has been executed for the
fifth time.

PROGRAM: LONGHAND BOOKKEEPING:
16 LET C=0

20 PRINT ''YOU'RE THE GREATEST."
38 IF C<7 THEN 580

40 STOP

S8 LET C=C+1

66 GO TO 20

7@ END

N LY

OUTPUT AREA:
YOU’RE THE GREATEST.

N
Ve
v
N
When you finally reach the STOP statement, your work
sheet should look like this:
PROGRAM: LONGHAND BOOKKEEPING:
10 LET C=¢

20 PRINT "YQU'RE THE GREATEST."
30 IF C<7 THEN S@

40 STOP

S8 LET C=C+|

68 GO TO 20

78 END

OUTPUT AREA:
YOU’RE THE GREATEST.

qhmxmmmch

ISSSSNN

The message was to have been printed seven times.
How many times was it printed? Eight times is one too
many! If eight messages is one too many, then C is
overshooting the target value by 1. The bug is in line 30.
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The test value 7 should be 6. To eliminate this bug you
retype line 30 as: 30 IF C < 6 THEN 50. This one
change will fix the program.

There is a second way to fix the program which more
closely follows the sequence of steps you used to oper-
ate the mechanical counter: (1) Set the counter at zero,
(2) display the message, (3) increase the counter, and
(4) test the counter. To effect this change:

(1) In line 25, insert the step to increase the counter.

25 LETC=C + 1

(2) In line 30, if C is less than 7, control should be
transferred back to the PRINT statement in line 20.
Change the line number after the word THEN from
50 to 20:

30 IF C < 7 THEN 20

(3) Lines 40, 50 and 60 are no longer needed. Delete
them.
GREATEST/BUG 3 now looks like this.

I0 LETC =0

20 PRINT ““YOU’RE THE GREATEST.”’
25 LET C = C +1

30 IF C < 7 THEN 20

70 END

To sum up, when writing conditional loops, there is less
chance of a bug creeping into your program if you put
the four steps in this order.

(1) A LET statement which initializes the control vari-
able at some beginning value. In this case: 10 LET
C=0.

(2) The statement which is to be repeated a specified
number of times. In this case: 20 PRINT
“YOU’RE THE GREATEST.”’

(3) A LET statement which increases (or even de-
creases) the control variable. In this case: 25 LET
C=C+1.

(4) An IF-THEN statement, called an exit test, which
tests the value of the control variable to determine
if the loop has been satisfied or completed. In this
case: 30 IF C < 7 THEN 20.

Now for some practice at debugging.

EXERCISE SET 1.2.3 ESSSSsnanss

Off-line:
1. Each of the following programs was intended to
type out the message I'M AN IDIOT exactly eight
times. There are no errors due to spelling or sen-

17
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tence structure. ‘‘Play computer’’ to determine
which programs produce the desired output. If the
program does not print the message I'M AN IDIOT
eight times, correct it by making as few corrections

as possible.
10 LET C=9 E. S
28 PRINT *“1°M AN IDIOT." 10
30 LET C=C+1 15
40 IF C<8 THEN 20 29
58 END 25
30
1 LET C=0 35
2 PRINT “I°'M AN IDIOT."
3 LET C=C+]
4 IF C<=3 THEN 2 F. 10
S END 20
30
. 16@ LET C=] 40
118 PRINT *“I°'M AN IDIOT.* S0

120 IF C<3 THEN 110
130 LET C=C+1|

G. 28
148 END P
. 13 LET C=| 6@
26 LET C=C+1 80
3P PRINT "I°'M AN IDIOT.* 180
S2 IF C<=8 THEN 26
65 END
On-line:

LET C=])

PRINT "I'M AN IDIOT."
IF C<=3 THEN 25

STOP

LET C=C+]

GO TO 10

END

LET C=]

PRINT *I°'M AN IDIOT."
LET C=C+1

IF C<=10 THEN 28

END

LET C=]

PRINT *“I‘'M AN IDIOT."
LET C=C+])

IF C<=8 THEN 28

END

2. Each of the following programs was intended to
type out the message HELLO exactly five times.
There are no errors due to syntax or spelling. Load
and run each program. If a program does not gener-
ate the message HELLO five times, correct.it on
line, making as few corrections as possible.

LET X=0

PRINT *“HELLO"
LET X=sX+1}

IF X<=4 THEN 20
END

8s

$88

LET P=|

PRINT "HELLO"
LET Ps=P+|

IF P<=S5 THEN 20
END

£888s

LET D=0

PRINT “HELLO'
IF D=S THEN 60
LET D=D+1

GO TO 20

END

EL3LERS

D.

LET C=36

PRINT “HELLO"
LET C=C+1

IF C<=41 THEN 20
END

e888

LET M=9

PRINT "HELLO*
LET M=M+]

IF M<=4 THEN 5@
GO TO 20

END

LET C=]

PRINT *"HELLO"
IF C<6 THEN SO
STOP

LET C=C+1

G0 TO 26

END

os!
T8RS T8RS




Mastering Your Obedient Servant

1.3 LOOP BUILDING

At the end of the last section we listed the four steps
used in building a conditional loop. Now I’ll show you
an easier way to build conditional loops using two new
BASIC words, FOR and NEXT. To illustrate, here is an
old friend, the program to type out our favorite message
YOU’RE THE GREATEST seven times.

16 LET C=0
C 28 PRINT *YOU'RE THE GREATEST.'
LOOP[:ao LET C=C+1

40 IF C<7 THEN 20

S@ END

In the following program the two statements that begin
with FOR and NEXT perform the same functions as
LETC = 0,LETC =C+1,andIFC < 7THEN 20 in
the above program.

c [~1@ FOR C=8 TO 6
Loop[:aa PRINT "YOU'RE THE GREATEST."
38 NEXT C
4@ END

The statement FOR C = 0 TO 6 in line 10 instructs
the computer to perform the following operations. The
corresponding statements in the old program are given
in parentheses after each operation.

1. Cisthe control variable and its beginning value is 0.
(LET C = 0).

2. The increment or step between successive values of
the control variable is plus 1. (LET C = C + 1)

3. The final value of the control variable is 6. (JF C <
7 THEN 20)

The step to be repeated, the PRINT statement, follows

the FOR statement. The statement NEXT C on line 30

ends the loop.

When the computer executes the program
GREATEST/FOR, C is set at 0, the message is printed,
the next C, 1, is generated, the message is printed again,
the next C, 2, is generated, the message is printed again,
etc. This process continues while C is less than or equal
to 6. When C exceeds 6, that is, when it becomes 7, the
loop is satisfied and the computer drops through to the
next statement, which in this case is the END statement.

I hope you like the new words, FOR and NEXT,
because they do make it easier to write conditional
loops. Also the logic is clearer. We just define our FOR
statement, put down the message or steps to be re-
peated, and end the loop with the NEXT statement.

Here is another program which used FOR and NEXT
to type out a message seven times.

c 10 FOR C=1 TO 7
LOOP |:20 PRINT “YOU'RE THE GREATEST."
36 NEXT C
406 END

PROGRAM

PROGRAM

PROGRAM

GREATEST/7

GREATEST/FOR

GREATEST/FOR 1-7

19
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Look at the FOR statement in line 10. Instead of starting
C at zero, the computer starts C at 1. Instead of stopping
C at 6, it stops C at 7. From this point on, if I wish to
print a message or perform some other task seven times I
will initialize the control variable at 1. The final value of
C will always be the same as the number of times the
computer goes around the loop.
In summary, the syntax of a FOR statement is:

FOR = TO s
Name Initial value Final value
of control of control of control
variable variable variable

where the increment is understood to be plus 1. The
syntax of the NEXT statement is:

NEXT

Name of control variable
in matching FOR

statement
s EXERCISE SET 1.3 ey
Off-line:
1. Play computer and determine the output of each
program.

A. 18 FOR C=1 TO 5 C. 18 FOR C=25 TO 29
26 PRINT *“I LIKE YOU." 20 PRINT °HELLO'
38 NEXT C 38 NEXT C
408 END 40 FOR C=6 TO 7

S@ PRINT

B. 16 FOR C=8 TO 6 68 NEXT C

26 PRINT '"COMPUTERS ARE FUN.' 7% FOR C=10 TO 12

38 IF C=4 THEN S@

40 NEXT C
S@ END

COMPUTERS ARE FUN.
COMPUTERS ARE FUN.
COMPUTERS ARE FUN.

I'M
I'M
I'M
I'M
I'M

Pt et bt e e Do

FASTER THAN YO0U.
FASTER THAN YQU.
FASTER THAN YOU.
FASTER THAN YOU.
FASTER THAN YOQU.

LIKE YOU.
LIKE YOU.
LIKE YOU.
LIKE YOU.
LIKE YOU.
LIKE YOU.

88 PRINT '"GOOD BYE"
98 NEXT C
108 END

2. Look at the output you wrote down while playing
computer with the program listed in part C above.
Write a new program which will generate the same
output, but make the initial value of the control
variable in each loop 1.

On-line:

3. Write a program which contains three conditonal
loops, one which produces the message COM-
PUTERS ARE FUN three times, one which pro-
duces the message I'M FASTER THAN YOU five
times, and one which produces the message I LIKE
YOU six times. You may substitute other messages
if you wish. The output generated by your program
should look like the output shown at the left.
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1.4 BRANCHING: WRITING A PROGRAM FROM A
FLOW CHART

In the last section you learned two new BASIC
words, FOR and NEXT, and how to use them to build
simple loops. In this section you will learn how to write
programs which contain several IF-THEN statements.
IF-THEN statements direct the computer to follow one
of two possible routes, or branches, in response to a
question. Programs which contain branches can be
more easily written if you work from a flow chart.

Write a program that allows the user to pick a whole
number, 1, 2, or 3, so that, if he picks 1, the computer
types back COMPUTERS ARE FUN, if 2, the response
is ’'M FASTER THAN YOU, and if 3, the response is
I LIKE YOU.

What is a flow chart? In simple terms a flow chart is
nothing more than a graphic description of the steps to
be followed in arriving at the solution to a problem. A
flow chart is a valuable aid in helping you sort out your
thoughts and method of solution, by defining and dis-
playing your thoughts in proper order.

In meeting the above objective, we must first instruct
the computer to receive the number the user has picked,
then determine whether the number is 1, 2, or 3, and
finally print the corresponding message. Since the com-
puter must receive a number from the user, you must
designate a variable to hold a place for the number.
Let’s use the variable name N for the number. Look at
the following flow chart.

3-MESSAGE/ELEMENTARY

GET NUMBER
FLOW CHART

N
FROM USER

YES PRINT
COMPUTERS
ARE FUN

NO

YES PRINT
I'M FASTER «— SECOND YES
THAN YOU

NO

FIRST YES
BRANCH

PRINT
| LIKE YOU

DROP-DOWN
BRANCH
Look at the geometric shapes used in the flow chart.
Diamonds are used for questions, and rectangles are
used for other instructions or directions. Now look at the

21
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questions in the diamonds. If the answer to the question
is YES, you exit from the diamond at the right. If the
answer to the question is NO, you exit from the diamond
at the bottom. The lines that connect the rectangles and
diamonds show the path to take after completing the
operation specified in a diamond or rectangle. How

many possible routes or paths are there?
Look at the first rectangle at the top of the flow chart.
Assume the value of N is 1, and trace the path through
rrstves  the flow chart to find the message that will be printed.
BRANCH You should pass through the FIRST YES BRANCH.
Trace the path to find the message that will be printed if

3-MESSAGE/ELEMENTARY
FLOW CHART

GET NxMBER
FROM USER

PRINT
Y|
ES COMPUTERS
ARE FUN

VES M EASTER scconoves N is 2. You should pass through the SECOND YES
THAN YOU BRANCH. Finally, trace the path to find the message

NO that will be printed if N is 3. You should pass through

I LIKE You the DROP-DOWN BRANCH. In short, this flow chart
has three branches, and for each value of N, 1, 2, or 3,

i you end up on one of the three branches. After the

message is typed out, you return to the top rectangle and
start again.

We can get rid of the long lines that go from the end of
each branch back to the top of the flow chart. Attach to
the end of each branch a small circle with the number 1
in it, and attach to the first box in the flow chart a similar
circle containing the number 1. This indicates transfer
of control from one point in the flow chart to another
without long lines. Here is the flow chart with this

refinement.
3-MESSAGE
FLOW CHART O GET er:lJMBER
FROM USER
PRINT
YES | coMPUTERS EIF?EJCLES
ARE FUN
NO
PRINT
YES | M FASTER SECOND YES
THAN YOU BRANCH
NO
PRINT
I LIKE YOU
DROP-DOWN
BRANCH

We’re now ready to translate the flow chart into a
program. If your flow chart is detailed enough, the
translation process is one for one. That is, each in-
struction or question in the flow chart corresponds to
one BASIC statement. Here we go. First place some

22
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line numbers down the left-hand margin for organiza-
tional purposes.

10
20
30
40
50
60
70
80
90
100

The first instruction, @"

GET N'l:lJMBER
FROM USER

'

is represented in BASIC by INPUT N. When the com-
puter executes this instruction, it prints a question mark
at the user’s terminal and then waits for him to type in a
number. The incomplete program at this point looks like
this:

10 INPUT N
20
30
40
50
60
70
80
90
100

Now, we come to our first diamond.

v:—:s

NO

The YES exit is translated into an IF-THEN statement
as follows:

IF N =1 THEN
As I explained earlier, a line number is required after
THEN. We’ll go back and insert the line number of
PRINT ‘‘COMPUTERS ARE FUN’’ when we add that
PRINT statement to the program.

There is no program line corresponding to the NO
exit. If N is not 1, control drops to the next line in the
program. We’ll get to that line, line 30, in a minute.
Meanwhile, here is our incomplete program at this
point.

10 INPUT N
20 IF N=1 THEN
30
40
50
60
70
80
90
100

23
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GET NUMBER
( > N

FROM USER

NO

PRINT
COMPUTERS
ARE FUN

PRINT
I'M FASTER
THAN YOU

PRINT
| LIKE YOU

o

DROP-DOWN
BRANCH

24

FIRST YES
BRANCH
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Look again at the flow chart. When we take the NO
exit from the first diamond, we drop down to the second

diamond.
YES

NO

1) SECOND YES

BRANCH

The YES exit from the second diamond is translated into
IF N=2 THEN

This time, the blank after THEN will eventually be
filled with the line number of PRINT ‘‘I"'M FASTER
THAN YOU.”

Again, there is no program line corresponding to the
NO exit. If N is not 2, control drops to the next line in
the program. We’ll write that line, line 40, next. Mean-
while, the incomplete program looks like this.

10 INPUT N
20 IF N=1 THEN
30 IF N=2 THEN
40
50
60
70
80
90
100
Look again at the flow chart. When we take the NO exit

from the second diamond, we drop down to the follow-
ing box. |

PRINT
I LIKE YOU

o

The box is translated as line 40:
PRINT “‘I LIKE YOU.”

We’re at the end of the drop-down branch. The tag
hanging from the bottom of the box indicates that con-
trol is to be transferred back to the beginning of the
program. To do this, we add the next step, GO TO 10, at
line 50. Now our program looks like this.

10 INPUT N

20 IF N=1 THEN

30 IF N=2 THEN
~ 40 PRINT “‘I LIKE YOU.”
~50 GO TO 10

60

70

80

90

100
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That takes care of one of the three branches, the
“‘straight through’ or ‘‘drop down’’ branch. Let’s
program another branch. It could be either of the other
two. I think it’s easier to work back up the flow chart.
Backtrack to the last diamond you passed through: It
contains the question IS N=2? This question is already
represented by an IF-THEN statement in line 30. Com-
plete line 30 by filling in the blank with the next avail-
able line number; that’s 60.- Then write in line 60:
PRINT ““I'M FASTER THAN YOU.*’ That brings us
to the end of another branch.- Transfer back to the
beginning of the program by writing in line. 70, GO TO
10. The incomplete program now looks like-this.

10 INPUT N
20 IF N=1 THEN
30 IF N=2 THEN 60 -

40 PRINT ‘I LIKE YOU.”

50 GO TO 10

60 PRINT I'M FASTER THAN YOU ”
70 GO TO 10 A

80

90
100

That takes care of two of the three branches. Backtrack
to the first diamond in the flow chart. It contains the
question IS N=1? This questlon is already represented
by an IF-THEN statement in line 20. To complete line
20, fill in the blank with the next available line number;
that’s 80. On line 80 write PRINT ‘“COMPUTERS
ARE FUN.”’ This brings us to the end of the branch.
Transfer control back to the beginning of the program
by writing in Iine 90, GO TO 10. Adding the END
statement, we have as our final program:

10 INPUT N -

20 IF N=1 THEN 80

30 IF N=2 THEN 60

40 PRINT “‘I LIKE YOU.”’

50 GO TO 10 ,
60 PRINT “‘I'M FASTER THAN YOU.”
70 GO TO 10

80 PRINT ‘‘COMPUTERS ARE FUN.”’
90 GO TO 10

100 END

To check the accuracy of the new program, load and
run it, using all the numbers, 1, 2, and 3, to test all the
branches. Don’t assume that if the program works for
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A. () GETN

Q YES

NO

@ YES

NO

PRINT
I'M FASTER
THAN YOU

. ®

Fun And Games With The Computer

one number, it will produce correct results for the other
numbers also. If your program is correct, you will get
the output shown below.
3-MESSAGE PROGRAM 106 INPUT N
20 IF N=) THEN 80
36 IF N=2 THEN 60
43 PRINT "l LIKE YQUe" ¢—— IFN=3
S8 GO TO 10
6@ PRINT "I °'M FASTER THAAN YOUe" <« IFN=2
76 GO TO 10
88 PRINT "COMPUTERS ARE FUN.'"<¢—I|FN=1
9@ GO TO 1@
108 END

OUTPUT 7 1« TESTN=1
COMPUTERS ARE FUN.
?7 2« TESTN=2
I'M FASTER THAN YOU.
? 3« TESTN=3
1 LIKE YOU.
?7 2« TESTN =2
I°'M FASTER THAN YOU.
? 3 « TESTN=3
I LIKE YOU.
71« TESTN=1
COMPUTERS ARE FUN.
?
*C
If you do not get this output, you have made either (1) an
error in logic, as represented in the flow chart, or (2) an
error in encoding the program. You already know how

to stamp out bugs.

— EXERCISE SET 1.4 IS
Off-line:

1.

The following flow charts illustrate two solutions
that are logically equivalent to the flow chart
3-MESSAGE. In other words, although the ques-
tions are different, the results are the same. Write a
program from each of the new flow charts. Note in
the second flow chart that the instruction DONE is
translated into BASIC as STOP.

PRINT
computers ()
ARE FUN

PRINT
| LIKE YOU —@
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B.

() ceETN

PRINT
I LIKE YOU —®

PRINT
COMPUTERS
ARE FUN

o

PRINT
I'MFASTER
THAN YOU

DONE

That makes three logically equivalent solutions for
3-MESSAGE. But there are more. Fill in the follow-
ing chart so as to define one of the remaining solu-
tions. Then write a program from your flow chart.

O

O

Each of the following six programs was intended
to produce a message in response to a number, as
shown here.

INPUT (N) OUTPUT
1 COMPUTERS ARE FUN
2 I’'M FASTER THAN YOU
3 I LIKE YOU

Not all the programs generate the desired output,
however. Play computer to determine the output of

FLOW CHART
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each program. If the output is not as intended, make
the necessary corrections to the program.

A.

16 INPJT N

20 IF N=1 THEN 68

30 IF N=2 THEN 5@

40 PRINT I LIKE Y0YJ."

5@ PRINT "1°'M FASTER THAN YOU."
60 PRINT ''COMPJTERS ARE FUN.'
7@ END

B.

10 INPUT N

20 IF N=1 THEN 3¢

3@ PRINT COMPUTERS ARE FUN.'
4 GO TO L@

S8 IF N=2 THEN 60

68 PRINT '1°'M FASTER THAN YOU."
7 GO TO 14

8@ IF N=3 THEN 90

98 PRINT "1 LIKE YOoU.'

166 GO TO 10

118 END

C.

18 INPJT N

20 IF N=1 TAEN 38

30
49
50
60
70
30
90

28

IF N=2 THEN 80

PRINT I LIKE Y0'J."

GO TO 1o

PRINT COMPUTERS ARE FUN."
G0 TO 10

PRINT *"I'M FASTER THAN Y0UJ.'
END

On-line:

D.
18
20
30
40
5@
60
G
308
99

INPUT N

IF N=] THEN 36

IF N=2 THAEN 40

PRINT *"I*M FASTER THAN YDU."™
GO TO 1@

PRINT '"*COMPUTERS ARE FUN.'
GO TO 1@

PRINT "1 LIKE YOU.*

GO TO 10

106 END

E.
1o

INPUT N

280 IF N=3 THEN 8@

36 IF N=! THEN 60

40 PRINT "1 LIKE YOU."

S GO TO 108

680 PRINT "I°'M FASTER THAN YQU."
7 GO TO 1@

8@ PRINT “COMPUTERS ARE FUN."
98 GO TO 18

108 END

F.

10 INPUT N

20 IF N<3 THEN S50

30 PRINT "I LIKE YOU."

43 GO TO 1@

S0 1F N<2 THEN 30

68 PRINT *"I°'M FASTER THAN YOU.'
78 GO TO 10

88 PRINT *“COMPUTERS ARE FUN.'
9@ GO TO 1@ :

18@ END

4. Load and run the program you wrote for the second
flow chart (B) in exercise 1 to verify that your
program is correct.

5. Load and run the program you wrote in exercise 2 to
verify the logic displayed in the flow chart.

1.5 COMPUTER PERSONALITY AND LAYOUT

Look at the output for the program 3-MESSAGE. If
someone else were to run that program, he would have
no idea what to do when confronted with the question
mark generated by the INPUT statement. Instruct the
user to type 1, 2, or 3, by adding to the program 5
PRINT ““TYPE 1, 2, OR 3’’. To insure that line 5 is
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executed each time, replace GO TO 10 in lines 50, 70
and 90 with GO TO 5.

PROGRAM

_’ 5
10

26

39

40

—> S0
60

—> 70
80

—» 90
100

To have

10
20

PRINT

“TYPE 1,2,0R 3"

INPUT N
IF N=]1 THEN 860
1F N=2 THEN 68

PRINT

*l LIKE YOU.*

GO TO S

PRINT
GO TO
PRINT
GO TO
END

“1*'M FASTER THAN YOU."
S

"COMPUTERS ARE FUN."
S

the question mark appear at the end of the
instruction instead of on the line following, place a
semi-colon at the end of line 5. The semi-colon is a
signal to the computer that there is more to be printed on
the same line. In this case, the additional characters
come from the INPUT statement on line 10.

PROGRAM
S PRINT “TYPE 1,2,0R 3"} «—

INPUT N
IF N=1 THEN 80

38 IF N=2 THEN 680

40 PRINT 1 LIKE YOU."

58 @0 TO S

6@ PRINT "1°'M FASTER THAN YOU."
76 GO TO S

80 PRINT "COMPUTERS ARE FUN."
98 GO TO S

188 END

The output of the program 3-MESSAGE/SEMI is
crowded. Skipping a line after each message would
make the output more readable. A PRINT command
with nothing after it causes the computer to skip a line in
the output. Add to the program lines 45, 65, and 85,
each containing a blank PRINT statement.

PROGRAM

S

108

20

30

48
—» 45
S3

60
—> 65
78

80
—» 858
99
100

PRINT
INPUT

*TYPE 1,2,0R 3'3
N

IF N=1 THEN 30
IF N=2 THEN 6@

PRINT
PRINT
GO TO
PRINT
PRINT
G0 TO
PRINT
PRINT
G0 TO
END

"I LIKE YOU."

5
*I*'M FASTER THAN YOU."

S
“COMPUTERS ARE FUN.'

S

OUTPUT  3-MESSAGE/INSTRUCT
TYPE 1,2,0R 3
? 1

COMPUJTERS ARE FUN.
TYPE 1,2,0R 3

? 2

I'M FASTER THAN YOU.
TYPE 1,2,0R 3

73

1 LIKE YOoU.

TYPE 1,2,0R 3

? 2

1'M FASTER THAN YOU.
TYPE 1,2,0R 3

?

tC

ouTPUT 3-MESSAGE/SEMI

TWPE 1,2,0R 3?7 |
COMPUTERS ARE FUN.
TYPE 1,2,0R 37 2

i'M FASTER THAN YOU.
TYPE 1,2,0R 3?2 3

I LIKE YO0UY.

TYPE 1,2,0R 37 2

I'M FASTER THAN YOU.
TYPE 1,2,0R 37

C

OUTPUT 3-MESSAGE/SKIP

TYPE 1,2,0R 3? |
COMPUTERS ARE F!UN.

TYPE 1,2,0R 3? 2
I'M FASTER THAN YOU.

TYPE 1,2,0R 3? 3
I LIKE YOU.

TYPE 1,2,0R 3? 2
I'M FASTER THAN YOU.

TYPE 1,2,0R 37
tc

29
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3-MESSAGE/TERRIFIC

PROGRAM —» |
—»2

S

10

20

30

40

45

PRINT
PRINT
PRINT
INPUT

Fun And Games With The Computer

You might also like to praise the efforts of the pro-

grammer by adding this introductory message: (YOUR
NAME) WROTE THIS TERRIFIC PROGRAM.

“TED SAGE WROTE THIS TERRIFIC PROGRAM.'

“TYPE 1,2,0R 3'3

N

IF N=) THEN 30
IF N=2 THEN 60
*I LIKE YOU.*

PRINT
PRINT
G0 TO
PRINT
PRINT
GO TO
PRINT
PRINT
GO TO
END

5

*1°'M FASTER THAN YOU."

5

“COMPUTERS ARE FUN.'

5

OUTPUT TED SAGE WROTE THIS TERRIFIC PROGRAM.

TYPE 1,2,0R 3?7 |
COMPUTERS ARE FUN.

TYPE 1,2,0R 3? 2
I'M FASTER THAN YOU.

TYPE 1,2,0R 37 3
1 LIKE YOU.

TYPE 1,2,0R 3?7 2
1°'M FASTER THAN YOU.

TYPE 1,2,0R 3?7
tC

A person who has little or nothing to say is rarely very
interesting. On the other hand, a person who
monopolizes the conversation is a bore. The frequency
of interaction between the player and the computer, and
the choice of vocabulary are two factors under your
control. Balance the dialogue between the computer and
the user. Don’t let the computer do all the talking, and
don’t make the user do all the typing. Use a vocabulary
which reflects your personality, or someone else’s.
People will like to play your games if they can laugh and
have fun. But don’t spend too much time on personality
and readability until you are sure that your basic pro-
gram works correctly.
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EXERCISE SET 1.5 s

fin: |
1. Play computer and determine the output of the fol-
lowing program.

10 PRINT "THIS IS A USELESS PROGRAM.*
15 PRINT

2@ PRINT “HOW MANY LINES'3

25 INPUT N

3¢ FOR C=1 TO N

35 PRINT

40 REXT C :

4S5 PRINT "I TOLD YOU IT WAS USELESS.*
S8 PRINT

55 PRINT “BYE"

68 END

On-line:

2. The following program was written to print out the
message YOU’RE THE GREATEST as many times
as requested by the user. The variable N represents
the number of times the message is to be printed.

10 INPUT N

28 FOR C=l TO N

360 PRINT “YOU°'RE THE GREATEST."
43 NEXT C

5@ END

Add instructions and personality to this program.
Then load and test it.

1.6 “PLEASE FOLLOW DIRECTIONS”
Look at the flow chart for the program 3-MESSAGE.

3-MESSAGE
O cEn FLOW CHART

YES PRINT
COMPUTERS E'SEJ CYHES
ARE FUN

NO

YES I.MPFFXQ;ER SECOND YES
BRANCH
THAN YOU

NO

PRINT
I LIKE YOU

o

DROP-DOWN
BRANCH

Suppose the user ignores the instructiontotypein 1, 2 or
3, and types in 4. What message will be printed? Since
N is not 1, the computer drops to the next diamond, and
compares N with 2. Since N is not 2, the computer drops

down to print I LIKE YOU. But I LIKE YOU is not an a1
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3-MESSAGE/DUMMY

FLOW CHART

GET N

PRINT
FOLLOW
DIRECTIONS
DUMMY

®

PRINT
COMPUTERS
ARE FUN

PRINT
I'M FASTER
THAN YOU

PRINT
I LIKE YOU

Fun And Games With The Computer

appropriate response for a user who cannot follow direc-
tions. PLEASE FOLLOW DIRECTIONS or FOLLOW
DIRECTIONS DUMMY would be more to the point.
To work this into the flow chart, we need to add a third
diamond in which the computer asks IS N = 3?

From this flow chart the following program is encoded
and tested.

PROGRAM

S PRINT “TYPE 1,2.0R 3'3
16 INPUT N

20 IF N=1 THEN 110

3 IF N=2 THEN 9@

40 IF N=3 THEN 70

S0
60
78
80
90

PRINT
GO TO
PRINT
GO TO
PRINT

“FOLLOW DIRECTIONS DUMMY."
5

“l LIKE YOU.'

5

"1 *M FASTER THAN YQOU."

166 GO TO0 S

116 PRINT ''COMPUTERS ARE FUN.*
126 GO TO S

136 END

ouTpPUT

TESTN=1 —» TYPE 1,2,0R 37 1

COMPUTERS ARE FUN.
TESTN=2 —» TYPE 1,2,0R 3? 2

I'M FASTER THAN YOU.
TESTN=3 —» TYPE 1,2,0R 3? 3

I LIKE YOoU.
TESTN=5 —» TYPE 1,2,0R 3?7 §

FOLLOW DIRECTIONS DUMMY .

TESTN=-7—> TYPE 1,2,0R 3? -7

FOLLOW DIRECTIONS DUMMY.
TESTN=36 —» TYPE 1,2,0R 3? 36

FOLLOW DIRECTIONS DUMMY.

TYPE 1,2,0R 37

tC

imswmiemmres EXERCISE SET 1.6 mRawssassme

Off-line:

1. Look at the flow chart 3-MESSAGE/DUMMY. It
represents only one of several logically equivalent
solutions.

A. Fill in the chart at the left to define another of
these solutions.

B. Now write a program from this flow chart.
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. Here is another flow chart which is logically
equivalent to 3-MESSAGE/DUMMY. The
symbol # means unequal and is translated in
BASIC as < >. The question IS N # 1? is written
IF N <> 1 THEN

Write a program from this flow chart.

1 GETN

I'M FASTER
THAN YOU

| LIKE YOU

COMPUTERS FOLLOW
ARE FUN DIRECTIONS

On-line:

3. Here is another flow chart which is logically
equivalent to 3-MESSAGE/DUMMY.

O— GETN

I'M FASTER

THAN YOU
FOLLOW

COMPUTERS DIRECTIONS
ARE FUN DUMMY

o

o

| LIKE YOU

o

. Write a program from this flow chart.
Load and run to test the validity of the logic.

. Of the four logically equivalent solutions to the
3-MESSAGE/DUMMY problem, which do
you prefer?

QW >

FLOW CHART

FLOW CHART

33



1-MESSAGE/LOOP
FLOW CHART

3-MESSAGE/DUMMY
FLOW CHART
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1.7 COMBINING LOOPS AND BRANCHES:
DRAWING A FLOW CHART

When you run your 3-MESSAGE program, each
time the computer types out a message it promptly asks
you to pick another number, 1, 2 or 3, and out comes
another message. It doesn’t take long before you’re
bored with that activity. Five messages is about enough.
To limit the computer to five messages, we’ll put the
3-MESSAGE program in a loop that will type out any of
the three messages, COMPUTERS ARE FUN, I'M
FASTER THAN YOU, and I LIKE YOU five times,
then stop. The message FOLLOW DIRECTIONS
DUMMY, if it occurs, is not counted.

In section 3 of this chapter, Loop Building, we used a
FOR-NEXT loop to type out one message a specified
number of times. If only one message is to be typed five
times, for example, the flow chart looks like this.

FORC=1to5

PRINT
MESSAGE

NEXT C

Roughly speaking, to print any three messages five
times, a 3-message branching structure must be substi-
tuted for the 1-message box in the above loop. The
3-message branching structure looks like this. The
fourth message is for the fellow who can’t follow direc-
tions.

@—» GETN

PRINT
COMPUTERS
ARE FUN

PRINT
I'M FASTER
THAN YOU

3

PRINT C)
| LIKE YOU

PRINT
FOLLOW
DIRECTIONS
DUMMY

®
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You can’t just plug one flow chart into the other,
however. The new flow chart is assembled this way.
First draw the box

FORC=1to5

Next ask the user for a value for N.

GETN

Now it is time to ask questions about the value of N. To
see if N is 1, draw a diamond with the question IS
N = 1?inside. Label the right exit YES and the bottom
exit NO.

YES

NO

First, let’s take the NO or bottom exit. If N is not 1, we
check to see if it is 2.

YES

NO

Up to this point the flow chart looks like this:

FORC=1t05
[
GET N
YES
NO
YES
NO

Assume N is not 2. If it is not 1 or 2, we check to see if it
is 3. Draw a third diamond.

YES

35
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FOLLOW
DIRECTIONS
DUMMY

o

FLOW CHART
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Assume Nis not 3. If itis not 1, 2, or 3, the user did not
follow directions. I drew the box

FOLLOW
DIRECTIONS
DUMMY

After the computer prints this message, it should ask the
user for another value for N. It is directed to return to
GET N by attaching an identification tag to the bottom
of the FOLLOW DIRECTIONS DUMMY box. Since
this is the first transfer in the flow chart, I’ll put the
number 1 in the small circle. I must also attach a tag
to the box

GETN

Here is the flow chart to this point:

FORC=1to5

() GETN

FOLLOW
DIRECTIONS
DUMMY

o

The DROP-DOWN BRANCH is now complete. Three
branches, the three YES exits, remain to be completed.
Let’s work our way back from the bottom. This brings
me to the diamond IS N=3? The YES branch of this
diamond needs to be finished. If N=3 then the message
I LIKE YOU should be printed. I draw

| LIKE YOU

and place it at the right exit.
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After printing the message I LIKE YOU, the computer
should advance the loop counter, C, by 1. That is done
by drawing the box

NEXT C

The flow chart now looks like this.

FORC=1to5

ILIKEYOU [—

NEXT C

FOLLOW
DIRECTIONS
DUMMY

®

Suppose that, after printing the message I LIKE YOU, a
total of five messages have been printed. The loop is
therefore satisfied and the computer should stop. Before
it stops, however, I want it to sign off with the message
THAT’S ALL FOLKS. I add to the chart

THAT'S ALL
FOLKS

Following this, I draw

DONE

FLOW CHART
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The flow chart now looks like this.

FOR C=1TO 5

| LIKE YOU NEXT C
FOLLOW TH:COFLSKSLL
DIRECTIONS
DUMMY 1
é DONE

The THIRD YES BRANCH is now complete. Work
back through the diamond IS N=3? to the diamond IS
N=27 Take the YES exit and draw

I'M FASTER
THAN YOU

Again we’re at the end of a branch. The computer has
printed another message. Instruct the computer to ad-
vance the loop counter by 1. One way to do this is to add
another NEXT C box to the chart, but we already have
one such box in the THIRD YES BRANCH, and in
BASIC you cannot have more than one NEXT state-
ment for each FOR statement. To jump to the NEXT C
box in the THIRD YES BRANCH from the SECOND
YES BRANCH, attach a tag with the number 2 to the
end of the SECOND YES BRANCH and to the NEXT C
box in the THIRD YES BRANCH. The flow chart looks
like this.
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FOR C=1TO 5

[
@-f GET N

IS YES

1S YES [ I'M FASTER
N=2? THAN YOU _@

o C?

IS YES
N =32 ILIKE YOU  |— NEXT C
NO I
T'S ALL
FOLLOW TH,’:‘OLSKQ
DIRECTIONS
DUMMY |
&) DONE

Now back up to the first diamond, IS N=1? After
taking the right exit, I draw

When I reach the end of the FIRST YES BRANCH, 1
activate the counter by jumping to the THIRD YES
BRANCH. Here is the final flow chart.

FOR C=1TO §

() cETN

COMPUTERS
| ARE FUN "‘@

I'M FASTER
THAN YOU —‘@

7

ILIKEYOU }— NEXT C

|

THAT'S ALL
FOLLOW FOLKS
DIRECTIONS
DUMMY T

&) DONE

COMPUTERS
ARE FUN

FLOW CHART

3-MESSAGE/LOOP

FLOW CHART
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Now let’s write the program. Put down some line num-
bers.

10
20
30
40
50
60
70
80
90
100

The first two boxes are represented in BASIC as:

10 FOR C=1TO 5
20 INPUT N

The first diamond is translated as:
30 IF N=1 THEN_____

Leaving the right exit incomplete, we take the bottom
exit and drop down to the second diamond. The second
diamond is translated as:

40 IF N=2 THEN

Leaving the right exit incomplete, we take the bottom
exit and drop down to the third diamond.

50 IF N=3 THEN _

Leaving the right exit incomplete, we take the bottom
exit and complete the DROP-DOWN BRANCH.

60 PRINT ‘*“FOLLOW DIRECTIONS DUMMY.”’
70 GO TO 20

Here is our incomplete program.

10 FOR C=1TO 5

20 INPUT N

30 IF N=1 THEN

40 IF N=2 THEN

50 IFN=3 THEN___

60 PRINT ‘‘FOLLOW DIRECTIONS
DUMMY.”

70 GO TO 20

Only the DROP-DOWN BRANCH is complete. Back
up to line 50. Fill in the blank after the THEN with the
next available line number, 80. Beginning at line 80,
encode the instructions for the THIRD YES BRANCH.
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80 PRINT “‘I LIKE YOU.”
90 NEXT C

100
110

PRINT ““THAT’S ALL FOLKS.”
STOP

Here is our incomplete program.

10
20
30
40
50
60

70
80
90
100
110

FOR C=1TO 5
INPUT N

IF N=1 THEN
IF N=2 THEN :

IF N=3 THEN 80

PRINT “‘FOLLOW DIRECTIONS
DUMMY.” ‘

GO TO 20

PRINT ““I LIKE YOU.”” "~

NEXT C
PRINT ““THAT’S ALL FOLKS.”
STOP , :

Two branches are now complete. Back up to line 40.
Insert aftéer THEN the next available line number, 120.
Beginning at line 120, encode the steps for the SEC-
OND YES BRANCH.

120
130

PRINT “‘I'M FASTER THAN YOU.”
GO TO 90

Three branches are now complete. There is only one to
go. Finish the FIRST YES BRANCH as follows: "

140 PRINT *“COMPUTERS ARE FUN.”
150 GO TO 90

Add the END statement:
160 END

Here is the complete program.

10
20
30
40
50
60

70

80

90
100
110
120
130
140
150
160

FOR C=1TO 5

INPUT N

IF N=1 THEN 140

IF N=2 THEN 120

IF N=3 THEN 80

PRINT ‘‘FOLLOW DIRECTIONS
DUMMY.”

GO TO 20

PRINT ‘I LIKE YOU.”

NEXT C

PRINT “THAT’S ALL FOLKS.”
STOP

PRINT “‘I’'M FASTER THAN YOU.”
GO TO 90

PRINT ‘“COMPUTERS ARE FUN.”
GO TO 90

END

41
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Two additions will help. First, give the user some in-

structions by inserting 15 PRINT *“TYPE 1, 2, OR 3"’;.

Second, to remind the user who types in some number

other than 1, 2, or 3 that he should TYPE 1,2,0R 3,

replace 70 GO TO 20 with 70 GO TO 15. Here is the
- program with these two changes. A typical run follows.

3-MESSAGE/LOOP PROGRAM ——1@ FOR C=1 TO S

42

ouTpPUT

—+$1%5 PRINT “TYPE 1,2,0R 3"3
2@ INPJUT N
36 IF N=! THEN 140
LS%P 48 IF N=2 THEN 120
S6 IF N=3 THEN 88
66 PRINT "FOLLOW DIRECTIONS DJMMY .
—+ 76 GO TO 1S
80 PRINT I LIKE YOU."
98 NEXT C
188 PRINT “THAT'S ALL FOLKS.'
118 STOP
126 PRINT *I°'M FASTER THAN YOU."
130 GO TO 9@
148 PRINT “COMPYTERS ARE FUN.'
156 GO TO 980
168 END

"TYPE 1,2,0R 37 1

1ST MESSAGE —» COMPUTERS ARE FUN.
TYPE 1,2,0R 37 2

2ND MESSAGE —» 1°M FASTER THAN YOU.
_TYPE 1,2,0R 37 3

3RAD MESSAGE — 1 LIKE YQU.
TYPE 1,2,0R 3? =7
FPOLLOW DIRECTIONS DUMMY.
TYPE 1,2,0R 3? 2

4TH MESSAGE —# 1°M FASTER THAN YOU.
TYPE 1,2,0R 3? 3

§TH MESSAGE —» 1 LIKE YOU.

™AT®'S ALL FOLKS.

SSEassEMSs  EXERCISE SET 1.7

Off-line:

1. The following flow charts are logically equivalent to
the flow chart 3-MESSAGE/LOOP. Write a prog-
ram from each.
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—

NEXT C

|

THAT'S ALL
FOLKS

I

DONE

NEXT C

A.
FORC=1TO 5
COMPUTERS
ARE FUN
I'M FASTER
THAN YOU
I LIKE YOU
FOLLOW
DIRECTIONS
DUMMY
B.
FORC =1TO 5
@—-» GETN
COMPUTERS
ARE FUN
I'M FASTER
THAN YOU
| LIKE YOU

FOLLOW
DIRECTIONS
DUMMY

o

THAT'S ALL
FOLKS

I

DONE

FLOW CHART

FLOW CHART
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It was intended that each of the following programs
produce a message in response to a number, as
shown here.

INPUT (N) OUTPUT
1 COMPUTERS ARE FUN
2 I’'M FASTER THAN YOU
3 I LIKE YOU

As in 3-MESSAGE/LOOP, the limit on the total
number of messages is five. However, not all the
programs generate the desired output or produce a
total of five messages. Play computer to determine
the output and operation of each program. If the
output is not as intended, make the necessary correc-

tions.
B.

FOR C=]1 TO S 18 PRINT *“TYPE 1,2,0R 3'3
PRINT 1S PRINT
PRINT "TYPE 1 2 OR 3'3 26 FOR C=1 TO S
INPUT N 30 INPUT N
IF N=1 THEN 130 48 IF N=]1 THEN 134
IF N=2 THEN 1180 58 IF N=2 THEN 110
IF N=3 THEN 90 60 IF N=3 THEN 90

PRINT "“FOLLOW DIRECTIONS DUMMY .** 78 PRINT "FOLLOW DIRECTIONS DUMMY."
GO: TO 20 806 GO TO 20
PRINT "1 LIKE YOU." 90 PRINT "I LIKE YOU."
NEXT C 108 GO TO 140
PRINT "I °M FASTER THAN YOU.' 118 PRINT "I*'M FASTER THAN YOU."
NEXT C 126 GO TO 140
PRINT “COMPUTERS ARE FUN.* 139 PRINT “COMPUTERS ARE FUN."
NEXT C 146 NEXT C
PRINT “THAT®S ALL FOR NOW." 159 PRINT "THAT'S ALL FOR NOW."
END 168 END
D.
FOR C=]1 TO S 16 FOR C=1 TO S
PRINT 15 PRINT
PRINT "TYPE 1,2,0R 3*3 20 PRINT “TYPE 1,2,0R 3'3
INPUT N 36 INPUT N
IF N=1 THEN 130 40 IF N=1 THEN 130
IF N=2 THEN 110 S0 IF N=2 THEN 110
IF N=3 THEN 90 68 1IF N=3 THEN 90

PRINT FOLLOW DIRECTIONS DUMMY.* 7@ PRINT **FOLLOW DIRECTIONS DUMMY «*
G0 TO 140 88 GO TO 20

PRINT *1 LIKE YOU." 90 PRINT *1 LIKE YOU.*

GO TO 140 106 GO TO 20

PRINT *"1°'M FASTER THAN YOU.'" 118 PRINT *I°'M FASTER THAN YOU."
GO TO 140 120 GO TO 20

PRINT *COMPUTERS ARE FUN." 138 PRINT *“COMPUTERS ARE FUN.'
NEXT C 140 NEXT C

PRINT "THAT'S ALL FOR NOW." 158 PRINT "THAT'S ALL FOR NOW.'

END

END
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E.

16 FOR C=1 TO S

1S PRINT

20 PRINT “TYPE 1,2,0R 3'3

30 INPUT N

4@ IF N=1 THEN 130

S8 IF N=2 THEN 110

68 IF N=3 THEN 90

78 PRINT "FOLLOW DIRECTIONS DUMMY.*
80 GO TO 20

968 PRINT "I LIKE YOU."

166 GO TO 120

118 PRINT "“I°*'M FASTER THAN YOU.*'
126 NEXT C

128 STOP

138 PRINT '"COMPUTERS ARE FUN."
1480 GO TO 120

1S58 PRINT “THAT'S ALL FOR NOW.'
160 END :

On-line:

3. Think up four quips or messages of your own. Then
draw a flow chart and write a program which will (1)
ask the user for the total number of messages he
would like printed, and (2) type out one of the four
messages in response to an input of 1, 2, 3, or 4.
After you have established that your program oper-
ates correctly, add steps to make it personable and
readable. Your program should produce an output
similar to that shown at the beginning of this chap-

ter.

45
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WELCOME T0O THE YOU GUESS GAME. ARE YOU KEALY TO
MATCH YOUR WITS AGAINST MY BRAINS?

I'LL THINK OF A NUMBER BETWEEN | AND 1000 AND

THEN GIVE YOU A CHANCE TO GUESS THE MYSTEKRY NUMBER.
IF YOUR GUESS IS ON TARGET, 1°'LL TELL YOU. IF NOT,
I°'LL TELL YOU IF YOUK GUESS WAS TOO HIGH OK TOO LOW
AND GIVE YOU ANOTHER CHANCE.

IF YOU'RE A GENIUS YOU SHOWD ALWAYS BE AbLE TO GUESS
THE MYSTERY NUMBER WITH 1@ OR FEWER GUESSES.

WHENEVER YOU WISH TO STOF MLAYING TYFE IN 9999.

GUESS THE MYSTERY NUMBER BETWEEN 1 AND 10007 200
T00 HIGH GUESS AGAIN? 100

700 HIGH GUESS AGAIN? 90

00 HIGH GUESS AGAIN? 88

T00 HIGH GUESS AGAIN? 70

T00 HIGH GUESS AGAIN? 69 ;
700 HIGH GUESS AGAIN? S@© r ‘
M0 HIGH GUESS AGAIN? 4@

0 HIGH GUESS AGAIN? 39

T00 HIGH GUESS AGAIN? 20

T0O0 HIGH GUESS AGAIN? 10

T00 HIGH GUESS AGAIN? §

00 LOW GUESS AGAIN? 6

CORRECT.

IT TOOK YOU 13 GUESSES.

YOU NEED MORE FRACTICE. IF YOU'KE USING
YOUR HEAD YOU SHOULD NOT NEED MOKE THAN
16 GUESSES.

A NEV GAME---~-HERE WE GO.
GUESS THE MYSTEKY NUMBEFR BETWEEN | AND 1000? 9999

THANKS FOR FLAYING VITH ME.
COME BACK SOON.
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2

YOU GUESS THE COMPUTER'’S
NUMBER

2.1 THE GAME: YOU GUESS

In this chapter you will build your first game pro-
gram, In the game, called YOU GUESS, the computer
‘“‘thinks’’ of a mystery number and you try to guess it.
First you have to teach the computer to think of a
number by using its random number generator. You
must also show the computer how to go back and play
the game a second time. Then you teach it to count the
number of guesses you used to hit upon the number. At
the end of the chapter I show you two strategies you can
use to reduce the number of guesses needed to hit upon
the mystery number.

Draw a flow chart and write a program that instructs
the computer to (1) pick a whole number at random
between 1 and 10 inclusive and (2) let the user guess the
number. If the user’s guess is incorrect, give him the
opportunity to guess again. If his guess is correct, tell
him. Here is the solution or logic for the game:

COMPUTER GENERATES
A RANDOM NUMBER
BETWEEN 1 AND 10

L

GET

(D)—»| Users

GUESS

IS YES TELL USER
GUESS = NUMBER? GUESS IS
CORRECT
TELL USER DONE
GUESS AGAIN

®

2.11 USING THE RANDOM NUMBER GENERATOR

The first step in the new game is to get the computer
to pick a number between 1 and 10 inclusive. How do
we get the computer to do that? There is an expression in
BASIC, denoted by RND(X), which generates a
number at random between 0 and 1, but excluding 0 and
1. RND(X) generates at random one number which

YOU GUESS/ELEMENTARY

FLOW CHART
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RND/20

RND/ACROSS

OuTPUT

«2431684
« 84493979
«23732%4
«9332344

PROGRAM

PROGRAM

«2988412
«4834217
« 3846387
«2537987

Fun And Games With The Computer

belongs to the interval indicated by the thick part of the
following number line.

A

v

To demonstrate RND(X), here is a short program which
lists 20 random numbers between O and 1.

18 FOR C=1 TO 28
20 PRINT RND(X)
38 NEXT C

4@ END

OUTPUT .2431634
«2933412
« 7295008
«3125257
« 3095865
« 84493979
«43834217
+4961024
«5010026
«84103271
«2373254
« 3046887
+ 1923363
9121199
«241212
«9332844
«2587937
«03323189
«371119
«9248194

If you prefer to have the numbers typed across the page
in five columns instead of being typed one under the
other, insert a comma after RND(X) in line 20.

18 FOR C=1 TO 20

20 PRINT RND(X),

30 NEXT C

44 END
*« 7295008 «3125257 « 3095865
«4961024 «50100826 04103271
« 1923363 9121199 «241212
«@3323139 871119 e9243194

A comma at the end of a PRINT statement is a signal to
the computer that the next value printed out is to be
printed in the next column to the right. The maximum
number of columns is five. When a sixth number is to be
printed, it appears in the first column on the next line.

Look at the two outputs. All the numbers are decimal
numbers between 0 and 1,and O and 1 do not appear in
the list. All the numbers consist of six or seven non-zero
digits to the right of the decimal point. On your machine
you might get fewer or more digits.
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RND(X) yields only numbers between 0 and 1. To
generate random whole numbers between 1 and 10
inclusive we must first multiply RND(X) by 10. This
will move the decimal point one place to the right and
give us numbers which belong to the heavy part of the
number line below.

To demonstrate that this is the case, we need only
change line 20 in the last program.

16 FOR C=1 TO 20
20 PRINT 16%RND(X),

30 NEXT C

48 END
2.431684 2.938412 T.2950883
4493979 4.834217 4.961024
24373254 3.046887 1923863
9.332844 2.587937 «332313v

Look at the output. All numbers are now between 0 and
10, exclusive of O and 10. Multiplication of RND(X) by
10 has just expanded or stretched the interval from O to 1
to 0 to 10.

The list above consists of mixed numbers (such as
2.431684). We want whole numbers (such as 2). A new
expression, INT(X), converts mixed numbers into
whole numbers (integers). INT(X) finds the' largest
whole number less than or equal to X. To see what
INT(X) does, let’s write a new program which takes
either a whole or a mixed number, X, and types back the
greatest whole number.

PROGRAM

S5 PRINT *GIVE ME NUMBER"3
1 INFUT X

20 FRINT "INT" X “IS" INT(X)
25 PRINT

3¢ GO TO0 S

4@ END

Look at the output. The computer appears to use the
following rules to determine INT(X):

1. If X is a whole number (positive, zero, negative),
INT(X) produces that whole number.

2. If X is a positive mixed number, INT(X) is obtained
by chopping off all digits to the right of the decimal
point.

3. If X is anegative mixed number, INT(X) is obtained
by chopping off all digits to the right of the decimal
point and then subtracting 1.

PROGRAM RND/EXPAND
ouTPUT
3.125257 3895365
5.010026 +4183271
J.121199 2.41212
371119 J.2431794
ouTPUT ' INT
GIVE ME NUMBER? 7
INT 7 £S 7

GIVE ME NUMBER? €
INT 0 1S @

GIVE ME NUMBER? ~12
INT-12 1IS-12

GIVE ME NUMBER? 5.78
INT 5.78 IS S

GIVE ME NUMBER? -1l.1
INT=-1.1 IS-2

GIVE ME NWMBER? -=4.9
INT-4¢9 155

GIVE ME NUMBER?
tC
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On a number line, INT(X) produces the largest whole
number just to the left of the number X.

X X

RN

2 3 4 5

oo
retro o

INT(X) INT(X) INT(X) INT(X) INT(X) INT(X)

be—x

-5 —4 —2

Now that we know how INT(X) works, let’s return to
the task of generating random whole numbers between 1
and 10 inclusive. We have already used the expression
10*RND(X) to create random mixed numbers between
0 and 10. To transform these mixed numbers into whole
numbers we use the expression INT(10*RND(X)). This
will give us numbers indicated by the solid circles on the
following line.

d »
<% *- - ®- - T »

0 1 2 3 4 5 6 7 8 9 10

To demonstrate INT(10*RND(X)), we further mod-
ify the program RND/EXPAND:

RND/INT PROGRAM 18 FOR C=1 TO 28
20 PRINT INT(10%RND(X)).,
30 NEXT C
408 END
ouTpPUT
2 2 7 3 3
4 4 S "]
2 3 ) 9 2
9 2 0 ] 9

Look at the output. All the numbers are whole numbers
between 0 and 9 inclusive. But we want whole numbers
between 1 and 10 inclusive. To get whole numbers
between 1 and 10 inclusive, we add 1 to the expression
INT(10*RND(X)). The final expression to generate
random whole numbers between 1 and 10 inclusive is:
INT(10*RND(X))+ 1. This will produce numbers indi-
cated by the solid circles on the following number line.

<& 4 »
L = } * " g " !

o 1 2 3 4 5 6 7 8 9 10

To demonstrate INT(10*RND(X))+1, we change line
20 in our program RND/INT.
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16 FOR C=1 TO 20 PROGRAM RND/1 TO 10
20 PRINT INTC1@%RND(X))+1,
30 NEXT C
48 END
OuTPUT
3 3 ] 4 4
1 S S 6 l
3 4 2 10 3
10 3 1 9 10

Here is a summary of the steps we just took to generate
random whole numbers between 1 and 10 inclusive
using the random number generator, RND(X). When
used alone, RND(X) will yield numbers between 0 and
1,

[ Y

v

If RND(X) is multiplied by 10, 10*RND(X) will gener-
ate mixed numbers between 0 and 10.

” - 4 . o " — 4. ——
5 6 7 8 9 10

0 1 2 3 4

’

If the ‘‘greatest integer’’ expression is used,
INT(10*RND(X)) will generate random whole num-
bers between 0 and 9 inclusive.

P o e L »
T

<
o 1+ 2 3 4 5 6 7 8 9 10

Finally, the expression INT (10*RND (X))+ 1 will gen-
erate whole numbers between 1 and 10 inclusive.

& +
« + .~ -

o 1t 2 3 4 5 6 7 8 9 10

A parallel procedure will generate random whole num-
bers between 1 and 6, 1 and 52, or between 1 and any
larger whole number.

Here is a list of the first numbers generated in each
demonstration of the five RND(X) programs:

FIRST
PROGRAM NUMBER
RND/20 .2431684
RND/ACROSS .2431684
RND/EXPAND 2.431684
RND/INT 2
RND/1 TO 10 3

Despite the fact that we ran the computer five different
times, the first number in each output is .2431684, or a
number developed from .2431684. Why does the com-
puter always start with .2431684? That’s hardly a ran-
dom process.
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RND

PROGRAM

16 FOR C=) TO S
20 PRINT RND(X)
30 NEXT C

48 END

Fun And Games With The Computer

Although this is not the actual case, you can imagine
that the computer contains a list of randomly selected
numbers. Each time you run a program which uses the
random number generator, the first number picked by
the computer for RND(X) is the first number at the top
of the list. In the machine I used to generate the exam-
ples in this chapter, the first number in the list is
.2431684, which becomes 3 when the expression
INT(10*RND(X))+1 is used. If the output is to be truly
random the computer should start at a randomly selected
point on the list. The computer will do this if you place
at the beginning of your program the word RAN-
DOMIZE, or just RANDOM. Here is an illustration of
the difference.

RND/RANDOM
OUTPUT PROGRAM OUTPUT
RUN i RANDOM RIN
1@ FOR C={ TO 5
.2431684 28 PRINT RND(X) .4637543
.2988412 38 NEXT C «9 75599
« 7295003 4@ END . 5897742
.3125257 «653346
« 3095865 .3328474
READY READY
RUN RIN
.2431684 +36%2337
.2988412 . 1650521
« 7295008 «07313358
.3125257 .3534242
. 3095865 +4472318
READY  READY
RUN RUN
.2431684 «7714887
2983412 +8333021
« 7295003 .4343336
e312525%7 «S5771742
« 3095365 +16835318
READY READY
RUN RN
.24316824 «8429 73089
.2933412 + 6932852
« 7295008 677743
«3125257 «1572523
« 3095865 «3437661
READY READY
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The first program, RND was run four times in succes-
sion. You can see that the four outputs are the same. The
second program, RND/RANDOM, was also run four
times in succession, but the outputs are different due to
the use of the command RANDOM in line 1.

WIS EXERCISE SET 2.1.1 v

Off-line:
1. Write a BASIC expression which will generate a
random whole number between and including:

A. 1and?2 B. 1and 6 C. 1. and 52

2. Write a BASIC expression which will generate a
random whole number between and including:
A. Oand 8 B. 0 and 21 C. 0 and 46

3. Write a BASIC expression which will generate a
random whole number between and including:

A. 5 and 22 B. 10 and 37 C. 7 and 13

4. Play computer and give an example of an output
which could be generated by the following program.

1 RANDOM
186 FOR C=1 TO §
20 LET RsINT(3*RND(X))+1
30 IF R=1 THEN 9@
40 IF R=2 THEN 70
58 PRINT "I LIKE Y0Y."
68 GO TO 100
76 PRINT *"°'M FASTER THAN YOU.'
80 GO TO 190
9@ PRINT “COMPUTERS ARE FUN.*
108 NEXT C
116 PRINT
128 PRINT “THAT'S ALL FOLKS."
136 END

On-line:

5. Draw a flow chart and then write a program which
will type out a list of random whole numbers. after
asking the user for (1) the minimum and maximum - ©
random whole number, and for (2) the number of -
whole numbers in the list. Your program should -
produce an output like this: ) '

I WILL LIST RANDOM WHOLE NUMBERS BETVEEiN
A LOVER NJMBER, L» AND AN UPPER NUMBER, U.

GIVE ME LOWER NJMBER? 2
GIVE ME UPPER NUMBER? 17
HOV MANY NUMBERS DO YOU WANT TYPED 0UT? 13

14 17 a3
19 17 ‘2
s 6 3

THAT WAS EASY.
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2.1.2 PROGRAMMING YOU GUESS

So much for teaching the computer to pick a number

YOU GUESS

between 1 and 10. Let’s return to constructing the pro-

FLOW CHART GENERATE gram based on the flow chart YOU GUESS/
RND (1-10) ELEMENTARY. First I’ll simplify the flow chart by
J using the variable R to represent the number generated
by the computer and the variable G to represent the
() cETG number guessed by the user.
@ YES PRINT
CORRECT
NO [
PRINT DONE
GUESS AGAIN
Then I write and test a simple program.
PROGRAM 1| RANDOM ouTPUT ? 2
20 LET RsINT( 10*RND(X))+1 QJESS AGAIN? 7
4@ INPUT G QJESS AGAIN? 6
68 IF G=R THEN 100 GQJESS AGAIN? 9
76 PRINT °**GUESS AGAIN'3 QUESS AGAIN? 4
80 GO TO 40 QJESS AGAIN? 3
180 PRINT *“CORRECT." CORRECT.
126 END

YOU GUESS/INSTRUCT
PROGRAM 1

Now, assured that the program operates correctly, I’ll
add some personality. Look at the output of the program
as it exists. There are no instructions to the human
player. To make the object of the game clear, insert the
following text in line 35:

RANDOM

LET R=INTC 10%«RND(X)) +1]

PRINT ""GUESS THE NUMBER BETWEEN | AND 10*3
INPUT G

IF GsR THEN 100

PRINT **GUESS AGAIN*3

GO TO 40

PRINT °*°CORRECT."

END

OUTPUT GUESS THE NUMBER BETWEEN | AND 10? 4

GQUESS AGAIN?
QIESS AGAIN?
GQUESS AGAIN?
GUESS AGAIN?
GUESS AGAIN?
QJESS AGAIN?
CORRECT.

DWW OMNDXR =
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You might wish to add some of the following dialogue:

PROGRAM YOU GUESS/PERSONALITY
1 RANDOM
—— 2 PRINT “THIS PROGRAM 1S WRITTEN BY THAT SUPER"
3 PRINT "PROGRAMMER-----TED SAGE."
4 PRINT
5 PRINT "WELCOME TO YOU GUESS. ARE YOU READY TO MATCH"
6 PRINT "YOUR WITS AGAINST MY BRAINS?"
7 PRINT
SIGN ON 8 PRINT “I1°'LL THINK OF A NUMBER BETWEEN 1 AND 18 AND"
9 PRINT "THEN GIVE YOU A CHANCE TO GUESS THE MYSTERY"
10 PRINT "NUMBER. IF YOUR GUESS IS ON TARGET I °'LL" TELL®
11 PRINT "YOU. IF NOT, I'LL GIVE YOU ANOTHER CHANCE TO"
12 PRINT "GUESS THE NUMBER."
13 PRINT
—— 14 PRINT "GOOD LUCK."
15 PRINT
20 LET ReINTC1@%*RND(X))+1
38 PRINT "GUESS THE NUMBER BETWEEN 1 AND 183
40 INPUT G
68 IF G=R THEN 100
78 PRINT “GUESS AGAIN"3
86 GO TO 4@
1866 PRINT "CORRECT."
128 PRINT
SIGN OFF —»121 PRINT “YOQU'RE A GENIUS. COME BACK SOON."
13@ END
OuTPUT

™IS PROGRAM IS WRITTEN BY THAT SUPER
PROGRAMMER=-~~-~-TED SAGE.

WELCOME TO YOU GUESS. ARE YOU READY TO MATCH
YOUR WITS AGAINST MY BRAINS?

I'LL THINK OF A NUMBER BETWEEN 1 AND 18 AND
T™EN GIVE YOU A CHANCE TO GUESS THE MYSTERY
NUMBER. IF YOUR GUESS IS ON TARGET I°'LL TELL
YOU. IF NOT», I°LL GIVE YOU ANOTHER CHANCE TO
@JESS THE NUMBER.

G00D LUCK.

@QJESS THE NUMBER BETWEEN 1 AND 10? 6
GUESS AGAIN?
QJESS AGAIN?
@QESS AGAIN?
GJESS AGAIN?
GQUESS AGAIN?
QUESS AGAIN?
GJESS AGAIN?
CORRECT.

VOOV QW
]

YOU'RE A GENIUS. COME BACK SOON.
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YOU GUESS/1 BELL
PROGRAM 1

35
40
60
78
8@
188
118
120

YOU GUESS/5 BELL
PROGRAM |

20
35
40
60
79
84
180
120
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As a final feature, you might like to have the bell on
the terminal ring when the user hits upon the number.
Look in your manual for the BASIC expression you use
to make the bell on your terminal ring. On my particular
machine the expression which rings the bell is
CHR$(135) following the PRINT command. Nothing is
actually printed when the bell is rung. To make the bell
ring once after the message ‘‘CORRECT’’ has been
typed, 1 add line 110.

RANDOM

LET R=INT(10xRND(X))>+1

PRINT “GUESS THE NUMBER BETWEEN | AND 10"
INPUT G

IF G=R THEN 100

PRINT *GUESS AGAIN';

GO TO a@

PRINT *“CORRECT."

PRINT CHR$(135) «
END

RING BELL

To make the bell ring five times, I write a loop begin-
ning at line 105. Note the use of the semi-colon on line
110. The semi-colon prevents a line feed each time the
bell is rung.

RANDOM .
LET R=INT(18%xRND(X))+1]

PRINT *"GUESS THE NUMBER BETWEEN 1 AND 18*;
INPUT G
IF G=R THEN 160

PRINT
GO TO 4@

PRINT *'CORRECT."
FOR C=1 TO S
PRINT CHR$(135)3

"GUESS AGAIN'3

NEXT C
END
S EXERCISE SET 2.1.2 @iy
On-line:
1. Here is a copy of the program YOU GUESS.
RANDOM

LET R=INTC(18*RND(X))+1

PRINT "GUESS THE NUMBER BETWEEN 1 AND 16';
INPUT G

IF G=R THEN 100

PRINT *“GUESS AGAIN'"3

GO TO a@

PRINT "CORRECT."

END

A. Load and run this program to satisfy yourself
that it plays the game as described.

Following some of the suggestions given in the
text, add personality to the above program.
Save this program for further modification in
the next exercise set. For reference purposes

I'll name your program YOU/GI.

B.
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2. Draw a flow chart and then write a program that
(1) picks two whole numbers at random between 1
and 10 inclusive,

2) asks the user for the sum of these numbers,
(3) types ‘‘correct’’ if the answer is right, and
(4) types the correct sum if the answer is wrong.
Your program should produce an output like this:

™IS PROGRAM GIVES YOU PRACTICE AT ADDING —

NUMBERS BETWEEN { AND 14. SAMPLE
RUN #1
HOW MUCH IS 1 + 8 7 9
CORRECT. —
™IS PROGRAM GIVES YOU PRACTICE AT ADDING —
NUMBERS BETWEEN 1 AND 1@.
SAMPLE
HOW MUCH IS 186 + 5 ? 14 RUN #-2

ORRY~-~ANSWER IS 15 —

Call this program ADD 1 and save for further modifica-
tion in the next exercise set.

2.2 "PLAY IT AGAIN, SAM?”

When the user plays YOU GUESS, the game ends
when he guesses the number. If he wants to play the
game again, he must type the command RUN. This is a
nuisance. There are several ways to restart the game
automatically.

2.2.1 OPTION 1: AUTOMATIC REPLAY — THE
UNCONDITIONAL LOOP

From a programming standpoint, the easiest way to
restart the game is to insert in the program a GO TO
statement which causes the game to start over automati-
cally after the user finds the mystery number. See line
110 below. If we adopt this method, however, it will be
necessary for the user to halt the computer when he
wants to stop playing. Incidentally, you may want to use
a blank line to separate successive games. See line 105
in the following program.

1 RANDOM PROGRAM
20 LET R=INTC(18*RND(X))+]
35 PRINT '"GUESS THE NUMBER BETWEEN | AND 18';
40 INPUT G
60 IF G=R THEN 120
78 PRINT *GUESS AGAIN3
80 GO TO 4o
1868 PRINT "CORRECT.*
10% PRINT « SKIP A LINE
118 GO TO 20 < RESTART GAME
128 END

YOU GUESS/AUTO
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OUTPUT @JESS THE NUMBER BETWEEN 1 AND 10? 3

GJESS AGAIN?
GQUESS AGAIN?
QIJESS AGAIN?
GJESS AGAIN?
QUESS AGAIN?
QUESS AGAIN?
GUESS AGAIN?
GQUESS AGAIN?
QJESS AGAIN?
CORRECT.

= VA =RIJON

GJESS THE NUMBER BETWEEN 1 AND 107? S
CORRECT.

GJESS THE NUMBER BETWEEN | AND 10? 2
CORRECT.

GUESS THE NUMBER BETWEEN | AND 107
tC

2.2.2 OPTION 2: ASK THE USER — THE STRING
VARIABLE

Another way to restart the game is to ask the user,
after he guesses the number, if he wishes to play again.
There are two ways to do this depending on whether or
not your version of BASIC allows for the input of the
words ‘‘yes’’ or ‘‘no.”” When the user is asked to input a
set of characters like ‘‘yes’” or ‘‘no’’ in response to a
question mark, you can instruct the computer to inter-
pret the string of characters as an alphanumeric string.
An alphanumeric string is a sequence of numbers and/or
characters from the alphabet. For example, YES, NO,
ABCDEF, A1B345, 6HO103, FUN99. As you know,
if the computer is to interpret the entry as a number, you
use a single letter of the alphabet as the variable name. If
the computer is to interpret the entry as an alphanumeric
string, you again use a letter of the alphabet as a variable
name, but follow it by the dollar sign ($). Thus A$, BS,
C$, . . ., Z$ denote alphanumeric string variables, or
just string variables. The maximum length of the string
on my system is six characters, certainly enough to
handle words like YES and NO. Consult your manual to
determine the maximum length of the character string
your system will accept.

If your version of BASIC does not accept al-
phanumeric strings, you can tell the user that a response
of 1 is equivalent to a YES answer and a response of 0 is
equivalent to a NO answer. Likewise you can just as
easily have 1 mean NO and 2 mean YES. Let’s write
two programs, one in which 0 means NO and 1 means
YES and another in which we use A$ to allow the user
to type in the words YES and NO.
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To adopt the convention O means NO and ] means
YES, we add to the YOU GUESS program lines
110-135 as shown below. In line 125 we cope with the
person who refuses to type O or 1 in response to the

instructions.
PROGRAM YOU GUESS/0 OR 1
1 RANDOM
20 LET R=INTC1@%RND(X)>)>+1
3% PRINT “GUESS THE NUMBER BETWEEN | AND 10":
4@ INPUT G
66 IF G=R THEN 100
78 PRINT "GUESS AGAIN":
86 GO TO 40
18@ PRINT "CORRECT."
185 PRINT
——11@ PRINT "WOULD YOU LIKE TO PLAY AGALN?(@3N@3 1=YES)"3
11S INPUT A
116 PRINT
AR 120 IF A=l THEN 280
0= NO 121 IF A=@ THEN 130
1= YES 125 PRINT “TYPE @ OR 1 DUMMY!™
126 GO TO 11@
138 PRINT “THANKS FOR PLAYING WITH ME."
135 PRINT "COME BACK SOON." < SIGN OFF
140 END
OUTPUT

GJESS THE NUMBER BETWEEN 1 AND 142 38
GJESS AGAIN? S
CORRECT.

TESTA=1—>WULD YOU LIKE TO PLAY AGAIN? (@=N3; laYES)? |

GJESS THE NUMBER BETWEEN 1| AND 10? 2
GJESS AGAIN? 1

GJESS AGAIN? 4

GJESS AGAIN? 7

GJESS AGAIN? 6

GJESS AGAIN? 106

CORRECT.

TESTA=9—>WULD YOU LIKE TO PLAY AGAIN? (@8=N@3 1=YES)? 9

TYPE 8 OR ) DUMMY!
TESTA=0—,WOULD YOU LIKE TO PLAY AGAIN? (@=N@3 laYES)? @

THANKS FOR PLAYING WITH ME.
COME BACK SOON.

Now let’s use the string variable A$. Look at line 115
in the above program, YOU GUESS/0 OR 1. To permit
the player to type in the words YES or NO, rather than 1
or 0, the variable A must be replaced by the string
variable AS$. The new line looks like this:

115 INPUT A$
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YOU GUESS/YES OR NO

PROGRAM |
29

35

40

60

70

80

100
105
— 110
115
PLAY 116
AGAIN 120
YES 121
OR 125
NO 126
130
— 135
140

RANDOM
LET R=
PRINT
INPUT

Fun And Games With The Computer

Now any set of characters entered by the user is given
the label A$. To determine if the user in fact typed in the
word YES, you write an IF-THEN statement which
looks like this:

IF A$ = “YES”’ THEN

The word YES must be in quotes. This tells the compu-
ter to compare the string of characters labelled A$ with
the string of characters between the quotes, in this case
YES.

If the characters entered by the user are not YES, the
computer is instructed to test for NO. If the user has not
typed in either YES or NO, the computer asks him to
follow instructions. As before, these steps are all carried
out in lines 110 to 135 in the following program.

INTC1O%RND(X))+1
“GUESS THE NUMBER BETWEEN | AND 10'3
G

IF G=R THEN 109

PRINT

GO TO

PRINT

PRINT

PRINT

INPUT

PRINT

IF As=
IF As$=
PRINT

GO TO

PRINT

PRINT

END

*GUESS AGAIN'"3
49
**CORRECT."

"WOULD YOU LIKE TO PLAY AGAIN?(YES OR NO)*3
AS

"YES' THEN 2@

'"NO'* THEN 138

"ANSWER YES OR NO DUMMY!"
110

"THANKS FOR PLAYING WITH ME.

(1]
“COME BACK SOON.' ]4— SIGN OFF

OUTPUT @QJESS THE NUJMBER BETWEEN 1 AND 10? 2
M RRECT.

TEST A$ = “YES" —» WOULD YOU LIKE TO PLAY AGAIN?(YES OR NO)? YES

QJES
GJES
GJES
QJES
QJES
QUES
GJES

S THE NUMBER BETWEEN 1 AND 108? 8
S AGAIN?
S AGAIN?
S AGAIN?
S AGAIN?
S AGAIN?
S AGAIN?

LB N S R )

CORRECT.

TEST A$ = “MAYBE”" —» WOULD YOU LIKE TO PLAY AGAIN?(YES OR N0)>? MAYBE

60

ANSWER YES OR NO DUMMY!
TEST A$ = “"NO” —» WOULD YOU LIKE TO PLAY AGAIN?(YES OR NO)>? NO

THANKS FOR PLAYING WITH ME.

COME

BACK SOON.
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2.2.3 OPTION 3: FLAG 99 — BREAKING OUT OF
THE LOOP

Option 3 is a refinement of option 1, the automatic
replay. Instead of having the user type CONTROL C to
stop the action, we instruct him to type ‘“99’’ or some
other code signal. The choice of 99 is arbitrary. Any
number will do as long as it is not a whole number
between 1 and 10. Why? The code number signals the
computer to follow a particular route. In this case it
instructs the computer to jump to the sign-off message.
In programming jargon, the code number is known as a
flag. Here is the program. Note that the test for the flag
(line 50) comes immediately after the input statement
(line 40). You want to have the computer look for the

flag immediately after input. YOU GUESS/FLAG 99

1 RANDOM PROGRAM
10 PRINT "WHENEVER YOU WISH TO STOP PLAYING'
11 PRINT "TYPE IN THE NUMBER 99."
15 PRINT
20 LET R=INTC(10*%RND(X))+1
3% PRINT “GUESS THE NUMBER BETWEEN | AND 1@'3
40 INPUT G
53 IF G=99 THEN 130 <« TEST FOR FLAG 99
60 IF GaR THEN 100
78 PRINT *GUESS AGAIN"3
86 GO TO 40
180 PRINT °*CORRECT.*
10S PRINT
116 GO TO 20
138 PRINT *“THANKS FOR PLAYING WITH ME'":}4—-&GN0FF

135 PRINT '"COME BACK SOON.'
148 END

WHENEVER YOU WISH TO STOP PLAYING ouTPUT
TYPE IN THE NUMBER 99.

QJESS THE NUMBER BETWEEN 1 AND 10? 2
QJESS AGAIN?
GJESS AGAIN?
GQJESS AGAIN?
QUESS AGAIN?
QJESS AGAIN?
GQUESS AGAIN?
QJESS AGAIN?
GJESS AGAIN?
CORRECT.

NORDLWO-R

GJESS THE NUMBER BETWEEN | AND 10? 8
GUESS AGAIN? 3

AQJESS AGAIN? 2

GQJESS AGAIN? 5

CORRECT.

QJESS THE NUMBER BETWEEN | AND 10? 99 «— TESTG=99
THANKS FOR PLAYING WITH ME.
MME BACK SOON.
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224 OPTION 4: HOW MANY GAMES? — THE
CONDITIONAL LOOP

In this fourth and last option you ask the user to
specify at the outset the number of games he would like
to play. Here is a copy of the old flow chart YOU
GUESS:

GENERATE
R
RND (1-10)

I
®—. GET G

YES PRINT
CORRECT

N l

PRINT DONE
GUESS AGAIN

0

To play the number of games, N, specified by the user,
we add three boxes to the flow chart. First, before the
game starts, the computer asks the user the number of
games he wants to play.

GETN

To repeat the game routine automatically N times, we
build a loop around the game routine itself with the
words FOR and NEXT. The FOR statement counts off
the number of times, P, the game is played. When P is
equal to N, the loop is satisfied and the computer signs
off.

Draw the box

FORP=1TON

and then the box
GENERATE
R

RND (1-10)

At the end of the game routine, after

PRINT
CORRECT
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add

NEXT P

Here is the revised flow chart for YOU GUESS/HOW
MANY.

YOU GUESS/HOW MANY

GETN
FLOW CHART

FORP=1TON

GENERATE
R
RND (1-10)

GET G

YES CORRECT |—  NEXTP

NO

SIGN OFF
GUESS AGAIN

l
(5 DONE

From this flow chart the following program is encoded.
A typical run follows.

GAMES
LOOP

PROGRAM

1 RANDOM
18 PRINT "HOW MANY GAMES WOULD YOU LIKE TO PLAY";
11 INPUT N
{5 PRINT
——316 FOR P=1 TO N
20 LET RsINTC(10%RND(X))+1
35 PRINT *"GUESS THE NUMBER BETWEEN 1 AND 10
49 INPUT G
66 IF G=R THEN 100
78 PRINT "GUESS AGAIN"3
88 GO TO 40
108 PRINT "CORRECT."
185 PRINT
—110 NEXT P
138 PRINT *THANKS FOR PLAYING WITH ME.'
135 PRINT *"COME BACK SOON."
148 END
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TESTN=3 —»HOW MANY GAMES WOULD YOU LIKE TO PLAY? 3

QJESS THE NUMBER BETWEEN | AND 10? 38
@QJESS AGAIN? 9
CORRECT.

GUESS THE NUMBER BETWEEN |1 AND 107 4
QJESS AGAIN? 2
CORRECT.

@ESS THE NUMBER BETWEEN 1 AND 16? 5§
GJESS AGAIN?
QJESS AGAIN?
GUESS AGAIN?
GUESS AGAIN?
GJESS AGAIN?
QJESS AGAIN?
GJESS AGAIN?
CORRECT.

(N S R N AN ]
a

THANKS FOR PLAYING WITH ME.
COME BACK SOON.

EXERCISE SET 2.2

Off-line:

1. Draw a flow chart for the program YOU GUESS/0
OR 1. I want to be sure you understand the logic of
the replay option used in this program. Omit compu-
ter personality from the flow chart.

2. Draw a flow chart for the program YOU GUESS/
FLAG 99.

On-line:

3. Take the program YOU/GI saved in exercise set
2.1.2 and add the replay option of your choice. Call
this new program YOU/G2 and save it for further
modification in the next exercise set.

4. Take the program ADD 1 saved in exercise set 2.1.2
and add replay option ‘“99.” Call this new program
ADD 2 and save it for further modification in the
next exercise set.

2.3 COUNTING THE NUMBER OF GUESSES

The whole point of a game in which you try to guess
the computer’s number, or the computer tries to guess
your number, is to see how many guesses it takes to hit
upon the mystery number. We will now modify the
program YOU GUESS to count the number of guesses
needed by the user to hit upon the number picked by the
computer.

Up to this point, when a counter has been used in a
program, it has controlled the number of times a particu-
lar event occurred. For example, in chapter 1 a counter
was used to control the number of messages printed out.
In the last section a counter was used in a FOR-NEXT
loop to control the number of times the YOU GUESS
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game was played. Now we will use a counter, not to
control but to count the number of times the user
guesses. Here is the modified flow chart for YOU
GUESS/COUNT:

—

GENERATE
R
RND (1-10)

]
(O—| cETG

C=C+1

Q YES | commecT

NO

TELL NUMBER
GUESS AGAIN GUESSES
C

o |

DONE

In the first box the counter C is set at zero. In the box
GET G the user makes a guess. Next comes the box
C = C + 1 whichincreases the counter by 1. When the
user finally hits upon the number, the message COR-
RECT is printed. Then we have the computer tell the
user the number of guesses he made by adding to the
flow chart the box TELL NUMBER GUESSES, C.
Here are the resultant program and a typical output.

PROGRAM
1 RANDOM

10 LET C=28 <«
20 LET RsINT(10*RND(X)) +1

YOU GUESS/COUNT
FLOW CHART

INITIALIZE COUNTER

3% PRINT “GUESS THE NUMBER BETWEEN 1 AND 10'3

490 INPUT G

5@ LET C=C+] «
60 IF G=R THEN 1060

76 PRINT **GUESS AGAIN"3
863 GO TO 4@

140 PRINT *“CORRECT."

INCREASE COUNTER

110 PRINT "IT TOOK YOU' C "GUESSES.'" «—— PRINTOUT COUNTER

126 END
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OUTPUT GUESS THE NUMBER BETWEEN | AND 18? 4

GUESS AGAIW?
GQJESS AGAIN?
QJESS AGAIN?
QUESS AGAIN?
GJESS AGAIN?
QUESS AGAIN?
GUESS AGAIN?
GUESS AGAIN?
CORRECT.

IT TOOK YOU 9 GUESSES.

R OV Qo= W

SN EXERCISE SET 2.3

On-line:

1. Take program YOU/G 2 which you saved in exer-
cise set 2.2 and add steps which will tell the user the
number of guesses he required to hit upon the
number picked by the computer. Call this program
YOU/G 3 and save.

2. Take program ADD 2 which you saved in exercise
set 2.2 and add steps which tell the user, after he
signals he is finished, the number of problems at-
tempted and the number answered correctly. To do
this first draw a new flow chart to establish the logic
of the program and the correct placement of the two
new counters. Save the program as ADD 3. Your
program should produce an output like this:

THIS PROGRAM GIVES YOU PRACTICE AT ADDING
NUMBERS BETWEEN 1 AND 18.

WENEVER YOU WISH TO QUIT TYPE 99.

HOW MUCH 1S 3 + 417 7
CORRECT.

HOW MUCH IS 8 <+ 4 7?7 12
CORRECT.

HOW MUCH IS 4 + 37 6
SORRY=-~-ANSWER IS 7

HOW MUCH IS 2 + 71?9
CORRECT.

HOW MUCH IS 2 + 8 7 99
YOU GOT 3 PROBLEMS OUT OF 4 RIGHT.
HOPE YOU HAD FUN.

@OD LUCK IN ARITHMETIC.
2.4 "TOO HIGH TOO LOW’’: BRANCHING
REVISITED

Up to now, when playing YOU GUESS, you had to
rely on sheer luck to outwit the computer. When asked
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to make your first guess, you selected some number
between 1 and 10 and hoped for the best. More often
than not you had to guess again. Your second guess was
also a blind guess, although we assume you avoided the
number you picked the first time. You kept up this
process of blind guessing until by luck you hit on the
number selected by the computer. Of course if your first
nine guesses were wrong, your tenth guess had to be
right. You simply guessed the one number between 1
and 10 which you had not yet tried.

We can help the user hit upon the mystery number
more quickly if we give him more information about
each guess he makes. Instead of just telling him his
guess was wrong, we instruct the computer to tell the
user whether it was too high or too low. With this
feedback the user knows whether to make his next guess
higher or lower than his last one.

Let’s start with a copy of the YOU GUESS flow
chart.

GENERATE
R
RND (1-10)

I
() cETG

YES | PRINT
CORRECT

NO

PRINT DONE
GUESS AGAIN

o

The flow chart already asks the question: IS G = R? If
the answer is NO, one or the other of two questions will
establish whether the guess is high or low: (1) IS
G > R? (2) IS G < R? That makes three questions.
But it isn’t necessary to include all three questions in the
flow chart. Since there are only three possible
categories into which the user’s guess can fall, if it
doesn’t fit in two of them, it must belong in the third.
One or the other of the two additional questions is
inserted in a new diamond at the bottom exit of the old
diamond, IS G = R? Does it matter which question is
used? No, it doesn’t. If question (1) is used, the flow

YOU GUESS
FLOW CHART

67



Fun And Games With The Computer

chart looks like this:

YOU GUESS/G >R
GENERATE

FLOW CHART R
RND (1 — 10)

l
@_. GET G

YES CORRECT  — DONE
NO
YES GUESS
TOO HIGH —®
NO
GUESS
TOO LOW

o

If question (2) is used, the flow chart looks like this:

YOU GUESS/G <R
GENERATE

FLOW CHART R
RND (1-10)

|
@» GET G

YES
CORRECT -T DONE

NO

YES GUESS
| TOO LOW “@

NO

GUESS
TOO HIGH

o
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Here is a program based on the second flow chart.

1 RANDOM PROGRAM
20 LET R=INT(18%*RND(X))+1

35 PRINT “GUESS THE NUMBER BETWEEN | AND 10'3
40 INPUT G
68 IF G=R THEN 100

70 IF G<R THEN 9¢
80 PRINT "“T00 HIGH. GUESS AGAIN."3 «—IFG>R
85 GO TO 49
9@ PRINT *“TOO LOW. GUESS AGAIN+."3 «— |FG<R
95 GO TO 40
100 PRINT °*'CORRECT." « IFG=R
126 END

GUESS THE NUMBER BETWEEN 1 AND 10? S OUTPUT
TO0 LOW. GUESS AGAIN.? 7

T00 HIGH. GUESS AGAIN.? 6

CORRECT.

fol i

On-line:

1. Take the program YOU/G3 which you saved in
exercise set 2.3 and add steps which will inform the
user if his guess is too high or too low. Save this new
program as YOU/G4 for future modification.

¥ EXERCISE SET2.4 §i#

2.5 EXPANDING THE INTERVAL

With the addition of the helpful hints, TOO HIGH,
TOO LOW, the number of guesses needed to hit upon
the computer’s number is reduced. Now it is feasible to
have the computer pick its number from a larger set of
numbers. In fact, we can let the user decide how dif-
ficult he wants to make the game by having him set the
limits within which the computer will ‘‘think’’ of a
mystery number.

Suppose the user wants to play YOU GUESS bet-
ween 4 and 17 inclusive. To generate a whole number
between 4 and 17 inclusive the computer first calculates
the number of whole numbers between 4 and 17 inclu-
sive by subtracting 4 from 17 and adding 1. The result is
17 — 4 + 1, or 14. Next the computer multiplies 14
times RND(X). This expression will generate mixed
numbers indicated by the heavy part of the line below.

0o 1 2 3 4 5 6 7 8 9 10 11 12 13 14

The next step is to use INT(X) to obtain whole numbers.
INT(14*RND(X)) will generate whole numbers indi-
cated by the solid circles.

. >
<+ +

0o 1 2 3 4 5 6 7 8 9 10 11 12 13 14
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This is not yet the set of 14 numbers you want. To obtain
the desired set, the lower limit, 4, must be added to each
of the above whole numbers. This produces the expres-
sion INT(14*RND(X))+4 which will generate the
whole numbers indicated below.

»
»

GENERATE
R
RND (1-10)

GET G

@ YES

NO

PRINT
GUESS AGAIN

®

YOU GUESS/EXPAND

FLOW CHART

O

4 5 6 7 8 9 10 11 12 13 14 15 16 17

Now let’s derive a general expression for generating
whole numbers between a lower number, L, and an
upper number, U. The computer first calculates the
number of whole numbers by using the expression
U—L+1. Next it multiplies this expression times
RND(X). This gives (U—L+1)*RND(X). The third
step is to convert the mixed numbers to whole numbers
using INT(X). Thus, INT(U-L+1)*RND(X)). Fi-
nally, it shifts the number by adding the lower limit, L.
Thus, INT(U-L+1)*RND(X))+L.

Now that we have a way to generate whole numbers
between upper and lower limits set by the user, we’ll
add this capability to the old flow chart for YOU
GUESS.

PRINT
CORRECT

l

DONE

The new flow chart looks like this:

GET UPPER
NUMBER
U

l

GET LOWER
NUMBER
L

GENERATE
R
RND (L — U)

GET G

NO

CORRECT DONE
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The first box we added is GET UPPER NUMBER, U.
The second box is GET LOWER NUMBER, L. Then
we modified the box GENERATE R RND (1-10) to
read GENERATE R RND (L — U).

From this flow chart we write the following program:

1209

RANDOM PROGRAM
PRINT "GIVE ME LOWER AND UPPER NUMBERS'3
INPUT L,U

LET R=INT((U-L+1)%RND(X))>+L

PRINT “QUESS THE NUMBER BETWEEN" L ''AND" Uj
INPUT G

IF G=R THEN 100

PRINT ''GUESS AGAIN'}

GO TO 49

PRINT **CORRECT."

END

Look at line 20. It contains the expression we just
developed to generate random whole numbers between
L and U inclusive. Here is a typical game played under
the new rules.

GIVE ME LOWER AND UPPER NUMBERS? 10,16 OuTPUT
QJESS THE NUMBER BETWEEN 16 AND 16 ? 12

GJESS AGAIN? 14

QJESS AGAIN? 16

GJESS AGAIN? 15

CORRECT.

USROS EXERCISE SET 2.5 ST

On-line:

1. Take your addition program, ADD 3, which you
saved in exercise set 2.3 and add steps to allow the
user to specify the two numbers between which the
computer is to pick its two numbers. Make sure your
flag signalling the computer to stop running your
program is not a possible correct answer to an
addition problem. Your program should produce an

n
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output like this:

T™IS PROGRAM GIVES YOU PRACTICE AT ADDING
NUMBERS BETWEEN TWO WHOLE NUMBERS.

GIVE ME SMALLER NUMBER? 4
GIVE ME LARGER NUMBER? 17

WENEVER YOU WISH TO QUIT TYPE 35

HOW MUCH IS 18 + 16 ? 26
CORRECT.

HOW MUCH IS 6 + 12 7 18
CORRECT.

HOW MUCH IS 6 + 127 17
SORRY--ANSWER IS 18

HOW MUCH IS 6 + 13 ? 19
CORRECT.

HOW MUCH IS 7 + 5 ? 35
YOU GOT 3 PROBLEMS OUT OF 4 RIGHT.
HOPE YOU HAD FUN.

@O0D LUCK IN ARITHMETIC.

It won’t be necessary to save this program. It will not be
used in any future exercises.

2.6 PLAYING THE GAME: DEVELOPING A
STRATEGY

By now you’ve probably discovered that there is a
smart way and a dumb way to play YOU GUESS. No
doubt you’re using the smart way. In any case, in this
section I’m going to spell out for you two strategies, a
smart one and a not-so-smart one.

2.6.1 THE RANDOM METHOD

Here is a typical game I played with my computer.
The computer is using a program similar to your pro-
gram YOU/G 4 which you developed in exercise set
2.4. That was the one in which you added the hints TOO
HIGH and TOO LOW. The current program differs
from YOU/G 4, however, in that I have expanded the
interval from 1 to 10, to 1 to 1000 and changed the flag
from 99 to 9999.



You Guess the Computer's Number

WELCOME TO YOU GUESS THE MYSTERY NUMBER. OUTPUT 1
WENEVER YOU WISH TO QUIT TYPE 9939.

GJESS THE NUMBER BETWEEN | AND 1000? 4
T00 LOW. GUESS AGAIN? 687

T00 HIGH. GUESS AGAIN? 432

TO0 HIGH. GUESS AGAIN? 4d1

TOO LOW. GUESS AGAIN? 4062

TOO0 LOW. GUESS AGAIN? 421

TO0 LOW. GUESS AGAIN? 428

CORRECT.

IT TOOK YOU 7 GUESSES.

GUESS THE NUMBER BETWEEN 1 AND 1600? 9999
THANKS FOR PLAYING WITH ME.

COME BACK SOON.

Only seven guesses! Can you figure out the method I
used to pick the numbers 4, 687, 432, 401, 402, 421,
428?

Here’s what I did. At the start I knew the computer’s
number was a whole number in the interval indicated by
the heavy line below. The end points are solid circles
because the computer could have picked 1 or 1000.

COMPUTER'S
NUMBER
428

1 1000
<4+—COMPUTER'S NUMBER IN HERE——»

For my first guess I picked a number at random from the
interval 1 to 1000. I picked 4.

COMPUTER’S
NUMBER
428
<« l 1,
1 ]
1 1000
4

MY GUESS

The computer told me this guess was too low. I now
knew the computer’s number belonged to the following
interval. The left end point is 5, one more than the last

guess.
COMPUTER'S
NUMBER
428
o ! .
I ]

1000
<4— COMPUTER'S NUMBER IN HERE———»

o

YOU/G4
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For my second guess I picked at random the number 687
from the interval 5 to 1000.

COMPUTER'S
NUMBER
428

<« l 1,

1L J

5 T 1000

687
MY GUESS

The computer told me this was too high. The computer
must be thinking of a number in the following interval.
The right end point is 686, or one less than the last
guess.

COMPUTER'S
NUMBER
428
o | . i
T 1 1000
5 686

<4+—COMPUTER'S NUMBER IN HERE—»

My next guess was 432.

COMPUTER'S
NUMBER
428

. N
1k T oas 1000

4

432
MY GUESS

The computer told me this was too high. The
computer’s number must be in the following interval.

COMPUTER'S
NUMBER

428
<« l'l 1,
1 L I 1000

5 431

4>

COMPUTER'S NUMBER
IN HERE

My fourth guess was 401. Let me change the scale of the
number line and only show the interval of current in-
terest. COMPUTER'S

NUMBER
428

T <.
5 T431

401
MY GUESS

4
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This guess was too low. The computer’s number must
be between 402 and 431.

COMPUTER'S
NUMBER
428
o by,
402 431

4—— COMPUTER'S NUMBER IN HERE——»

My fifth random guess was 402.

COMPUTER'S
NUMBER
428
< [ l 1 >
L ]
402 431
MY GUESS

This was also too low. The computer’s number must be
in the interval 403 to 431.

COMPUTER'S
NUMBER
428
<« l 1>
L J
403 431

<4— COMPUTER'S NUMBER IN HERE ——»

My sixth guess was 421.

COMPUTER'S
NUMBER
428
<« l 1>
C J
403 T 431
421
MY GUESS

This was too low. The computer’s number is now in the
interval 422 to 431.

COMPUTER'S
NUMBER
428
<« [ l L>
L ]
422 431

<4+— COMPUTER’S NUMBER IN HERE ——»
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My seventh guess was 428.

COMPUTER'S
NUMBER
428
<t l 1,
L T J
422 431
428
MY GUESS

Right on! I hit upon the computer’s number in seven
guesses. Not bad considering the scheme I used. Let me
call the routine or algorithm just described the Random
Method.

2.6.2 THE MIDPOINT METHOD

There’s another strategy which can be used to guess the
computer’s number. In fact, I wouldn’t be surprised if
you already have tried it. Let me show you a game in
which I used the new strategy. To make it easy to
compare the new method with the Random Method, 1
asked the computer to ‘‘think’’ of the same number,
428.

WELCOME TO YOU GUESS THE MYSTERY NUMBER.

WHENEVER Y0 WISH TO QUIT TYPE 9999.

GJESS THE NUMBER BETWEEN | AND 1000? 500

T0O0
T00
T00
TO0
T00

HIGH. GUESS AGAIN? 258
LOW. GJYESS AGAIN? 375
LOW. GUESS AGAIN? 437
HIGH. GUESS AGAIN? 466
LOW. GUESS AGAIN? 421
LOW. GUESS AGAIN? 429
HIGH. GUESS AGAIN? 425
LOVW. GUESS AGAIN? 427
LOVW. GUESS AGAIN? 428

CORRECT.
IT TOOK YOU 18 GUESSES.

GJESS THE NUMBER BETWEEN 1 AND 10007 9999
THANKS FOR PLAYING WITH ME.
COME BACK SGON.

It would appear that the new strategy is not as efficient
as the Random Method since it took three more guesses.
Let me use number lines to illustrate the new algorithm,
which I'll call the Midpoint Method.

At the start the computer’s number is a whole number
in the following interval.
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COMPUTER'S
NUMBER
428

1 1000
4— COMPUTER'S NUMBER IN HERE———»

For my first guess I picked 500, the number ‘‘midway”’
between 1 and 1000. (The midpoint number is really
500.5) This was too high, so I knew the computer’s
number was between 1 and 500.

COMPUTER'S
NUMBER
428
<l l 1 L,
L ] 1000
1 500

¢ —>
COMPUTER’'S NUMBER
IN HERE

My second guess was 250. It was too low. The
computer’s number must be between 250 and 500.

COMPUTER'S
NUMBER
428
. SR .
1 L ] 1000
250 500
«—»
COMPUTER'S NUMBER
IN HERE

My third guess was 375, halfway between 250 and 500.
It was too low. Note the change in scale.

COMPUTER’S
NUMBER
428
iy l ..
L ]
375 500

<4——COMPUTER'S NUMBER IN HERE——m»

I had to do a little arithmetic to make my fourth guess. I
wanted the number halfway between 375 and 500.

375 + 500 _ 875 _
S = 82 = 4375
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I chopped 437.5 off to 437. That’s equivalent to finding
INT(437.5). My fourth guess of 437 was too high.

COMPUTER'S
NUMBER
428
o S
L ]
375 437

<4— COMPUTER'S NUMBER IN HERE———»

My fifth guess was the average of 375 and 437, or 406.

375 + 437 _ 812 _

= =5"= 406.
That was too low.

COMPUTER'S
NUMBER
428
« - 1 »

L 1
406 437

<4— COMPUTER’'S NUMBER IN HERE ————»

My sixth guess was the average of 406 and 437.

406 + 437 _ 843

5 =T=421'5

I chopped 421.5 off to 421. That was too low.

COMPUTER’S
NUMBER
428
.- l —
421 437

<4+— COMPUTER'S NUMBER IN HERE——»

The seventh guess was the average of 421 and 437, or
429,

421 + 437 _ 858

3 =5 = 429
That was too high. com:ﬁugg: S
428
or ¢ 1>
421 429

<4——COMPUTER'S NUMBER IN HERE ——»
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The eighth guess was 425, the average of 421 and 429.
421 + 429 _ 850 _

> > 425.
That was too low. COMPUTER'S
NUMBER
428
«f— l 1 5
C 4
425 429

44— COMPUTER’S NUMBER IN HERE ————»

The ninth guess was 427, the number halfway between
425 and 429. That was too low.

COMPUTER'S
NUMBER
428
o | 1.
L 1
427 429

<4+—— COMPUTER’'S NUMBER IN HERE——»

The tenth guess, 428, halfway between 427 and 429,
was correct.

Step by step we trapped the computer’s number in the
middle of an interval 2 units in length. What is the
maximum number of guesses necessary to hit upon the
mystery number by this method? I'll give you the ans-
wer to this question in the next chapter when I compare
the efficiency of the Midpoint and Random Strategies.

EXERCISE SET 2.6 e

On-line:

1. Take your program YOU/G4, which you saved in
exercise set 2.4 and (1) make the interval from
which the computer picks its number 1 to 1000, and
(2) make the code number to signal the end of play a
number outside the interval. After saving this pro-
gram as YOU/G6, perform the following experi-
ments.

A. Run your program YOU/G6 and play enough
games using the Random Method to answer the
following questions. Determine
(1) the least number of guesses,

(2) the most number of guesses, and
(3) the average number of guesses needed to
hit upon the mystery number.

B. Run your program YOU/G6 and play enough
games using the Midpoint Method to answer
the following questions. Determine
(1) the least number of guesses,

(2) the most number of guesses, and
(3) the average number of guesses needed to
hit upon the mystery number.
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*xk%xkWELCOME TO THE PERFECT GUESSING MACHINE**x%x*

™INK OF A WHOLE NUMBER BETWEEN | AND 1000

AND KEEP IT IN YOUR HEAD.

I WILL TRY TO GUESS IT WITHIN 10 TRIES.

YOU MUST TELL ME IF MY GUESS IS HIGH, LOW, OR

RIGHT.

TYPE H (FOR HIGH),

L (FOR LOW),» R (FOR RIGHT).

WENEVER YOU WISH TO STOP PLAYING TYPE IN

THE WORD DONE.

AWAY WE

GO .

THINK OF A NUMBER BETWEEN 1 AND 1000.

GUESS
GUESS
GUESS
GUESS
GUESS
GUESS
GUESS
GUESS
GUESS

=g bt g bt Pt P4 4 P P

500
250
375
437
406
390
398
402
400

I'M SMART!

I TOOK 9 GUESSES.

W W W W N W D N

DICCrILCC &

THINK OF A NUMBER BETWEEN 1| AND 1080.

GUESS
GUESS
GUESS
GUESS
GUESS
GUESS
GUESS
GUESS
GUESS
GUESS

0 but =t bt e e o4 o4 0=t P

YOU CHEATED.

528
750
625
562
593
577
569
565
563
562

W D N WD N W NN W W

I~ *J= "R R~ - R B sl S 9 o

JUST FOR THAT I QUIT.
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3

THE COMPUTER GUESSES YOUR
NUMBER

In the last chapter we programmed the computer to
play the game YOU GUESS. You learned how to use
RND (X) and INT(X) to generate numbers at random.
Furthermore, you saw a short program enlarged to in-
clude a replay option, a counter for the number of
guesses, and the helpful hints of too high and too low.
You then expanded the interval within which the com-
puter picked the mystery number and learned two
strategies you could use to find it. In this chapter we turn
the tables; you pick the mystery number and the compu-
ter tries to find it. You will learn to use a subscripted
variable to set up ‘‘check lists’’ and *‘tally lists.’” In the
last section you will compare the efficiency of the Ran-
dom and Midpoint methods by using the speed of the
computer to play one thousand COMPUTER GUESS
games by each method.

3.1 TURNING THE TABLES: COMPUTER GUESS

We will develop three programs, each of which
guides the computer in finding the mystery number. In
following the first program, however, the computer,
unlike the human, is unable to remember any of the
numbers it has already tried. The second and third
programs remedy that defect. The computer does not
guess the same number twice and behaves more like a
human. The two ‘‘memory’’ programs differ only in
length. The first one is based on your current knowledge
of BASIC; the second takes advantage of a new capabil-
ity, the subscripted variable, to accomplish the same
results in only one-quarter of the steps.

3.1.1 REPEATING WRONG GUESSES

The first new COMPUTER GUESS program will
be similar to YOU GUESS, the program developed in
Chapter 2. To see the similarities and differences be-
tween these two games, look at the elementary flow
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chart for YOU GUESS:

COMPUTER THINKS
OF NUMBER
R
RND (1 ~ 10)

S

| USER GUESSES
| A NUMBER |

I____[____I

GET USER'’S

G

YES PRINT

CORRECT DONE

NO

GUESS AGAIN

®

In this flow chart of YOU GUESS the steps taken by
you, the human player, are printed in boxes with dashed
lines. As before, the boxes with solid lines contain the
steps taken by the computer.

In the first step of COMPUTER GUESS you, the
user, think of a mystery number between 1 and 10.
Since this is your move, we’ll enclose it in dashed lines.

R——
| “oF NuMBER

L_'-

Now the computer takes its first step.

COMPUTER
GENERATES GUESS

G
RND (1 — 10)

Having generated a guess, the computer must next print
the number so you can read it.

TELL USER
GUESS
G

Next you, the user, tell the computer if it has hit upon
the mystery number. If the computer is correct, you type
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in the word YES. If it is incorrect you type in NO. To
allow for the input of the words YES and NO, I'll use
the string variable A$.

GET USER'S
RESPONSE
AS$

After you type in YES or NO, the computer compares
your input with the word YES.

If your answer is YES, the computer has correctly
guessed the mystery number and the game is over. If
your answer is NO, the computer missed the target and
must guess again. Here’s the complete flow chart for the
new game COMPUTER GUESS/ELEMENTARY.

l_USER THINKS
OF NUMBER

1-10
[ - _l
COMPUTER

GENERATES GUESS
@ ’ G

RND (1 — 10)

]

TELL USER
GUESS
G

GET USER'S
RESPONSE
AS$

PRINT

I'M SMART DONE

I have written the following program based on the
above flow chart. Line 10 prompts you, the user, to take
the action specified in the box with the dashed lines.

COMPUTER GUESS/ELEMEMNTARY

FLOW CHART
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PROGRAM 1
10
e
40
60

10@

12¢
140

ouTPUT
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RAN DOM

FRINT “THINK OF A NUMBER FHOM | TO 1@."
LET GosINTCI1@xRND(X))+ ]

FRINT "1 GUESS" Gs

INFUT A%

IF ASs“YES" THEN 120
GO T0 2¢

PRINT "1°M SMART."
END

Here is a typical game played using my program. The
mystery number is 6.

THINK OF A NUMBER FROM 1 T0 10.

I GUESS 5 7 NO
1 GUESS 8 7 NO
1 GUESS 1¢ ? NO
I GUESS 10 7?7 NO
I GUESS 2 ? NO
I GUESS 7 ? NO
I GUESS 5 ? NO
I GUESS 3 7 NO
I GUESS 2 7 NO
I GUESS 9 7 NO
I GUESS 7 7 NO
I GUESS 8 ? NO
1 GUESS 3 7 NO
1 GUESS 4 ? NO
1 GUESS 7 ? NO
I GUESS 1| ? NO
I GUESS 8 7 NO
1 GUESS 7 ? NO
I GUESS 8 7 NO
1 GUERSS $ 7 NO
I GUESS 4 7 NO
1 GUESS 9 ? NO
I GUESS 8 7 NO
I GUESS 4 7?7 NO
I GUESS te 7 NO
1 GUESS 10 ? NO
I GUESS 2 ? NO
1 GUESS 6 ? YES

I'M SMART.

Although the computer says, ‘‘I'M SMART,”’ I'm not
so sure. The computer required 28 guesses before it hit
upon the number 6 in the narrow range from 1 to 10.
Why did it take the computer so long to guess the
number 6 when it followed this particular program?

IR EXERCISE SET 3.1.1 S

On-line:

1. Add the following features to the program COM-
PUTER GUESS/ELEMENTARY. Then load and
run your new program.

A. Steps which give the user more instructions on
how to play the game.
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B. Steps which cause the bell to ring five times
after ’'M SMART is printed. Be sure to sup-
press the line feed after the ringing of each bell.

C. Steps to handle words other than YES or NO in
response to the computer’s guess. For exam-
ple, the user might type in MAYBE. (If you're
stuck, refer to the program YOU GUESS/YES
OR NO in section 2.2.2.)

3.1.2 PREVENTING DUPLICATE GUESSES

In the typical run of COMPUTER GUESS shown in
the last section, the computer often tried the same
number, for example 8, several times. Can we invent a
scheme whereby the computer keeps track of its previ-
ous guesses and does not guess the same number twice?
When you played YOU GUESS in the last chapter, you
probably kept track of previous guesses by using a
mental check list. Or you looked at the printout to make
sure you didn’t duplicate any of your previous guesses.
In this section we’ll program the computer to keep a
check list. After it picks a number at random, it must
consult the list to see if it has already tried that number.
If it has not, it will ask the user if that number is the
mystery number, at the same time putting a ‘‘check
mark’’ next to the number in the list to indicate it has
been tried.

If I were to use a check list, it would look like this:

Number Check When Tried

OO B W —

10
If I pick 3 as my guess, I look at the list, see no check
mark in the ‘‘Check When Tried”’ column, and thus
know the number has not been previously tried. After
several tries, the list might look like this.

Number  Check When Tried
1

2

3 Vv
4 vV
5

6 Vv
7

8

9

10 Vv
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Now I pick 6 as my next guess. I look at the list, see the
check mark in the second column, and know that 6 has
been tried before. I must keep on until I get a number
whichisnot 1, 3, 4, 6, or 10. I keep generating numbers
randomly and eventually select 5. I put a check mark in
the second column next to 5 before proceeding.

The guessing routine followed by a human player is
clear. Let’s teach it to the computer. First, we assign a
unique variable name to each of the numbers from 1 to
10. For example, let N1 represent the number 1, N2
represent the number 2, etc. Second, instead of a check
mark, we’ll use the number one (1) to indicate a number
has been tried. We’ll use the number zero (0) if it has not
been tried. The numbers 1 and O are used as flags.
Remember you used 99 as a flag to terminate play of
YOU GUESS in Chapter 2.

Here is the computer’s check list at the start of the
game COMPUTER GUESS:

Variable Check When Tried
N1
N2
N3
N4
NS5
N6
N7
N8
N9
No

S mEa™

You just learned something new. Numerical variable
names in BASIC may be denoted not only by a single
letter of the alphabet but also by a single letter of the
alphabet followed by a digit §—9. Thus, A6, Z9, Q8,
B3 are valid variable names in BASIC. Notice that we
used Nf to represent 10.

After several guesses the computer’s check list looks
like this:

Variable Check When Tried
N1
N2
N3
N4
N5
N6
N7
N8
N9
Nd

—_anE e = —S -

The above list is represented in the computer this way:
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LABEL | NI N2 N3 [ N4 | N5 N6

N7 | N8 | N9 | Ng

CONTENTS 1 0 1 1 0

The computer’s next guess is 6. It looks at the box
labeled N6 and sees the number 1, the signal that 6 has
already been tried. The computer continues picking
numbers at random until it gets a number whichis not 1,
3, 4, 6, or 10. The number is 5. It puts a 1 in the box
labeled NS5 and asks the user if 5 is the mystery number.

Now that we have a way to prevent duplicate guess-
ing, we shall write two new programs to play the game
COMPUTER GUESS. Both programs are modifica-
tions of our old one. The first new program will be long
but easy to follow. Most programs develop this way.
The first version is long and clumsy, and is is not until
the programmer has ‘‘lived’’ with it a while that he
discovers a more elegant form.

To write the new programs, let us look again at the
flow chart for the elementary version of COMPUTER
GUESS. The dashed box, USER THINKS OF
NUMBER 1-10, has been omitted.

GENERATE

D—

G
RND (1 —10)

T

TELL USER
GUESS
G

T

GET USER'S
RESPONSE
AS$

PRINT
I'M SMART

— DONE

Two additions to this flow chart are required to imple-

ment the check list.

1. Set up the check list. At the top of the flow chart the
variables N1, N2, N3, . . ., N0 must be defined and
given initial values of zero. This is called ‘‘initiali-
zation of the check list.”’

COMPUTER GUESS/ELEMENTARY
FLOW CHART
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After the computer generates a number, it must
determine if the number has been previously tried.

INITIALIZE
I‘_— CHECK ADDITION
LIST 1
GENERATE L
G
RND (1 — 10) —
P D TN | ApDITION
TRIED BEFORE 2
TELL USER L
GUESS
G
GET USER'S
RESPONSE
AS$

PRINT

I'M SMART DONE

The additions to the flow chart are encoded in BASIC

as follows:

1.

88

The first addition, INITIALIZE CHECK LIST, can
be programmed as:

16 LET N1=30
11 LET N2=@
12 LET N3=0
13 LET N4=0
14 LET NS5=9@
1S LET N6=0
16 LET N7=0
17 LET N8=g@
18 LET N8=g
19 LET N@=@

I have used line numbers 10 to 19 so these new lines
will fit into my old program.

The second addition, DETERMINE IF G HAS
BEEN TRIED BEFORE, is more complicated and it
is wise to draw a flow chart first. The procedure is as
follows. Each time the computer generates a ran-
dom number, G, it must determine what number it
generated: 1, 2,3, . . ., or 10. Then it must examine
the contents of the box corresponding to that
number. If there is a 1 in the box, the number has
already been tried and the computer must go back
and pick another number. If it is §, the computer
inserts a 1 in the box and asks the user if the number
generated is the mystery number. When the interval
is 1 to 10, nineteen diamonds are required in the
flow chart, nine to determine the value of G and ten
to check the contents of the boxes.
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!

GENERATE

O N
RND (1 - 10)

7

G TRIED BEFORE/19 DIAMONDS
FLOW CHART

TELL USER
GUESS
G

89
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I shall now encode the foregoing flow chart in BASIC
and add it to my old program. Since the new routine will
not fit between lines 20 and 40 of my old program I will
add line 30, GO TO 200, and at line 200 I’1l begin the
new routine.

200 IF G=1 THEN 310
201 IF G=2 THEN 320
2062 IF G=3 THEN 338
283 IF G=4 THEN 349
204 1F G=S5 THEN 350
285 IF G=6 THEN 360
206 IF G=7 THEN 370
267 IF G=8 THEN 339
288 IF G=9 THEN 390
300 IF N@=1 THEN 20
301 LET N@=1

362 GO TO a9

310 IF Ni=] THEN 20
311 LET Ni=]

312 GO TO 49

328 IF N2=| THEN 20
321 LET N2=]

322 GO TO 4@

3306 1F N3=1 THEN 20
331 LET N3=1

332 GO TO 48

3408 IF Na=1 THEN 20
341 LET N4=]

342 GO TO a®

359 IF NS=1 THEN 20
351 LET NS=]

352 GO TO 449

360 IF N6=) THEN 28
361 LET Né6=1

362 GO TO 4@

378 IF N7=1 THEN 20
371 LET N7=1

372 GO TO 46

388 1IF N3=1 THEN 20
331 LET N3=1

332 GO TO 4@

390 IF N9=1 THEN 2@
391 LET N9=|]

392 GO TO 406

The instruction to inspect the box labeled N1 is put on
line 310. The instruction to inspect box N2 is placed on
line 320, etc. That is, I made the 10’s digit in the line
number equal the digit in the variable name. On which
line did I put the instruction to inspect box N9? This
mnemonic will help you locate these operations in the
program.

Now we’re going to insert the routines to IN-
ITIALIZE CHECK LIST and DETERMINE IF G HAS
BEEN TRIED BEFORE in our old version of COM-
PUTER GUESS. The END statement must be shifted to
line 400 and a STOP statement must be inserted after
I’'M SMART.
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1 RANDOM COMPUTER GUESS/19 QUESTIONS

9 PRINT “THINK OF A NUMBER FROM 1 TO 1@." PROGRAM
160 LET N1=0

11 LET N2=0
12 LET N3=0
13 LET N4=@
Neheees | 14 LET Ns=8
LIST 1S LET Né6=0
16 LET N7=0
17 LET N8=0@
18 LET N9=8
— 19 LET N@=0
20 LET G=INT(1@*RND(X))>+}
36 GO TO 200
4@ PRINT ''1 GUESS™ G3
608 INPUT AS
86 IF AS="YES" THEN 120
106 GO TO 20
120 PRINT '"1°'M SMART."
146 STOP
— 209 IF G=1 THEN 310
201 1F G=2 THEN 32¢
262 IF G=3 THEN 330
283 IF G=4 THEN 348
204 IF G=5 THEN 35@
205 IF G=6 THEN 360
206 IF G=7 THEN 370
207 IF G=8 THEN 388
208 IF G=9 THEN 390
300 IF N@=1 THEN 20
361 LET N@=1
362 GO TO 49
3190 IF Nl=] THEN 20
311 LET Nil=l
312 GO TO 4@
320 IF N2=1 THEN 20
321 LET N2=|
G 322 GO TO 4@
TRIED 338 IF N3=] THEN 20

BEFORE | 331 LET N3=1
332 GO TO 49
348 IF N4=1 THEN 20
341 LET Na=|
342 GO TO 40
358 IF NS=1 THEN 20
35! LET NS=1
352 GO TO 4@
368 IF N6=1 THEN 20
361 LET Né6=1
362 GO TO 40
378 IF N7=1 THEN 2@
371 LET N7=1
372 GO TO 4@
383 IF NS8=1 THEN 20
381 LET N8=|
382 GO TO 40
398 IF N9=) THEN 20
391 LET N9=1
L-392 GO TO 40
480 END
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OUTPUT

10
20
40
60
80
100
120
140
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Here is a typical game played using the new program.
The mystery number was 6.

THINK OF A NUMBER FROM 1| TO 1@.
GUESS 7 ? NO

GUESS 5 ? NO

GUESS 18 ? NO

GUESS 4 ? NO

GUESS 1 ? NO

GUESS 6 ? YES

I1'M SMART.

0t ot bt =0 b 0=

Compare the above output with the output of the origi-
nal version of COMPUTER GUESS shown earlier in
this section. Following the old program, the computer
took twenty-eight guesses; following the new program
it took only six.

% EXERCISE SET 3.1.2 iy

1. Which of the following symbols are valid names for
numerical variables? That is, which set of symbols
may be used to hold a place for anumber in BASIC?

AT D) M$ G) Q
B) DD E) F$2 H) 6T
C) 26 F) AB6 D12

2. Here is the program for a COMPUTER GUESS
game in which the human thinks of a number be-
tween 1 and 3. Add the check list routine to prevent
the computer from trying the same number twice.

RANDOM

PRINT “THINK OF A NUMBER FROM 1 TO 3.
LET R=INT(3*RND(X))+1

PRINT *1 GUESS" G3

INPUT AS

IF AS$='""YES'" THEN 120
GO TO 20

PRINT "I 'M SMART.'
END

3. Now let’s turn the tables back again. Here is a
program for a YOU GUESS game in which the
computer thinks of a mystery number between 1 and
5. When the user tries to guess the mystery number,
he might forget his previous guesses and try the
same number a second time. Insert in the program
the check list routine developed for COMPUTER
GUESS to enable the computer to determine
whether the user has tried that number before and, if
so, to respond DUMMY! YOU’VE ALREADY
GUESSED THAT NUMBER.
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1 RANDOM
16 PRINT "I°'M THINKING OF A MYSTERY NUMBER BETWEEN | AND S.'
20 LET R=sINT(S5*RNDC(X))>+1
35 PRINT "“GUESS THE NUMBER BETWEEN 1 AND 5';
40 INPUT G
60 1F G=R THEN 100
76 PRINT "GUESS AGAIN'":
380 GO TO 40
166 PRINT '"CORRECT."'

128 END
3.1.3 PREVENTING DUPLICATE GUESSES: THE
SHORT WAY

Here is a technique that will dramatically reduce
the length of the routine to prevent duplicate
guesses. To this point numerical variables have
been represented by a letter of the alphabet, or by a
letter of the alphabet followed by a digit 0-9. Now
we add a third method in which numerical variables
are represented by a subscript. Subscripted vari-
ables look like A1, Az, As, A4, . . . or B1, Bz, Bs,
B4, ... or like Ci, Ce, C3, Ca . .., etc. Sub-
scripted variables are written by using a letter of the
alphabet and then attaching as a subscript the posi-
tive whole numbers 1, 2, 3, 4 and so on. The value
of the subscript is only limited by the size of your
computer. Check your computer manual for the
maximum and minimum value of a subscript. In
some versions of BASIC the value of a subscript
may be zero.

Most terminals will not accommodate symbols
that look like A1, A2, As, . ... So, when pro-
gramming in BASIC, we indicate subscripted vari-
ables by writing A(1), A(2), A(3), . . . . The com-
puter interprets these symbols, which we read ‘A
sub1,” “Asub2,”” ““Asub3,” etc. as symbols for
subscripted variables. Be sure not to confuse A(1)
with Al or with A. A(1) and Al are different sym-
bols and have different meanings. With subscripted
variables our check list now looks like this:

LABEL | N(1) | N(2) | N(3) | N(4) | N(5) |N(6) | N(7) | N(8) | N(9) | N(10)
CONTENTS

In COMPUTER GUESS, N(3) is the label of a box
the contents of which must be examined to deter-
mine if a 3 has been tried. N(7) is the label of a box
the contents of which must be examined to deter-
mine if a 7 has been previously selected. What is the
label of the box you would look at to determine if the
number 2 had been previously selected? The general
form of the subscripted variable is N(I), where I
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holds a place for the value of the subscript. Of
course, any other letter of the alphabet could have
been used in place of I.

We are now ready to write a short version of the
COMPUTER GUESS program using the sub-
scripted variable. To do this, we refer to the same
flow chart we used in writing the long version. Here
again is the flow chart, including the two routines
INITIALIZE CHECK LIST and DETERMINE IF
G HAS BEEN TRIED.

INITIALIZE
h—— CHECK ADDITION
LIST 1
GENERATE -
G
RND (1 - 10) —
IF
| ceemmer | Loomon
TRIED BEFORE 2
TELL USER L
GUESS
G
GET USER'S
RESPONSE
AS
YES PRINT
@ 'M SMART [ | DONE
NO

As in writing the long version, let us first encode
each of the two routines to be added to the elemen-
tary version of COMPUTER GUESS. The first
routine, INITIALIZE CHECK LIST, puts zeroes in
each of the ten boxes. In the long program, ten lines
were required to put zeroes in the ten boxes. Using
the subscripted variable we do it in three:

SFORI=1TO 10
6 LET N(I) =0
7 NEXT I

To verify that these three lines put a zero in each of the
ten boxes, let’s play computer and execute these steps
longhand. For bookkeeping purposes, set up an array of
ten boxes appropriately labeled, and one box to keep
track of the value of I.

N(1)

N(2)

N(@3)

N(4)

N(S) | N(6) | N(7) | N(8) | N(9) |N(10)| I
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Look at line 5. The value of I goes from1to 10 in steps
of 1. When I =1, LET N(I) = 0 becomes LET

N(1) = 0. The computer’s memory looks like this.

N(1) | N(2) | N(3) | N(4) | N(5) | N(6) | N(7) | N(8) | N(9) |N(10)| 1
by 1
When 1 = 2, LET N(I) = 0 becomes LET N(2) = 0.
The computer’s memory now looks like this:
N(1) | N(2) | N(3) | N(4) | N(5) | N(6) | N(7) | N(8) | N(9) | N(10)| I
by by 2
When I = 3, LET N(I) = 0 becomes LET N(3) = 0.
The computer’s memory now looks like this:
N(1) | N(2) | N(3) | N(4) | N(5) | N(6) | N(7) | N(8) | N(9) [N(10)| I
2 s | P 3
This schematic shows the computer’s memory at each
step in the initializing routine.
N(1) | N(2) | N(3) [ N(4) | N(5) | N(6) | N(7) | N(8) | N(9) |N(10)| 1
by by by o 4
N(@) | N(2) | N(3) | N(4) | N(5) | N(6) | N(7) | N(8) | N(9) IN(10)| 1
o 0 o o 2 5
N(1) | N(2) | N(3) | N(4) | N(5) | N(6) | N(7) | N(8) | N(9) |N(10)| I
b4 by o o by b4 6
N@) | N(2) [ N3) | N@4) | N(5) | N(6) | N(7) | N(8) [ N(9) [N(10)| I
0 by by 0 o 2 by 7
N(1) | N(2) [ N(3) | N(4) | N(5) | N(6) | N(7) | N(8) | N(9) |N(10)| I
2 o o 2 o 2 B by 8
N(1) | N(2) [ N(3) | N(4) | N(5) | N(6) | N(7) | N(8) | N(9) [N(10)| I
o o s | p b4 o by o by 9
N(1) | N2) [ N(3) | N(4) [ N(5) | N(6) | N(7) | N(8) | N(9) |[N(10)| I
by 2 o B by o 2 by 0 J4 10
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Those three short steps in your program

FORI =1TO 10
LETN{I) =0
NEXT I

did a lot of work in the computer.

When you use a subscripted variable in a program,
you must reserve at the outset an adequate number of
storage boxes in the computer’s memory. In this par-
ticular program we need ten memory spaces set aside.
At the beginning of the program we write DIM N(10)
where DIM is an abbreviation for the word DIMEN-
SION. If you were programming the computer to play
COMPUTER GUESS in the interval 1 - 25, you would
write DIM N(25). If you wanted to play COMPUTER
GUESS between 1 and some number X, you would
have to decide beforehand the maximum value of X,
say 100, and write DIM N(100). You cannot write DIM
N(X) and later give a value to X by inserting INPUT X
in the program. The computer must know at the begin-
ning of the program the maximum number of boxes that
may be required, but you don’t have to use them all.
DIM N(100) would thus allow the user to play COM-
PUTER GUESS between 1 and any number up to 100.
Finally, if you needed three subscripted variables in a
program, you could for example write DIM A(16),
M(6), D(12) all on one line.

To sum up, here are the four lines we will use to
initialize the check list in COMPUTER GUESS 1 TO
10, utilizing the subscripted variable and the DIM
statement.

2 DIM N(10)

5 FORI=1TO 10
6 LET N(I) = 0

7 NEXT I

Now to use the subscripted variable to construct the
second routine which will determine if a number has
already been tried. The routine DETERMINE IF G
HAS BEEN TRIED BEFORE will first be represented
in a flow chart. Assume the computer has just generated
a number G between 1 and 10. The next step is to
determine if the number has already been tried. To do
this the computer looks in box N(G). For example, if the
computer generated 8 as the value of G, it looks in the
box labeled N(8). If it generated 2, it looks in N(2).
Suppose G is 7, which box must be inspected? Here is
the flow chart for this routine.
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|

GENERATE

(D)

G
RND (1 - 10)

@ YES
c

NO

N (R) =1

|

TELL USER
GUESS
G

!

Compare this flow chart with the earlier chart for the
same routine. The long way required nineteen
diamonds; the short way only one.

Here is the flow chart which combines the two
routines, INITIALIZE CHECK LIST and DETER-
MINE IF G HAS BEEN TRIED BEFORE, with the
elementary flow chart for COMPUTER GUESS.

INITIALIZE
CHECK
LIST

I

GENERATE
GUESS
G

RND (1 - 10)

.'!IEEHII'I YES
a

NO

N(G)=1

TELL USER
GUESS
G

GET USER'S
RESPONSE
AS

YES PRINT
@ I'M SMART [ ] DONE

NO

G TRIED BEFORE/1 DIAMOND

FLOW CHART

COMPUTER GUESS/1 QUESTION

FLOW CHART

97



Fun And Games With The Computer

The following program is encoded from this flow chart.

PROGRAM 1| RANDOM

INITIALIZE
CHECK

LIST

G TRIED
BEFORE

FOR I=) TO S
LET A(l)=l
NEXT 1

FOR I=1 TO S
PRINT ACI)
NEXT 1

END

FOR J=1 TO 10
LET N(J)=3
NEXT J

PRINT N(2)*N(4)
END

2 DIM NC1@)

18 FOR I=1 TO 10
[ll LET NC(I)=@

12 NEXT I

1S PRINT “THINK OF A NUMBER FROM 1 TO 10."

28 LET G=INT()@%RND(X))+])
[30 IF N(G)=1 THEN 20

35 LET N(G)=1]

40 PRINT "I GUESS' G3

66 INPUT AS

80 IF A$="YES" THEN 120
106 GO TO 20

120 PRINT *"I°'M SMART."

146 END

OUTPUT THINK OF A NUMBER FROM 1 TO 1@.

I GUESS 2 ? NO
I GUESS 18 ? NO
I GUESS 4 ? NO
I GUESS 7 ? NO
I GUESS | ? NO
I GUESS S5 ? NO
1 GUESS 6 ? YES
I'M SMART.

Compare this program with the long program in the
previous section. The long way required 60 steps; the
short way only 15!

SRR EXERCISE SET 3.1.3 1

Off-line:

1. Play computer and determine the output generated
by each of the following programs. Then add an
appropriate DIM statement which will tell the com-
puter the exact number of boxes to set aside for the
subscripted variable(s) in the programs.

C)1@ FOR A=l TO S
20 LET A(A)=2%A
3 LET B(A)=A(A)
40 NEXT A
S8 PRINT B(4)=A(3)
68 END

FOR X=S TO 10
LET A(X)=X

LET A(X+1)=A(X)
NEXT X

LET X=11}

PRINT A(X)*A(X-1)
END

ATERLRS
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E) 10 LET P(C1)=2}
20 FOR Q=2 TO 10
30 LET PC(Q)=P(Q-1)+Q
43 NEXT Q
59 FOR P21 TO 10
60 PRINT P(P)
M NEXT P
8@ END

2. Here is the elementary version of a YOU GUESS
program in which the computer thinks of a number
between 1 and 20. When you try to guess the
computer’s number, you might forget your previous
guesses and try the same number twice. Use the
subscripted variable to set up a check list routine that
will enable the computer to determine whether you
have tried that number before and, if so, respond
with the message: DUMMY! YOU’ VE ALREADY
TRIED THAT NUMBER.

1 RANDOM
18 PRINT '*I*'M THINKING OF A MYSTERY NUMBER BETWEEN | AND 24."
20 LET R=INT(2@*RND(X))+1]
35 PRINT ""GUESS THE NUMBER BETWEEN | AND 24.'
48 INPUT G
68 IF G=R THEN 100
78 PRINT 'GUESS AGAIN'3
80 GO TO 40
168 PRINT *“CORRECT."
120 END
On-line:
3. Add all of the following features to the most recent
version of COMPUTER GUESS, COMPUTER
GUESS/ 1 QUESTION;; then load and run your
new program. Name this program COM/GI
and save for further modification in the next

exercise set.
A. Steps which give the user more instructions on

how to play the game.

B. Steps which cause the bell to ring five times
after I’'M SMART is printed. Be sure to sup-
press the line feed each time the bell rings.

C. Steps to handle MAYBE, or any word other
than YES or NO, in response to the computer’s
guess.

4. Draw a flow chart and write a program that will
produce a listing of all the whole numbers between
1 and 25 inclusive in random order. Each number
between 1 and 25 inclusive should appear only once
in the list and the list should contain 25 numbers.
Your program should generate an output like this.

24 12 23 21 20
17 25 S 3 10
6 1 16 4 13
19 9 18 15 2

14 1 7 22 3
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PROGRAM
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3.2 “PLAY IT AGAIN, SAM?”

As in YOU GUESS, let’s give the user the opportu-
nity to replay COMPUTER GUESS without typing in
RUN each time. Recall the replay options explained in
section 2.2. Briefly they were: (1) Automatic Replay.
At the end of the game you inserted a GO TO statement
which directed the computer back to the beginning of
the game. When the user wanted to stop playing, he
halted the computer by typing CONTROL C. (2) Ask
the User. The computer asked the user at the end of each
game whether he wished to play again. The string vari-
able enabled the user to respond with the words YES
and NO. (3) Flag 99. You built into your program a
code number, 99, which the user typed in when he
wanted to quit playing. (4) How Many Games? At the
start of the program the computer asked the user how
many games he wanted to play. A FOR-NEXT loop
then directed the computer to play the number of games
the user specified.

Even though the tables have been turned in this chap-
ter, the program steps for three of the four replay options
remain the same. Only the Flag 99 option needs to be
modified. Look again at the YOU GUESS program with
the Flag 99 option.

RANDOM

PRINT "WHENEVER YOU WISH TO STOP PLAYING"
PRINT “TYPE IN THE NUMBER 99.*

PRINT

LET R=INT(10%RND(X)>)+|

PRINT "GUESS THE NUMBER BETWEEN | AND 108";
INPUT G

IF G=99 THEN 139

IF G=R THEN 1060

PRINT "*GUESS AGAIN'3

GO TO a8

PRINT "CORRECT."

PRINT

GO TO 20

PRINT “THANKS FOR PLAYING."

PRINT **COME BACK SQON."

END

Locate and identify the following features in the above

program.

(1) The steps to instruct the user how to terminate
play.

(2) The step which determines if the user typed in the
flag 99.

(3) The step which directs the computer to restart the
game.

(4) The steps to type out the sign-off message if the
flag has been typed in by the user.

The instructions occur in lines 10 and 11. The flag test

occurs in line 50. Restart occurs in line 110. Sign-off
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occurs in lines 130 and 135. Where would you insert
these four functions in the following COMPUTER
GUESS program?

1 RANDOM

2 DIM NC1D)

16 FOR I=1 TO 10
11 LET N(I)=0

12 NEXT 1

COMPUTER GUESS/1 QUESTION

PROGRAM

1S PRINT "THINK OF A NUMBER FROM 1 TO 10."

20 LET G=INT(10%RND(X))+]
30 IF N(G)=]) THEN 28

35 LET N(G)=1

40 PRINT *1 GUESS" G;

63 INPUT AS

80 IF AS$="YES" THEN 120
160 GO TO 2@

128 PRINT *I°'M SMART."

148 END

The two steps that give instructions should go in ahead
of line 10. The only space available is between lines 2
and 10. Let’s use lines 5 and 6.

5 PRINT ‘““WHENEVER YOU WISH TO STOP

PLAYING”

6 PRINT ““TYPE IN THE NUMBER 99.”’
The step to restart the game should be inserted after the
computer types out the message 'M SMART. Let’s use
line 130. Since the game starts at line 10 with the
initialization of the check list, the GO TO statement is:

130 GO TO 10
The steps to sign off occur at the end of the program.
Let’s use lines 140 and 145, and make line 150 the new
location for the END statement.

140 PRINT ““THANKS FOR PLAYING.”

145 PRINT ‘“COME BACK SOON.”’

150 END
Now to find a location for the flag test. Only one line in
the COMPUTER GUESS program gives the user an
opportunity to type in any response, including 99. It is
line 60, INPUT AS$. Thus the flag test must come after
line 60, but before the test for YES on line 80. Let’s use
line 70. Which of the following IF-THEN statements
would you use?

(1) 70 IF A$ =99 THEN 140

(2) 70 IF A$ = ‘99"’ THEN 140
The correct choice is (2). Here is the reason. The string
variable A$ appears in line 60. The word INPUT also
appears in line 60. Any set of characters typed in by the
user in response to the question mark generated by the
word INPUT on line 60 will be assigned to A$. You
must immediately instruct the computer to determine if
the set of characters assigned to A$ is the same as the
string of characters in the flag, that is 99. To test if the
string of characters typed in by the user is 99, the 99 you

101
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COMPUTER GUESS/FLAG “‘99”
PROGRAM 1

2
FLAG [ S
INSTRUCTION 6

7

SIGN [ 140
OFF 148
150

Fun And Games With The Computer

insert in line 70 must be in quotes. Here is COMPUTER
GUESS with the Flag 99 option.

RANDOM

DIM NC18)

PRINT “WHENEVER YOU WISH TO STOP PLAYING"
PRINT "TYPE IN THE NUMBER 99."

PRINT

FOR I=]1 TO 10

LET NC(I)>=@

NEXT I

PRINT *“THINK OF A NUMBER FROM 1 TO 1@."
LET GsINTC(1@O%RND(X))+1

IF N(G)=1 THEN 20

LET N(G)=]

PRINT I GUESS' G3

INPUT AS

IF A$="99" THEN 140 « FLAG 99"
IF AS="YES" THEN 120

G0 TO 240

PRINT "1 °'M SMART.'

PRINT

GO TO 10 <« RESTART GAME
PRINT *“THANKS FOR PLAYING."

PRINT "COME BACK SOON."

END

Here is a typical game played using the above program:

OUTPUT WHENEVER YOU WISH TO STOP PLAYING

TYPE IN THE NUMBER 99.

T™HINK OF A NUMBER FROM 1 TO 1d.
I GJESS S ? NO

I GUESS 16 ? NO

I GUESS 4 ? NO

I GUESS 6 ? YES

I'M SMART.,

T™INK OF A NUMBER FROM | TO 1@.
I GUESS 8 ? 99

THANKS FOR PLAYING.

COME BACK SOON.

When used as a flag to terminate the game, the number
99 does not mean much to the human player. DONE or
QUIT would be better, but we couldn’t use these words
in the program YOU GUESS in Chapter 2 because the
computer was looking for numbers in response to the
question mark generated by the statement, INPUT G.
Now that we have an input statement, INPUT AS$,
which looks at all inputs as a string of alphanumeric
characters, we can use DONE or any other'word. To use
DONE as a flag, we change the instruction to the user in
line 6, and insert DONE between quotes in line 70.



The Computer Guesses Your Number

RANDOM
DIM NC1@)

COMPUTER GUESS/FLAG “DONE”
PROGRAM

PRINT “TYPE IN THE WORD DONE.' «——— SPECIFY FLAG

PRINT
16 FOR I=1 TO 10
11 LET NCI)=0
12 NEXT 1
1S PRINT "THINK OF A NUMBER FROM
20 LET G=INTC(1@*RND(X))+1
30 IF N(G)=1 THEN 20
35 LET N(G@)=]
40 PRINT 1 GUESS" G3
68 INPUT AS

|
2
S PRINT "WHENEVER YOU WISH TO STOP PLAYING"
6
7

1 TO 10.*

76 IF AS="DONE'" THEN 140 «
80 IF AS="YES" THEN 120
100 GO TO 2@

120 PRINT *“I‘'M SMART."

125 PRINT

136 GO TO 19

148 PRINT *“THANKS FOR PLAYING.'
145 PRINT °*°COME BACK SOON.'

158 END

WENEVER YOU WISH TO STOP PLAYING
TYPE IN THE WORD DONE.

T™INK OF A NUMBER FROM 1 TO 10@.
I GUESS 1 ? NO

I GUESS 7 ? NO

I GUESS 8 ? NO

I GUESS 3 ? YES

I'™M SMART.

THINK OF A NUMBER FROM | TO 10.
I GUESS 2 ? DONE

T™ANKS FOR PLAYING.

COME BACK SOON.

On-line:

FLAG “DONE"

OouTPUT

EXERCISE SET 3.2 IEiaims

1. Take your COMPUTER GUESS program,
COM/G1, which you saved in exercise set 3.1.3.
Add steps to this program to permit the user to signal
the end of play by typing in a flag which is either a
word or a number. Call this new program COM/G2
and save for further modification in the next exer-

cise set.

3.3 COUNTING THE NUMBER OF GUESSES

The next feature we will add to our COMPUTER
GUESS game is a counter to keep track of the number of
guesses made by the computer. Remember, in order to
count the number of guesses in a game, three steps are
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required. (1) A step which sets a counter at zero. (2) A
step which increases the counter by 1 each time the
computer makes a guess. (3) A step which prints out the
number of guesses. They’re shown here in three boxes.

C=0 C=C+1 IT TOOK ME
C

GUESSES

If C represents the counter, where in the following flow
chart of COMPUTER GUESS would you put the three
boxes?

COMPUTER GUESS/1 QUESTION
INITIALIZE

FLOW CHART CHECK
LIST

GENERATE

(:>_’ GHESS

RND (1 - 10)

YES
O

NO

N(G)=1

[

TELL USER
GUESS
G

GET USER'S
RESPONSE
AS$

PRINT ||
I'M SMART DONE

First, let’s set the counter at zero by inserting

C=0
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before the box

GENERATE

@_’ GU(!EESS

RND (1 - 10)

Now you must decide if you want to count the number of
times the computer generates a number between 1 and
10, or the number of guesses finally typed out at the
terminal. There is a difference; the first number, the
count before screening for duplication, is larger than the
second. Eventually we’ll count both activities, but first
we’ll count only the number of guesses which are typed
out at the terminal. The box

C=C+1

must, therefore, be inserted in the branch that departs
from the NO exit of the first diamond. In short, it goes
between the diamond in which you ask;Is this number a
duplicate?’’ and the diamond in which you essentially
ask, ‘‘Is this a correct guess?’’ The box

C=C+1

is inserted after the box

N (G) =1

The third box,

IT TOOK ME
]
GUESSES

should be inserted after

PRINT
I'M SMART
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COMPUTER GUESS/COUNT GUESSES
FLOW CHART

INITIALIZE Here is the COMPUTER GUESS flow chart with all
CHECK three boxes in the right place to count the number of
LIST guesses which are typed out on the terminal.

GENERATE

C)—» G
RND (1 - 10)

@ YES
e

NO

N(G) =1

C=C+1

l

TELL USER
GUESS
G

T

GET USER'S
RESPONSE
AS$

YES IT TOOK ME
I'M SMART |— c DONE
GUESSES

NO

O From this flow chart, we write and test the following
program.

2 DIM NC1®
10 FOR Isi TO 10
11 LET N(1)=0
12 NEXT 1
14 LET C=0 <— INITIALIZE COUNTER
15 PRINT “THINK OF A NUMBER FROM 1 TO 1@."
28 LET G=INT(10*RND(X))+]
38 IF N(G)=1 THEN 20
35S LET N(G)=1
36 LET C=sC+) « INCREASE COUNTER
46 PRINT *I GUESS" G3
608 INPUT AS
80 IF AS="YES" THEN 120
106 GO TO 20
120 PRINT *1°'M SMART."
121 PRINT "IT TOOK ME ONLY*' C *“GUESSES.' «—— PRINT OUT COUNTER
148 END
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THINK OF A NUMBER FROM | TO 1@. ouTPUT
1 GUESS 18 ? NO

I GUESS 5 ? NO

I GUESS 3 ? NO

1 GUESS 8 ? NO

I GUESS 6 ? NO

I GUESS 9 ? NO

I GUESS 7 ? NO

I GUESS 2 ? YES

I'M SMART.

IT TOOK ME ONLY 3 GUESSES.

An interesting aspect of the way the computer plays
the game, but one which we never see, is the number of
times the computer must generate a number between 1
and 10 in order to come up with a number which passes
the ‘‘no duplicates’’ test. In the last game, COMPU-
TER GUESS/COUNT GUESSES, the computer typed
out eight guesses.Was that the number of random num-
bers generated by the statement: 20 LET G =
INT(10¥RND(X)) + 1? Probably not.

To count the number of times the computer generates
anumber between 1 and 10, three steps should be added
to the program COMPUTER GUESS/COUNT
GUESSES. They are:

I3LETT= 0

2 LETT=T + 1

123 PRINT ‘“‘BUT I HAD TO GENERATE”’
T ““RANDOM NUMBERS.”’

Insert the new counter, T, immediately after the state-
ment which generates the random number, that is line
20. Here is the complete program which counts the
number of whole numbers randomly generated and the
number of guesses typed out.

COMPUTER GUESS/COUNT G

1 RANDOM PROGRAM

2 DIM NC1®)

16 FOR I=} TO 10
11 LET N(I)=0

12 NEXT I

INITIALIZE NEW COUNTER

13 LET T=0 «—
14 LET C=@

15 PRINT "THINK OF A NUMBER FROM | TO 1d."

26 LET G=INT(1@0%RND(X))+]

21 LET T=T+] «
30 IF N(G)=]1 THEN 20

35 LET N(G) =1

36 LET C=C+1

43 PRINT "1 GUESS" G3

60 INPUT AS

80 IF A$="YES" THEN 120

168 GO TO 20

126 PRINT "I*M SMART."

121 PRINT *"IT TOOK ME ONLY* C “GUESSES.'"
122 PRINT

INCREASE NEW COUNTER

PRINT OUT

123 PRINT “BUT I HAD TO GENERATE" T “RANDOM NUMBERS." < . 'o0 o o

148 END
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48
S

8

42
37
33
44
28
3

22
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OUTPUT THINK OF A NUMBER FROM 1 TO 10.

13
6

11
52
21
49
23
2

1

25
50

1 GUESS 8 ? NO
1 GUESS 7 ? NO
I GUESS 9 ? NO
I GUESS 4 ? NO
I GJESS 2 ? NO
I GUESS | ? NO
I GUESS 3 ? YES
I1°M SMART.

IT TOOK ME ONLY 7 GUESSES.
BUT I HAD TO GENERATE 18 RANDOM NUMBERS.

% EXERCISE SET 3.3 ¥

On-line:

1.

Take your COMPUTER GUESS program, COM/
G2, which you saved in exercise set 3.2 and add
steps to count the number of guesses typed out by
the computer in order to hit upon the user’s number.
Add a second counter to count the number of whole
numbers randomly generated by the computer in
guessing the user’s number. This new program will
not be used again.

Draw a flow chart and write a program that will list
in random order all of the whole numbers between 1
and 52 inclusive. Each number between 1 and 52
should appear only once in the list so that the list
contains 52 numbers. After all the numbers have
been listed, have the program type out the number of
whole numbers randomly generated by the compu-
ter. On the average, how many whole numbers do
you think the computer must randomly generate in
order to produce a list without duplicates? Your
program should produce an output like this:

15 51 14
18 19 9

35 17 41
4 24 36
39 30 29
10 40 43
32 34 7

38 31 27
20 16 46
45 26 i2

BJT I HAD TO GENERATE 182 RANDOM NUMBERS.

3.4 "“TOO HIGH TOO LOW’: THE RANDOM
METHOD

In Chapter 2 we instructed the computer to tell the

user, after each guess, whether his guess was too high,
too low, or right on. This information enabled the user
to make his next guess smaller or larger and to develop
two guessing strategies. One strategy was called the
Random Method and the other the Midpoint Method.
Both methods were described in detail in section 2.6.
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Now that we have turned the tables, we would like to
teach the computer the Random Method for guessing
the mystery number the human user was thinking of. In
developing our new program, COMPUTER
GUESS/RANDOM METHOD, it is unnecessary to
have the computer keep a check list of previous guesses.
As long as it operates on the feedback information typed
in by the human player, it will be impossible for the
computer to guess the same number again. For exam-
ple, suppose I mentally pick 3 as the mystery number to
be guessed by the computer. For its first guess the
computer is to select a whole number at random from
the interval 1 to 10 inclusive. Here is a graphic represen-
tation of the problem confronting the computer.

MY NUMBER
3

1 10
<4¢—— MY NUMBER INHERE ——™™™

Say 7 is the first number generated by the computer.

MY NUMBER
3
< I- 1 + 1 1 1 1 1 1 1 1 =
L J
1 T 10
7
COMPUTER
GUESSES

I respond by typing in H for high. The computer must
now generate a whole number which belongs to the
interval 1-6.

MY NUMBER
3
< r 1 4 1 | —I |_>
L j| 10
1 6
<«— MY NUMBER IN HERE —»
Say 2 is the next number it generated.
MY NUMBER
3
: r 1 + 1 1 .] L
L J 10
1 6
2
COMPUTER
GUESSES
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I respond by typing L for low. The computer must now
generate a number which belongs to the interval 3-6.

MY NUMBER

10

MY NUMBER
IN HERE

Say 5 is the third number generated.
MY NUMBER

:

5
COMPUTER
GUESSES

7'y
©re—
o L1

10

I respond by typing H for high. Computer must now
generate a number which belongs to the interval 3-4.
MY NUMBER

|

r
L
3

4

-

10

I&I__l

MY NUMBER
IN HERE

Say 3 is the next number selected.
MY NUMBER

COMPUTER
GUESSES

I respond by typing R for right and the game is over.
Let me repeat the foregoing description using vari-
able names for the left boundary (A) and right boundary
(B) of the interval and for the computer’s guesses (G).
Thus, the first guess is a number belonging to the
interval A to B inclusive where A is 1 and B is 10.

MY NUMBER
3

A l B

1 10
<+ MY NUMBER INHERE——m——»
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The computer generates 7 for its first guess, denoted by

MY NUMBER
3

# | I | I . 1 1 | %_L

h
>

L

] t'
7
G

This is too high, so B is redefined as 6, or 1 less than G.
That is, B = G — 1. Thus, the next guess is from:

MY NUMBER
3

| .
< r 1 1 1 | -I L5
L J 10

1 6
<—MY NUMBER IN HERE—
The next guess is 2.
MY NUMBER
3
s !
<« . : O Ly
L J 10
1 6

!

Since 2 is too low, the left boundary, A, must be moved
towards the right, or 1 beyond the last guess. That is,
A =G + 1 or 3. The next guess is from:

MY NUMBER
A B
«—— r ¢ 4+ 7 Ly
1 L J 10
3 6
—
MY NUMBER
IN HERE
The next guess is 5.
MY NUMBER
A B
<! L | -l iy
1 L J 10
3 6

Qo —p
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Since 5 is too high, B is moved to the left. Thus,
B =G — 1 or 4. The next guess is from:

MY NUMBER

4

fwr—L|>4—
*AI_LIUJ

MY NUMBER
IN HERE

The next guess is 3.

GENERATE
G
RND (A - B)

1

TELL USER
GUESS
G

I

GET USER'S
RESPONSE
AS

MY NUMBER
A B
! r 1 2,
1 L 10
3 4
G

The computer has hit upon my mystery number and the
game is over.

Now that the routine for our new COMPUTER
GUESS game has been laid out in detail, let’s draw a
flow chart which specifies the sequence of steps to be
followed. The first step is to define the end points of the
interval from which the computer is to make its initial
guess.

A
B

1
10

The next step is to have the computer generate a random
whole number between A and B inclusive.

GENERATE
G
RND (A - B)
The third and fourth steps are:
TELL USER
GUESS
G
GET USER'S
RESPONSE
AS

What are the possible responses of the user? They are H
for too high, L for too low, and R for right on. Logi-
cally, the first response to test for is R. If the user has
typed in R, the computer has hit upon the user’s number
and the game is over. Here is the flow chart to this point.

I'M SMART DONE
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If the user did not type in R, then the computer must
determine if he typed H or L. Let’s program it first to
look for H.

What if the user has typed in neither R nor H? Do we
need a third diamond to test for an L? No, if the user has
cooperated by typing in H, R, or L, then the NO exit
from the above diamond leaves L as the only alterna-
tive. Here is the flow chart to this point.

1

A
B=10

[

GENERATE
G
RND (A - B)

I

TELL USER
GUESS
G

]

GET USER'S
RESPONSE
AS

I'M SMART DONE

There are two branches to be completed, one YES
and one NO. Take the YES branch first. That is, the
computer’s guess was too large and its next guess must
be a smaller number. To insure that the next guess is
smaller, the right end point of the interval, B, must be
made one less than the last guess. Thus B=G — 1.

A G-1 G B
1 |

a_l
T MOVE
<———— NUMBER IN HERE ————

Now for the NO branch. That is, the computer’s
guess was too small and its next guess must be a larger
number. To insure that the next guess is larger, the left
end point of the interval, A, must be made one more
than the last guess. Thus A =G + 1.

A G G+1
1

B
<! - jl

»
>

l MOVE .
<4—NUMBER IN HERE —»

NO

13
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After either of these events, B=G—-1 or
A =G + 1, the next step is to loop back to the box
where the computer generates a number between A and
B. Here is the complete flow chart.

1

A
B=10

oy

GENERATE
G

RND (A - B)

l

TELL USER
GUESS
G

il

GET USER'S
RESPONSE
AS

I'M SMART  — DONE

A=G +1 1

From this flow chart the following program is written
and tested.

RANDOM

LET A=] .
LET B-I——I‘ INITIAL INTERVAL
PRINT “THINK OF A NUMBER FROM 1 TO 18.*
LET GsINT((B-A+1)®xRND(X))+A «— GENERATE GUESS
PRINT 1 GUESS" GJ

INPUT AS

IF A$=*"R" THEN 200

IF As$="H* THEN 160

LET A=G+| « NEW LEFT END POINT
GO TO 20

LET B=G-] « NEW RIGHT END POINT
GO TO 20

PRINT *I°*'M SMARTI!"

END

OUTPUT TINK OF A NUMBER FROM | TO 10@.
I GUESS 6 ? H
I GUESS | ? L
I GUESS 2 ? R
I'M SMART!
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To sum up, here is a simplified block diagram of
COMPUTER GUESS/RANDOM METHOD, showing
the role of the human player.

A=1
B=10
|
[ —y
RANDOM OUTPUT: GUESS
METHOD _ INPUT: FEED BACK | PLAYER

I

NEW VALUE GAME
FOR OVER
AORB

— ¥

At the start the computer is told the initial values of A
and B. After that the computer generates a random
number, outputs the number, and gathers feedback.
Depending on the feedback, the game is either over or a
new value for A or B is computed. If a new value is
computed for one of the end points, the computer then
loops back to the start of the procedure. This procedure
is repeated until the computer hits upon the user’s
number. This will occur after a finite number of repeti-
tions, or iterations.

Our new COMPUTER GUESS/RANDOM METH-
OD game will be even more fun if the player can choose
as the mystery number a number which belongs to a
larger interval. Suppose the user wants to play COM-
PUTER GUESS/RANDOM METHOD between 1 and
1000; what changes need to be made in the following
COMPUTER GUESS/RANDOM METHOD program?

1 RANDOM

18 LET A=]

15 LET B=id

20 LET G=INT((B-A+1)*RND(X))+A
40 PRINT *1 GUESS'" G3

68 INPUT AS
806 IF AsS="R"“
108 1F AS="H*
120 LET A=G+1
148 GO TO 20
160 LET B=G-1
188 GO TO 20
200 PRINT "“I°'M SMART!"
210 END

All that we need to do is to let the user specify the left
end point of the interval, A, and the right end point of
the interval, B. Thus we substitute the following for
lines 10 and 15 above.
10 PRINT ‘““GIVE ME LOWER AND UPPER
NUMBERS”’;
15 INPUT A, B

THEN 200
THEN 168

PROGRAM

COMPUTER GUESS/
RANDOM METHOD
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Here is the complete program with a sample run. I
picked 400 as the number to be guessed in the interval

COMPUTER GUESS/RANDOM METHOD/ 123 to 432.
EXPAND INTERVAL ppoGRAM 1

116

—> 10

130
200
210

ouTPUT

RANDOM

PRINT *“GIVE ME LOWER AND UPPER NUMBERS'3
INPUT A,B

LET G=INT((B-A+1)%xRND(X))+A
PRINT "1 GUESS" Gs

INPUT AS

IF A$="R" THEN 200

IF A$s"H" THEN 168

LET A=G+1

GO TO 20

LET B=G-1

GO TO 20

PRINT "I 'M SMARTI!"

END

GIVE ME LOWER AND UPPER NUMBERS? 123,432
I GUESS 351
I GUESS a1s
1 GUESS 410
I GUESS 404
I GUESS 356
I GUESS 374
I GUESS 388
I GUESS 395
I GUESS 400
I'M SMART!

LI IR BRI I IR
= X ol il = -

s EXERCISESET34 ®

On-line:

1. Incorporate all of the following features into our
new COMPUTER GUESS/RANDOM METHOD
program. Load and run this new program and save
as COM/G4.

A. Add steps which tell the user how to play the
game; also add any other layout features and
computer personality that you desire.

B. Add steps to handle inputs other than H, R, or
L in response to the computer’s guess.

C. Add steps that employ one of the replay
options described in sections 2.2 and 3.2.

D. Add steps that count the number of guesses
required by the computer to hit upon the user’s
number.

2. Take your program COM/G4 and change it so that
you will be able to choose as the mystery number
any number between 1 and 1000. This means that A
should be set at the value 1, and B at the value 1000.
Play five games with your program and insert in the
following table the number of guesses needed by the
computer for each game, and the average number of
guesses needed for the five games. Save this new
program as COM/GS for use in the next section.
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GAME # # GUESSES

2

4
5
AVERAGE

3.5 “TOO HIGH TOO LOW": THE MIDPOINT
METHOD

We leave the Random Method to focus on a second
strategy, the Midpoint Method, which was outlined in
section 2.6.2. Both methods depend on feedback from
the user. Let’s review the Midpoint Method as you used
it when playing YOU GUESS games in the exercise set
at the end of Chapter 2. After all, if you don’t know the
method in detail, you can’t teach it to the computer.

Suppose in one of the games the computer picked a
mystery number between 1 and 1000. Your first guess
should have been 500, ‘‘halfway’’ between 1 and 1000.
Then, if 500 was not correct, your next guess should
have been either 250, ‘‘halfway’’ between 1 and 500; or
750, ‘‘halfway’’ between 500 and 1000. Each time you
guessed, your new guess (if needed) should have come
from the midpoint of a new, smaller interval.

In the Midpoint Method, you are repeatedly finding
the midpoint of an interval by averaging the two num-
bers marking the end points. In short, you add up the
two numbers and divide by 2. Thus, if the original
interval is 1 to 1000, the average of 1 and 1000 is

+
1——21@ or l(z)ﬂ or 500.5.

To avoid obtaining mixed numbers, round off the
number by using the next lower whole number, that is,
by ‘‘rounding down.”’ Thus, 500.5. becomes 500. This
method has one limitation: you’ll never guess the
number 1000. Likewise, if you ‘“‘round up,”’ you’ll
never guess the number 1. I’ll leave it to you to discover
why. You can get around this difficulty by making one
end point of the interval the number O, and the other end
point the number 1001. Check this out yourself if you
wish.

Now let’s teach the computer the Midpoint Method.
Let A and B mark the end points of the interval which
contain the number. Let the initial value of A and B be 0
and 1001 respectively. Let G be the computer’s guess,
the average of A and B:

A+ B

G = >

To round G down, use INT:

G = INTI:A—JZI—B].
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If necessary, refer to section 2.1.1 for the operation of
INT.

Here is a graphic demonstration of the procedure.
Suppose I pick 212 as the mystery number to be guessed
by the computer.

MY NUMBER
212

A l B

0 1001
< MY NUMBER IN HERE —— 88 ™ »

The computer’s first guess is
INT((A + B)/2) = INT((0 + 1001)/2) =
INT(1001/2) = INT(500.5) = 500.

MY NUMBER
212
A l B
<« l 1>
L ! d
0 T 1001
500
G
COMPUTER
GUESSES

This guess is too high. The computer must move the
right end point B to the left by setting B equal to G.

MY NUMBER
212
A l B
7 -
h 500 1001
-— —_—

MY NUMBER IN HERE

The computer’s second guess is
INT((0 + 500)/2) = INT(500/2) = INT(250) = 250.

MY NUMBER
212

g
I

250
G

COMPUTER
GUESSES

>

Siliw
L
]

This guess is still too high. The computer again sets B
equal to G.

MY NUMBER
212

¥
J
250

—

MY NUMBER
IN HERE

ﬁl

T orti»

1001
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The computer’s next guess is
INT((0 + 250)/2) = INT(250/2) = INT(125) = 125.

MY NUMBER
212

T 250 1001

125
G
COMPUTER
GUESSES

'y
ori>»

This time G is too low. The computer must move A to
the right, setting A equal to G. The target area is getting
smaller, so I’'ll change the scale of my drawing, show-
ing only the interval of interest.

MY NUMBER
212
A l B
<« 1
L ]
125 250

MY NUMBER IN HERE

4
v

The computer’s next guess is
INT((125 + 250)/2) = INT(375/2) = INT(187.5) = 187.

MY NUMBER
212
A l B
< { }:
125 T 250

187
G

COMPUTER

GUESSES

G is still too low. The computer again moves A to the
right, setting A equal to G.

MY NUMBER
212
l B
<l 1
- L |
187 250

<4—— MY NUMBER INHERE ——MM™™™8 ™

The computer’s next guess is
INT((187 + 250)/2) = INT(437/2) = INT(218.5) = 218.

MY NUMBER
212
A l B
[ 1,
bl i
187 T 250
218
COMPUTER

GUESSES

119
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This is too high, so it sets B = G.

MY NUMBER
212
A l B
<« 1
“t 1
187 218

4¢——— MY NUMBER INHERE —Mm—™»

The computer’s next guess is
INT ((187 + 218)/2) = INT(405/2) = INT(202.5) = 202.

MY NUMBER
212
A l B
<« 1,
L J
187 218
202
G
COMPUTER
GUESSES
This is too low, so it sets A = G.
MY NUMBER
212
A l B
T ]%
202 218
< MY NUMBER IN HERE —»

The computer’s next guess is
INT((202 + 218)/2) = INT(420/2) = INT(210) = 210.

MY NUMBER
212
A l B
<« 1
L T |
202 218
210
G
COMPUTER
GUESSES
G is too low, so it sets A = G.
MY NUMBER
212
A l B
« : 1
L J
210 218

A

MY NUMBER IN HERE ———™88 ™ »

The computer’s next guess is
INT((210 + 218)/2) = INT(428/2) = INT(214) = 214.

MY NUMBER
212
A l B
« 1>
L T )
210 218
214
G
COMPUTER

120 GUESSES
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G is too high, so it sets B = G.

MY NUMBER
212
A l B
210 214

A

MY NUMBER IN HERE —MMmMmp

The computer’s next guess is
INT((210 + 214)/2) = INT(424/2) = INT(212) = 212.

MY NUMBER
212

| .
T 2314
G

COMPUTER
GUESSES

4
N
2>

The guess is correct! It took nine guesses for the compu-
ter, following the Midpoint Method, to trap the mystery
number in the middle of an interval two units in length.

Now that we know the method, let’s teach it to the
computer. An easy way to do this is to look at the flow
chart for COMPUTER GUESS/RANDOM METHOD
and ask yourself what changes are necessary.

] COMPUTER GUESS/RANDOM METHOD

A
B=10 FLOW CHART

GENERATE
G

RND (A - B)

l

TELL USER
GUESS
G

I

GET USER’'S
RESPONSE

I'M SMART [ —— DONE

A=c+1 )
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Four changes are required to transform this flow chart
into COMPUTER GUESS/MIDPOINT METHOD.

First, change to
A=1 A=0
B=10 B = 1001
Second, change to
GENERATE COMPUTE
G G
RND (A - B) INT( (A+ B)/2)
Next, change to
A=G+1 A=G
and to
B=G-1 B=G

Here is the flow chart for COMPUTER GUESS/ MID-
POINT METHOD.

COMPUTER GUESS/MIDPOINT METHOD A—0
FLOW CHART B =1001

[

CALCULATE

: INT( (AG+ B)/2)
I

TELL USER
GUESS
G

|

GET USER'S
RESPONSE
AS$

I'M SMART |— DONE

From this flow chart the following program is written
and tested.
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16 LET A=0 P PROGRAM
1S LET B=1081 < INITIAL INTERVAL

16 PRINT "THINK OF A NUMBER FROM 1 TO 10006."
20 LET G=INT((A+B)/2) «— CALCULATE GUESS
4@ PRINT 'l GUESS" Gs

68 INPUT AS

80 IF A$="R" THEN 200

106 IF A$="H*" THEN 160

126 LET A=G < NEW LEFT END POINT
1480 GO TO 20
166 LET B=G « NEW RIGHT END POINT

180 GO TO 20
208 PRINT *I'M SMART!"
219 END

THINK OF A NUMBER FROM | TO 100@0. OUTPUT
I GUESS 500
i GUESS 250
I GUESS 125
1 GUESS 187
1 GUESS 218
1 GUESS 202
I
1
I
1

& X

GUESS 210
GUESS 214
GUESS 212
'M SMART!

I I I I RPN Y
IRCrLer

Here is a block diagram of COMPUTER GUESS/
MIDPOINT METHOD.

OUTPUT: GUESS

MIDPOINT - >
METHOD _INPUT: FEEDBACK | PLAYER

l

NEW VALUE GAME
FOR OVER
AORB

¥

Compare this diagram with the block diagram following
the program COMPUTER GUESS/RANDOM
METHOD. The diagrams are the same. The programs
are essentially the same. The differences occur in (1) the
initialization of the end points of the interval, (2) the
method of guessing a number, and (3) the assignment of
new values to A or B:
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Random Method Midpoint Method
Initialization of A =1 A=0
the End Points B = 1000 B = 1001

Method of Guessing G=INT((B—A +1)*RND(X)) +1 G=INT((A+B)/2)

Assignment of New A=G+1 A=G
End Point Values B=G-1 B=G
Random Statement Necessary Unnecessary

* { EXERCISE SET 3.5 & R
On-line:

1. Take your program COM/GS5, and modify it so that it
uses the Midpoint Method for guessing a number.
Play five games with your program. Insert in the
following table the number of guesses needed by the
computer for each game, and the average number of _
guesses needed for the five games. rhis new pro-
gram will not be used again.

GAME# #GUESSES
1
2
3
4
5
AVERAGE

3.6 WHICHISTHEBETTERSTRATEGY: RANDOM
OR MIDPOINT?

In exercise set 3.4 you played five games with the
computer using your COMPUTER GUESS/RANDOM
METHOD program and inserted the results in a table. In
exercise set 3.5 you played another five games with the
computer using your COMPUTER GUESS/MID-
POINT METHOD program. Which strategy is better?
In this case, the better strategy is the one which allows
you or the computer to hit upon the mystery number
with the smaller aumber of guesses, on the average. Of
course, a strategy which works better for you most of
the time may occasionally require a very large number
of guesses. We want to take a look at that characteristic
of each strategy also.

Look at the results you obtained in the five games you
played using each method. Which method required the
smaller number of guesses, on the average? Which
method required the largest number of guesses in any
one game? The smallest number of guesses in any one
game?

Unfortunately I can’t look over your shoulder at your
results, so let us both look at the results obtained by my
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computer. When it used the Random Strategy, it fol-
lowed a program just like the one I asked you to write in
exercise set 3.4. When it used the Midpoint Strategy, it
followed a program just like the one I asked you to write
in exercise set 3.5. Here is my COMPUTER
GUESS/RANDOM METHOD program.

1 RANDOM COMPUTER GUESS/RANDOM METHOD
18 LET A=l

1S LET B=106060

16 PRINT "THINK OF A NUMBER FROM 1 TO 1000."
17 LET C=8

28 LET G=INT((B-A+1)*RND(X))+A
21 LET C=C+]

4@ PRINT "I GUESS" G3

68 INPUT AS

88 IF As$="R" THEN 200

166 IF A$="H'" THEN 168

126 LET A=G+!

146 GO TO 20

168 LET B=G-1

1860 GO TO 2@
209 PRINT *I°'M SMARTI"
201 PRINT "I TOOK' C *"GUESSES."
218 END

Here are five games played with the above program.

GAME NO. 1 GAME NO. 3
THINK OF A NUMBER FROM 1 TO 10006. THINK OF A NUMBER FROM | TO 1000.

1 GIESS 9 7 L T GUESS 367 ? L

I GUESS 600 ? H I GUESS 647 ?* H

I GUESS 375 7 H I GUESS 325 ? L

I GUESS 369 7 H 1 GUESS 414 7 L

I GUESS 126 ? H I GUESS 461 ? H

I GUESS 20 ? L I GUESS 4483 ? H

I GUESS 86 ? H 1 GUESS 431 ? L

I GUESS 823 ? H I GUESS 441 ? H

I GUESS 21 ? L I GUESS 446 7 H

1 GUESS 56 ? L I GUESS 435 ? H

I GUESS 77 7 H 1 GUESS 433 7?7 H

I GUESS 66 ?* H 1 GUESS 432 ? R

1 GUESS 63 ? H I1'M SMART!

1 GUESS 59 ? H I TOOK 12 GUESSES.

{ gusss 50 7 8

I TOOK 15 GUESSES. THINK OF A NUMBER FROM |1 TO 1@040.
I GUESS 667 ? L

GAME NO. 2 I GUESS 855 ? L

THINK OF A NUMBER FROM | TO 10068. 1 GUESS 898 ? H

I GUESS 641 ? H I GUESS 897 ? H

I GUESS 223 7 L I GUESS 869 ? H

I CUESS 436 ? L ! GUESS 857 ? L

I GUESS 511 7?7 L 1 GUESS 863 ? L

I GUESS S12 ?2 L 1 GUESS 866 ? L

I GUESS 526 7 H I GUESS 868 ? R

I GUESS 523 ? H I'M SMART!

I GUESS 517 7 L I TOOK 9 GUESSES.

I GUESS 520 ? H

1 GUESS 518 ? R

I'M SMART!

1 TOOK 16 GUESSES. 125
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GAME NO.5 THINK OF A NUMBER FROM | TO 1000.

I GUESS 757 ? H
1 GUESS 635 ? H
I GUESS 224 ? H
I GUESS 41 ? L

I GUESS 208 ? L
1 GUESS 222 ? H
I GUESS 221 ? H
I GUESS 219 ? H
I GUESS 218 ? H
I GUESS 218 7?7 L
I GUESS 214 ? H
I GUESS 212 7 L
I GUESS 213 ? R
I'™M SMART!

I TOOK 13 GUESSES.

Here is a summary of the five games:

Game# #Guesses

T 15

2 10

3 12

4 9

5 13
AVERAGE 5—2 ~11.8

How does my table compare with the table you con-
structed in exercise set 3.4?

Referring to the table , what is the minimum,
maximum and average number of guesses required by
the computer to hit upon the mystery number? The
minimum number in the table is nine. However, in
theory we know the computer can hit upon the mystery
number on its first guess. But this would not happen
very often. The maximum number in the table is 15.
However, just as it is possible for the computer to get
lucky, it could also be extremely unlucky. Suppose I
picked 1 as the number for the computer to guess. The
computer’s first guess could be 1000 which is too high.
The next guess could be 999 which is again too high.
This could be followed by a third guess of 998. But such
a sequence of guesses which begins at 1000 and de-
creases by 1 each time seems highly unlikely. What is
the average number of guesses per game according to
the table? The total number of guesses in the five games
was 59. Divide this by the number of games and the
average is 11.8 guesses per game. The five sample runs
of COMPUTER GUESS/RANDOM METHOD can be
summarized as follows:

Minimum Number of Guesses: 9
Maximum Number of Guesses: 15
Average: 11.8
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So much for the Random Method. Now look at COM-
PUTER GUESS/MIDPOINT METHOD. Here is my
program.

18 LET A= COMPUTER GUESS/MIDPOINT METHOD
15 LET B=1060@1

16 PRINT “THINK OF A NUMBER FROM 1 TO 1800."
17 LET C=0

20 LET G=INT((A+B)/2)

21 LET C=C+1

40 PRINT *1 GUESS" Gs

60 INPUT AS

88 1IF A$="R" THEN 200

1828 1IF AsS="d'" THEN 160

128 LET A=G

146 GO TO 28

168 LET B=G

186 GO TO 28
200 PRINT *I°'M SMART!"
281 PRINT *1 TOOK*' C "GUESSES."
218 END

Here are five games played with the above program. To
make the results comparable, I picked the same five
numbers, 58, 518, 432, 868, and 213, thatI used in my
five games with COMPUTER GUESS/RANDOM

METHOD.
GAME NO. 1 GAME NO. 3
T™INK OF A NUMBER FROM 1 TO 1808. TMINK OF A NUMBER FROM 1 TO 1004.
I GUESS 500 ? H I GUESS 588 ? H
1 GUESS 250 7 H 1 GUESS 256 ? L
1 GUESS 125 ? H 1 GUESS 375 7 L
1 GUESS 62 7 H I GUESS 437 7 H
1 GUESS 31 7 L I GUESS 486 7 L
1 GUESS 46 ? L I GUESS 421 ? L
I GUESS 54 7 L I GUESS 429 ? L
1 GUESS S8 ? R I GUESS 433 7 H
1'M SMART! I GUESS 431 7 L
I TOOK 8 GUESSES. I GUESS 432 ? R
I'M SMART!
GAME NO. 2 I TOOK 18 GUESSES.
THINK OF A NUMBER FROM 1| TO 1000.
I GUESS 508 ? L GAME NO. 4
1 GUESS 758 ? H T™HINK OF A NUMBER FROM 1| TO 10040.
1 GUESS 625 ? H I GUESS 568 ? L
I GUESS S62 ? H I GUESS 750 ? L
I QUESS 531 ? H 1 GUESS 875 ? H
I GUESS S15 ? L I GUESS 812 ? L
I GUESS 523 7 H S 843 72 L
I GUESS 519 ? H i %ggs 853 7 L
I GUESS 517 7 L 1 GUESS 867 7 L
1 GUESS S18 7 R 1 GUESS 871 ? H
1°M SMART! I GUESS 869 ? H
I TOOK 16 GUESSES. 1 GUESS 8683 ? R
I'M SMART!

I TOOK 18 GUESSES.
127
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THINK OF A NUMBER FROM 1 TO 1000. Here is a summary of the five games:

I GUESS 5086 ? H

I GUESS 256 ? H Game # #Guesses
I GUESS 125 ? L 1 g

I GUESS 187 ? L ) 10

1 GUESS 218 ? H 3 10

1 GUESS 202 7 L 1 10

I GUESS 218 ? L s 0

I GUESS 214 7 4

I GUESS 212 ? L AVERAGE 8 _956
1 GUESS 213 ? R 5

1'M SMART!

I TOOK 1@ GUESSES.

The minimum, maximum and average number of
guesses required by the computer to hit upon the mys-
tery number are:

Minimum Number of Guesses: 8
Maximum Number of Guesses: 10
Average: 9.6

“Let’s put the two summaries side by side.

Random Method Midpoint Method

Minimum Number of Guesses: 9 3
Maximum Number of Guesses: 15 10
Average: 11.8 9.6

Which is the better strategy? Based on the data gathered
from the ten sample runs, the Midpoint Method looks
like the winner. Can we be sure? Suppose I had picked
numbers other than 58, 518, 432, 868, and 213 for the
computer to guess. Would the results be about the
same? Will the Random Method ever guess a number in
one try? Will it ever take 1000 guesses? Will the Mid-
point Method ever guess a number in one try? Will it
ever take more than ten guesses? Are my averages
reliable? To answer these questions or to get more
reliable estimates, we need to play a large number of
games, say 1000, using each method. You can do this
one of two ways. You can sit at your terminal and play
one game every two minutes. Would you believe this
comes to about 33 hours for each method? On the other
hand you can take advantage of the speed of the compu-
ter, by programming the computer not only to guess the
mystery number, but to think of it in the first place!
Starting first with the Random Method, let’s give the
computer this dual role.

3.6.1 THE RANDOM METHOD: 1000 GAMES

The human operations in playing the COMPUTER
GUESS/RANDOM METHOD game are:
1. Think of a number between 1 and 1000 and re-
member it.
2. Inform the computer whether its guess is too high,
too low, or right on.
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We can program the computer to perform both these
‘‘human’’ tasks for us. The following flow chart for
COMPUTER GUESS/RANDOM METHOD has been
modified to show the two human operations in dashed
boxes.

— —
| HUMAN THINKS |
OF A NUMBER

l____‘;____l

A=1
B = 1000

[

C=0

ll
GENERATE

O G

RND (A - B)

C=C+1

[

TELL USER
GUESS

S

r HUMAN DECIDES IF 1
COMPUTER'S GUESS IS |
TOO HIGH, TOO LOW

I___O_RRIGHL_._I
T

DONE

GET USER'S
RESPONSE
AS$
IT TOOK ME
I'M SMART  (— c
GUESSES
A=G+1 1
B=G-1
Let’s program the first human task: ——————

| HUMAN THINKS
OF A NUMBER

In real life the human picks his mystery number ‘‘at
random’’ between 1 and 1000. The computer can easily

COMPUTER GUESS/HUMAN OPERATIONS
FLOW CHART
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NO

NO

A=G+1

YES

YES
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do this by generating a number at random between 1 and
1000. The dashed box can be replaced by:

GENERATE
H
RND (1 — 1000)

The next step is to program the computer to perform
the second human task: decide if the computer’s guess is
too high, too low, or right on. This ‘‘human’’ decision
is made after the computer types out its guess.

Since the computer will make this decision instead of
a human, there is no need to have the guess typed out,
and no need to have the computer get the ‘‘human’’
response: too high, too low, or right on.

TELL USER GET USER'S
GUESS and RESPONSE
G AS

can be eliminated. Having crossed out those two boxes,
let’s expand into a flow chart the ‘‘human’’ task:

I COMPUTER'S GUESS IS |
RIGHT, TOO HIGH
L— OR TOO LOW

The first step is to test whether the computer hit upon the
mystery number. That is, DOES G = H? If G does
equal H, then the computer is on target and the game is
over. If G does notequal H, then two possibilities exist.
If the computer’s number is greater than the human’s,
G > H, the computer’s guess is too high and the right
hand end point of the interval, B, must be moved one
unit to the left of G by saying: LET B = G-1. If G is not
equal to H and is not greater than M, the third possibil-
ity must follow, namely G<H. In this case, the
computer’s guess is too low and the left end point of the
interval, A, must be moved one unit to the right by
saying: LET A = G+1. Let’s flowchart these compari-
sons.

: I TOOK
I'M SMART c — DONE
GUESSES

B=G-1 (1)

The circles with the number 1 take the computer back to

GENERATE

®_W RND ?A— B)
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So much for the human tasks. Here is the revised flow
chart.

@_7 RND (GA— B)

GENERATE COMPUTER GUESS/RANDOM METHOD/“DEHUMANIZE”
H FLOW CHART
RND (1 — 1000)
I
CcC=0
A=1
B = 1000

GENERATE

C=C+1

YES | TOOK
| I'M SMART [ C — DONE
GUESSES

NO

NO

A=G+1

o

The following program is encoded from the above flow
chart.

130
140
150

RANDOM PROGRAM

LET H=INT(1000*RND(X)) +] «— PICK NUMBER FOR HUMAN
LET C=0

LET A=|

LET B=1000

LET GsINT((B-A+1)%RND(X))+A

LET C=C+1

IF G=H THEN 130

IF G>4 THEN 110

LET A=G+] « IFG<H
GO TO S@

LET B=G-1 < IFG>H'
GO TO S@

PRINT “1I°'M SMART!"<+—IFG=H
PRINT "1 TOOK" C '“GUESSES."

END

Here is a typical run: 1°M SMART! ouTPUT

I TOOK 18 GUESSES.

Does the program operate as we planned? The output
doesn’t tell us. To take a look behind the scenes, let’s
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insert two ‘‘see through’’ print statements. One will tell
us the mystery number picked by the ‘‘human’’: 15
PRINT ‘““HUMAN PICKED’’ H. The other will tell us
the computer’s guesses: 55 PRINT *‘I GUESS™ G.
Here is a typical run of the ‘‘see through’’ version of the
program.

HUMAN PICKED 9838

18 LET HsINT(188@%RND(X))+1 I GUESS S§32
1S PRINT “HUMAN PICKED" H < PRINT OUT COMPUTER'S I GUESS 615
280 LET C=0 GUESS I GUESS 867
38 LET A=) I GUESS 912
40 LET B=1000 I GUESS 923
S@ LET G=INT((B-A+1)*RND(X))+A 1 GUESS 978
SS PRINT I GUESS' G-<———PRINT OUT HUMAN I GUESS 932
68 LET C=C+1| NUMBER I GUESS 997
760 IF GsH THEN 130 I GUESS 996
88 1IF G>H THEN 110 I GUESS 9386
98 LET A=G+l 1 GUESS 99¢
160 GO TO SO 1 GUESS 987
116 LET B=G-] I GUESS 988
120 GO TO SO 1'M SMART!
138 PRINT "I °'M SMART!" I TOOK 13 GUESSES.,
148 PRINT "1 TOOK' C "GUESSES."

156 END

COMPUTER GUESS/
RANDOM METHOD/N GAMES

Convinced that the program operates satisfactorily, let’s
have the computer play the game as many times as we
wish. We will specify the number of games, N, to be
played after we say RUN. To do this, we will put the
program, COMPUTER GUESS/RANDOM METH-
OD/‘‘DEHUMANIZED"’ in a loop using FOR and
NEXT. P will count off the number of games played.
Furthermore, since we’re now interested in having the
computer play many games as quickly as possible, we’ll
omit the PRINT statements which tell us the mystery
number for each game, the computer’s guesses, and the
fact that the computer is smart.

1 RANDOM HOW MANY GAMES? 240
7 PRINT "HOW MANY GAMES*3 I TOOK 9 GUESSES.
8 INPUT N I TOOK 7 GUESSES.

——9 FOR P=l TO N I TOOK 14 GUESSES.

16 LET H=sINTC18@@%RND(X))+1 1 TOOK 11 GUESSES.
26 LET C=0 1 TOOK 8 GUESSES.

30 LET A=) I TOOK 11 GUESSES.

48 LET B=1000 I TOOK 18 GUESSES.

S@ LET G=INT((B-A+1)%RND(X))+A I TOOK 14 GUESSES.

GAuES 68 LET CaC+l I TOOK 12 GUESSES.
L ooP 76 IF G=H THEN 140 I TOOK 9 GUESSES.

80 IF G>H THEN 110 I TOOK 16 GUESSES.

90 LET A=G+l I TOOK 13 GUESSES.

166 GO TO SO I TOOK 12 GUESSES.

116 LET B=G-1 I TOOK 18 GUESSES.

1286 GO TO S@ I TOOK 16 GUESSES.

148 PRINT I TOOK" C “GUESSES." I TOOK 14 GUESSES.

145 NEXT P I TOOK 19 GUESSES.

158 END I TOOK 13 GUESSES.

1 TOOK 14 GUESSES.

1 TOOK 12 GUESSES.
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We’re interested in the results, not of each game, but of
many games. That is, we’re interested in how many
games it took one guess to hit upon the mystery number,
in how many games it took two guesses, in how many
games it took three guesses, etc. In short we’re in-
terested in the frequency of games that took one, two,
three, four, five, etc. guesses. If you were keeping track
of the frequency by hand, you would set up a tally list
which would look something like this:

Number of Guesses Frequency

VoA WN—

To set up a “‘tally list’’ in the computer, we use a
subscripted variable. At the beginning of this chapter
we used a subscripted variable to set up a check list to
avoid duplicate guesses. A DIM statement was needed
to set aside a certain number of boxes. How many boxes
must we now set aside for rhis tally list? Certainly the
minimum number of guesses is 1 (the computer might
get lucky). To this point the maximum number has been
19 (look at the last output), so 25 boxes ought to be
enough. If it isn’t, we can change our upper limit to 30
or 40. We’ll use the variable F for frequency and sub-
script it as: F(1), F(2), F(3), . . . , F(25). In box form the
““tally list”’ looks like this:

LABEL

F(1)

F(2)

F(3)

F4)

F(5)

F(6)

F(7)

F(8)

F(9)

F(10)

CONTENTS

0

0

0

0

0

0
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LABEL
CONTENTS
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F(11)

F(12)

F(13) | F(14) | F(15) | F(16) | F(17) | F(18) | F(19) | F(20)

F1) | F22) | F23) | F(24) | F25)
0 0 0 0 0

Each time a game is played, the computer will find the
box which represents the number of guesses necessary
to hit upon the mystery number and add one (1) to the
contents. When 30 games have been played, the
computer’s ‘‘tally list”” might look like this:

F(1)

F(2)

F(3) | F4) | F(5) | F6) | F(7) | F(8) | F(9) | F(10)

0 0 3 0 1 0 2 1

F(11)

F(vl 2)

F(13) | F(14) | E(15) [ E(16) | F(17) [ F(18) [ F(19) | F(20)

FQ21) | F(22) | F(23) | F(24) | F(25)

If in the thirty-first game 13 guesses are required, the
computer adds 1 to box F(13). In BASIC we write LET
F(13) = F(13) + 1, which means that the new value of
F(13) is equal to the old value of F(13), 5, plus 1, or 6.
Thus, after each game is played, the computer executes
this statement:

LET F(C) = F(C) + 1

in which C is the number of guesses needed to hit upon

the mystery number.

Let’s fix up the old program COMPUTER
GUESS/RANDOM METHOD/N GAMES. First, let’s
put in the tally list. Three things are required.

(1) A DIMENSION statement to set aside space in the
computer’s memory for the 25 boxes: 2 DIM
F(25).

(2) An initializing loop to put a zero in each box. Add
the following initializing loop:

3 FORI=1TO 25
4 LETF(I) =0
5 NEXT 1

(3) A tally statement LET F(C) = F(C) + 1 to be exe-
cuted after each game is played. The ideal position
for this statement is the line in the old program
occupied by the statement 140 PRINT ‘I TOOK”’
C ““GUESSES.”’ Since we don’t need to print the
number of guesses anyway, remove the PRINT
statement and insert 140 LET F(C) = F(C) + 1.

Finally, to print out the frequency table after the 1000
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games are played, add this loop:

150 PRINT *“‘GUESSES,”” ““FREQUENCY”’
155 FOR1 =1 TO 25
156 PRINT I, F(I)
157 NEXT I
Here is the new program COMPUTER GUESS/ RAN-
DOM METHOD/RANDOM.

1
2

3

[ a
S

7

8

9

[ 10
20
38
40
50
60
79
80
90
180
110
120
149
—145
1590
155
l:l56
157
160

INITIALIZE
TALLY
LIST

N
GAMES
LOOP

PRINT OUT
FREQUENCY
TABLE

A typical run

games is to the right.

RANDOM PROGRAM
DIM F(2S5)

FOR I=1 TO 25

LET F(1)>=0

NEXT 1

PRINT "HOW MANY GAMES";

INPUT N

FOR P=1 TO N

LET H=INT(1030%RND(X))+1]

LET C=0

LET A=]

LET B=1000

LET G=INT((B-A+1)xRND(X))+A
LET C=C+1

IF G=H THEN 140
IF G>H THEN 110
LET A=G+1

GO TO 50

LET B=G-1

GO TO S@

LET F(C)3F(C)+l =
NEXT P

COMPUTER GUESS/
RANDOM METHOD/RANDOM

TALLY STATEMENT

PRINT "GUESSES*, "FREQUENCY'® «— COLUMN HEADING

FOR I=1 TO 25
PRINT ILF(1)
NEXT I OouTPUT
END HOW MANY GAMES? 10800
G@JESSES FREQUENCY
requesting the computer to play 1000 1 1
2 2
3 2
4 8
S 8
6 26
T 4]
8 52
9 73
10 115
1t 189
12 112
13 126
14 113
15 75
16 45
17 4l
18 20
19 11
20 8
21 7
22 4
23 |
24 ]
25 e
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130

120

110

100

S0

80

60

50

40

30

20
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RANDOM METHOD/RANDOM/
1000 GAMES
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Here is a graph of the frequency data summarized in the

table above.

NUMBER OF GUESSES

The speed of the computer is fantastic. The actual run
time of this program on my computer (a time-sharing
system) was about 10 minutes, a marked difference
from the length of time, 33 hours, it would take me to
play 1000 games of COMPUTER GUESS/RANDOM
METHOD one at a time. Here is what we learn from the
above output:

(1) Minimum Number. One guess was enough to hit
upon the number in one game out of 1000. Two
games took two guesses, and two games took three
guesses. In short, it’s possible for the computer to
be lucky, but not very often.

(2) Maximum Number. In one game the number of
guesses required to hit upon the number was 23.
That’s the maximum. Four games took 22 guesses.

(3) Average number. If you were to multiply each
number in the first column by its corresponding
frequency in the second column, and divide the
total by 1000, you would obtain 12.003 as the
average number of guesses.

To sum up:
Minimum Number of Guesses: 1
Maximum Number of Guesses: 23
Average Number of Guesses: 12.003

24

25
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In the program COMPUTER GUESS/RANDOM
METHOD/RANDOM, the mystery number picked by
the ‘‘human player’’ was generated at random from the
interval 1 to 1000. As a result some numbers were
picked many times while others were never picked at
all. The ‘‘human’’ could, however, pick his mystery
number in such a way as to insure that, in 1000 games,
each number from 1 to 1000 was used once.

To program the computer to act similarly, replace the
statement 10 LET H = INT(1000*RND(X)+1 with
the new statement 10 FOR H = 1 TO 1000. As H goes
from 1 to 1000, it represents not only the number picked
by the ‘‘human,”’ but also the number of games played
to that point by the computer. The old FOR and NEXT
statements, 9 FOR P = 1 TO N and 145 NEXT P, no
longer needed, may be deleted. The statement 7 PRINT
“HOW MANY GAMES’’; and 8 INPUT N can also be
deleted since the statement FOR H =1 TO 1000 con-
trols the number of games.

To sum up, we delete:

7 PRINT ““HOW MANY RUNS”’;
8 INPUT N
9 FORP=1TON
10 LET H = INT(1000¥*RND(X))+1
145 NEXT P

And add:
10 FOR H =1 TO 1000
145 NEXT H

We also want to have the computer find the average
number of guesses required in 1000 games. This is done
by obtaining the total number of guesses and dividing by
1000. In each individual game the computer generates
its guesses by executing line 50 one or more times.
While the present counter, C, in line 60, counts the
number of guesses generated in each game by line 50, it
cannot keep a running total for all games because at the
beginning of each game, C is set back to zero by line 20.
To count the total number of times line 50 is executed in
1000 games, insert

55 LETT = T+1.

Initialize the new counter by inserting before the game
loop

6 LETT=0
Finally, insert
158 PRINT ‘‘THE AVERAGE IS’’ T/1000

to type out the average number of guesses after the
frequency table is listed.
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130

120

10

80

70

50

40

.30

20

COMPUTER GUESS/
RANDOM METHOD/SERIAL

PROGRAM 1

|
0N =
QSN WN

72

80

90
100
110
120
140
145
150
155
156
157
153
160

RANDOM

DIM F(25)

FOR I=1 TO 25
LET F(1)=0
NEXT 1

LET
FOR
LET
LET
LET
LET
LET
LET C=C+l

IF G=H THEN 148
IF G>H THEN 110
LET A=G+l

GO TO S@

LET B=G-1

GO TO 58

LET F(C)aF(C)+1
NEXT H
PRINT
FOR I=1 TO 25
PRINT 1,FCD)
NEXT 1
PRINT
END

H=1 TO 1000
C=0

A=

B=1000

COMPUTER GUESS/
RANDOM METHOD/SERIAL/

1000 GAMES

"THE AVERAGE IS"

G=INT((B=-A+1)®*RND(X)) +A
T=T+] €«— TOTAL NUMBER GUESSES

"GUESSES', " "FREQUENCY"

T/ 10001

Here again is a graph of the frequency data.

Fun And Games With The Computer

T=0 «— INITIALIZE NEW COUNTER

VRQIPAL WD -

25

OUTPUT GUESSES

PRINT OUT AVERAGE

3
2
4
7
12

22

23

THE AVERAGE IS 11.868

24

FREQUENCY

25



The Computer Guesses Your Number

Now look back at the output. Here is a table comparing
the results obtained when the number was picked at
random with the results obtained when each number
from 1 to 1000 was picked once.

Random Random
Method/  Method/

Random Serial
Minimum Number Guesses: 1 1
Maximum Number Guesses: 23 22
Average Number Guesses: 12.003 11.868

It would appear that the method by which the compu-
ter picks a number for the ‘‘human’’ makes little differ-
ence in the overall results.

MOENNEEE EXERCISE SET 3.6.1 IR

On-line:

1. Assume the human thinks of a mystery number
between 1 and 200. What is the minimum, the
maximum, and the average number of guesses
needed by the computer to hit upon the mystery
number using the Random Method? To do this,

A) Take the program COMPUTER GUESS/
RANDOM METHOD/RANDOM and

(1) change the interval from which the
‘‘human’’ picks a number from 1 to 1000
to 1 to 200, and

(2) add steps to find the total number of
guesses and the average. Now run this
program. Save the program as COM/G6
for modification in section 3.6.2.

B) Graph the output produced by the above pro-
gram.

C) Modify the above program so the computer
picks each and every number from 1 to 200.
Run this program.

D) Graph the output produced by the above pro-
gram.

E) Fill in the following table and save it for the
next section.

Random Random
Method/  Method/
Random  Serial

Minimum Number Guesses:

Maximum Number Guesses:

Average Number Guesses:

3.6.2 THE MIDPOINT METHOD: 1000 GAMES

So much for the minimum, maximum, and average
number of guesses per game using the Random Method.
Let’s gather the same statistics for the Midpoint
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Initialization of the
End Points

Method of Guessing

Assignment of New
End Point Values

RANDOM statement

COMPUTER GUESS/
RANDOM METHOD/RANDOM

166

RANDOM «
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Method. To do this we need to write a program like
COMPUTER GUESS/RANDOM METHOD/ RAN-
DOM, substituting the Midpoint Method for the Ran-
dom Method. Look at the block diagrams of the Ran-
dom Method and the Midpoint Method in sections 3.4
and 3.5. Here is a summary of the differences between
the two methods.

Random Method Midpoint Method
A=1 A= 0
B = 1000 B = 1001
G=INT((B-A+1)*RND(X))+1 G=INT((A+B)/2)
A=G+1 A=G
B=G —1 B=G
Necessary Unnecessary

Since, the programs for the Random and Midpoint
Methods are identical in structure, we need to make
only six changes in the program COMPUTER
GUESS/RANDOM METHOD/RANDOM to obtain
the new program COMPUTER GUESS/MIDPOINT
METHOD/RANDOM. Here is a copy of COMPUTER
GUESS/RANDOM METHOD/RANDOM showing the
changes to be made.

DELETE

DIM F(25)

FOR I=1 TO 25
LET F(1)=8
NEXT I

PRINT ""HOW MANY GAMES'3

INPUT N
FOR P=} TO N

LET H=INT(1888%RND(X))+1

LET C=0

LET A=l <+

REPLACE WITH: 30 LET A=0

LET B=1000 «

REPLACE WITH: 40 LET B = 1001

LET G=INT((B-A+1)%RND(X))+A « REPLACE WITH: 50 LET G =INT

LET C=C+1

((A+B)2)

IF G=H THEN 140

IF G>H THEN 1

10

LET A=G+] «
GO TO 50
LET BsG-] «—

REPLACE WITH: 90 LET A=G

GO TO SO

REPLACE WITH: 110 LET B=G

LET F(C)=F(C)+1

NEXT P

PRINT “GUESSES','"FREQUENCY"

FOR I=1 TO 25
PRINT I,F(I)
NEXT 1

END

As in COMPUTER GUESS/RANDOM METHOD/
SERIAL, we want the computer to calculate the average
number of guesses. To count the total number of
guesses, add to the above program the new counter, T:
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6 LETT=0
SSLETT =T+1

To divide T by N, the number of games played, add:
158 PRINT ‘“THE AVERAGE IS”’ T/N

Here is the new program.

2 DIM F(25) PROGRAM
3 FOR I=1 TO 25
LET F(l)=g
NEXT I
LET T=0
PRINT *HOW MANY GAMES*;
INPUT N
9 FOR P=1 TO N
13 LET HsINT(1000«RND(X))+}
20 LET C=0
30 LET A=0
28 LET B-UMTI‘— INITIAL INTERVAL
S@ LET
—» S5 LET T=T+1
63 LET C=C+1
76 IF G=H THEN 140

4
5
—» 6
7
8

G=INTC((A+B) /2) ¢ CALCULATE GUESS

COMPUTER GUESS/
MIDPOINT METHOD/RANDOM

88 IF G>H THEN 110
90 LET A=G <« NEW LEFT END POINT
166 GO TO 50
116 LET BasG« NEW RIGHT END POINT
126 GO TO SO
140 LET F(C)=F(C)+1
145 NEXT P
158 PRINT *GUESSES',''FREQUENCY"
155 FOR I=1 TO 25 ouTPUT
156 PRINT 1,FCI) HOW MANY GAMES? 1069
157 NEXT 1 GJESSES FREQUENCY
—» 158 PRINT “THE AVERAGE IS T/N 1 1
160 END 2 1
3 2
A typical run of this program is given to the right. g :;
6 27
Look at the output. What is the minimum, maximum, 7 69
and average number of guesses per game needed by the 8 125
computer to hit upon the user’s number? How do these 9 258
L . . . 10 a91
statistics compare with those obtained with COMPU- 11 p
TER GUESS/RANDOM METHOD/RANDOM? Here 12 pe
is a table which brings these results together. 13 p
14 ]
Random  Midpoint 15 (")
Method/  Method/ 16 2
Random  Random 17 4
Minimum Number Guesses: 1 1 :g g
Average Number Guesses: 12.003 9.005 20 pe
Maximum Number Guesses: 23 10 21 @
22 ]
23 "]
Which method is more efficient? The Midpoint Method :g e »
"]

TE AVERAGE 1S 9.6885
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COMPUTER GUESS: is the better strategy. Here is a graph comparing the
RANDOM METHOD/RANDOM/1000 GAMES outputs generated by COMPUTER GUESS/RANDOM
MIDPOINT METHOD/RANDOM/1000 GAMES METHOD/RANDOM and COMPUTER GUESS/
MIDPOINT METHOD/RANDOM.

500 [~
COMPUTER GUESS:

RANDOM METHOD/RANDOM T

mioPoINT METHOD/RANDOM I
400 -
300 [
200
100 |-

15 16 17 18 19 20 21 22
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Look at the last output again. With the Midpoint
Method, the maximum number of guesses was 10. But
in that game, the computer generated the mystery
number at random. It did not pick all the numbers
between 1 and 1000. Can we be sure that, when using
the Midpoint Method, the computer will never need
more than ten guesses to hit upon any number the
““human’’ thinks of between 1 and 1000? To find out,
let’s revise the game so that the ‘*human’’ picks each
number from 1 to 1000. The easy way to do this is to
make six changes in the old program COMPUTER
GUESS/RANDOM METHOD/SERIAL to obtain a
new program COMPUTER GUESS/MIDPOINT
METHOD/SERIAL. Here is a copy of COMPUTER
GUESS/RANDOM METHOD/SERIAL showing the
changes to be made:

COMPUTER GUESS/RANDOM METHOD/SERIAL

RANDOM <+— DELETE
DIM F(25)

FOR I=1 TO 25

LET F(1)=0

NEXT I

LET T=0

FOR H=1 TO 1000

LET C=0

1

2

3

4

5

9
10
20
30 LET A=l <« REPLACE WITH:
40 LET B=1000 « REPLACE WITH:
506
5SS
60
78
8@
96

LET G=INT((B-A+1)*RND(X))+A 4 REPLACE WITH:

LET T=T+|
LET C=C+1
IF GsH THEN 146
IF G>H THEN 110

LET A=G+1l « REPLACE WITH:

106 GO TO S50

110 LET B=G-l« REPLACE WITH:

126 GO TO S@

148 LET F(C)=F(C)+1|

145 NEXT H

150 PRINT '"GUESSES",''FREQUENCY"
1SS FOR I=1 TO 2S5

156 PRINT I,F(I)

157 NEXT 1

158 PRINT "THE AVERAGE 1S* T/1000
160 END

30 LET A=0
40 LET B = 1001
50 LET G =INT ((A + B)/2)

90 LET A=G

110 LET B=G
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Here is the new program COMPUTER GUESS/ MID-

MIDPOINT METHOD/SERIAL

POINT METHOD/SERIAL.

PROGRAM OouTPUT

2 DIM F(25) GUESSES FREQUENCY

3 FOR I=]l TO 25 1 1

4 LET F(1)=0 2 2

5 NEXT I 3 4

6 LET T=0 4 8
18 FOR H=1 TO 10060 5 16
20 LET C=0 6 32
30 LET A=0 <«——INITIAL INTERVAL 7 64
43 LET B=1041 8 128
S@ LET G=INT((A+B)/2) <« CALCULATE GUESS 9 256
55 LET T=T+! 10 489
68 LET C=C+l 11 ]
70 IF G=H THEN 140 12 0
88 IF G>H THEN 110 13 )
9@ LET A=G < NEW LEFT END POINT 14 2
188 GO TO 59 1S 2
116 LET B=aG < NEW RIGHT END POINT 16 2
1280 GO TO 50 17 0
140 LET F(C)=F(CI+1 18 @
145 NEXT H 19 ("]
158 PRINT "“GJESSES","FREQUENCY' 2e 2
155 FOR I=1 TO 25 21 2
156 PRINT I,F(I) 22 2
157 NEXT I 23 2
158 PRINT “THE AVERAGE IS" T/1000 24 2
168 END 25 2

144

T™E AVERAGE IS 8.987

No game took more than 10 guesses. Thus we can assert
that the Midpoint Method will always hit upon any
number the user is thinking of between 1 and 1000 in ten
or fewer guesses.

B

% EXERCISE SET 3.6.2 &%

On-line:

1.

Assume the human thinks of a number between 1
and 200. What is the minimum, maximum, and
average number of guesses needed by the computer
to hit upon the human’s number using the Midpoint
Method? To do this,

A) Take the program, COM/G6, which you saved
in the last exercise set and make the six changes
necessary to transform it into a program which
uses the Midpoint Method. Run this program.
Graph the output.

B) Modify the above program so the computer
picks each and every number from 1 to 200.
Run this program. Graph the output.
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C) Summarize the results obtained in A and B in
this table:

Midpoint  Midpoint
Method/  Method/
Random Serial

Minimum Number Guesses:

Maximum Number Guesses:

Average Number Guesses:

D) Use the table below to compare the results
summarized in the above table with the results
listed in a similar table which you completed in
set 3.6.1

Random  Midpoint
Method/  Method/
Random Random

Minimum Number Gueses:

Maximum Number Guesses:

Average Number Guesses:

Which strategy, the Midpoint Method or the
Random Method, is the smart one? Why?

2. (Optional) You may wish to write a Computer
Guess game program which will produce an output
similar to the one shown at the beginning of this
chapter. Use the Random Method, the Midpoint
Method, or a combination of both. This combina-
tion, or Mixed Method, would use the Midpoint
Method on the first guess, the Random Method on
the second, the Midpoint Method on the third, etc.
Is a mixed strategy better than the Midpoint Method
above?

145



146

Fun And Games With The Computer

> AN
* oK
xX kR X K A Ak
PR T T T *n
AR AR KKK K K x K
* % KORAAKAK AR AR KRR T T
P X kKKK K KK &
x * K e * A KK KK
* K A K * g
* >k * * K
* * % * 400 40 36 48 5 36 4 0 36 K 3 0 KA K A K
* A A KK * *
x * * * *
* * * * *
* * * * * *K
* * * * x KK KK
* +ok K * * x kK x
* * * rk K KREK
* - A o A K 3K K X xk K
*R >k * * x Kk
x% A K A A A K * KKK
kK A KK * *
AR AR R AR A KA KA K * * *
HAKKK K * * i
K K EK X *
K X Ak x
xR KK L 2 2 ]
K KK X *Rx
K KK * * K
K KA * *
x xKAKHK XK x* L ]
x kK K K = *
T T prggng, *
K KKK KK * *
x ak KRK K *x *
* MK wK kKK * *
x  kk K Ak Rk
* K x g = *
* x % x * »
930 6 o 4 2 e 0 Ak o K * % * * A3 KA AR A K K
* * ok K K AR H o A A K *
AR KRR AR kKR K x x kX
AR * * x X A AWK A
08K 4 36 36 6 3 0 oK R o o ok A A AR A K A K K A A A o

CURSE YOU, COMPUTER!
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4

PROGRAMMING THE COMPUTER
TO DRAW

Our guess-a-number games have served to introduce
you to the following operations in BASIC: LET,
PRINT, GO TO, IF-THEN, STOP, END, RANDOM,
DIM, FOR and NEXT, and INT. You have also been
introduced to branching, looping and the use of a sub-
scripted variable to construct check lists and tally lists.
In this chapter, by teaching the computer to draw, I'll
introduce new operations: TAB, READ and DATA,
GO SUB and RETURN, as well as the important con-
cept of the subroutine.

4.1 SQUARES AND RECTANGLES: LOOP
BUILDING

Write a program to draw the following design:
ok A Kk
Ao 4K
Aok ke kK
Aok A K
Aok K Kok

You probably would call that design a rectangle, but
the computer thinks of it as a square since there is an
equal number of asterisks, or stars, on each side. There
are many possible programs which can be written to
draw that square. A very easy program might use a loop
to print a line of five stars five times in succession. Here
is such a program.

PROGRAM ouTPUT
1@ FOR C=1 TO S5 STEP 1| ok K K K
20 PRINT ‘'“xxxxx* Aok K KK
38 NEXT C A A K
48 END ok K K

Aok K K

This program gives us an opportunity to review the
construction of loops. As you know, the first statement
of a loop begins with FOR and the last statement with
NEXT. In between the FOR and NEXT statements we
sandwich one or more statements in BASIC. The state-
ment

FOR C = 1TO 5 STEP 1

at the beginning of this loop tells the computer that the
variable C is to start at 1 (C = 1), that the next value of
C is to be one more than the last value (STEP 1), and that
the maximum value of Cistobe 5 (C = 1 TO 5). Ifthe

SQUARE/ELEMENTARY
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step size is 1, as above, it is not necessary to include the
modifier STEP 1. On the other hand, if the difference or
step between successive values of the variable is not 1,
the word STEP is included, followed by a number
representing the step size. The programs we have writ-
ten in previous chapters all called for a step size of 1, so
the modifier was omitted. Here are some examples of
the use of the word STEP.

Write a program to print out a list of the whole numbers
from 1 to 13.

PROGRAM 18 FOR N=1 TO 13 OUTPUT 1
20 PRINT N 2
3@ NEXT N 3
48 END 4

5
6
7
8
9
10
11
12
13

The modifier STEP 1 was omitted in line 10.

Write a program to print out a list of the whole numbers
from O to 50 in steps of 5.

18 FOR N=p TO 50 STEP 5 OUTPUT @
28 PRINT N 5
38 NEXT N , 10
40 END 15
20
25
30
3s
40
a5
50

Write a program to print out a list of the whole numbers
12, 14, 16, 18, 20, 22, 24, 26, 28.

18 FOR N=12 TO 28 STEP 2 OUTPUT 12
20 PRINT N 14
38 NEXT N 16
49 END 18
20
22
24
26
23

Write a program to print out a list of the whole numbers
1to 13 in reverse order.
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1 FOR N=13 TO | STEP -1 PROGRAM 13
20 PRINT N 12
33 NEXT N 11
48 END 10
9
8
7
6
5
4
3
2
1

Write a program to print out a list of the whole numbers
50, 45, 40, 35, 30, 25, 20, 15, 10, 5, O.

16 FOR N=58 TO 8 STEP -5 PROGRAM 59
20 PRINT N a5
33 NEXT N 49
40 END 35
39
25
20
15
10
S
]

As you see from these examples, the FOR statement has
the form
FOR C = C1 to C2 STEP D

where C is the name of the control variable,
C1 is the initial value of the control variable,
C2 is the final value of the control variable, and
D is the difference (positive or negative) between
successive values of C. C is called the control variable
because it controls the number of times the statements
between FOR and NEXT are executed.

Now let’s look at the statements between the FOR
and NEXT statements. The statement PRINT *“*****>’
causes five stars to be printed on the same line. This task
can also be thought of as printing on one line, one star at
a time, five times. To do it this way, however, it’s
necessary to build a loop within a loop. Thus, 20 PRINT
cekxdEk could be replaced by

I9FORS =1TO 5
20 PRINT “‘**’;
21 NEXT S

Inserting these steps in the program SQUARE/
ELEMENTARY, we obtain:

16 FOR C=1 TO S PROGRAM

19 FOR S=1 TO 5
20 PRINT "x''j
21 NEXT S

38 NEXT C

40 END

OUTPUT

ouTPUT

STEP -1

STEP -5

SQUARE/2 LOOP

149



SQUARE

150

25
20
15
18

OouTPUT

PROGRAM

24
19
14
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When run, however, this program draws the following
design:

20K ¢ 42 0 7 40 K A 3 K A A A R 0 K KK KK

which is not what we expected (certainly I didn’t). After
five stars have been printed and C goes to its next value,
which is 2, the semi-colon at the end of line 20 inhibits
the line feed and causes the computer to continue print-
ing on the same line. To signal the computer to move to
the next line after the inner loop has been satisfied, we
must insert a blank PRINT statement after the NEXT S
statement, but before the NEXT C statement. Here is
the desired program:

18 FOR C=1 TO S OUTPUT *k%kx%xx

19 FOR S=1 T0 5 ok Kok
2@ PRINT %'} s i ok K
21 NEXT S hndahs
22 PRINT Rk
30 NEXT C

4@ END

You have just seen an example of a nested loop, that is a
loop within a loop. Look at it this way:

18 FOR C=1 TO S
s [—19 FOR S=1 To 5
LOOP[:aa PRINT "%}
21 NEXT S
22 PRINT
30 NEXT C
a@ END

LOOP

To make nested loops obvious to the reader of your
program (including yourself), you can indent the state-
ments comprising the inner loop as follows:

180 FOR C=]1 TO S

19 FOR S=1 TO S
20 PRINT *'x*;3
21 NEXT S

22 PRINT

36 NEXT C

40 END

In a simple design like a square, it’s quicker to use the
PRINT ‘‘*#***%>* gtatement instead of the nested loop,
but nested loops have their value, as you shall see
shortly.
3 W EXERCISE SET 4.1 B Susmmens

On-line:
In each of these on-line exercises, use the pair of words
FOR and NEXT as much as possible to produce the
desired output.

1. Write a program to generate the following output:

23 22 21
13 17 16
13 12 11
8 7 6
3 2 1
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2. Write a program to generate the following output:

5 10 1S 20 25
30 35 40 45 56
55 60 65 78 75
80 35 90 95 100
105 118 115 120 125

3. Write a program to generate the following output:

30 3k e 2 3k k3 e 2k 3k 3k 3k ok 3 b 3k 3k 3k 3k 3k 3k 3k ok 3 3k 3k 3k A ook
0 36 30 3k 3 3k 3k 3k 3k 3k 3 3k 3k K 2k ok 3k 3k 3k 2k 3k 3k 3k 3k 3k 2k ok 3 ok
e 2k 3k 30 2k ok 3k 3k 3k 3 2k 2k 2k 3K ok 3k 3k 3k ok 3k 3k 2k 3k 3 3k 3k 3k ok ok
0 3 3k 3k 3k 2k 3k 3 2k 3k 3k 3k 3k 3 3k 3k 3k ok 2 3k 3k 2k 3k 3k 3k 3k 3K %k Ak
2 3k 3 2k 3 3 3k 3k 2k e 2k 3 3k o o ok ok 3k 3 3k 3k 3 ke 3k ke ok ak ok ook

4. Write a program to generate the following output:  sskaksk ks
2 ok ok KK
ke ok o 3 2k ok
3k ook o ok
ook ok 2 oK oKk
ook 3k ok ok ok
ko ok ok ok
o ok ok ok ook
33k ok ok 2k ok
4o ok ok
ok ok oK e ok
ke ok ok ok ok
ok 2 o ke ok

5. Write a program to generate a rectangular design s sk

with the dimensions to be supplied by the user. Your s akksuak

program should produce the following:

I CAN DRAW ANY SIZE RECTANGLE AS LONG
AS YOU TELL ME ITS WIDTH AND LENGTH.

WHENEVER YOU WISH ME TO STOP DRAWING
TYPE IN 99 IN RESPONSE TO HOW WIDE.

I'M READY TO DRAW A RECTANGLE.
HOW WIDE? §

HOW LONG? 3

Aok kKK

ok o 4k

Aok KK

I'M READY TO DRAW A RECTANGLE.
HOW WIDE? 100
SORRY, ! CAN'T DRAW A RECTANGLE THAT WIDE.

TRY AGAIN.

I'M READY TO DRAW A RECTANGLE.
HOW WIDE? 1|

HOW LONG? |
*

I'M READY TO DRAW A RECTANGLE.
HOW WIDE? 99
GDOD BYE---YOUR ELECTRONIC ARTIST. 151
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42 PARALLELOGRAMS: THE TAB COMMAND
Write a program to produce the following design:

XXXXX
XXXXX
XXXXX
XXXXX
XXXXX
XXXXX
XXXXX

As in the last section, we’ll begin with an obvious
program and work towards a version containing a loop.

18 PRINT * XXXXX**  OUTPUT XXXXX

23 PRINT " XXXXX* XXXXX

30 PRINT * XXXXX* XXXXX

49 PRINT * XXXXX** XXXXX

S@ PRINT * XXXXX** XXXXX
68 PRINT * XXXXX** XXXXX
™ PRINT * XXXXX** XXXXX
88 END

To write the loop program, you need to know the
maximum number of characters, alphabetic or numeric,
that your terminal can print on one line. My terminal,
the most common variety, is the Model 33 Teletype.
Across the page there are 72 printing positions, or
spaces, in which a character may be printed. You might
say it looks like this, each dash indicating a space in
which a character may be printed.

152

To draw a picture such as this: XXXXX
XXXXX
XXXXX
XXXXX
XXXXX
XXXXX
XXXXX

you must specify the printing position to be occupied by
each X. You can use graph paper. Or, as I’ve done here,
you can hold down the REPEAT key to generate several
lines of dashes. In either case, mark the positions to be
occupied by an X.
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112t SRR

RIS 1 D

e e KKK A= eemmme

B 3 11,1, T pa,

R P13 1, T

O 11,11, Crre

S v 1.1 1 Ty
1. The first line has 1 blank space followed by 5 X’s.
2. The second line has 2 blank spaces followed by 5

X’s.

3. The third line has 3 blank spaces followed by 5 X’s.
4. The fourth line has 4 blank spaces followed by 5 X’s.
5. The fifth line has 5 blank spaces followed by 5 X’s.

6. Thessixthline has 6 blank spaces followed by 5 X’s.
7. The seventh line has 7 blank spaces followed by 5
X’s.

Two tasks are involved in drawing the parallelogram.
The first is to make the Teletype printing head count out
the appropriate number of blank spaces on each line.
The second task is to print the correct number of X’s,
which in this case is always five. To cause the carriage
to count off a specified number of blank spaces, we will
use the TAB command. For instance, to move the
carriage five spaces to the right, placing it in position to
print in the sixth space, we write:

PRINT TAB(5);

We end the statement with a semi-colon, signalling the
computer to print the next character in the sixth posi-
tion. In the general case, to move the carriage N spaces
in from the left margin you write:

PRINT TAB(N);

leaving the carriage ready to print in space N + 1. With
this new BASIC command, TAB, we can rewrite our
program PARALLELOGRAM/ELEMENTARY to
produce the following intermediate version.

16 PRINT TAB(1)3"XXXXX'* PROGRAM XXXXX OUTPUT

20 PRINT TAB(2) 3 XXXXX' XXXXX

3@ PRINT TABC3) 3 " XXXXX* XXXXX

408 PRINT TAB(4) 3 "XXXXX" XXXXX

5@ PRINT TAB(S5)3"XXXXX" XXXXX
68 PRINT TAB(6)3"XXXXX* XXXXX
78 PRINT TAB(7) 3" XXXXX* XXXXX

80 END

Look back at the elementary program; all we’ve done is
eliminate the blank spaces in quotes.

Now that I’ve shown you how to use the TAB com-
mand in drawing a parallelogram, let me show you a
program which uses a loop in drawing the same paral-
lelogram. Look at the above program, particularly the
sequence of numbers from 1 to 7 after the TAB com-
mands. This sequence suggests a loop to me. To build

PARALLELOGRAM/TAB
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this program with a loop involves two tasks. This two-
part procedure will be used not only to build a program
to draw parallelograms, but alsa to build loop programs
to draw triangles, diamonds and trapezoids.

The two tasks are (1) determine how many lines of
printing are needed to draw the picture, and (2) deter-
mine the composition of each line of the design. The
first task is usually easy. You look at the graph paper on
which you laid out the figure and count the number of
lines in the design. Write FOR and NEXT statements
which will control the number of lines to be printed. In
this parallelogram there are seven lines. Thus the first
and last statements of the loop are:

FORL =1TO7

NEXT L

Now let’s fill in the middle of the loop. What is the
composition of each line in the design? Each line in this
parallelogram is composed of a number of blanks fol-
lowed by five X’s. Let us first find a formula which
specifies the number of blanks to be counted off from
the left margin on each line. To find the formula, make a
table which lists the line number of the design and the
number of blanks in that line.

Line Number Number of Blanks
1 1
2 2
3 3
4 4
5 5
6 6
7 7

In this case the number of blanks necessary for any line
is the same as the line number. Thus, to draw line 3, we
must leave three blanks before the five X’s, and to draw
line 7, we must leave seven blanks before the five X’s.
To draw any line L in this parallelogram, we count off L
blanks before printing five X’s. As you learned in writ-
ing PARALLELOGRAM/TAB, the BASIC word most
helpful to us here is TAB. If we’re drawing line L., we
can count off L blanks by writing PRINT TAB(L);. The
semi-colon is required after TAB(L) for there is more
printing to be done on the same line, in this case five
X’s. We now insert PRINT TAB(L); in the loop im-
mediately after the FOR statement.

FORL=1TO7
PRINT TAB(L);

NEXT L

After counting off L blanks from the left margin, the
five X’s can be drawn by writing: PRINT “*XXXXX"’.
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We insert this new statement after PRINT TAB(L);.

FORL =1TO7

PRINT TAB(L);

PRINT ““XXXXX’’

NEXT L
Now we add line numbers and an END statement and
have the following program to draw a parallelogram
which slopes ‘‘downhill.”’

16 FOR L=1 TO 7 PROGRAM XXXXX OUTPUT PARALLELOGRAM/DOWNHILL
20 PRINT TAB(L)3 XXXXX
30 PRINT °**XXXXX'* XXXXX
40 NEXT L XXXXX
56 END XXXXX
XXXXX
XXXXX

To reduce the number of lines in the program, you can
combine lines 20 and 30 into one line, as shown below.

PARALLELOGRAM/
16 FOR L=1 TO 7 PROGRAM XXXXX OUTPUT DOWNHILL/ELEGANT
26 PRINT TAB(L) 3 "XXXXX* XXXXX
30 NEXT L XXXXX
40 END XXXXX
XXXXX
XXXXX
XXXXX

Now let’s write a program to produce a parallelogram
which slopes ‘‘uphill.”’

Write a program to draw the following design. The
dashes and column numbers are not part of the design.
They are to help you count spaces.

5 10 15 20

¢

XXXXX
XXXXX
XXXXX
XXXXX
XXXXX
XXXXX
XXXXX
XXXXX

As in the development of the program PARAL-
LELOGRAM/DOWNHILL, two operations are re-
quired. (1) Determine how many lines of printing are
needed to draw the picture, and (2) determine the com-
position of each line of the design. There are seven lines
in the new ‘‘uphill’’ parallelogram. Thus, the first and
last statements of the loop are:

FORL=1TO7

NEXT L

The next job is to determine the composition of each
line. As in PARALLELOGRAM/DOWNHILL, each
line is composed of a number of blanks followed by five
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X’s. Here is a table listing the number of blanks on each
line.
Line Number
Number of Blanks

N O ps W -
—NWArUOA

The number of blanks is no longer the same as the line
number. What we need is an expression which will
produce the value 7 whenLis 1, 6 whenLis 2, SwhenL
is 3, ..., 1 when L is 7. Here’s a way to find the
expression. For each line in the above table, find the
sum of the line number and the number of blanks.

Line Number
Number of Blanks Sum
1 7 8
2 6 8
3 5 8
4 4 8
5 3 8
6 2 8
7 1 8

Notice in the new table the number of blanks is always
equal to 8, minus the line number. In short, the expres-
sion is 8-L. Try it.

Line Number
Number M
1 8—-1=7
2 8—-—2=6
3 8—-3=5
4 8—-4=4
5 8§—-5=3
6 8—6=2
7 8—-7=1

As above, you will frequently discover a constant or
some other ‘‘pattern’’ by adding or subtracting the line
number and the desired number of blanks. The pattern is
then useful in building the expression to generate the
number of blanks. In general, if the pattern is a constant,
try addition or subtraction in your expression. If the
pattern is not a constant, try multiplication.

Now that we have the expression 8 — L for the ‘‘up-
hill”’ parallelogram, we insert after the FOR statement,
PRINT TAB (8 — L);.

FORL=1TO7
PRINT TAB (8 — L);

NEXT L
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To print out five X’s on each line, we now add PRINT
“XXXXX’’ after PRINT TAB (8 — L);.

FORL=1TO7
PRINT TAB (8 — L),
PRINT “XXXXX’’
NEXT L

Adding line numbers and an END statement, we have
the following program.

10 FOR L=1 TO 7 PROGRAM XXXXX OUTPUT PARALLELOGRAM/UPHILL
20 PRINT TAB(3-L)3 XXXXX
30 PRINT *“XXXXX* XXXXX
40 NEXT L XXXXX
5@ END XXXXX
XXXXX
XXXXX
Lines 20 and 30 can be combined in one line as follows: PARALLELOGRAM/
16 FOR L=] TO 7 PROGRAM XXXXX OUTPUT UPHILL/ELEGANT
20 PRINT TAB(8-~-L)3"XXXXX" XX XXX
38 NEXT L XXXXX
43 END AXXXXX
XXXXX
XXXXX
XXXXX

There is a second program which will draw the paral-
lelogram. To construct this new program we will follow
the same two-part procedure, but will number the lines
of the design in the reverse order. Up to this point we
have always designated the top line of the design as line
1, the next line as line 2, etc. This time we’ll number
them as follows:

Line 7 XXXXX
Line 6 XXXXX
Line 5 XXXXX
Line 4 XXXXX
Line 3 XXXXX

Line 2 XXXXX

Line 1 XXXXX -
If we adopt this new numbering scheme, the table which
lists the line numbers and the number of blanks looks
like this.
‘ Line Number
Number of Blanks

—NDWAUAN
—NDWhA U

Now let’s follow our two-part procedure to write our

new program. First, we write a loop to define the line 157
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numbers in the sequence 7, 6, 5, 4, 3, 2, 1. Earlier in
this chapter you learned how to use a FOR statement to
generate a sequence of numbers, in either ascending or
descending order, by placing the modifier STEP after
the word FOR. STEP is then followed by a number
denoting the difference between successive numbers in
the sequence. The FOR statement to generate 7,6, 5, 4,
3,2,1isFORL = 7to1STEP — 1. We can now write
the two loop control statements.

FORL =7 TO 1 STEP —1

NEXT L
The second task is to determine the composition of each
line of the design. Look at the above table. In each case,
the number of blanks is the same as the line number.
Thus, when drawing line L, we count off L blanks and
print five X’s. To count off L blanks, we add to our
program PRINT TAB (L);.

FORL =7TO 1 STEP —1

PRINT TAB(L);

NEXT L

To print the. five X’s, we add “‘XXXXX’ after
TAB(L);. After inserting an END statement and line
numbers we have:

186 FOR L=7 TO | STEP -1  OUTPUT XXXXX
20 PRINT TAB(L) 3 "XXXXX" : XXXXX
30 NEXT L XXXXX
48 END XXXXX
XXXXX
XXXXX
T XXXXX

Numbering the lines of the design in reverse order, or in
some other order, often makes it easier to find an ex-
pression to be used with TAB.

On-line:

In each of these on-line exercises use the TAB com-
mand and FOR and NEXT. Also, if appropriate, use
nested loops. Dashes with column numbers have been
given at the top and bottom of each design to aid in
determining the exact location of blanks and characters.

1. Write a program to draw this design:
5 10 15

WmEEE EXERCISE SET 4.2 s e

HELLO
HELLO
HELLO
HELLO
HELLO
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. Write a program to draw this design: 5 10 15 20 25 30
LSO N SR R TR
PPPPPPPPPPPPPPP
PPPPPPPPPPPPPPP
PPPPPPPPPPPPPPP
PPPPPPPPPPPPPPP
PPPPPPPPPPPPPPP
3. Write a program to draw this design: 5 10 15 20 25 30
SR 2NN SR SO 2K
$5855535353S
$5555358838%
$555858553559
$555355%88S
$555853883
$55555588S
$55853883s8
$555855885S
$855388838S
$555585585%%
4. Write a program to draw this design: 5 10 15 20

4.3 TRIANGLES, TRAPEZOIDS, AND DIAMONDS:
TABBING FORMULAS

In the first section of this chapter, you wrote pro-
grams to draw squares and rectangles. These were easy
to construct, since each line of the design had the same
number of blanks from the left margin, followed by the
same number of non-blank characters. In the last section
you learned how to use a TAB expression to vary the
number of blanks from the left margin for each line of

35

'
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the design. In this section we’ll continue to use TAB to
vary the number of blanks from the left margin, and, in
addition, learn how to vary the number of non-blank
characters to be printed on each line.

Write a program to draw the following triangle.
Dashes and column numbers have been provided to aid
in identifying the exact location of the blanks and stars.

5 10 15

Ak KoKk
K 3 3 e o i
2030 30 3 3K e ek K
A0 A 3¢ 3¢ e 3¢ 3 e e e

An elementary program to draw this triangle is:

18 PRINT * *?e OUTPUT =

20 PRINT " *” kAT regrien

3@ PRINT * P Tl 20K o K K
40 PRINT ' sokkokkokk' 5k 4 3K oK o K
S8 PRINT *° xkkkkxkik' 2 3 4 oK o K K K K
60 PRINT "kokokkokkkkkx' Aok o 3 3K A K K K KK
78 END

Using the TAB command, the program looks like this.

PROGRAM 1@ PRINT TAB(S)3*x%x* OUTPUT =*
20 PRINT TABCA4Q) 3 '*xxx* * kK
3@ PRINT TABC(3) 3 "xkxxx' ¢ 2 4 K oK
4@ PRINT TAB(2) 3 *"xkkkxkx' A K K K K
S@ PRINT TABC 1) 3 "*aokkokdkkkk’? 2003 4 6 K e e K K
6@ PRINT TABC@) 3 "xxxxikrkkkkx' Hok 3 3 3 o e K o o K
78 END

Let’s proceed to a more elegant program to draw the
desired triangle. As in developing the routine to produce
the uphill and downhill parallelograms in the last sec-
tion, two tasks are involved. (1) Determine how many
lines of printing are needed to draw the design, and (2)
determine the composition of each line of the design.
Part one is easy. How many lines of printing are needed
to draw the triangle? Six. Thus, the FOR and NEXT
statements to define the loop are:

FORL =1TO 6
NEXT L

Now on to part two, the determination of the format of
each line of the design. Here in table form is the struc-
ture of each line of the triangle.
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Line Number Number
Number of Blanks of Stars
1 5 1
2 4 3
3 3 5
4 2 7
5 1 9
6 0 11

Look at the table. Since the number of blanks varies
from line to line and the number of stars varies from line
to line, two expressions must be derived, one for the
blanks and one for the stars. First the expression for the
number of blanks. As in finding the expression for the
number of blanks required to draw the uphill parallelo-
gram, the first step is to try to find a constant, or some
other pattern, by adding or subtracting each line number
and the corresponding number of blanks for that line.
When we subtract, the result is not a constant. When we
add, the sum is always 6. Now can you find the expres-
sion? Is the expression 6 — L or L — 6? The correct
choice is 6 — L. Let’s try it.

Line Number
Number L of Blanks 6 —L
1 5 6—1=5
2 4 6 —2=4
3 -3 6 —3=3
4 2 6 —4=2
5 1 6 —5=1
6 0 6 —6=0

We can now insert after FORL = 1 TO 6 the statement
PRINT TAB(6 — L);.

FORL =1TO 6
PRINT TAB(6 — L);
NEXT L

Now for an expression that specifies the number of stars
to be printed on each line. Here is a table listing just the
line number and the number of stars.

Line Number Number of Stars
1 1
2 3
3 5
4 7
5 9
6 11

Look at the numbers in the Stars column. They are all
odd numbers. We need an expression to generate odd
numbers when the original sequence of numbersis 1, 2,
3, 4, 5, 6. An expression which produces the odd
161
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numbers is: 2*L — 1. Let’s try it.

Line Number
Number, L of Stars 2%L — 1
1 1 2¥] —1=2—-1=1
2 3 2%2 —1=4 —1=3
3 5 2¥3 —1=6 —1=5
4 7 2*¥4 — 1=8 — 1=7
5 9 2¥5 —1=10—-1=9
6 11 2%6 —1=12 — 1=11

To print out 2*L — 1 stars on each line of the design, a
loop must be inserted after PRINT TAB(6 — L);. Here
is the S loop, nested in the L loop.

FORL=1TO6

PRINT TAB(6 — L);
FOR S =1TO 2*L - 1
PRINT “**’7;
NEXT S

NEXT L

Adding the END statement and line numbers, we ob-
tain:

PROGRAM 1@ FOR L=1 TO 6 ouTPUT

20
30
40
S@

PRINT TAB(6-L):

FOR S=] TO 2xL-1| Aok A ok K 0 K K
PRINT *'x°'}
NEXT S

66 NEXT L

78

END

Look at the output. What happened to the triangle? Can
you find the bug in the program? If you load and run the
above program and watch the output carefully, you will
observe:

(1) Five blanks are counted off followed by one star.

(2) The carriage is returned to the left margin without a
line feed.

(3) Four blanks are counted off followed by three
stars.

(4) The carriage is returned to the left margin without a
line feed.

(5) Three blanks are counted off followed by five
stars, etc.

What’s the problem? The difficulty stems from the

semi-colon after ““*’” in line 40. After the inner loop is

satisfied and the NEXT L is generated, printing con-

tinues on the same line. To eliminate this bug, insert a

blank PRINT statement after NEXT S. Here is our final

program for the triangle.
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16 FOR L=1 TO 6 PROGRAM *  OUTPUT TRIANGLE
20 PRINT TAB(6-L)3 xdox

30 FOR S=1 TO 2%L-1 ko

40 PRINT *'x*} ¢ 248 2 3¢ 34 4 ¢

5@ NEXT S 2 3¢ 3¢ 3¢ 3¢ ¢ ¢ Ak

55 PRINT Ao 246 248 e 3¢ 3 3¢ e K K

60 NEXT L

78 END

EEnnnTmEE EXERCISE SET 4.3
On-line:
In each of these on-line exercises use the TAB com-
mand and FOR and NEXT. Also u$e nested loops.

1. Write a program to draw:

>>
>>>
>>>>
>>>>>
>>>>>>
>23>>>>
22235 >>>
>2323>5>>>
>332 33>>53>>

5 10 15 20

2. Write a program to draw:

5 10 15 20
ooy
+

+++

*rttrd

+e++++e
(222X 2 2]

ettt tteed
(222X 22 2 2L L
*rtrtrtrbrrbres

PP L L P E P bbbt
P YT IR Y P

3. Combining the methods you have learned for draw-

ing triangles and rectangles, write a program to 163
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draw a tree such as the following:

*
xRk
3 3 kK ok
3 35K KK KK
A 2 2 A K KK K
2 2020 kK 3 4 2 K 2k K oK
0 26 5 e e 3¢ e A 48 5 K K
3 2 24 3 2 24¢ fe 3¢ 3 3¢ 3K 4 3 A oK
20 28 32 2 28 e e A4 K R K kK R K K
230 3 56 3 e 28 3¢ 3¢ K 3 3¢ 3 e A K KK
4 24 24¢ 2 25 248 2 2 e 2 3 2 K R A e 3K kK KK
20303 30 24€ 2 48 R A K 3 2 3 K K K K R K Kok
33K 28 3K 3¢ e 20 248 3K 3 ¢ 3 A A e K A A A A K K K
30200 250 2 28 200 3¢ 35 3¢ 208 2348 548 246 3K 2 A 3 < e ¢ 3K e ¢ e K K K
2020 30 20 200 550 2K 38 28 38 4 K 2 ¢ 4 3 3K A A A K K K K K KK
A 36 25 24 248 34 3 2 3 208 3K e 5 3 20 2 3 5 A A A A 06 e A A Ak KK
402 308 28 38 55 20 556 3 24 K 30 3K K e 24 3 30 3K 2K 34 A0 2 R A AR A K KK
206 200 3 206 38 540 40 38 3 ¢ K K 3K 2k 23 K 3 K 3 A A e e e A K e € ke e A K ko
020 206 20 246 2 208 348 3 25 3K 8 38 3 28 3K 24 4 3¢ A 3K A e 3k e 3 2 e e 4 K 3 K K K R K
0 2 356 3¢ 3k 3 e 3k e A ¢ 3 A0 30 2 A A4 K 3 AR 3 A R R 2 N 2 e e e A K K
K 3¢ K R ok
A o A g e oK
02 20 o0 o ek
330 3 ok e Kk
4 2 e e 5K
2 2 2 KOk
2 3¢ e ek ok

L P R R PR TR XL LY T T LY XX X R

4. Write a program to produce the following diamond
or one of your own design.

+
++e
*rerd
+ebettd
*ere et red
(222 222 XL XL
PPt rr bbb iesd
PPttt e bbbt b it
(2222 R XL XL L X 22
oI XTI XL R L RS2 20 22
22X RS L A2 2 L 24
LA XXX AL AL L2 L
ettt et ettt
ettt ttbes
(XXX 222 L)
+Eetet e
e+ s
+++
+



Programming the Computer to Draw

5. Write a program to produce the following trapezoid
or one of your own design.

LA R XL L AR YR EEREEE TR TR RN ¥ ¥

rERNY
(LA 2L
PERESINNS
COOFININNIS
FOEOEIORISIIYS
CEROEEEIRI OIS
PEPEEEPPREI NN INS
CPEECIOPRIOIINISOIRIY
CHRERERORRNNINNIER IR IS
PORCERENEP ISP IN IS IR S
PRCEEEACOROOIANORORIRIINY

4.4 BLOCK LETTERS: SUBROUTINES

You’ll have a lot of fun with a poster program which
types out in large block letters any message you specify.
Happily, you don’t need a different program for each of
the 26 letters of the alphabet! In this section you will
learn how to put subroutines together to build a new and
complex program with a minimum amount of work.

Write a program to type out the word LET as it
appears at right.

0 0 2 30 500 208 2 0 208 200 3 200 200 3 20 208 38 0 0 8 0 0 e a0 e S 0 K R
000 2 2 48 20000 3 40 206 208 28 08 48 3 3 08 208 2 20 292 2 0t 08 e e oo
00 28 248 202 30 308 300 308 200 200 540 300 3 3 20 3 8 0 200 o o e A R
00 A0 00 30 200 30 40 200 200 0 0 500 2 A K A A0 8 K R Kk
20k 3 3290 38 40 00 200 200 508 00 28 200 00 0 2 o0 o8 o 0 0 R
Lo b 2 2 ]
ok & ok
b g 2 2
*ok KRR
fok % Rk
Lo 2 2 b
ok Rk
Aok kN
bt 2]
Aok kKK

A0 0 200 3 40 20 o 0 00 20 200 e o o o e o o e o o R e RO
ol 0 3 508 200 200 540 30 208 08 248 548 28 28 22 500 0 00 AR R AR A K
to b 222 22 2222222 R L LTS
Mol e 0 0 0 A e o 0 0 R e ek e o
HERREERREEE KRR R R Rk ”

ook ok kK kKRR
Aok k&% b 2 ARk
Aok ok ok =Rk KRR
Aok Rk xxRE L i 222
Aok 1 &k kKK ®RREE
ek kK Lt L AL L 1]
ook Kok kR L2 L 1
o kK RERE " kR
bk 2 L] kg wRERE
Aok 1 k& wRkE b2 1]
L2 L L
wEkkEk
xERRk
rEREE
ne gk

fa e AL LR A A2 LIRS 222 2 2 2 E T2 T ]
AR R R R R R
AR R RRE R PR RRE RS RE Rk R KRk KT
BEE Rk RRE R R R R Rk R R R KRRk
g e 0 2 e 20 3 2 e 2 e e 00 e R K e o e o e K
REREK
kR
Rk
L2 L L 2]
wRRREK
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5 14 17 26 30

I

1 —— e 2 20 2 e 00 200 200 200 20 200 500 o0 200 2 2 3 e 4 e 200 o o0 2 o o

900 2 200 20 200 200 200 20 002 200 2 200 3 e 2 e R o ok

200 200 08 200 200 200 2 3 200 2 200 300 20 200 200 240 200 20 o0 A e e o

40 2 3 200 3 20 200 3 300 200 200 20 00 28 20 o o o

5 —— 40t o 20 200 200 2 20 20 2 0 e 2 2 o o o o a0 ool e A ol e o K K
6 — ok Rk
Aok ik ok k
ok Rk
Aok xRk
L2 1 24
bt 2 2
ook kK
Aok ok Kk
Aok o ok
15 — Mok kK

16 —

20 —
21— 200 2 200 208 200 20 200 308 208 208 3 208 3 30 3 200 08 38 200 2K 28 2 240 2 R R
0K 208 200 38 34 3 20 208 3 0 2 20 200 20K 2K K 20 30 2 A K K kR K
ol e 28 208 20 30 30 2 208 208 20C 3 20 20 208 200 30 20 28 200 200 24K 0 oK K KR
0t 3 2 20 3 208 20 e 20 28 200 3 2K 30 28 240 K K A0 K A A A A R
25 —— 4ol 2 20 208 3t 20 3 e 20e 200 0 30 30 o 200 20 e e 2 e 200 308 a0 e e e o

26 — kR k% b b 2 2 b2 2 22 ]

Aok K XK b 2 2 xRKRR

Aok o ok xREE b2 2 b 2

o Kk xRk KK kxR K

ok ok ok ok L2 1 14 b2 2 R L

ok R KRR kR

Aok ok L2t xERRK

ok kKK xRk XK kKK

Aok o K xR kR nRKKE

35 — wrkkk L.t 1 L2 2 2 2
36 —
40 —

41— ok

AR K

LA 22 2

ok kR

45 — xR

46 —— MR AR A AR AR A AR AR AR AR
AR A A AR AR AR AR

A A A A A A A A R
e L LR

50 —— Aol A A AR A R R
51— T
aERRE

LT

s

55 — TERAR

5 14 17 26 30
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Here is another copy of LET to which I have added
column and line numbers for reference purposes.

Let’s start in an elementary way, as we’ ve done many
times before. One way to draw LET is to write a pro-
gram which has 55 PRINT statements, one for each line
in the design. For example, to create line 1 you would
write:

1 PRINT ¢k skskskokokskoskokskoskokskokskokokskokokskokskokokskokosk k2

Or you can construct a loop for each line, such as this
one for line 1.

1 FORS =1TO 30
2 PRINT ““*”’;

3 NEXT S

4 PRINT

Either approach works, but is time-consuming and re-
sults in an unwieldy program.

The next best approach is to combine adjacent lines in
units which require the same programming steps.
Lines 1-5 consist of 5 lines with 30 stars each.
Lines 6-15 consist of 10 lines with 5 stars each.
Lines 16-20 consist of 5 blank lines.

Lines 21-25 consist of 5 lines with 30 stars each.

Lines 26-35 consist of 10 lines each with 5 stars

followed by 8 blanks, 4 stars, 8 blanks, and 5 stars.

Lines 36-40 consist of 5 blank lines.

Lines 41-45 consist of 5 lines with 25 blanks fol-

lowed by 5 stars.

8. Lines 46-50 consist of 5 lines with 30 stars each.

9. Lines 51-55 consist of 5 lines with 25 blanks fol-
lowed by 5 stars.

il

e
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A program which follows this analysis is:

True, there are more lines (59) in this program than in a
program in which there is one PRINT statement for each
line (56 lines), but less typing is required, especially of
stars.

A further step in the same direction is to find elements
of the design which are repeated. Look at the word LET.
Find a rectangle which is repeated in each letter of the
word. It is the rectangle formed by design lines 1-5,
21-25, and 46-50. Look at the program LET/
ELEMENTARY and find the corresponding sets of
program steps which draw this rectangle. The repeated
set of program steps to draw this rectangle is:

FORL=1TOS5
FOR S =1TO 30
PRINT ““**’;
NEXT S

PRINT

NEXT L

These six steps are repeated in LET/ELEMENTARY at
program lines 5-30, 80-105, and 230-255.

Find a second element of the design which is re-
peated. The five blank lines between the letters L and E,
and E and T are repeated. Can you find the correspond-
ing set of program steps which generate these five blank
lines? The set of steps is:

FORL=1TO 5
PRINT
NEXT L

These three steps are repeated at program lines 65-75
and 180-190.

There is another rectangle which appears twice in the
design. It is five stars wide and five stars long and forms
the left and right branches of the letter T. Can you find
the corresponding program steps in LET/ELE-
MENTARY? They are:

FORL=1TO5
PRINT TAB(25);
FORS=1TO5
PRINT ““*’’;
NEXT S

PRINT

NEXT L

and are located at program lines 195-225 and 260-290.
TAB(25); is needed to have the rectangle located 25
spaces from the left margin.

There is yet another rectangle which is repeated in the
design. It occurs in design lines 6-15 and in lines 26-35
as the top and bottom bars of the letter E. This rectangle
is five stars wide and ten stars long. Although this
rectangle is repeated in the design, design lines 6-15 are

PROGRAM

5
10
15
28
2s
30
3s
a0
a5
LY
55
60
65
70
75
8@
85
90
9s
100
185
110
115
120
125
130
135
128
145
158
155
168
165
170
175
180
185
198
195
260
285
210
215
228
225
238
235
240
245
250
255
260
265
278
275
280
285
290
295

FOR L=l TO S |
FOR S=1 TO 3@
PRINT *'x"3
NEXT S
PRINT
NEXT L
FOR L=1 TO
FOR S=1 TO S
PRINT "'%'3
NEXT S

PRINT

NEXT L

FOR L=l TO S
PRINT

NEXT L

FOR L=1 TO 5
FOR S=1 TO
PRINT "3
NEXT S
PRINT
NEXT L
FOR L=1 TO
FOR S=1 TO S
PRINT *'%';
NEXT S

PRINT TAB(13)3
FOR S=1 TO 4
PRINT ‘*'x*'3
NEXT S

PRINT TAB(25)3
FOR S=1 TO 5
PRINT %'}
NEXT S

PRINT

NEXT L ]
FOR L=1 TO 5
PRINT
NEXT L

FOR L=1 TO 5

PRINT TAB(25)
FOR S=1 TO S
PRINT *x'3
NEXT S

PRINT

NEXT L

FOR Lsl TO S
FOR S=1 TO 3@
PRINT **%"3
NEXT S

PRINT

NEXT L ]
FOR L=1 TO S
PRINT TAB(25)3
FOR S=1 TO S
PRINT “x"3
NEXT S

PRINT

NEXT L
END

LET/ELEMENTARY

LINES 1-5

LINES 6-15

LINES 16-20

LINES 21-25

LINES 26-35

LINES 36-40

LINES 41-45

LINES 46-50

LINES 51-55
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E_t 2 13 L1 1 1] Al e e ol

Aok kk gk E 2 22 1]

35 — wp Rk Rk Aok ek E 22 1]
36—
40—

41— e 20 e o0

e e 23t e e

2 2 223

0 e e

45 — E2 2 2 1

46 —— A0 AR o A 2 A

0K A A A A K R

00 20 0 200 20 20 o o 0 o e 0 o o o e

P P e T Y
50 40K 40 0 020 A A2 o o R
51— RREEE
KRR K
KREKE
kERRR
P
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not entirely the same as design lines 26-35, and the
corresponding set of program steps to draw lines 6-15 is
not the same as the set of steps to draw design lines
26-35. Look at the program LET/ELEMENTARY and
see for yourself.

To sum up, three patterns are repeated in the design,
and three corresponding sets of instructions — or
routines — are repeated in the program. Here are the
repeated patterns:

(1) The rectangle 30 stars wide and 5 stars long occurs
three times.

(2) The five blank lines occur twice.

(3) The rectangle 5 stars wide and 5 stars long occurs
twice.

It must be possible to gain some advantage from the
fact that the routines corresponding to the patterns are
repeated in the program. We can reduce the overall
number of steps in the program by entering into the
program only once any set of steps that is repeated.
These steps will be set aside in the program and iden-
tified as subroutines. Any subroutine can be activated as
required by the main program.

Here is the architecture of a program which uses
subroutines. The first section contains the main pro-
gram and the second section all the subroutines.

PROGRAM

MAIN
PROGRAM

SUBROUTINES

The command STOP marks the end of the main program
or first section. As always, the last statement in the
program is the END statement. Adding typical line
numbers, the architecture of a program employing four
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subroutines looks like this:

PROGRAM
10 |
20
30
40
50 MAIN
60 PROGRAM
70
80
90
99 sToP
100 7
SUBROUTINE 1
200
SUBROUTINE 2
SUBROUTINES
300
SUBROUTINE 3
400
SUBROUTINE 4
500  END

To signal the computer to jump from the main prog-
ram to a particular subroutine, you write in the main
program a statement which begins with GO SUB fol-
lowed by the beginning line number of the subroutine
you wish to activate. Thus, in the above example, if, in
line 30, you wish to call for subroutine 1, you write in
line 30 GO SUB 100. At the end of the subroutine, you
put in a RETURN command. Thus, if the last line in
subroutine 1 is 140, you write 150 RETURN. RETURN
signals the computer to return to the main program and
pick up where it left off. More precisely, in this case the
computer would return to the next line after line 30,
which is line 40. GO SUB is similar to the GO TO
command, except that the GO SUB command allows
the computer to reenter the main program and pick up
where it left off when it encounters the RETURN state-
ment at the end of the subroutine. Look at our example
above. If we wish to activate subroutine 1 at line 30,
subroutine 2 at line 40, subroutine 3 at line 60, sub-
routine 2 at line 70, and subroutine 4 at line 90, our
program looks like this:

169
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PROGRAM

10
20
30 GOSsuB100
40 GO SuB 200

50 MAIN
60 GO SUB 300 PROGRAM
70 GO SUB 200

80

90 GO SUB 400

99 sSTOP

100 7]

.
150 RETURN

200

L]
230 RETURN SUBROUTINES
300

370 RETURN
400

L]
460 RETURN

500 END

Let’s construct a program using subroutines to draw
LET. The program consists of two sections, either of
which can be written first. Obviously the two parts are
interrelated, however. If you write the main program
first, you must keep in mind the various subroutines
you’ll be writing in the second section. If you write the
subroutines first, you know that, when you write the
main program, you’ll be calling for them as needed.
We’ll write the subroutines first and then the main
program.

The first subroutine will draw a rectangle 30 stars
wide and 5 stars long. What shall we use for line
numbers? When writing subroutines before writing the
main program, you must make an educated guess as to
the range of line numbers you should reserve for the
statements in the main program. Let’s reserve lines
1-499 for the main program and begin our first sub-
routine at line 500. Here is subroutine 1 which draws the
rectangle 30 stars wide and 5 stars long.

Subroutine 1: 500 FORL=1TO S5
505 FOR S=1TO 30
510 PRINT <<*°’;
515 NEXT S
520 PRINT
525 NEXT L
530 RETURN

Note the RETURN in line 530.
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The second subroutine will generate five blank lines.
To separate this second subroutine from the first, begin
with line number 600. Changing the hundreds digit
from 5 to 6 will aid in locating the two routines in the
completed program.

Subroutine 2: 600 FORL=1TO S5

605 PRINT
610 NEXT L
615 RETURN
Don’t forget the RETURN statement to terminate the
routine. 5 “ 17 % 30
. . . | |
The third subroutine will draw a 5 by 5 rectangle 25 1 — seasssnnnnsrsssnnsssssaeseenen
spaces from the left margin. We begin this third routine :::::::::::::::::::::::::::::
| at line 700. A A AR R R KRR AR
<5 Subroutine 3: 700 FORL=1TOS5 ::::::""“*"*‘*“"“*"“*‘
- 705 PRINT TAB(25); _an
710 FORS =1TO 5 bbbk
715 PRINT <“*’’; batioe
> P
720 NEXT S ExE
725 PRINT ::::
730 NEXT L e
735 RETURN 15 — s wkx
16—
If we put these three subroutines together, the second
section of the program looks like this:
S00 FOR L=]1 TO S 22(::un:tnunuuttttttttttt-tttttttt*
58S FOR S=1 TO 30 A A0 R R A
510 PRINT ‘''x*'3 R R R R AR
515 NEXT S SUBROUTINE 1 A0 0 A A
25— Aok AR R RO R R R
520 PRINT 26— mhrnk . EERR
5§25 NEXT L P xR e
R] Aok LR L LE 32 1
338 RETURN — T - RRER
604 FOR L=} TO 5 A Sxnx RRRRK
6@S. PRINT K o -
' SUBROUTINE 2 o ran Ak
610 NEXT L A0k At e e 2 22 ] A0 o
615 RETURN ok P P
] 35 — woRR Rk kR aRRKE
7806 FOR L= TO S 36 —
785 PRINT TAB(25)3
716 FOR S=1 TO S
715 PRINT %'} SUBROUTINE 3 40 —
728 NEXT S “— R,
: 725 PRINT :::::
) 738 NEXT L MR
: 73S RETURN | 45— -
46 —— AR AR AR AR A A A AR R
800 END AR AR AR AR AR KRR

1 1 M A o 0 20 00 200 2 o 200 0 200 0 2 Ao e ol 20000 e G e G o
In constructing the main program, use the design of e ————

LET as a guide. The first design element you Want t0 5o sksssnmsnsn kasmsssnnnmnsessnss

draw is a rectangle 30 stars wide and 5 stars long in 51— xnan
design lines 1-5. The steps to draw this rectangle al- :::::
ready exist in subroutine 1 beginning at line 500. So the aannn
first step in the main program is: 55 — axnnn

[ [
10 GO SUB 500 5 14 17 2% 30
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The second design element is a rectangle five stars wide
and ten stars long in design lines 6-15. Since this ele-
ment occurs only once, we have not put it in a sub-
routine. It is programmed directly in the main program
by adding the following lines.

15 FORL =1 TO 10
20 FORS =1TOS5
25 PRINT **7’;

30 NEXT S

35 PRINT

40 NEXT L

The third design element consists of 5 blank lines in
design lines 16-20. Program steps to do this have al-
ready been written as subroutine 2 beginning at line
600. Add to the main program:

45 GO SUB 600

The next element is a rectangle 30 stars wide and 5
stars long in design lines 21-25. To draw this rectangle
again, we recall subroutine 1:

50 GO SUB 500

Design lines 26-35, the three bars of the letter E,
occur only once in the design. The steps to draw them go
directly in the main program. Read them carefully,
particularly the commands TAB(13) and TAB(25).

55 FORL =1TO 10
60 FORS =1TOS5
65 PRINT ““*°’;

70 NEXT S

75 PRINT TAB(13);
8 FORS =1TO 4
85 PRINT “‘*’’;

90 NEXT S

95 PRINT TAB(25);
100 FORS =1TO 5
105 PRINT ““**’;

110 NEXT S

115 PRINT

120 NEXT L

To draw design lines 36-40, the five blank lines, we call
for subroutine 2 again.

125 GO SUB 600
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To draw design lines 41-45, the 5 by 5 rectangle, we call
for subroutine 3, beginning at program line 700.

130 GO SUB 700

To draw design lines 46-50 we call for the first sub-
routine again.

135 GO SUB 500
To draw design lines 51-55 we recall subroutine 3.

140 GO SUB 700

These are all the steps required to draw the design. A
STOP statement must be written to keep the main pro-
gram from running on into the second section. Be care-
ful; the STOP statement is often forgotten in the first
draft of the program.

145 STOP

Here is the complete main program.

16 GO SUB 5S040

15 FgR L=1 TO 18
28 FOR S=]1 TO S
25 PRINT “x'';

38 NEXT S

35 PRINT

4@ NEXT L

45 GO SUB 600

5¢ GO SUB S@0

S5 FOR L=1 TO 10
608 FOR S=1 TO S
65 PRINT *'x*3

79 NEXT S

75 PRINT TAB(13)3
868 FOR S=1 TO a
85 PRINT '"%'3

98 NEXT S

95 PRINT TAB(25)3
188 FOR S=1 TO S
105 PRINT ‘=3
110 NEXT S

115 PRINT

120 NEXT L

125 GO SUB 609
1306 GO SUB 706
135 GO SUB 504
148 GO SUB 700
145 STOP
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Combining the two sections we obtain the program

GO SUB S50@ «—DESIGN LINES 1-5

<4— DESIGN LINES 6-15

G0 SUB 608 «—————— DESIGN LINES 16-20
G0 SUB S@0@ «—— DESIGN LINES 21-25

«—DESIGN LINES 26-35

GO0 SUB 6808 «—  — DESIGN LINES 36-40
GO0 SUB 788 «——— DESIGN LINES 41-45

LET/3 SUB.
—10
1S FOR L=1 TO 10 —
20 FOR S=1 TO S
2% PRINT "%*3
30 NEXT S
3s PRINT
408 NEXT L
45
5@
55 FOR L=1 TO 18 —
6@ FOR S=1 TO S
65 PRINT 'x*}
7@ NEXT S
75 PRINT TAB(13)3
80 FOR S=1 TO a4
85 PRINT "'}
9@ NEXT S
95 PRINT TAB(25)3
188 FOR S=1 TO S
185 PRINT **x"3
118 NEXT S
115 PRINT
126 NEXT L
125
130
135 GO SUB 500
148 GO SUB 700
L1145 sToP
528 FOR L=1 TO S
S@5 FOR S=1 TO 30
518 PRINT ""*';
515 NEXT S
528 PRINT
525 NEXT L
538 RETURN
608 FOR L=1 TO 5
6085 PRINT
618 NEXT L
615 RETURN
760 FOR L=1 T0 S
705 PRINT TAB(25)3
718 FOR S=1 TO S
71S PRINT "3
7280 NEXT S
725 PRINT
7386 NEXT L
735 RETURN
883 END

DESIGN LINES 46-50
DESIGN LINES 51-55

SUBROUTINE 1

SUBROUTINE 2

SUBROUTINE 3
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The advantage gained by using subroutines in this
case is relatively small, reducing the number of steps
from 59 to 48. But the saving can be greater in more
complex programs.

It is possible to further shorten the program LET/3
SUB. There is a set of three steps which is repeated four
times, three times in the main program and once in the
subroutines:

FORS=1TO5
PRINT ““*”’;
NEXT S

These steps occur at: (1) program lines 20, 25, 30 (2)
program lines 60, 65, 70, (3) program lines 100, 105,
110, and at (4) program lines 710, 715, 720. This
repetition of the same three steps suggests another sub-
routine. Let’s write a fourth subroutine beginning at line
800 and move the END statement to 900.

Subroutine 4: 800 FOR S =1TO 5
805 PRINT ““*’’;
810 NEXT S
815 RETURN

Here is a copy of our new program, LET/4 SUB, to the
right of LET/3 SUB. I've indicated where the three old
steps have been replaced by GO SUB 800, further
reducing the program from 48 to 44 steps. Note that
subroutine 3, beginning at line 700, calls, in line 715,
for subroutine 4. In other words, subroutines may be
‘“‘nested’’ in much the same way as loops.
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PROGRAM LET/3 SUB PROGRAM LET/4 SUB
16 GO SUB S0@@ 16 GO SUB 580 <— ACTIVATE SUB
1S FOR L=1 TO 10 1S FOR L=1 TO 10
28 FOR S=| TO 5— 28
25 PRINT ''*"3 I —»25 GO SUB 80@ <«— ACTIVATE
30 NEXT S 36
35 PRINT 35 PRINT
48 NEXT L 48 NEXT L
45 GO SUB 600 45 GO SUB 68@ <4— ACTIVATE
5¢ GO SUB 500 S@ GO SUB 508 <— ACTIVATE
$S5 FOR L=1 TO 10 S5 FOR L=1 TO 10
68 FOR S=1 TO 5— 60
65 PRINT "' ————>65 GO SUB 888 «— ACTIVATE
78 NEXT S ‘ 70
75 PRINT TAB(13)3 75 PRINT TAB(13)3
8@ FOR S=1 TO & 8@ FOR S=1 TO 4
85 PRINT "*"3 85 PRINT “*"3
98 NEXT S 98 NEXT S
95 PRINT TAB(25)3 95 PRINT TAB(25)3
166 FOR S=1 TO 5— 108
185 PRINT “'»x'; 105 G0 SUB 806 <«— ACTIVATE SUB
116 NEXT S 110
115 PRINT 115 PRINT
1286 NEXT L 120 NEXT L
125 GO SUB 600 125 GO0 SUB 6080 «— ACTIVATE SUB
130 GO SUB 700 136 GO SUB 788 «— ACTIVATE SUB
135 GO SUB 508 135 GO SUB 580 «— ACTIVATE SUB
146 GO SUB 708 148 GO SUB 700 «— ACTIVATE SUB
145 STOP 145 STOP
50@ FOR L=1 TO 5 580 FOR L=l TO S
585 FOR S=1 TO 30 585 FOR S=1 TO 30
S10 PRINT *x%x*3 S1@ PRINT "'}
b bl I 515 NEXT S
526 PRINT 528 PRINT
525 NEXT L 525 NEXT L
530 RETURN
666 FOR L=1 TO S :gg :g;uig T
685 PRINT e 1 705
618 NEXT L 665 PRINT
610 NEXT L
61S RETURN 615 RETURN
76@ FOR L=1 TO S
765 PRINT TAB(25)3 700 FOR L=1 TO S
710 FOR S=1 TO 5— ;?Z PRINT TAB(2S)3
715 PRINT *'%*}
720 NEXT S | {715 g0 sus ses “{:ggg%fTE
725 PRINT 720
738 NEXT L 725 PRINT
735 RETURN 738 NEXT L
830 END 735 RETURN
8680 FOR S=1 TO S
805 PRINT "x'3
810 NEXT S
815 RETURN
908 END
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On-

1.

line:

W= N

SUBROUTINE 1.

SUBROUTINE 2

SUBROUTINE 3

SUBROUTINE 4

i EXERCISE SET 4.4 Nan s

Write a program to print out the word HELLO or
any other word you choose. Your program should
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demonstrate that you understand subroutines by
using GO SUB and RETURN as often as possible.

4.5 SNOOPY: AN IRREGULAR DESIGN

Look at the picture of Snoopy at the beginning of this
chapter. It contains few if any repetitive patterns. There
are no expressions for the number of blanks and stars on
each line. No subroutines can be established. You must
construct the design line by line. For example, to draw
line 2 you write:

2 PRINT * * e

Taking this line for line approach, your program would
consist of 45 lines: 44 PRINT statements, one for each
of the 44 design lines, plus an END statement. One
mistake in locating a star and you must retype the entire
PRINT statement.

There is, however, another approach to drawing
Snoopy or any other picture. This new approach re-
quires two new BASIC words: READ and DATA. You
still have to count the number of blanks and stars to be
printed on each design line, but correcting for mistakes
is easier. Furthermore, once your drawing program is in
the computer, you just input new data for each line of a
new design. Moreover, you can store on paper tape or
on cassette data for a variety of designs and simply load
the data for the particular design you want drawn.

4.5.1 DRAWING USING READ AND DATA

For the sake of simplicity, let us look again at a
regular design, the triangle.
5 10 15

v

*
xkK
R KKK
904 2 K 0 K e
o2 o 2 2 e 3 ok oK
A0 e 3k 2 2 A R e K K

As shown earlier, we begin by making a table showing
the number of blanks and stars required on each line.

Line Number Number
Number of Blanks of Stars
1 5 1
2 4 3
3 3 5
4 2 7
5 1 9
6 0 11

A0 20 e 2 2 e 2 e 2 o e e o e 2o gl e e e e e R
o400 20 2 20 200 2 e o0 o e e e e e e e kR KRR KRRk Kk
ek 24 0 4 200 200 25K 208 248 o0 300 200 200 e R 2 K o 20 K o ok ok

%

*x

b1
A0 35¢ 2% 20¢ 208 248 200 208 200 200 3 3 2 e K 90K e 08 o 2K 0 o o e e
0k 20 200 00 40 200 200 2 200 200 3 200 200 A o o A o o o e oo K
400 340 208 20 200 28 2 20 200 20 2 2 2 e oK o o o o o o e ok kK

R 20 20200 2 2 20 200 200 3 3R 200 20 200 00 0 e 20 o0 e o o o oo K
00 A o 200 200 20 0 208 A8 00 200 208 200 0 2 2 2 0 o e o o o K
Sl 20 208 2 o 200 200 2 e 20 e e a0 e o o oK o 20 20E o o e e e e o

kK xx xRk
ok xK ® 5k
orx xE xEE
oK x x% kX
K x xx L2 2

i 2 290 300 500 2 8 200 A0 0 e 200 200 05 200 3 o 20K o e o o oo o o o
e e 38 20 a0 200 20 28 200 240 o0 o 2 0 A o 0 2 e o o0 o o o o oK
200 206 o 18 2 2 0 50 2 3 2 200 A 206 o o o A o o o e ko
ok %
Aok
or%
ook
Ao x

HOK ¢ 28 200 28 38 2 28 20 20 248 240 208 2 o 2 2 2 o0 2 3 o e ke o K ok
0l 48 08 24K 200 40 20200200 208 208 2 240 3 2 e e 200 e K K o o oK oK o ok K
e 2 20 20 2 20 20500 28 550 0 200 3K o0 2 3 0 20 2 3 o e e e o o o o
ok x
*ok ok
*ok
orx
ok

000 2 00 20 30 0 2 3 0 A0 0 0 2 o o e o o K o o e e o
296200 20 30 200 30 200 2 e 2k 200 o 2 30 2k 2 208 o e e a0 o 200 o e 0t o8 o e o
000 38 256 3% 38 200 200 00 206 3 3 300 20 2K o 3 38 250 200 500 o e o o o o o

ok % kK
*k “kx
ok x xER

00 200 200 200 20 20 20 2 20 o e R 0 e o R R
A0l e 348 38 238 48 40 200 0200 30 200 200 08 20K 20K 0 200 08 208 200 2 200 200 0 0 e K o
A0 206 250 200 200 2 e 200 2 200 200 200 200 30 3 3 200 200 2K 20200 240 2K o8 o o o e K
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88

98
100
110
120
130
140

150
160
170
180
190
200
210

178

LET B=4

LET S=3
PRINT TAB(B)3
FOR C=1 TO S
PRINT *'%'3
NEXT C

PRINT

LET B=3

LET S=S
PRINT TAB(B)3}
FOR C=} TO S
PRINT *x*3
NEXT C

PRINT

Fun And Games With The Computer

At this point we depart from the method used earlier
and introduce two new variables: B representing the
number of blanks in a line, and S representing the
number of stars in a line. Thus, for design line 1, B = 5
andS = 1;forline2,B =4and S = 3;forline3,B =3
and S = §5; etc. We’ll now write a set of steps to draw
design line 1. In the following routine, the C loop prints
the number of stars represented by S.

18 LET B=5

LET S=1
PRINT TAB(B)3
FOR C=1 TO S
PRINT %'}
NEXT C

PRINT

RTLELER

Look at line 30. The command TAB(B); instructs the
computer to leave B blanks from the left margin. In the
case of design line 1, the computer leaves five blanks.
The semicolon indicates there is more to come after the
blanks. Look at the C loop, lines 40, 50 and 60. This
loop will print S stars. In the case of design line 1, the
computer prints one star. Again, the semicolon in line
50 signals the computer to continue printing stars, if
there are any, on the same line. In this case, however,
there is only one star. When the C loop is satisfied, that
is when S stars have been printed, the computer goes to
the next statement in the program, line 70, the blank
PRINT statement. The blank PRINT statement signals
the computer to terminate printing on design line 1 and
to advance to design line 2. To draw design line 2, we
redefine B as 4 and S as 3.

To draw design line 3, we redefine B as 3 and S as 5.

We could continue, writing a similar set of seven
steps to draw each of the remaining three lines of the
design. But that would make a long program of 42 lines,
seven program lines for each of the six design lines.
Fortunately, the program can be shortened by putting
five of each set of seven program lines in a subroutine:

PRINT TAB(B);
FORC=1TOS
PRINT ***7;
NEXT C

PRINT
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Here is the program to draw the triangle. The subroutine
begins at line 500. TRIANGLE/SUB

10 LET B=S PROGRAM * OUTPUT
20 LET S=1 :I <4— DATA FOR DESIGN LINE 1 s

38 GO SUB 508 AR ARR K

406 LET B=4 2054 356 55 e e ok
4— DATA FOR DESIGN LINE 2
S@ LET S=3 ek R ¢ o ok KK

68 GO SUB 500 ol o 46 e 3 e 3 o ek

gg tg; g:gj <— DATA FOR DESIGN LINE 3

9@ GO SUB S04
166 LET B=2
116 LET S= 7:' <4—DATA FOR DESIGN LINE 4
126 GO SUB 500

136 LET B=l
<«
140 LET Sggj DATA FOR DESIGN LINE 5

156 GO SUB 500

160 LET Bs@—
176 LET S=11 DATA FOR DESIGN LINE 6

180 GO SUB 500

196 STOP

500 PRINT TAB(B)3

S$18 FOR C=1 T0 S
DRAW | 528 PRINT "'%x"3
LINE | 538 NEXT G

540 PRINT

558 RETURN

663 END

The above program requires twelve LET statements
for the assignment of data to B and S. Let me show you a
more concise way to assign data to B and S by using the
new BASIC words READ and DATA. We begin the
new program by building a FOR-NEXT loop. Since
there are six design lines to be drawn we write:

FORL =1TO6

NEXT L
Next we make a list of the values of B and S in the order
in which they occurred in TRIANGLE/SUB.
5,1,4,3,3,5,2,7,1,9, 0, 11

To put this list of numbers in the computer’s memory,
we use a statement which begins with the command
DATA, placing the data line at the beginning of the
program.

DATA 5,1,4,3,5,2,7,1,9,0,11
FORL =1TO6

NEXT L

When the computer runs the program, it takes the num-
bers in the data line and stores them in a data bank which
looks like this.

S| 1|4 (31351271 ]19]0]T1I
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TRIANGLE/READ/SUB
PROGRAM ]

180

6
LINES

DRAW
LINE

—10
28
30
— 408
Y
— 560
518
520
$30
540
—S558
600
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The computer uses a ‘‘pointer’’ to indicate the next
number in the data bank to be assigned to B or S.
Needless to say, at the beginning of the program the
pointer points to the first box, like this:

St 4133 (5(2|7[1[9]0 {1l

T

DATA

POINTER . L .
The pointer is implemented in the program by a

READ statement. We write a READ statement which
instructs the computer to go to the data bank, find the
first number and assign it to B, and then find the second
number and assign it to S. The statement, READ B, S,
is put in the loop after FOR L = 1 TO 6.

DATA 5,1,4,3,3,5,2,7,1,9,0,11

FORL =1TO6

READ B,S

NEXT L
The subroutine which draws each line in the triangle is
the same subroutine used in TRIANGLE/SUB, begin-
ning at line 500. The complete new program looks like

this:
DATA S5,1,4,3+355+257+1,9,0,11 OUTPUT *
FOR L=1 TO 6 *xk
READ B, S Ak kKK
GO SUB 5@@ +—ACTIVATE DRAW LINE Db
NEXT L 3¢ 3¢ 2 28 ¢ s A6 ¢ K
STOP 20k e e 24 3K A 0 24K e K
PRINT TAB(B)3}
FOR C=1 TO S
PRINT *"x°;
NEXT C
PRINT
RETURN
END

Let’s play computer. In line 1, we enter the data into
the computer’s memory.

St {4 (33|52 7(1]9]0]I

In line 10, the computer starts into the loop. The loop
counter, L, is 1. Then the computer executes 20 READ
B, S. This command instructs the computer to go to the
data bank, locate the pointer, and assign to the variable
B the number in the box above the pointer, B = 5. The
pointer is then moved one box to the right.

S|4 (33152711901l
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So much for B. The comma after B in the statement,
READ B,S, signals the computer there is another vari-
able in the READ statement. In this case the next vari-
able is S. The computer goes again to the data bank and
locates the number in the box above the pointer and
assigns this to S. The pointer is then moved one box to
the right.

S|{1 |14 |13|13|5(2|7[1]9]0

;

After the READ statement has been executed the first
time, the values of L, B, and S are:

L|B|S
1 15(1

The next step in the program is 30 GO SUB 500. This
directs the computer to go to the subroutine and draw a
line using the above values of B and S. When the
subroutine is completed, the computer returns to the
main program and the NEXT L is executed, L = 2.

The computer starts around the loop again. On the
second execution of READ B, S, the computer goes to
the data bank, locates the pointer and assigns the value
in the box above the pointer to B. Again the pointer is
moved one box to the right. The value in this box is
assigned to S and the pointer is moved to the right once
more.

St1 {4313 (5|27 1]9]0

11

!

Having executed the READ statement for the second
time, the values of L, B, and S are:

L|B|S
2143

The subroutine is activated and design line 2 is drawn.

The computer returns to the main program and the
NEXT L is executed, starting the computer around the
loop for the third time. READ B, S is executed, after
which the pointer is located at:

51114313512 ]7(1[9]60

:

And the values of L, B, and S are:
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The subroutine is activated again and line 3 is drawn.

The computer returns to the main program and the
NEXT L is generated. READ B, S is executed. The
pointer now has been moved to:

S| 14133512711 1]19]0/(1l

f

And the values of L, B, and S are:

Line 4 is drawn.

The NEXT L is generated, and the computer starts
around the loop again. B and S are assigned the values 1
and 9, and line 5 is drawn. While executing READ B, S,
the pointer is moved to:

S| |43 13|52 (71901

Line 5 is drawn. T

The NEXT L is generated. The last two values in the
data bank, 0 and 11, are assigned to B and S. There are
no more numbers in the bank. The pointer now points to
an empty box.

S{1 1413135127 1]19]0]1

The values of L, B, and S are:

11

Line 6 is drawn.

There is no next L. The loop has been satisfied and
the program goes to the next step, 50 STOP. To sum up,
the pointer has travelled from left to right across the data
bank as shown here.

LINE LINE LINE LINE LINE LINE

1 2 3 4 5 6
I 1 T 1T a1
B S B §$ B § B S B S B S
1 3 5 71119 11
POSITION OF T T T T T T
POINTER AFTER LINE LINE LINE LINE LINE LINE
DRAWING . . . 1 2 3 4 5 6
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So much for playing computer with TRI-
ANGLE/READ/SUB. Since the ‘‘draw’’ subroutine is
used only once, why not put it in the main program,
eliminating the GO SUB, RETURN and STOP
statements?

1@ FOR L=1 TO 6
20 READ B,S
3@ PRINT TAB(B)3

6 40 FOR C=1 TO S
LINES | DRAW| 5@ PRINT *'#*'3
LINE | 69 NEXT C

78 PRINT

L 80 NEXT L
9@ END

The data line may be placed anywhere in the program
before the END statement. The DATA statement is not
executed in sequence with the other statements, like
LET or PRINT. The line just holds the numbers which
are to be stored in the computer’s memory. For exam-
ple, in the program above, the DATA line is placed in
line 1, outside the loop. In the program below it is
placed in the loop.

TRIANGLE/READ/NO SUB
| DATA 5,1,453,3,5525751,9,06,511 PROGRAM

TRIANGLE/READ/IN-LOOP

16 FOR L=1 TO 6 PROGRAM

—>11 DATA 5,1,4,3,3,5,2,751,9,06,11
2@ READ B, S
33 PRINT TAB(B)3
48 FOR C=1 TO S
S8 PRINT "=x''3
68 NEXT C
73 PRINT
38 NEXT L
98 END

Here it is again placed outside the loop, directly before
the END statement.

TRIANGLE /READ /OUT-LOOP

16 FOR L=1 0 6 PROGRAM

2@ READ B, S
30 PRINT TAB(B)3
40 FOR C=]1 TO S
S@ PRINT *x''3
60 NEXT C
78 PRINT
80 NEXT L
—» 31 DATA S,1,5453,3,5525,75159,0,11
9@ END

In general, it’s desirable to place the DATA line outside
the loop to keep the loop uncluttered.

In the above programs all the data are listed on one
line. In the case of a more complicated design, like
SNOOPY, imagine the difficulty you would have in
quickly finding an incorrect value for B or S, should an
error occur in the location of a blank or star. To make it
easier to correct the data, it is sometimes desirable to put
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TRIANGLE/READ PROGRAM

5 10 15
R SR 2
Ak ok ok
A K K
LR L 2 2
K Kok KKK
XK Kk
X Kk
184 t 1
5 10 15
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the data for each design line on a separate program line
with a corresponding line number, like this:

—>1
—»2
—»3
—» 4
—»5
—»6
10
20
30
40
53
60
70
80
90

DATA
DATA
DATA
DATA
DATA 1,9
DATA 0,11
FOR L=1 TO 6
READ B, S
PRINT TAB(B)3
FOR C=1 TO S
PRINT 'x*'3
NEXT C

PRINT

NEXT L

END

Ss1
4,3
3,5
2,7

N EXERCISE SET 4.5.1 &

1. Here is the program TRIANGLE/READ with the
data lines omitted.

10
20
30
a0
5@
60
70
80
90

A.

FOR L=1 TO 6
READ B, S
"PRINT TAB(B)3
FOR C=1 TO S
PRINT
NEXT C
PRINT
NEXT L
END

l.*l.:

Add the following DATA line to the above pro-
gram, then play computer to determine the de-
sign that would be drawn.

85 DATA 5,4,5,4,5,4,5,4,5,4,5,4

. Substitute the following DATA line in the above

program. Play computer to determine the design
that would be drawn.

85 DATA 1,5,2,5,3,5,4,5,5,5,6,5

Substitute the following DATA line in the above
program and play computer.

90 DATA 0,11,1,9,2,7,3,5,4,3,5,1
Substitute in the above program a DATA line

which will cause the computer to draw this de-
sign at left.
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452 DRAWING USING FLAG 100

Let’s try to develop a general purpose drawing
routine in which all of the design characteristics, includ-
ing the number of design lines, are specified in the
DATA lines. Look at this listing of TRIANGLE/
READ.

1 DATA S, PROGRAM TRIANGLE/READ
2 DATA 4,3
3 DATA 3,5
4 DATA 2,7
S5 DATA 1,9
6 DATA 6,11
16 FOR L=} TO 6
28 READ B,S
38 PRINT TAB(B)3
40 FOR C=1 TO S
S@ PRINT ''x'3
60 NEXT C
78 PRINT
89 NEXT L
96 END

The above program uses a FOR-NEXT loop to con-
trol the number of design lines. We can eliminate the
FOR-NEXT loop by using instead the number flag 100
to signal the computer when to stop drawing. Make the
following modifications in the above program:

(1) Insert: 7 DATA 100

(2) Delete: 10 FORL =1TO 6

(3) Replace 80 with: 80 GO TO 20

(4) Insert: 25 IF B = 100 THEN 90

Here is the above program, TRIANGLE/READ, with
the modifications. A typical run follows.

1 DATA S»,! PROGRAM = OUTPUT TRIANGLE/OUT OF DATA
2 DATA 4,3 kR

3 DATA 3,5 2k kKK

4 DATA 2,17 o 0 o 4 ok

S DATA 1,9 A 4 o o ok K K

6 DATA 8,11 it 3¢ 3 3 2 A e oK ke K

7 DATA 100

280 READ B»S OUT OF DATA IN LINE 20

25 IF B=109d THEN 90
38 PRINT TAB(B)3

40 FOR C=1 TO S

58 PRINT *'%3

6@ NEXT C

78 PRINT

80 GO TO 20

9@ END

Look at the output. The triangle is fine, but we certainly -
don’t want the message OUT OF DATA IN LINE 20 to
be part of the design. Let’s play computer to find out

why that line appeared. When scanned by the computer,
185
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TRIANGLE/FLAG 100
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the seven DATA lines establish the following data bank
for the design.

31512 (7190|1100

The following diagram shows the progress of the
pointer from left to right as each design line is drawn.
This is how it looks to the computer.

LINE LINE LINE LINE LINE LINE
| 2 3 4 5 6
L 17 I 1 mi |
B $S B S B § B S B S B S B
1 3 5 71119 11100
LINE LINE LINE LINE LINE LINE
1 2 3 4 5 6
Look at the last position of the pointer in the above
diagram. It is pointing to the number 100. Why doesn’t
the computer print 100 blanks? It doesn’t print 100
blanks because the statement 20 READ B, S can only be
satisfied if there are two numbers available to read in the
data bank. There’s only one number left. The computer
is stymied! It sends out a message for help, ‘‘OUT OF
DATA IN LINE 20.”’ To avoid this difficulty, instruct
the computer to read only one number at a time from the
data bank instead of a pair. Separate the message READ
B, S, into two READ statements like this:
20 READ B
26 READ S
Here is the revised program.
PROGRAM 1 DATA 5,1
2 DATA 4,3
3 DATA 3,5
4 DATA 2,7
S DATA 1,9
6 DATA @511
7 DATA 100
20 READ B
2S IF B=100 THEN 90 «— TEST FOR FLAG 100
26 READ S
306 PRINT TAB(B)3
40 FOR C=1 TO S
DRY| 58 PRINT *x';
6@ NEXT C
78 PRINT

88 GO TO 20

9@ END
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Here is a flow chart that shows the function of the
IF-THEN statement in testing for FLAG 100.

DATA
LINES

[

READ B

DONE

READ S

TAB (B);

|

PRINT
S

STARS

BLANK
PRINT

o

¥ EXERCISE SET 4.5.2 mimmmsnnm

Off-line:
1. Play computer with this program and draw the out-
put.

I DATA 85100851575 1,6,1)
2 DATA 5,15451,3,1525 1
3 DATA 1,1,0, 1100 MR E

€0 READ B

25 1F B=1¢00 THEN 9¢

26 READ S

32 PRINT TAB(B)}

4¢ FOR C=]1 T0 S

S¢ FPRINT *x*3

60 NEXT C

76 PRINT

88 GO T0 20

9¢ END

4.5.3 DRAWING USING FLAG 99 AND TAB
COUNTER

Compare the designs at right. Each design line in
the triangle consists of one set of blanks, followed by
one set of stars. On the other hand, each line in the
design HI is composed of two or three sets of blanks,
separated by one or more stars.

TRIANGLE

x
KK
K e
2 e K 08 K
43¢ 2 e e K KKK

Aok 3K A K A A A K K

DRAW FLAG/100

FLOW CHART

x doRkkK
* "
A A A K *
* *
T T T
T
I 10
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HI

*x ® x” ] R K K

*x* * =
b btk ®
- *x ]

- x L2 Bk ]

FLOW CHART

DATA
LINES

TAB (B);

I

PRINT

S
STARS

BLANK
PRINT
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We can’t use the old routine TRIANGLE/FLAG 100 to
draw the new design because each time the “*star print-
ing’’ loop, lines 40, 50 and 60, is satisfied, the blank
PRINT statement in line 70 switches the output to the
next line. Let’s fix up the old routine so that the compu-
ter will not go to a new design line until it completes the
one it is drawing. To signal the computer that it is at the
end of a design line, let’s insert a new flag, 99.

We think of each design line as composed of pairs of
blanks (B) and stars (S). For example, the first pair in
the first design lineis B = 0, S = 1. The second pair is
B =3, S = 1. The third and final pair is B = 2,
S = 5. These data are placed in program line 1, with 99
at the end.

1 DATA 0,1,3,1,2,5,99

The next design line is made up of the following pairs:
0,1;3,1;4,1, and is represented by the following DATA
line.

2 DATA 0,1,3,1,4,1,99

Design line 3 consists of the following pairs: 0,5; 4,1,
and is represented by the following DATA line:

3 DATA 0,5,4,1,99

Count the blanks and stars in the design lines 4 and 5 and
complete the corresponding DATA lines below:

4 DATA
5 DATA

That completes the five-line design. To signal the com-
puter that the design is finished, insert

6 DATA 100

Adding 99 to the end of each data line is only half the
job. A test for 99 must also be inserted in the program,
after the computer reads a value for B. Look again at the
flow chart for DRAW/FLAG 100.

Where should the test for this second flag be inserted?
The best place is immediately after the computer
reads a value for B. After the READ B box, insert a
new diamond containing the question IS B = 99? If the
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answer is YES, the blank PRINT statement is executed. DRAW/FLAG 99
LINES FLOW CHART

()—»| ~reas

From this flow chart the following program is encoded.

BLANK (: )
PRINT

DATA 6,1,3,1,2,5,99 HI/FLAG 99
DATA 0,1,3,1,4,1,99 PROGRAM
DATA @,5,4,1,99
DATA 9,515351,4,1,99
DATA 0,1,3,1,2,5,99
DATA 100

16 READ B

20 IF B=99 THEN 100 <¢— TEST FOR FLAG 99
30 IF B=1@@ THEN 120 «— TEST FOR FLAG 100

40 READ S ’
S@ PRINT TAB(B)S TAB (B);
63 FOR C=1 TO S
78 PRINT *x"3 |
80 NEXT C PRINT
96 GO TO 10
108 PRINT

116 GO TO 10
128 END
Let’s play computer to verify that the new FLAG 99

routine functions properly. The data bank looks like
this:

DONE

PR EWN -

S
STARS

FLAG FLAG FLAG FLAG FLAG
B S B S B S l B S B S B S l B S B S l B S B S B S l B S B S B S l l
O[T |31 25|90 1|{3|1]|4[1(9]0]S5 4‘ 19910 1|3 [1]|4]1 |99 Ol 11 3]1 5'99‘I00

| J
LINE 1 LINE 2 LINE 3 LINE 4 LINE 5

2

The action begins at program line 10 with READ B. B is
assigned the value 0. That is, the value O is inserted in a
memory cell labeled B:

B is tested for 99 and 10Q. Since it is neither of these, the B S
computer drops to 40 READ S. S is assigned the value
1. The value 1 is inserted in a memory cell labeled S: 0 1

Since B and S data only occur in pairs, it is unnecessary
to test S for 99 or 100, so the computer drops from line
40 to 50 PRINT TAB(B);. In the first pair of data B is 0,
so the computer leaves 0 blanks from the left margin. If
the computer had ordered the printer to print a character
in space 1, even a blank, the print head would then have
shifted automatically one space to the right, ready to
print in space 2. In this case, however, because B is 0,
the printing head just doesn’t move!
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B
B S
3 1

@—» READ B
1S YES

B =997

NO
IS YES

B = 100?

READ S
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Having executed line 50, the computer drops to line 60
and starts the C loop. S is 1, so a single star is drawn in
space 1 and the printing head automatically shifts one
space to the right, ready to print in space 2:

PRINTING

HEAD
Having completed the C loop, the computer drops to 90
GO TO 10. The computer returns to line 10 and looks
for a new pair of data. When 10 READ B is executed,
B is assigned 3, the third number in the data bank.

B is tested for 99 and 100. Since it is neither, the
computer drops to 40 READ S and assigns to S the value
1, the fourth number in the data bank.

Having found a new pair of data in lines 10 through
40, the computer drops to 50 PRINT TAB(B);. In this
pair, the number of blanks, B, is 3. That means the
distance from the last star is three spaces. The command
TAB(B), however, instructs the computer to count off
three spaces from the left margin, not from the last star.
To make the computer TAB over from the last star,
rather than from the left margin, we need to set up in the
computer a new procedure called a *“TAB counter.”’

It will take three new steps, plus a change in an
existing step, to add the TAB counter, call it T, into the
DRAW/FLAG 99 flow chart.

(END OF LINE)
BLANK PRINT _@

(END OF PICTURE)
DONE

Look at the shaded box at the top of the chart: T = 0.
This step sets the TAB counter at 0 at the beginning of
each new design line. After locating a value for B, the
computer checks to see if it is either 99 or 100. If it is
neither, it goes to the second shaded box and adds the
value of B to any previous value of T.

After locaiing a value for S, the computer moves to
the next step. This step was in the earlier chart, but has
been altered by replacing TAB(B) with TAB(T). The
new command, PRINT TAB(T);, causes the computer
to count off a total of T spaces from the left margin,
leaving the printing head ready to print in space or
column T + 1. In short, T is a cumulative counter.
After printing S stars, the last new step adds S spaces to
T, and the computer goes back to look for the next pair
of data: B, S.
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This flow chart is encoded as follows:

Lines 10, 50, 70 and 110 correspond to the shaded
boxes in the flow chart and implement the TAB counter.
As before, if this general purpose program is to draw

HI, we add six DATA lines:

DRAW/HI

This gives us: 1 DATA
2 DATA
3 DATA
4 DATA
S DATA
6 DATA 100
19 LET T=0
28 READ B
a 38
0e? 40
- 58
.. 68
~¢70
L. 1]
-»”:«90
- 108
= 118
w120
150 130
<140
2t 150

IF B=168@ THEN
LET T=T+B
READ S

PRINT TAB(T)3
FOR C=1 TO S
PR! N‘r QQ*.Q,
NEXT C

LET T=T+S

GO TO 2@
PRINT

GO TO 10

END

Here is a typical run.

—> 10
20
30
40

— S8
68

— 79
80
9@
100

—»110
120
130
140
150

B515351,2,5,99
P51,3,1,4,1,99
23,5,4,1,99

,1,3,1,4,1,99
25,153,1,2,5,99

IF B=99 THEN 130
150

LET T=2 DRAW
READ B

IF B=99 THEN 130

IF B=108 THEN 150

LET T=T+B

READ S

PRINT TAB(T):

FOR C=1 TO §

PRINT °*'x';

NEXT C

LET T=T+S

GO TO 20

PRINT

GO TO 10

END
1 DATA 8,1,3,1,2,5,99
2 DATA 0,1,3,1,4,1,99
3 DATA 6,5,4,1,99
4 DATA B,1,3,1,4,1,99
S DATA 2,1,3,1,2,5,99
6 DATA 100
x» *- A A K K
* * *
Aee 3¢ A4 K *
* * x
x x 3 e e ek

You now have a general purpose program which will
draw any design. Just draw your design on graph paper,
count the number of blanks and stars in each design line,
and match one DATA line to each design line. You can
quickly correct any error in a design line by locating and

repairing the corresponding DATA line.

-

# EXERCISE SET 4.5.3

1. Create your own design and program the compute

to draw it. Keep the design small, particularly if
you’re on a small computer, for the numbers in your
data line take considerable storage space. If I were
you, I wouldn’t try SNOOPY just yet.
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PLAYING BIG WHEEL
D0 YOJ WANT INSTRUCTIONS? YES

IMAGINE A LARGE CARNIVAL WHEEL, 6 FEET IN DIAMETER,
DIVIDED INTO 9 EQUAL PIE-SHAPED PIECES. THREE SECTIONS
ARE NJUMBERED 1, THREE SECTIONS ARE NUMBERED 2, TWO
SECTIONS ARE NUMBERED 3, AND ONE SECTION IS NUMBERED 4.

™E WHEEL WILL BE SPUN AND THEN YOU WILL HAVE AN
OPPORTUNITY TO BET ON ONE OF THE FOUR NUMBERS
BEFORE THE WHEEL COMES TO REST.

AT THE START OF EACH GAME, YOU WILL RECEIVE
A CERTAIN AMOUNT OF MONEY TO BET IN WAOLE
DOLLAR AMOUNTS.

SECTION NUMBERS PAYQOFF AS FOLLOWS:
1 PAYS 2 TIMES YOUR BET.
2 PAYS 2 TIMES YOUR BET.
3 PAYS 3.5 TIMES YOUR BET.
4 PAYS B8 TIMES YOUR BET.

WHEN Y0¥ WANT TO QJIT(IF YOU DON'T GO BROKE FIRST)
TYPE 99 WHEN ASKED TO PICK 1,2,3,4.

LET'S GO.

PLEASE TELL ME YOUR NAME? PETER
YOU HAVE 80 DOLLARS TO PLAY WITH.

---WHEEL IS SPINNING
PICK 1,2,3,4? 1|

BET? 20

---WHEEL STOPPED AT 2
YOS LOSE $ 20

WHAT BAD LUCK.

YOU NOW HAVE 6@ DOLLARS.

---WHEEL IS SPINNING

PICK 1,2,3,4? 1

BET? 20

---WHEEL STOPPED AT 1

YO WIN $ 40

YOU NOW HAVE 100 DOLLARS.

---WHEEL IS SPINNING
PICK 1,2,3,4? 99
HOPE YOU HAD FUN PETER. COME BACK SOON.
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PLAYING BIG WHEEL

The programs we have written so far have been rela-
tively short, no more than 60 steps. You can imagine
how confused you might become when writing a pro-
gram containing 100 or more steps, unless you follow
some standard procedure for organizing the program. In
this chapter we will demonstrate such a procedure by
writing a relatively large program called BIG WHEEL,
which will bring together many BASIC words and most
of the programming concepts introduced in the first half
of this book.

5.1 FIGURING THE PAYOFF

The game is played using a big wheel like this:

A

When the wheel is spun, the user is asked to pick the
number, 1, 2, 3, or 4, at which he thinks the wheel will
come to rest. At the same time he is asked to bet an
amount of money on this choice. If the wheel comes to
rest on his number, the user wins; otherwise he loses.
Do you understand the rules, the sequence of play, and
the procedure for determining a winner? It is important
that you know these things before trying to program any
game.

When the wheel spins, which number will you bet
on? Because of the construction of the wheel, not all
numbers are equally likely to occur. The wheel is di-
vided into nine equal pie-shaped pieces. Three pieces
are numbered 1, three pieces numbered 2, two pieces
numbered 3, and one piece numbered 4. The numbers 1
and 2 are therefore more likely to occur than 3 or 4.
Let’s be more precise in our description of the possible
outcomes.

If the wheel is spun, it may stop at any one of the
pie-shaped pieces. We assume that the wheel will not
come to rest on a line dividing two pieces of pie. Thus,
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there are nine possible outcomes, three of which pro-
duce 1, three of which produce 2, two of which produce
3, and one which produces 4. The probability that the
wheel will stop at the number 1 is greater than the
probability that the wheel will stop at 4. The probability
that the wheel will stop at 1 is the number of possible
stopping places that produce 1, divided by the total
number of stopping places on the wheel. Since 1 occurs
three times on the wheel and the wheel has nine stopping
places, then the probability that the wheel will stop at 1
is 3/9 or 1/3. Similarly, the probability of the wheel
stopping at 2 is 3/9 or 1/3. The probability the wheel will
stop at 3 is 2/9, and at 4, 1/9. Here is a table listing the
probability of each outcome:

OUTCOME PROBABILITY
Number 1 1/3
Number 2 1/3
Number 3 2/9
Number 4 1/9

Now for the payoff. In the long run do you want the
player to win, lose, or come out even? Let’s set it up so
that, after a very large number of games, the player
comes out even. A game set up this way is called afair
game. Since the outcomes (1, 2, 3, or 4) are not equally
likely, we have'to make some adjustment in the payoffs
to insure that, in the long run, the player’s winnings
equal his losses. In short, he must be paid more for alow
probability outcome, one which occurs infrequently,
than he is for a high probability outcome, that is one
which occurs more often.

Here is a table which summarizes the expected fre-
quency with which he will win or lose when he picks
each number.

NUMBER NUMBER WAYS NUMBER WAYS
BET ON TO WIN TO LOSE

1 3 6

2 3 6

3 2 7

4 1 8

Suppose a stubborn player puts his money on number 1
for 900 consecutive spins. Theory tells us he will lose
600 times, and win 300 times. If he bets $1 on each spin,
his losses will total $600. How much does he have to
collect each time he wins in order to come out even? To
offset his losses, he must collect $2 each time he wins,
or two times the amount of his $1 bet.

Suppose another player with a one-track mind plays
number 2 for 900 consecutive spins. Theoretically at
least, he will also lose 600 times, and win 300 times. If
he bets $1 on each spin, his losses will total $600. Like
the player who played number 1, he must also collect $2
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each time he wins, or two times the amount of his bet. In
short, the payoff factor when the player bets on number
1 or number 2 is 2.

Here is a table showing the payoff factor for two
outcomes.

NUMBER NUMBER WAYS NUMBER WAYS
BET ON TO WIN TO LOSE

1 3 6

2 3 6

3 2 7

4 1 8

Suppose our stubborn player plays number 3 for 900
spins. According to the table he can expect to lose 700
times and win 200 times. If he bets $1 each time, how
much does he have to collect each time he wins in order
to offset his losses? Right, $3.50. So the payoff factor
any time he bets on number 3 is 3.5.

Finally, if he plays number 4 for 900 spins, he can
expect to lose 800 times, and win 100 times. If he bets
$1 each time, how much does he have to collect each
time he wins? The payoff factor is 8.

This table lists all four payoff factors.

NUMBER NUMBER WAYS NUMBER WAYS
BET ON TO WIN TO LOSE

1 3 6

2 3 6

3 2 7

4 1 8

Look at the fourth column. The payoff factor for each
outcome can also be obtained by dividing the corre-
sponding number in column three by the number in
column two.

In some real life gambling situations, such as
roulette, the operator of the game collects all bets if the
wheel stops on a particular number. For example, here
is a wheel to which we have added a section bearing the
number 0.

You could set up a new game with this new wheel in
which the player is not allowed to bet on the number 0.
If the wheel stops on 0, the player always loses. He

PAYOFF

FACTOR

2
2

PAYOFF

FACTOR
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cannot win. The new game is summarized in this table.

SECTION NUMBER WAYS NUMBER WAYS
NUMBER TO WIN TO LOSE

0 0 10

1 3 7

2 3 7

3 2 8

4 1 9

In this new game, if the stubborn player bets on number
1 for 1000 consecutive spins, he can expect to lose 700
times and win 300 times. If he bets $1 each time, his
losses will total $700. If the payoff factor for this
number is still 2, his winnings can only total $600,
leaving him $100 in the hole. Using the new 10-section
wheel and the old payoff schedule, do we still have a fair
game? No, we don’t. To make it fair we would have to
compute a new payoff schedule.

1. Setup a payoff schedule for a fair game played with
the following wheel. The player can bet on any
number.

2. Setup a payoff schedule for a fair game in which the
player bets whether the above wheel will come to
rest on an even or odd number.

3. Here is a wheel divided into segments that are col-
ored either red(R) or black(B). Set up a payoff
schedule for a fair game in which the player bets on
whether the wheel will come to rest on either red or
black.
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5.2 WRITING AND TESTING THE PROGRAM

The first step in writing the program BIG WHEEL is
to list the sequence of events in a typical game:
Ask player to pick a number, 1, 2, 3, or 4.
Ask player for amount of his bet.
Spin the wheel.
Stop the wheel at a number.
Did player win?
If so, compute the payoff.
If not, collect his bet.
The next step is to visualize the output at the terminal.
Here is some typical dialogue that may occur after the
player types in RUN:

NouswN -

PICK 1,2, 3,472 < PLAYER’S NUMBER
BET? 10 <« PLAYER'S BET
STOPPED AT 1 « WHEEL NUMBER
YOU LOSE $10 = AMOUNT LOST

YOU NOW HAVE

At this point you want to tell the user how many dollars
he has left, but you don’t know how much he started
with. So let’s assume the user starts with $100. We’ll
tell him this at the start of the program.

YOU HAVE 100 DOLLARS «——— INITIAL BANKROLL

PICK 1,2,3,472 = PLAYER’S NUMBER
BET? 10 < PLAYER'S BET
STOPPED AT 1 =« WHEEL NUMBER
YOU LOSE $10 < AMOUNT LOST
YOU NOW HAVE 90 DOLLARS «— CURRENT BANKROLL
PICK 1,2,3,47 1 «— PLAYER'S NUMBER
BET? 30 « PLAYER'S BET
STOPPED AT 1 « WHEEL NUMBER
YOU WIN § 60 < AMOUNT WON

YOU NOW HAVE 150 DOLLARS «— CURRENT BANKROLL

What about players who bet when they are bankrupt?
What about players who pick a number that is not on the
wheel? Certainly you’ll want to do something about
these possibilities later, but it is more important now
to restrict yourself to the above output.

To write the program steps that will achieve the above
output, you first list the variables needed in the program
and the purpose of each. We need variables to represent

(1) the total amount of money the user has at any

given moment,

(2) the number he selects,

(3) the amount of his bet,

(4) the number at which the wheel stops, and, not so

obvious,

(5) a variable to indicate the payoff factor.

Use as names of variables letters which help you
remember what they stand for:

M represents the total amount of money the user

has to bet.

N represents the number selected by the user.
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B represents the amount of money bet by the user on

his number.
BIG WHEEL/ELEMENTARY W represents the number at which the wheel comes
FLOW CHART to rest.
M = 100 P represents the payoff factor.

Here is a revised list of events in which we have
| substituted the new variable names:

1 GET N 1. Start the user off with 100 dollars; M = 100.
I 2. Get the user’s number, N.
3. Get the user’s bet, B.
GET B 4. Spin the wheel and have it come to rest at W.
| 5. Check to see if N is the same as W.
6. IfN =W, usePto compute payoff; if not, take B.
SF;’%‘O‘{:VH'STE'- 7. Go back and play again.

W Puttlng this sequence of events into a flow chart, still
using variable names, we have:

YES PAYOFF
@ O

NO
TAKE MONEY Now for the program. Let’s start with the operation
B SPIN WHEEL STOP AT W. We need a routine that
assigns 1 to W 1/3 of the time, 2 to W 1/3 of the time, 3
to W 2/9 of the time, and 4 to W 1/9 of the time. The first
step is to generate a whole number R at random between
1 and 9. We then instruct the computer to output 1 if R is
1,2,0r3;2ifRis4,5,0r6;3if Ris 7 or 8;and 4if R is
9. Here is the correspondence between random number,
R, and wheel outcome, W, summarized in a table.
RANDOM WHEEL
NUMBER NUMBER
SPIN WHEEL STOP AT W 12 3 1
FLOW CHART 4.5 6 2
GENERATE ’7, 3 3
RND (1-9) 9 4
Here is a flow chart of this routine.
R<IS=37 YES W=1 P=2
NO
IS YES
R<=6? ‘ w=2 p=2
NO
s YES
R<=87 w=3 — P=35
NO
W=4

198 P=8
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You will find that it makes your work easier if you
treat this routine as a subroutine, instead of incorporat-
ing it in the main program. It is not that it is used
repeatedly in the game, it is used only once, but that
it makes it easier to isolate and identify individual game
functions in this long program. To do this, however, we
must have some idea of the general organization of the
program. We must reserve some line numbers for the
main program. If we reserve lines 1-199 for the main
program, we can start the first subroutine at line 200.

The first step in the subroutine is to write a BASIC
statement which will generate a random whole number

between 1 and 9 inclusive. We develop the expression as
follows:

1. RND(X) gives us a number between O and 1 as
pictured below.

2. Expand the interval by multiplying RND(X) by 9,
thus: 9*RND(X)

/1) ;
0

3. The expression to this point gives us decimal
numbers, ¢.g.: 7.2. Use INT to transform these
decimal numbers into whole numbers, thus:

INT(9*RND(X))

!
v

A

0 1 2 3 4 5 6 7 8 9

4. Shift the set of numbers to the right by adding 1 to
the expression, thus: INT(9*RND(X))+1

0 1 2 3 4 5 6 7 8 9

The first step of the subroutine is therefore:
200 LET R = INT(9*RND(X))+1

The remainder of the flow chart is made up of
diamonds, which are translated into BASIC by using SPIN WHEEL STOP AT W
IF-THEN statements. SUBROUTINE

Recall that a subroutine requires a RETURN state-
ment. This routine has four termination points, and will 268 LET R=INT(9*xRND(X))+1

. 205 IF R<¢=3 THEN 265

therefore require four RETURN statements, one at the

4 of each b h H is th let brouti 210 IF R<=6 THEN 258
end of each branch. Here is the complete subroutine. 5,5 ¢ Rcm3 THEN 235

220 LET W=4
225 LET P=8
230 RETURN
235 LET W=3
243 LET P=3.5
245 RETURN
Play computer to check out the subroutine: If the com- 256 LET W=2
puter generates a random number R = 4, at what 255 LET P=2
number does the wheel come to rest and what is the 268 RETURN
payoff factor? 265 LET W=1
278 LET P=2 199
275 RETURN
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Having completed the subroutine for SPIN WHEEL,
STOP AT W, look again at the flow chart for the entire
game.

The main program for BIG WHEEL is written as fol-
lows. The first instruction in the flow chart,

M =100

is translated into BASIC as

20 LET M = 100.
I’ ve started with line number 20 because I want line 10
for the RANDOM statement. Usually I’ve placed the

—@ RANDOM statement in line 1, but I wish to reserve the

first ten lines for comments which will be added later.
Following this initialization of the player’s bankroll,
a statement must be written to convey to the player how
much money he has. We write:
30 PRINT ““YOU HAVE”’ M ““DOLLARS
TO PLAY WITH.”

The next instruction is GET N

It is now time to get the player’s number, N, but first we
tell him to pick 1, 2, 3, or 4:
40 PRINT “‘PICK 1,2,3,4"’;
The next statement, 50 INPUT N, puts a question mark
on the page and instructs the computer to wait for the
player to type 1, 2, 3, or 4. Notice that we added a
semicolon at the end of line 40. This places the question
mark after ‘‘PICK 1,2,3,4.”’

The next instruction is GET B

which must be preceded by a PRINT statement telling
the user to make a bet:

60 PRINT ‘““BET”’;
This is followed by:

70 INPUT B.

. . SPIN WHEEL
The next instruction, STOP AT

w

has already been encoded as a subroutine beginning at
line 200. To call this routine from the main program we
add:

80 GO SUB 200

When the computer returns from the subroutine with
values for W and for P, the player should be told the
number at which the wheel stopped:

90 PRINT *‘STOPPED AT’ W
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The next element in the flow chart,

NO

is translated into BASIC using an IF-THEN statement.
We write

100 IF N = W THEN
leaving a blank for the line number after THEN. If we
take the NO exit from the diamond, we arrive at

TAKE MONEY
B

At this point the player has lost B dollars and must be so
informed by:

110 PRINT “YOU LOSE $’ B
Then the amount he bet, B, must be subtracted from his
bankroll, M.

120LETM =M —B
Though not indicated in the flow chart, before sending
the player back to try his luck in another game, we
should tell him how much he has in his bankroll.
130 PRINT *“YOU NOW HAVE”’ M ““DOLLARS.”’
Automatic replay is indicated in the flow chart by the
number 1 in acircle at the end of the drop-down branch.
This is encoded in BASIC as:

140 GO TO 40
Now for the right or YES exit from the diamond. The
instruction is:

PAYOFF
P.-B

Here the player wins P times B dollars and must be so
informed.
150 PRINT ““YOU WIN $** P*B
Before going on to the next step in the program, recall
the blank you left after the IF-THEN statement in line
100. You now can fill that blank with the number 150.
100 IF N = W THEN 150
To continue, after telling the player he won, his bet, B,
must be multiplied by the payoff factor and added to his
bankroll, M.
160 LET M =M + P*B
And he should be told how much he has in the bank.
170 PRINT “YOU NOW HAVE” M ““DOL-
LARS.”
Just as at the end of the drop-down branch, the computer
should be directed to replay the game automatically.
180 GO TO 40
The main program is now complete. Generally, when
you build a program containing subroutines, a STOP
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statement is required at the end of the main program to
prevent the computer from running on into the sub-
routine section. In this case, however, the main pro-
gram cannot run on into the second section, because a
GO TO 40 statement has been inserted at the end of each
branch.

Here is the main program as developed above.

RANDOM
LET M=100

30 PRINT “YOU HAVE™ M "DOLLARS TO PLAY WITH.*

40
1
60
70
80
90
1866
110
128
130
140
150
160
176
180

PRINT "PICK 1,2,3,4'3

INPUT N

PRINT “BET"3

INPUT B

GO SuB 200

PRINT °''STOPPED AT" W

IF N=sW THEN 150

PRINT "YOU LOSE $" B

LET M=M-B

PRINT "YOU NOW HAVE" M ' DOLLARS."
GO TO 40

PRINT "YOU WIN S$* PxB

LET M=M+P*xB

PRINT *YOU NOW HAVE' M “DOLLARS."
GO TO 40

To the above main program we now join the subroutine
SPIN WHEEL STOP AT W. We also add a RANDOM
statement and an END statement. The RANDOM
statement is necessary to start RND(X), used in the
subroutine, at arandomly selected place in the ‘‘random
number list.”” This is written:

10 RANDOM

Number the END statement 999 or some other large line
number. This will allow us to add more subroutines later
in the chapter.
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186 RANDOM BIG WHEEL/ELEMENTARY
20 LET M=100
30 PRINT "YOU HAVE' M "DOLLARS TO PLAY WITH."
4@ PRINT “PICK 1,2,3,4"3
5@ INPUT N
6@ PRINT "BET'3
78 INPUT B
80 GO SUB 200 < ACTIVATE SPIN WHEEL
MAIN 9@ PRINT "STOPPED AT" W
PROGRAM 106 IF N=W THEN 150
116 PRINT "YOU LOSE $* B
126 LET M=M-B
136 PRINT "“YOU NOW HAVE" M "DOLLARS."
140 GO TO 40
158 PRINT "YOU WIN $" Px*B
160 LET M=M+PxB
176 PRINT "YOU NOW HAVE" M "DOLLARS."
| 186 GO TO 4@
2068 LET R=INT(9%xRND(X))+1
205 IF R<=23 THEN 265
210 IF R<=6 THEN 250
215 IF R<=8 THEN 235
220 LET W=4
225 LET P=8
23¢ RETURN
SPIN 235 LET w=3
WHEEL | 248 LET P=3.5
245 RETURN
25¢ LET w=2
255 LET P=2
268 RETURN
265 LET W=1
278 LET P=2
| _275 RETURN
999 END

We must now test the program. Ideally, you should
test the program for both winning and losing on each of
the four possible numbers, 1, 2, 3, and 4. In this case,
however, I have only tested the program for winning
and losing on 1. You should test the other six possible
outcomes.

YOU HAVE 106 DOLLARS TO PLAY WITH.
PICK 1,2,3,4? |

BET? 10
STOPPED AT 3
YOU LOSE § 10 «— LOSE ON NUMBER 1

YOU NOW HAVE 90 DOLLARS.
PICK 1,2,3,47 1|

BET? 10
STOPPED AT 3
YOU LOSE § 10 «— LOSE ON NUMBER 1

YOU NOW HAVE 80 DOLLARS.
PICK 1,2,3,4? 1

BET? 10
STOPPED AT 1
YOU VIN § 20 < WIN ON NUMBER 1

YOU NOW HAVE 180 DOLLARS.
PICK 1,2,3,47

tC 203
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B EXERCISE SET 5.2 Hns

Off-line:

1. Design your own wheel with as many equal pie-
shaped pieces as you wish. Number each section.
Try not to have each different outcome occur with
the same probability. That is, do not construct a
four-section wheel and just number the sections 1,
2, 3, and 4 respectively.

2. Decide whether you want your game to be fair or
biased and construct a payoff schedule for the dif-
ferent bets.

3. Draw (1) a flow chart for the main program of your
Big Wheel game and (2) a flow chart for the SPIN
WHEEL subroutine.

4. Refer to your flow charts and write a program for
your big wheel. Imitate the line numbering scheme
and overall program organization that I followed in
writing the program BIG WHEEL/ELE-
MENTARY. Do not add instructions or any other
personality at this time. These refinements will be
added later. Keep your program simple.

On-line:

5. Load and run your Big Wheel program. Be sure to
test it thoroughly. Save this program as YOUR BIG
WHEEL for modification in subsequent sections.

5.3 "PLAY IT AGAIN, SAM?”
BIG WHEEL/ELEMENTARY

FLOW CHART At present, our program BIG WHEEL/ ELEMEN-
M =100 TARY is set up for automatic replay. The game can only
| be terminated by typing CONTROL C. In YOU GUESS

O— TN and COMPUTER GUESS, we had other ways to replay
I the game:
1. Ask the User
GET B 2. Flag 99

[ 3. How many Games?
SPIN WHEEL I’ll use Flag 99 to replay BIG WHEEL.

STOP AT Look at the elementary flow chart for BIG WHEEL.

YES PAYOFF
@ P-B —®

NO

TAKE MONEY
B

(5 To use 99 as the flag, tell the player at the beginning of
the program that, if he wants to quit, he must type 99
when the computer says ‘‘PICK 1,2,3,4.”’ This is ac-
complished by inserting:

15 PRINT ““IF YOU WISH TO QUIT, TYPE
99 AFTER PICK 1,2,3,4.”
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Then test for the flag after the computer executes

GETN

which has been encoded as 50 INPUT N. To determine
whether the player has typed in 99, we use this routine:

YES
@ SIGN OFF |—  DONE

NO

CONTINUE
WITH GAME

This routine can be encoded and inserted in the overall
program three ways: (1) as an integral part of the main
program, (2) as a standard subroutine employing GO
SUB and RETURN, and (3) as a short routine which the
computer reaches and returns from by following two
GO TO instructions.
As part of the main program, it looks like this:

50 INPUT N

51 IF N = 99 THEN 53

52 GO TO 60

53 PRINT ‘“‘HOPE YOU HAD FUN.

COME BACK SOON.”

54 STOP

60 PRINT ‘“‘BET”’;
As a subroutine employing GO SUB and RETURN, it
looks like this:

50 INPUT N

51 GO SUB 300

60 PRINT “‘BET’’;

300 IF N = 99 THEN 310
305 RETURN
310 PRINT ‘““HOPE YOU HAD FUN.
COME BACK SOON.”
315 STOP
As a short routine outside the main program, which the
computer reaches via 51 GO TO 300 and returns from
via 305 GO TO 60, it looks like this:
50 INPUT N
51 GO TO 300
60 PRINT *‘BET”’;

300 IF N=99 THEN 310

305 GO TO 60

310 PRINT “HOPE YOU HAD FUN.

COME BACK SOON.”’

315 STOP
I prefer the second alternative, the standard subroutine.
Here is FLAG 99 as a subroutine in BIG WHEEL/
ELEMENTARY.
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BIG WHEEL/FLAG 99
PROGRAM

10
15
20
39
49
50
51
60
70

MAIN 30
PROGRAM 90
1806
110
120
138
140
158
160
176
._180@
200
205
210
218
220
225
236
SPIN 235
WHEEL 248
245
2508
255
260
265
270
L_275
300
385
310
318
999

FLAG 99

206

RANDOM

PRINT “IF YOU WISH TO QUIT, TYPE 99 AFTER PICK 1,2,3,4."

LET M=100

PRINT "YOU HAVE" M "DOLLARS TO PLAY WITH."
PRINT "PICK 1,2,3,4";

INPUT N

GO SUB 300 « ACTIVATE FLAG 99
PRINT "“BET"3

INPUT B

GO SUB 200 < ACTIVATE SPIN WHEEL
PRINT "STOPPED AT W

IF N=W THEN 150

PRINT “YQU LOSE $" B

LET M=M-B

PRINT "YOU NOW HAVE" M "DOLLARS."

GO TO 40

PRINT "YOU VWIN $' PxB

LET M=M+Px*B

PRINT "YOU NOW HAVE" M "DOLLARS."

GO TO 49

LET R=INT(9%RND(X))+1}

IF R¢=3 THEN 265

IF R<=6 THEN 250

IF R<=8 THEN 235

LET W=4

LET P=8

RETURN

LET W=3

LET P=3.S

RETURN

LET w=2

LET P=2

RETURN

LET V=]

LET P=2

RETURN

IF N=99 THEN 310

RETURN

PRINT "“HOPE YOU HAD FUNe. COME BACK SOON.*
STOP

END

OUTPUT 1IF YOU WISH TO QUIT, TYPE 99 AFTER PICK 1,2,3,4.
YOU HAVE 106 DOLLARS TO PLAY WITH.
PICK 1,2,3,4? 2
BET? 10
STOPPED AT 3
YOU LOSE $ 1@
;2U NOW HAVE 90 DOLLARS.
CK 1,2,3,47? 99 « TEST FLAG 99
HOPE YOU HAD FUN. COME BACK SOON.

SN EXERCISE SET 5.3 Wmmess

Off-line:

1. The following flow chart outlines the logic of the
replay option, Ask the User.
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ASK USER
( ) > “PLAY AGAIN?"

GET
RESPONSE

IS
RESPONSE "“YES?”

NO

START GAME
AGAIN

SIGN OFF

IS
RESPONSE “NO?”

DONE

NO

ANSWER
YES OR NO

©

Based on this flow chart, do the following:

A) Code the flow chart as a subrottine which
begins at line 300 in BIG WHEEL/ ELEMEN-
TARY.

B) Insert in the main program the statement GO
SUB 300 to activate this subroutine.

On-line:

2. Take YOUR BIG WHEEL program, which you
saved in exercise set 5.2, and add the replay option
of your choice. Save this program for further mod-
ification.

5.4 NEVER BET MORE THAN YOU HAVE

Not all games involve betting. In games of skill, such
as football or tic-tac-toe, winning the game is generally
satisfaction enough. Betting is often a characteristic of
games of chance, however. To play a betting game, the
user must start with a certain amount of money. You
either let the user specify how much money he wants to
draw from the ‘‘bank’’ (you may want to restrict the
amount), or you tell him how much money he has. In the
second case you can give the user a fixed amount, such
as $100 or $1,000,000, or you can generate a number at
random between two numbers to determine the amount
of money he starts with. The game has more variety if
you use the latter method, since the user starts with a
different amount each time. In the present version of
BIG WHEEL, the player starts with $100. Let’s modify
the program to start the player with a random amount of
money between $50 and $100 inclusive.

Look at BIG WHEEL/FLAG 99. The program step to
be changed is line 20, LET M = 100. The amount of
money, 100, must be replaced with an expression which

FLOW CHART
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uses RND(X) to generate a random amount of money
between 50 and 100 dollars. RND(X), however, gener-
ates numbers between zero and one. To get RND(X) to
work in the right interval, 50 to 100, we first determine
the number of whole numbers between 50 and 100,
inclusive. There are 100 — 50 + 1, or 51 whole num-
bers. RND(X) must therefore be multiplied by 51 to
yield numbers from 0 to 51.

The expression 51*RND(X) yields decimal numbers,
however. To transform them into whole numbers use
INT. Thus INT(51*RND(X)) produces

0 1 2 3 4 o o o 47 48 49 50

Shift this set of numbers to the right, into the interval 50
to 100, by adding 50 to the expression. Thus,
INT(51*RND(X)) + 50.

G —0—0—0—0 00— —————— 06— 00— 00— 00— —>

50 51 52 53 54 e o o 97 98 99 100

If you wish, you can now replace 20 LET M =100 with
20 LET M=INT(50*RND(X))+50 in BIG
WHEEL/FLAG 99. Now let’s examine the player’s bet.

It is not wise to let the user bet more than he has, or to
let him bet a negative amount of money. The first
constraint is obvious, but the second isn’t. You may
already have discovered the following scheme for in-
creasing the size of your bankroll when playing BIG
WHEEL. Look again at the table which lists the ways
yol can win and lose on each number.

NUMBER NUMBER WAYS NUMBER WAYS
BET ON TO WIN TO LOSE

1 3 6

2 3 6

3 2 7

4 1 8

On any given spin of the wheel, the most likely way to
lose is to bet on the number 4. If I bet $1,000,000 on
number 4, the chances are very good that I'll lose a
million. On the other hand, if I bet-$1,000,000 on
number 4, when I lose, I ‘“win,”” because I gain
$1,000,000 for my bankroll. The computer determines
the size of my bankroll by executing LET
M = M — B. When B = —1,000,000, the statement
becomes LET M = M — (—1,000,000), which is, of
course, the same as LETM = M + 1,000,000.1add a
cool million to my wad. To prevent a player from using
this scheme to increase his bankroll illegally, the com-
puter must test each bet to make sure it is not a negative
number.
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To make the game realistic, you may require the
player to bet a minimum of one dollar as well as to bet in
whole dollar amounts. After all, did you ever hear of
anyone betting 3.17625 dollars? Here is a flow chart for
the subroutine that rejects any bet that is:

(1) more than his bankroll,
(2) negative,

(3) less than one dollar, or

(4) not a whole dollar amount.

MESSAGE
SMART HUH? YOU DON'T
HAVE THAT MUCH MONEY.

BET AGAIN

MESSAGE
STUPID! YOU CAN'T BET A
NEGATIVE AMOUNT.

BET AGAIN

MESSAGE
DON'T BE CHEAP BET AT
LEAST A DOLLAR.

BET AGAIN

CONTINUE WITH
GAME
(RETURN)

B WHOLE NUMBER
DOLLARS?

MESSAGE
WHAT'S THIS CENTS
STUFF! BET WHOLE
DOLLAR AMOUNTS.

|

BET AGAIN

Look at the questions in the diamonds. The first three
questions can be inserted in the program without change
between IF and THEN. The fourth question, IS B A
WHOLE DOLLAR AMOUNT? is coded in BASIC,
using the INT operation.

The question becomes, is INT(B) = B? It works this
way: If B = 3.17625, the answer is ‘‘No,”’” because
INT(3.17625) equals 3, not 3.17625. On the other
hand, if B = 3, then the answer is ‘‘Yes,”’ because
INT(3) equals 3. In short, if B is a whole number, the
statement is true. When cast in BASIC it looks like this:
IF INT(B) = B THEN .

The procedure for checking bets will be incorporated
into BIG WHEEL as a subroutine. It is our third sub-
routine and will begin at line 400 There are five exit
points from the subroutine. At the ends of four of the
branches, a GO TO command is used to transfer control
back to 60 PRINT “BET”’; At the end of the remaining
fifth branch, a RETURN statement is inserted. This
subroutine is added to BIG WHEEL/FLAG 99. To

BET OK
FLOW CHART
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BIG WHEEL/BET OK activate it, GO SUB 400 must be inserted in the main
pRoGL;I;AM program after 70 INPUT B.

[ 13 RANDOM

1S PRINT "IF YOU WISH TO QUIT, TYPE 99 AFTER PICK 1,2,3,4."
20 LET M=100

3@ PRINT "YOU HAVE" M "DOLLARS TO PLAY WITH."

4@ PRINT “PICK 1,2,3,4"3

5@ INPUT N

S1 GO SUB 300 <— ACTIVATE FLAG 99

68 PRINT “BET"S

73 INPUT B

71 GO SUB 400 < ACTIVATE BET OK
MAIN 88 GO0 SUB 200 < ACTIVATE SPIN WHEEL

PROGRAM 968 PRINT '"STOPPED AT" W
160 IF N=W THEN 150
116 PRINT "YOU LOSE $" B
126 LET M=M-B
136 PRINT 'YOU NOW HAVE'" M “DOLLARS."
146 GO TO 4@
158 PRINT "YOU WIN $" PxB
160 LET M=M+P%xB
178 PRINT "YOU NOW HAVE" M "DOLLARS."
| 186 GO TO a@
200 LET R=INT(9%RND(X))+1
205 IF R<=3 THEN 265
210 IF R<=6 THEN 250
215 IF R<=8 THEN 235
220 LET v=4
225 LET P=8
230 RETURN

SPIN 235 LET w=3
WHEEL| 240 LET P=3.5
245 RETURN
25@ LET W=2
255 LET P=2
268 RETURN
265 LET Wal
270 LET P=2
L_275 RETURN
308 IF N=99 THEN 310
FLAG 99| 305 RETURN

310 PRINT "HOPE YOU HAD FUN. COME BACK SOON."

|_315 STOP
40608 IF B>M THEN 4SS
405 1F B<® THEN 445
410 IF B<l THEN 435
415 IF INT(B)=B THEN 430
420 PRINT “WHAT'S TH1S CENTS STUFF! BET WHOLE DOLLAR AMOUNTS."
425 GO TO 60
BETOK | 438 RETURN
435 PRINT "DON'T BE CHEAP. BET AT LEAST A DOLLAR.*"
440 GO TO 60
445 PRINT "STUPID! YOU CAN'T BET A NEGATIVE AMOUNT."
458 GO TO 60
455 PRINT °**SMART HUH? YOU DON'T HAVE THAT MUCH MONEY."
|_46@ GO TO 60

999 END

210
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Below is a typical run of the program, one in which we
test each of the four checks on the bet.

IF YOU WISH TO QUIT, TYPE 99 AFTER PICK 1,2,3,4.
YOU HAVE 188 DOLLARS TQO PLAY WITH.
PICK 1,2,3,47? 1|
B>M—» BEET? 200
MART HUH? YOU DON°'T HAVE THAT MUCH MONEY.
B<0—» BET? -S50
STUPID! YOU CAN'T BET A NEGATIVE AMOUNT.
B<1—BET? 0
ON*'T BE CHEAP. BET AT LEAST A DOLLAR.
INT(B) =B —» BET? 1.234
WHAT*'S THIS CENTS STUFF! BET WHOLE DOLLAR AMOUNTS.
BET? 10
STOPPED AT 2
YOU LOSE $ 10
YOU NOW HAVE 98 DOLLARS.
PICK 1,2,3,4? 99
HOPE YOU HAD FUNe COME BACK SOON.

EEEEETEGER EXERCISE SET 5.4 MEmurimoss

Off-line:

1. Does the order of the four questions used to check
the bet make a difference? Play computer with the
following flow chart and determine the output. If
M = 100 and B = —1000, is the output correct?

MESSAGE
SMART HUH? YOU DON'T BET AGAIN
HAVE THAT MUCH MONEY.

MESSAGE
DON'T BE CHEAP. BETAT —— BET AGAIN
LEAST A DOLLAR.

MESSAGE
STUPID! YOU CAN'T BETA —— BET AGAIN
NEGATIVE AMOUNT.

CONTINUE WITH
GAME
(RETURN)

B WHOLE NUMBER
DOLLARS?

MESSAGE
WHAT'S THIS CENTS
STUFF! BET WHOLE
DOLLAR AMOUNTS.

BET AGAIN

2. Isthere another sequence in which the questions can
be arranged that will properly check the bet?

On-line:

3. Take the program YOUR BIG WHEEL saved in
exercise set 5.3 and add two routines. The first
routine either (a) gives the player an opportunity to

FLOW CHART
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BUSTED
FLOW CHART

212

NO

CONTINUE WITH
GAME
(RETURN)
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draw an amount from the bank, (b) gives him
$1000, or (c) gives him an amount randomly
selected. The second routine checks the bet to see
that the player does not bet (a) more than his bank-
roll or (b) a negative amount of money. You may
also wish to create additional checks on the bet.
Save this program for further modification.

5.5 YOU JUST BUSTED MY BANK

The BIG WHEEL game can end either of two ways:
(1) the player loses all his money, or (2) he just decides
to quit. He can quit by typing 99. If he loses all his
money, we can either (1) terminate the game, or (2) give
him a new bankroll and a chance to play again. In any
case, whenever the player loses a bet, we should check
the amount of money he has left. Of course, if he wins,
there’s no need to check the amount of money he has
left; he must have some. Here is a flow chart of the
routine to be followed each time the player loses. It
gives the player an opportunity to start the game over
again with a new bankroll if he has lost all his money,
that is, if M = O. :

ASK USER
“PLAY AGAIN?" ‘—®

s START GAME
RESPONSE “YES? L AGAN
NO
IS
RESPONSE “NO?" SIGN OFF DONE

NO

ANSWER
YES OR NO

o

The new subroutine will begin at line 500. The string
variable A$ is used to permit the player to answer YES
or NO when asked ‘“WOULD YOU LIKE TO PLAY
AGAIN.”” When added to BIG WHEEL/FLAG 99, the
subroutine is activated by GO SUB 500 on line 131.
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MAIN
PROGRAM

SPIN
WHEEL

FLAG 99

BUSTED

250
255
260
265
270
275
— 388
365
319
L 315
[ 500
505
510
515
528
525
530
535S
5S40
545
550

LSS5
999

BIG WHEEL/BUSTED

RANDOM

PRINT *“IF YOU WISH TO QUIT, TYPE 99 AFTER PICK 1,2,3,4."
LET M=100

PRINT *"YOU HAVE'" M °*DOLLARS TO PLAY WITH.'
PRINT *PICK 1,2,3,4%;

INPUT N

GO SUB 308 <= ACTIVATE FLAG 99
PRINT 'BET'3

INPUT B

GO SUB 2080 <« ACTIVATE SPIN WHEEL
PRINT *STOPPED AT" W

IF N=W THEN 1580

PRINT 'YOU LOSE $" B

LET M=M-B

PRINT '"YOU NOW HAVE'" M 'DOLLARS."

GO SUB 500 <= ACTIVATE BUSTED
GO TO 40

PRINT "YOU VWIN $* PxB

LET M=M+P*B

PRINT “YOU NOW HAVE" M °*“DOLLARS."

GO TO 40

LET R=INT(9%*RND(X))+]

IF R<=3 THEN 265

IF R<=6 THEN 250

IF R<=8 THEN 235

LET vws4

LET Pa8

RETURN

LET wW=3

LET P=3.5

RETURN

LET w=2

LET P=2

RETURN

LET w=1

LET P=2

RETURN

IF N=99 THEN 310

RETURN

PRINT “HOPE YOU HAD FUN. COME BACK SOON.'
STOP

IF M=06 THEN 510

RETURN

PRINT *TO0 BAD--YOU LOST ALL THE MONEY I GAVE YOU, BUT"
PRINT °*I°'LL BE GENEROUS AND GIVE YOU ANOTHER CHANCE.*
PRINT “WOULD YOU LIKE TO PLAY AGAIN'3
INPUT AS

IF A$="YES'" THEN 20

IF A$="NO'" THEN 550

PRINT '""ANSWER YES OR NO."

GO TO 520

PRINT *“THANKS FOR PLAYING. BETTER LUCK NEXT TIME.'
STOP

END

Look at line 555. The STOP command ends the sub-
routine. Since the next line, 999, is an END statement,
the STOP command may look unnecessary. You’re
right. But, in the next section, we’re going to add
another subroutine starting at line 600. 213
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IF YOU WISH TO QUIT, TYPE 99 AFTER PICK 152,3,4.
YOU HAVE 100 DOLLARS TO PLAY WITH.
PICK 1,2,3,47 4
BET? 100
STOPPED AT 2
YOU LOSE $ 1006
M=0—YOU NOW HAVE @ DOLLARS.
TO0 BAD--YOU LOST ALL THE MONEY 1 GAVE YOU, BUT
I'LL BE GENEROUS AND GIVE YOU ANOTHER CHANCE.
YES ORNO —» WOULD YOU LIKE TO PLAY AGAIN? PERHAPS
ANSWER YES OR NO.
YES —> WULD YOU LIKE TO PLAY AGAIN? YES
YOU HAVE 186 DOLLARS TO PLAY WITH.
PICK 1,2,3,4? 4
BET? 1090
STOPPED AT 2
YOU LOSE s 100
M=0—>YOU NOW HAVE DOLLARS.
700 BAD--YOU LOST ALL THE MONEY I GAVE YOU, BUT
I1'LL BE GENEROUS AND GIVE YOU ANOTHER CHANCE.
NO —» WULD YOU LIKE TO PLAY AGAIN? NO
THANKS FOR PLAYING. BETTER LUCK NEXT TIME.

S EXERCISE SET 5.5

On-line:

1. Take the program YOUR BIG WHEEL saved in
exercise set 5.4 and add a routine for determining if
the player has lost all his money. Once again, save
the new program.

VALID 1
FLOW CHART

5.6 VALIDATING INPUTS

The instructions for BIG WHEEL tell the player to

CONT(;"/‘\‘;AEEW'TH pick either 1, 2, 3, or 4. But perhaps he wants to foil
(RETURN) your program, or see if you’ve accounted for all con-
tingencies. We need a routine to check the user’s choice
of number to determine if he has typedinal, 2,3, or4.

CONTG"‘/‘:,{AEEW'TH If not, we ask the player to choose again. Here is the
(RETURN) flow chart.

CONTINUE WITH
GAME
(RETURN)

CONTINUE WITH
GAME
(RETURN)

FOLLOW
DIRECTIONS
DUMMY

ASK PLAYER
FOR NUMBER
AGAIN

214
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This flow chart is encoded as a subroutine beginning at
line 600. To activate it, GO SUB 600 should be inserted
right after 50 INPUT N. But the next line after 50 is 51
GO SUB 300 which checks for the flag. The check for
the flag must come first. We’ll call for the new sub-
routine in line 52.

PROGRAM BIG WHEEL/VALID 1

[ 18 RANDOM

15 PRINT "IF YOU WISH TO QUIT, TYPE 99 AFTER PICK 1,2,3,4."
23 LET M=1040

38 PRINT "YOU HAVE" ™ 'DOLLARS TO PLAY WITH."

40 PRINT "PICK 1,2,3,4'3

S@ INPUT N
S1 GO SUB 3600 <«— ACTIVATE FLAG 99
52 GO SUB 600 < ACTIVATE VALID 1
6@ PRINT “BET"3
MAIN 78 INPUT B
PROGRAM 388 GO SUB 208 +— ACTIVATE SPIN WHEEL

9@ PRINT *“STOPPED AT" VW
160 IF N=W THEN 150

116 PRINT "YOU LOSE $" B
120 LET MaM-B

133 PRINT "YOU NOW HAVE'" M “DOLLARS.'"
146 GO TO 490

158 PRINT “YOU WIN $" PxB
168 LET M=M+PxB

L 178 PRINT *YOU NOW HAVE" ™ 'DOLLARS."
188 GO TO 4@

200 LET R=INT(9%*RND(X))+1
285 IF R<=3 THEN 265

210 IF R<=6 THEN 250

215 IF R<=3 THEN 235

220 LET W=4

225 LET P=38

SPIN 230 RETURN

WHEEL 235 LET wW=3

240 LET P=3.5

245 RETURN

250 LET w=2

255 LET P=2

268 RETYRN

265 LET w=|]

2760 LET P=2

|_275 RETURN
—308 IF N399 THEN 310
FLAG 99 | 305 RETURN
318 PRINT "HOPE YOU HAD FUN. COME BACK SOON.'
315 STOP

6088 IF N=1 THEN 630
6085 IF N=2 THEN 630

610 IF N=3 THEN 630

VALID1 | 615 IF N=4 THEN 630

628 PRINT "FOLLOW DIRECTIONS DUMMY."
625 G0 TO 40

L 6328 RETURN

999 END
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OUTPUT IF YOU WISH TO QUIT, TYPE 99 AFTER PICK 1,2,3,4.
YO0J HAVE 100 DOLLARS TO PLAY WITH.

N=7—>PICK 1,2,3,4? 7

FOLLNW DIRECTIONS DIMMY.

N=-25—>PICK 1,2,3,4? =-2.5

FOLLOW DIRECTIONS DJMMY.

N=0—>PICK 1,2,3,4? 0

FOLLOW DIRECTIONS DJMMY.

N=1—PICK 1,2,3,4? 1

VALID 2
FLOW CHART

VALID 2
SUBROUTINE
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BET? 10
STOPPED AT 3
YOU LOSE $

10

YO'J NOW HAVE 98 DOLLARS.
N=99 —» PICK 1,2,3,4? 99
HOPE Y0YJ HAD FUN. COME BACK SOON.

IF(N-1D*N-=2)* (N - 3)* (N —4) =0 THEN

Now for a second method, which we’ll refer to as
VALID 2, for validating inputs. This new method em-
ploys the following IF-THEN statement:

Suppose the player picks 1. If N = 1, the first factor
N — 1 is zero, because 1 — 1 = 0. Regardless of the
values of the other three factors the product of these four
factors, 0 * (—1) * (—=2) * (—3), must be zero.
Likewise, if N is 2, 3, or 4, one of the other factors must
be zero and the product is zero. Thus, the statement
N-=—D*(N-2)*(N —3)*(N — 4) = Oisalways
true if Nis 1, 2, 3, or 4. Any other value of N will make
the statement false. For example, if N = 8 then N — 1
equals 7; N — 2 equals 6; N — 3 equals 5; and N — 4
equals 4. The product is 7*6*5*4, which is not zero.

To sum up, if the statement is true, we know he has
picked a valid number. On the other hand if the state-
ment is not true, we know he has not picked a valid
number and we’1l ask him to pick again. In a flow chart,
the routine looks like this:

<

N=1)+(N-2)+(N=23)+(N-4)=0? GAME

s ves | CONTINUE WITH
(RETURN)

INO

FOLLOW
DIRECTIONS
DUMMY

.

ASK PLAYER
FOR NUMBER
AGAIN

When encoded as a subroutine, it would look like this:

600 IF (N-1)*(N-2)%(N-3)*x(N-4)=0 THEN 615

66S PRINT *FOLLOW DIRECTIONS DUMMY .'
613 GO TO 4@
615 RETURN
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The foregoing method, VALID 2, is satisfactory
when the player has only four numbers to choose from.
If the BIG WHEEL had 20 numbers to choose from,
however, the required statement would look like this:

IF(N — D*(N — 2)*(N — 3)*(N — $*(N — 5*(N
*(N—-20)=0THEN _____

That’s much too cumbersome. There must be a shorter
way. There is! To illustrate the third alternative, which
we’ll call VALID 3, I'll use the original BIG WHEEL
with four valid numbers. VALID 3 requires two IF-
THEN statements. Here is the first:

IF(N — D*(N — 4) < =0THEN __

Suppose the player picks the number 1. If N = 1, then
N — 1is 0 and N — 4 is —3. The resultant product,
0*(—3), equals =zero and the statement
(N — D*(N — 4) < = Oistrue. If the player picks the
number 4, the product will also be zero. If N is 2 or 3,
the product will be a negative number, and again the
statement is true.

So much for the valid numbers, 1, 2, 3, and 4. If the
player picks 0, N — 1 will be negative and N — 4 will
be negative. The resultant product is positive, and the
statement (N — 1)*(N — 4) < =0 is false. If the
player picks a number greater than four, N — 1 and
N — 4 will both be positive. Again the resultant product
is positive, and the statement (N — 1)*(N — 4) < =0
is false. In short, if N is a number between 1 and 4
inclusive, (N — 1)¥*(N — 4) < = 0 is true.

Unfortunately, 1, 2, 3, or 4 are not the only numbers
between 1 and 4. Suppose the player types in 2.5. This
number also makes the statement true. We need another
test to determine if N is a whole number. This can be
done with the statement.

IFINT(N) = N THEN

If N is a whole number, INT(N) = N is true. If N is not
a whole number, then the statement is false. Thus the
third method consists of two tests on N. The first deter-
mines if N is between 1 and 4 inclusive and the second
determines if N is a whole number. If N passes both
these tests, then it must be 1, 2, 3, or 4. It can’t be
anything else. The flow chart for VALID 3, the third
method of validating the player’s number, is:

1S YES
(N—1)«(N - 4) <=0?

[ no

IS

FOLLOW INT (N) = N?

(D—>| DIRECTIONS

DUMMY

1

ASK PLAYER
FOR NUMBER
AGAIN

— 6)*(N — 7T)*(N — 8)* . ..

YES CONTINUE

WITH GAME
(RETURN)

VALID 3
FLOW CHART
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Here is the routine encoded as a subroutine beginning at
line 600.

603 IF (N-1)x(N-4)<=@ THEN 615

605 PRINT 'FOLLOW DIRECTIONS DUMMY.'"
619 GO TO 4@

615 IF INT(N)=N THEN 625

628 GO TO 6@5

625 RETURN

IS EXERCISE SET 5.6 HRENEN ISR

On-line:

1. Take the program YOUR BIG WHEEL saved in
exercise set 5.5 and add the routine of your choice to
validate the user’s number. Save this program.

5.7 COMPUTER PERSONALITY

Now that YOUR BIG WHEEL program is essentially
complete, let’s have some fun. You can make your
program much more entertaining for the player by
adding some personality to it. Here are several things
you can do.

1. Tell the player the name of the game. Insert:
12 PRINT “‘PLAYING BIG WHEEL”’
2. Give the player the feeling that a large wheel is
being spun. Before you ask him to pick his number,

insert:
35 PRINT ‘““WHEEL IS SPINNING”’

3. Replace 90 PRINT *‘STOPPED AT’ W with
90 PRINT *“WHEEL STOPPED AT W

4. Ask the player for his name at the beginning of the

program.
16 PRINT ‘“‘PLEASE TELL ME YOUR
NAME”’;
17 INPUT N$

The string variable N$ holds a place for the player’s
name. On my computer, the string cannot contain
more than six characters.
5. When the player types 99, use his name in the

sign-off message. Replace

310 PRINT ‘““HOPE YOU HAD FUN.

COME BACK SOON.”’

with

310 PRINT ‘“HOPE YOU HAD FUN °*’N$

‘“ COME BACK SOON.”’
6. Cheer the winner with a peal of bells. After 150

PRINT ““YOU WIN $*’ P*B, insert line

151 GO SUB 350.
At 350 (the FLAG 99 subroutine only occupies lines
300-315), insert a subroutine which, when acti-
vated, rings the bell five times. On my computer I
can ring the bell once by writing PRINT
CHRS$(135). Toring the bell five times I use a loop,

350 FORC =1TO 5

355 PRINT CHR$(135);

360 NEXT C

365 RETURN



Playing BIG WHEEL

The semicolon in line 355 prevents the output page
from advancing each time the bell rings.

These are just some of the things you can do to give
your program personality. Undoubtedly you can think
of others. Here is BIG WHEEL/FLAG 99 with these
features.

MAIN
PROGRAM

SPIN
WHEEL

FLAG 99

RING BELL

PROGRAM BIG WHEEL/PERSONALITY

[ 1@
12
15
16
17
20
30
35
40
56
51
60
70
30
90

1860

118

120

136

140

150

151

160

170

L 186

[ 268

285

218

215

220

225

230

235

240

245

250

255

260

265

279

L 275

[ 308

385

310

315

[ 358

35S

369

L 365
999

RANDOM

PRINT "PLAYING BIG WHEEL' < TITLE

PRINT “IF YOU WISH TO QUIT, TYPE 99 AFTER PICK 1,2,3,4."
" "

?3;31 N:EFASE TELL ME YOUR NAME" <—— oo e

LET M=100

PRINT "YOU HAVE" M "DOLLARS TO PLAY WITd."

PRINT "WHEEL IS SPINNING"<« DESCRIPTION

PRINT "PICK 1,2,3,4";

INPUT N

GO SUB 300 < ACTIVATE FLAG 99

PRINT “BET"}

INPUT B

G0 SUB 208 <— ACTIVATE SPIN WHEEL

PRINT "WHEEL STOPPED AT W <— DESCRIPTION

IF N=W THEN 150

PRINT "YOU LOSE $" B

LET M=M-B

PRINT “YOU NOW HAVE"™ M "DOLLARS."

GO TO 4@

PRINT "YOU VIN $' PxB

GO SUB 358 < ACTIVATE RING BELL

LET M=M+P*B

PRINT "YOU NOW HAVE" M "DOLLARS."

GO TO 4@

LET R=sINT(9*RND(X))+1i

IF R<=3 THEN 265

IF R<=6 THEN 250

IF R<=3 THEN 235

LET W=4

LET P=3

RETURN

LET w=3

LET P=3.5

RETURN

LET w=2

LET P=2

RETURN

LET w=1

LET Pa2

RETURN

IF N=99 THEN 310

RETURN

PRINT “HOPE YOU HAD FUN * N$ . COME BACK SOON.' < SIGN OFF

STOP

FOR C=1 TO 5

PRINT CHR$(135)3

NEXT C

RETURN

END

219
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OUTPUT PLAYING BIG WHEEL

LOSER
FLOW CHART

220

IF YOU WISH TO QUIT, TYPE 99 AFTER PICK 1,2,3,4.
FLEASE TELL ME YOUR NAME? BOBBY

YO HAVE 109 DOLLARS TO PLAY WITH.
WHEEL IS SPINNING

PICK 1,2,3,4? 1

BET? S

WEEL STOPPED AT 1

YOU WIN & 10

YO0J NOW HAVE 110 DOLLARS.

PICK 1,2,3,4? 99

HOPE YOU HAD FUN BOBBY. COME BACK SOONe.

If you think you’re a wit, you can have the computer
make a funny remark whenever the player loses. For the
sake of variety, you can make up five different remarks,
then, using the random number generator, instruct the
computer to pick one of the remarks at random each
time the player loses. This new remark will occur in the
output after the statement YOU LOSE $ , in which
the blank represents the wager. Here’s the scheme,
using a set of remarks I thought up.

Type: ““THAT’S TOO BAD.”’ if 1 is generated;

type: ‘‘BETTER LUCK NEXT TIME.”’ if 2 is gener-
ated;

type: ‘“‘ILOVE YOUR MONEY.” if 3 is generated;

type: ““YOU BLEW IT.” if 4 is generated;

GEN*;RATE type: ‘““WHAT BAD LUCK’ if § is generated.
RND (1-5) Here’s a flow chart of this routine:
MESSAGE
THAT'S TOO |— RETURN
BAD
MESSAGE
BETTER LUCK —  RETURN
NEXT TIME
MESSAGE
| LOVE YOUR [— RETURN
MONEY
MESSAGE
YOUBLEW [—{ RETURN
IT

MESSAGE
WHAT BAD
LUCK
RETURN Code this as a subroutine beginning at line 700. To
activate the subroutine insert 111 GO SUB 700 after 110

PRINT ““YOU LOSE $”’ B.
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MAIN
PROGRAM

SPIN
WHEEL

FLAG 99

LOSER

PROGRAM BIG WHEEL/LOSER
[ 10 RANDOM
1S PRINT “IF YOU WISH TO QUIT, TYPE 99 AFTER PICK 1,2,3,4."

20
36
40
5@
51
60
7@
80
93
100
110
111
120
130
140
150
160
170
L1806
200
205
218
218
229
225
2360
235
240
245
250
255
260
265
270
L_27S
300
345
318
L 315
[ 788
785
718
715
720
725
738
735
740
745
750
755
768
765

L _77@
999

LET M=100
PRINT "YOU HAVE" M 'DOLLARS TO PLAY WITH."

PRINT "PICK 1,2,3,4"3

INPUT N

GO SUB 300 < ACTIVATE FLAG 99
PRINT *“BET';

INPUT B

GO SUB 200 « ACTIVATE SPIN WHEEL
PRINT *“STOPPED AT" W

IF N=¥ THEN 158
PRINT "YOU LOSE $" B

GO SUB 700 <+ ACTIVATE LOSER
LET M=M-B

PRINT ''YOU NOW HAVE* M °'DOLLARS.*

GO TO 49

PRINT ''YOU WIN $' PxB

LET M=aM+PxB

PRINT "YOU NOW HAVE" M “DOLLARS."
GO TO 40

LET R=INT(9%RND(X))+1|

IF R<=3 THEN 265

IF R<=6 THEN 258

IF R<=8 THEN 235

LET W=4

LET P=8

RETURN

LET w=3

LET P=3.5

RETURN

LET W=2

LET P=2

RETURN

LET W=}

LET P=2

RETURN

IF N=99 THEN 310

RETURN

PRINT “dOPE YOU HAD FUN. COME BACK SOON.'
STOP

LET RaINT(S5%RND(X))+1

IF R=] THEN 765

IF R=2 THEN 755

IF R=3 THEN 745

IF R=4 THEN 735

PRINT "WHAT BAD LUCK.'
RETURN

PRINT "YOU BLEW IT."
RETURN

PRINT "I LOVE YOUR MONEY."
RETURN

PRINT “BETTER LUCK NEXT TIME."'
RETURN

PRINT "“THAT'S TOO BAD."
RETURN

END
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Here is a typical run:

OUTPUT IF YOU WISH TO QUIT, TYPE 99 AFTER PICK 1,2,3,4.

YOU HAVE 1096 DOLLARS TO PLAY WITH.
PICK 1,2,3,4? 2
BET? 10
STOPPED AT 4
YOU LOSE $ 10

MESSAGE 2 — BETTER LUYCK NEXT TIME.
YOU NOW HAVE 98 DOLLARS.
PICK 1,2,3,4? 4
BET? 10
STOPPED AT 1
YO LOSE & 10

MESSAGE 1 —» ™MAT'S TOO BAD.
YOU HOW HAVE 30 DOLLARS.
PICK 1,2,3,4? &
BET? 10
STOPPED AT 2
YOU LOSE $ 10

MESSAGE 1 —» THAT'S TOO BAD.
YOU NOW HAVE 78 DOLLARS.
PICK 1,2,3,4? 99
HOPE YQU HAD FUN. COME BACK SOON.

Look at the loser’s subroutine in BIG WHEEL/LOSER.

LOSER 708 LET RSINT(SxRND(X))+1
SUBROUTINE 70S IF Ral THEN 765

222

710 IF R=2 THEN 755

715 IF R=3 THEN 745

728 IF R=4 THEN 73S

725 PRINT "WHAT BAD LUCK.'

738 RETURN

735 PRINT *YOU BLEW IT."

748 RETURN

745 PRINT "I LOVE YOUR MONEY.'
758 RETURN

755 PRINT "“BETTER LUCK NEXT TIME.'
764 RETURN

765 PRINT 'THAT'S TOO BAD."
778 RETURN

Inline 700, R is assigned one of the whole numbers 1, 2,
3, 4, or 5. Four IF-THEN statements are required to
determine the value of R. If R is 5, the computer falls
through the four IF-THEN statements to line 725. You
can save several steps in writing the loser’s subroutine if
your version of BASIC has the multiple branch state-
ment ON _ GO TO. Then the four If-THEN state-
ments can be replaced by the one statement:
ON R GO TO 765, 755, 745, 735, 725.

The new statement works this way. First of all, R must
be a whole number. Then, if R is the number 1, the
computer looks at the first line number after the GO TO.
In this case the number is 765. The computer branches
to line 765 and executes the instructions beginning at
that line. If R is the number 2, the computer looks at the
second line number after the GO TO. In this case the
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number is 755. The computer branches to line 755. As
long as R is one of the whole numbers 1, 2, 3, 4, or 5,
the computer knows where to go. Here is the loser’s sub-
routine using the multiple branch statement.

768 LET R=INT(S5%xRND(X))+1l

785 ON R GO TO 765,755,745, 735,725
725 PRINT "WHAT BAD LUCK.*

734 RETURN

735 PRINT "YOU BLEW IT.*

740 RETURN

745 PRINT *1 LOVE YOUR MONEY.'

756 RETURN .

755 PRINT “BETTER LUCK NEXT TIME."
76@ RETURN

765 PRINT “THAT'S T0OO BAD."

776 RETURN

{8 EXERCISE SET 5.7 @

e

On-line:

1. Take the program YOUR BIG WHEEL saved in
exercise set 5.6 and add two subroutines, one which
makes a variety of remarks chiding a loser, and the
other a variety of remarks complimenting a winner.
Start the winner’s subroutine at line 800. Add any
other personality you wish and save this new pro-
gram.

5.8 LAYOUT

Your games will be more fun if the output is well
organized and easy to read. Setting off and indenting
portions of the output will make your program look
much more polished. Here are some things you can do
to improve layout.

1. Atpresentthetitle PLAYING BIG WHEEL appears
at the left margin of the output. It would look more
like a title if it appeared in the middle of the page.
The title consists of 17 characters, including blanks.
Since there are 72 printing spaces across the page,
the title can be centered by leaving 27 or 28 blanks
on either side. Let’s count off 27 blanks from the left
margin, using the TAB command. Replace line 12
with

12 PRINT TABQ27); “PLAYING BIG
WHEEL”’

2. After the title is printed, skip several lines to set the
title off from the rest of the output. To do this, add
blank PRINT statements.

13 PRINT
14 PRINT
In fact, you can use blank PRINT statements to set
off any lines you want to have stand out from the rest
of the text.

3. Two high points of the game occur when the wheel
is spun and then when it stops on a number. To
dramatize these events replace 35 PRINT *“WHEEL
IS SPINNING’’ with

35PRINT ‘“ ———WHEEL IS SPINNING”

LOSER/ON—GO TO
SUBROUTINE

223
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and replace 80 PRINT ‘“WHEEL STOPPED AT”’
W with
90 PRINT ‘“ ———WHEEL STOPPED AT’ W.

Don’t get carried away, however. If you print out on a
Teletype, keep in mind that it is a very slow and noisy
printer. Don’t ask it to type out any more characters or
blanks than necessary, or the player will soon lose
interest in your game.

Here’s my BIG WHEEL in which I’ve made the
above changes to improve format. I’ve also inserted

BIG WHEEL/LAYOUT blank PRINT statements to separate successive games.

MAIN
PROGRAM

SPIN
WHEEL

FLAG 99

224

18
12
13
14
15
16

218
218
220
225
230
235
240
245
250
2s5s
260
265
276
275
[ 300
305
310

L_315
999

RANDOM
PRINT TAB(27);'PLAYING BIG WHEEL' «— TITLE

PRINT

PRINT—I— SKIP LINES

PRINT “IF YOU WISH TO QUIT, TYPE 99 AFTER PICK 1,2,3,4."
PRINT

PRINT I — SKIP LINES

LET =100 _

PRINT "YOU HAVE' M "DOLLARS TO PLAY WITH.'

PRINT
PRINT I — SKIP LINES

PRINT *~--WHEEL IS SPINNING' <——— DRAMATIZE
PRINT '"PICK 1,2,3,4";

INPUT N

GO SUB 3@@

PRINT "BET'3

INPUT B

GO SUB 200

PRINT *"---WHEEL STOPPED AT'' W <—— DRAMATIZE
IF N=W THEN 1540

PRINT *'Y0UJ LOSE $" B

LET M=M~-B

PRINT *“YOU NOW HAVE" M "DOLLARS.'

GO TO 31 « SPACING BETWEEN GAMES
PRINT *“YOU WIN $* PxB

LET M=M+PxB

PRINT “YOU NOW HAVE'" M *"DOLLARS."

GO TO 31 « SPACING BETWEEN GAMES
LET R=INT(9%RND(X))+1

IF R<=3 THEN 265

IF R<=6 THEN 258

IF R<=8 THEN 235

LET w=a

LET P=38

RETURN

LET w=3

LET P=3.5

RETURN

LET w=2

LET P=2

RETURN

LET W=1

LET P=2

RETURN

IF N=99 THEN 318

RETURN

PRINT "HOPE YOU HAD FUN. COME BACK SOON."
STOP

END
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Here is a typical run.

PLAYING BIG WHEEL

IF YOU WISH TO QUIT, TYPE 99 AFTER PICK 1,2,3,4.

YOU HAVE 100 DOLLARS TO PLAY WITH.

---WHEEL IS SPINNING
PICK 1,2,3,4? 3

BET? 10

---WHEEL STGPPED AT 3
YOU WIN $ 35S

YOU NOW HAVE 135S DOLLARS.

--=-WHEEL IS SPINNING
PICK 1,2,3,4? 2

BET? 20

---WHEEL STOPPED AT 1
YOU LOSE § 20

YOU NOW HAVE 115 DOLLARS.

--=-WAEEL IS SPINNING
PICK 1,2,3,4? 99
HOPE YOU HAD FUN. COME BACK SOON.

Look at the output. Which lines in the program BIG
WHEEL/LAYOUT generated the blank lines between
the first and second game?

EXERCISE SET 5.8

On-line:

1. Take the program YOUR BIG WHEEL saved in
exercise set 5.7 and add program steps to improve
the layout. Save this program.

5.9 INSTRUCTIONS

Now to add a set of instructions to the player. That’s
about the last step in writing a program. If you insert the
instructions while you are still developing the program
you yourself will have to cope with them every time you
run it.

When writing instructions, try to be as thorough and
as concise as possible. First, decide how much the
player probably knows about the game. For instance, if
you're playing a common game like tic-tac-toe, you
might well assume that the player knows all the rules;
you only need to tell him how your ‘‘board’’ is num-
bered.

I will place my instructions for BIG WHEEL in a
subroutine beginning at line 900. To activate this sub-
routine I will replace 15 PRINT ““WHENEVER YOU
WANT TO QUIT TYPE 99’ with

15 GO SUB 900

225



INSTRUCTION

FLOW @—y

CHART

ASK PLAYER
IF HE WANTS
INSTRUCTIONS

226

GET ANSWER
AS$

ANSWER
YES OR NO

MAIN PROGRAM

o

BIG WHEEL/INSTRUCTION

SPIN WHEEL

FLAG 99

10

318

Fun And Games With The Computer

At line 900 I will first ask if the player wants instruc-
tions. You should give him this option. If he’s played
the game many times before, all he wants to do is to start
playing as soon as possible. Don’t delay his start. Here
is a flow chart of the instruction subroutine.

PRINT

INSTRUCTIONS RETURN

RETURN

Here is BIG WHEEL/FLAG 99 program in which the
instruction subroutine begins at line 900. Layout and
personality are important considerations in this routine.

RANDOM
GO SUB 900 <
LET M=108
PRINT "YOU HAVE" M "DOLLARS TO PLAY WITH."
PRINT "PICK 1,2,3,4";

INPUT N

GO SUB 3080 <
PRINT “BET";
INPUT B

GO SUB 200 <

ACTIVATE INSTRUCTIONS

ACTIVATE FLAG 99

ACTIVATE SPIN WHEEL

PRINT "STOPPED AT" W

IF N=W THEN 15¢

PRINT '"YOU LOSE S$'" B

LET M=M-B

PRINT ''YOU NOW HAVE'" M °''DOLLARS."
GO TO a9

‘PRINT ''YOU WIN $" P=B

LET M=M+PxB

PRINT ''Y0J NOW HAVE'" ™M
GO TO 40

LET R=INT(9%RND(X))+1
IF R<=3 THEN 26S

IF R<=6 THEN 250

IF R<=3 THEN 235

LET W=4

LET P=8

RETURN

LET W=3

LET P=3.5

RETURN

LET w=2

LET P=2

RETURN

LET W=l

LET P=2

RETURN

IF N=99 THEN 310
RETURN
PRINT
STOP

“DOLLARS."

“HOPE YOU HAD FUN. COME BACK SOON.'
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INSTRUCTIONS

[ 900
985
906
987
910
915
928
925
930
935
936
937
938
939
940
941l
942
943
944
945
946
947
948
949
958
951
952
953
954
955
956
957
958
959
960

L_999

PRINT ''DO YOU WANT INSTRUCTIONS'":
INPUT AS

PRINT

PRINT

IF A$="NO" THEN 930

IF AsS='""YES'" THEN 935

PRINT '"ANSWER YES OR NO.' DESCRIPTION
GO TO 906 OF WHEEL
RETURN

PRINT “IMAGINE A LARGE CARNIVAL WHEEL, 6 FEET IN DIAMETER,"

PRINT *“DIVIDED INTO 9 EQUAL PIE-SHAPED PIECES. THREE SECTIONS"
PRINT '"ARE NUMBERED 1, THREE SECTIONS ARE NUMBERED 2, TW0"
PRINT *"“SECTIONS ARE NUMBERED 3, AND ONE SECTION IS NUMBERED 4.':
PRINT

PRINT '"THE WHEEL WILL BE SPUN AND THEN YOU WILL HAVE AN" | PLAY OF

PRINT "OPPORTUNITY TO BET ON ONE OF THE FQOUR NUMBERS" GAME

PRINT "BEFORE THE WHEEL COMES TO REST.*

PRINT

PRINT AT THE START OF EACH GAME, YOU WILL RECEIVB":}—-BANKROLL
PRINT A CERTAIN AMOUNT OF MONEY TO BET IN WHOLE®

PRINT "DOLLAR AMOUNTS."'

PRINT

PRINT '*SECTION NUMBERS PAYQOFF AS FOLLOWSs*

PRINT 1 PAYS 2 TIMES YOUR BET."

PRINT '*2 PAYS 2 TIMES YOUR BET." PAYOFF TABLE
PRINT **3 PAYS 3.5 TIMES YOUR BET."

PRINT **4 PAYS &8 TIMES YOUR BET."

PRINT

PRINT "WHEN YOU WANT TO QUITC(IF YOU DON'T GO BROKE FIRST)":}_QUIT
PRINT “TYPE 99 WHEN ASKED TO PICK 1,2,3,4."

PRINT

PRINT

PRINT “LET'S GO."

PRINT

RETURN

END
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Here is a typical run.

DO YOU WANT INSTRUCTIONS? YES

IMAGINE A LARGE CARNIVAL WHEEL, 6 FEET IN DIAMETER,
DIVIDED INTO 9 EQUAL PIE-SHAPED PIECES. THREE SECTIONS
ARE NUMBERED 1, THREE SECTIONS ARE NUMBERED 2, TWO
SECTIONS ARE NUMBERED 3, AND ONE SECTION IS NUMBERED 4.

T™E WHEEL WILL BE SPUN AND THEN YOU WILL HAVE AN
OPPORTUNITY TO BET ON ONE OF THE FOUR NUMBERS
BEFORE THE WHEEL COMES TO REST.

AT THE START OF EACH GAME, YOU WILL RECEIVE
A CERTAIN AMOUNT OF MONEY TO BET IN WHOLE
DOLLAR AMOUNTS.

SECTION NUMBERS PAYOFF AS FOLLOWS:
1 PAYS 2 TIMES YOUR BET.
2 PAYS 2 TIMES YOUR BET.
3 PAYS 3.5 TIMES YOUR BET.
4 PAYS 8 TIMES YOUR BET.

WEN YOU WANT TO QUITC(IF YOU DON'T GO BROKE FIRST)
TYPE 99 WHEN ASKED TO PICK 1,2,3,4.

LET'S GO.

YOU HAVE 100 DOLLARS TO PLAY WITH.
PICK 1,2,3,47 1|

BET? 10

STOPPED AT 2

YOU LOSE $ 10

YOU NOW HAVE 90 DOLLARS.

PICK 1,2,3,4? 99

HOPE YOU HAD FUN. COME BACK SOON.

@ EXERCISE SET 5.9

On-line:

1. Take the program YOUR BIG WHEEL saved in
exercise set 5.8 and add a routine giving instructions
to the user. Save this program for further modifica-
tion.

5.10 IS BIG WHEEL BUGLESS?

Are there any bugs in YOUR BIG WHEEL program?
By now you know that it is possible to write a program
which you think is flawless, but which in fact is not.
Sometimes you discover flaws on the first test run.
Other times flaws are not discovered until much later. In
fact you can never be sure that a program is flawless!
You only become more confident that your program is
bugless when it operates correctly many times under a
variety of conditions. Thus, to insure that your program
is near perfect, have a number of people play your game
and ask them to let you know if they encounter any
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problems. That’s how I discovered a flaw in my BIG
WHEEL program. A student playing my game was
confronted with the following situation.

The student bet five dollars on the number 3 and won.
The payoff factor for number 3 is 3.5. He won 3.5 times
5, or $17.50. Adding $17.50 to his bankroll of $50 gave
him $67.50. He then bet $67 on number 2 and lost,
- cutting his bankroll to a mere 50 cents. He bet his 50
cents on number 1. The computer replied DON’T BE
CHEAP. BET AT LEAST A DOLLAR. He tried to bet
a dollar and the computer replied SMART HUH? YOU
DON’T HAVE THAT MUCH MONEY. No matter
what he tried to bet, he was rebuffed. He couldn’t even
type 99 to quit! The only way out was CONTROL C.
(Gloom) His 50c bet would not pass any of the checks I
built into the program. What can I do to stamp out this
bug?

The problem lies with the payoff factor of 3.5. If the
player bets an odd number of dollars on number 3 and
wins, his bankroll will always turn out to be a whole
number of dollars, plus 50 cents. If he ever loses all his
whole dollars, he’s stuck with 50 cents, but he can’t bet
less than a dollar.

One solution is to redesign the big wheel, numbering
the sections so that all payoff factors are whole num-
bers. Another solution is to remove the constraint that
the player must bet at least a dollar. Doing this however,
would encourage strange bets such as .0000163 dollars.
A third alternative is to make sure the player’s bankroll
is always a whole number of dollars after he wins. If for
example his bankroll is at some point $67.50, the com-
puter will round off the amount to $67 by taking the 50c
as a ‘“‘tip.”’

To do this, we’ll add a short subroutine to the pro-
gram. The proper place to insert this ‘‘patch’’ is at the
point where the player wins, and the computer calcu-
lates his new bankroll. This occurs between lines 150
and 180, shown here:

150 PRINT ““YOU WINS$”’ P*B

160 LET M =M + P*B

170 PRINT “YOU NOW HAVE” M
“DOLLARS.”’

180 GO TO 40

In line 150 the player is told that he won and the amount
of his winnings. In line 160 the player’s winnings are
added to his bankroll. At this point we want the compu-
ter to determine if the player’s bankroll is a whole
number of dollars. So we insert at line 161 a GO SUB
statement that directs the computer to the ‘‘patch.’’ But
where can I fit the ‘‘patch?’’ I’ve used up all the num-
bers I usually use to start subroutines, that is 200, 300,
...,900. I don’t want to go to 1000, and there is a nice
hole starting at 650. So, starting at line 650, I’1l instruct
the computer to check the new bankroll, M. If the
bankroll is a whole number of dollars, the computer can
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50 CENT TIP FLOW CHART

IS
M WHOLE NUMBER
DOLLARS?

return to the main program. If the bankroll is not a whole
number of dollars, I instruct it to type out the message:
I’LL KEEP THE 50 CENTS. THANKS FOR THE TIP,
and then round his bankroll down to the nearest whole
dollar. Here is a flow chart of the subroutine at left.

MESSAGE
I'LL KEEP THE 50 CENTS.
THANKS FOR THE TIP.

ROUND
M To encode this subroutine I use the INT command to test
DOWN for a whole number of dollars, as well as to round M
[ down. Here is BIG WHEEL/FLAG 99 with the new
O RETURN subroutine.
BIG WHEEL/50 CENT TIP
18 RANDOM

1S PRINT "“IF YOU WISH TO QUIT, TYPE 99 AFTER PICK 1,2,3,4."
20 LET M=100

30 PRINT "YOU HAVE" ™M 'DOLLARS TO PLAY WITH.'

48 PRINT *“PICK 1,2,3,4'"3

S@ INPUT N
51 GO SUB 300 <— ACTIVATE
68 PRINT "BET':
78 INPUT B
MAIN 80 GO SUB 200 <«— ACTIVATE SPIN WHEEL

PROGRAM| 9 PRINT "STOPPED AT" W

168 IF N=¥ THEN 150

110 PRINT "YOU LOSE $" B

120 LET M=M-B

1380 PRINT “YOU NOW HAVE" M "DOLLARS."
146 GO TO 40

158 PRINT "YOU WIN $" PxB

168 LET M=M+PxB

161 GO0 SUB 650 <+— ACTIVATE 50 CENT TIP
178 PRINT “YOU NOW HAVE™ M "DOLLARS."
188 GO TO 40

—2@8 LET R=INT(9%RNDC(X))+1|

205 IF Re=3 THEN 265

218 IF R<=6 THEN 250

215 IF R<=8 THEN 235

220 LET w=4

225 LET P=8

238 RETURN

SPIN | 235 LET w=3

WHEEL| 248 LET P=3.5

245 RETURN

25@¢ LET W=2

255 LET P=2

268 RETURN

265 LET W=l

278 LET Pa2

| 275 RETURN
[[300@ IF N=99 THEN 310
FLAG 99 30S RETURN
318 PRINT "HOPE YOU HAD FUN. COME BACK SOON.'
| 315 STOP

. [ 656 IF INT(M)=M THEN 665

50 CENT| 655 PRINT *1°'LL KEEP THE S@ CENTSe THANKS FOR THE TIP."
TIP 660 LET M=INT(M)

230 | 665 RETURN

999 END
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To test this subroutine, I want to bet an odd number of
dollars on number 3 and then have the wheel stop on that
number. The wheel will stop on 3 if, in the spin-the-
wheel subroutine that begins at line 200, the value of R
is 8 or 9. Rather than wait for the random number
generator, acting through INT(9*RND(X)) + 1, to
produce 8 or 9, I’ll generate a suitable value of R myself
by replacing 200 LET R = INT(9*RND(X)) + 1 with
200 PRINT ““‘SPECIFY R’’; and adding 201 INPUT R.
Now, when the program is running, the computer will
stop at line 201 and let me specify a value for R. I will
specify 8 or 9. Here is BIG WHEEL/FLAG 99 with
these two changes in lines 200 and 201.

1@ RANDOM
20 LET M=100

4@ PRINT "PICK 1,2,3,4";
5@ INPUT N
51 GO SUB 300
68 PRINT "BET"3
7@ .INPUT B

MAIN 86 GO SUB 208
PROGRAM| 98 PRINT *“STOPPED AT" W
100 IF N=W THEN 150
118 PRINT "YOU LOSE $" B
128 LET M=M-B

146 GO TO 40
156 PRINT "“YOU WIN $* PxB
168 LET M=M+PxB

161 GO SUB 650 «

188 GO TO 4@
200 PRINT “SPECIFY R"i—
281 INPUT R

205 IF R<=3 THEN 265
210 IF R<=6 THEN 250
215 IF R<=8 THEN 235
228 LET W=4

225 LET P=8

238 RETURN

Wit | 235 LET w=3

240 LET P=3.5

245 RETURN

250 LET W=2

255 LET P=2

260 RETURN

265 LET W=l

278 LET P=2

275 RETURN

300 IF N=99 THEN 310
385 RETURN

FLAG 99

L.315 STOP

650 IF INT(M)=M THEN 665

50 CENT| 655 PRINT "1 :!LL KEEP THE 50 CENTS.
TIP 660 LET M=INT(M)

L 665 RETURN

999 END

BIG WHEEL/50 CENT TIP/TEST

38 PRINT *"YOU HAVE" M *“DOLLARS TO PLAY WITH."

138 PRINT *YOU NOW HAVE"™ M *“DOLLARS."

ACTIVATE 50 CENT TIP
176 PRINT "YOU NOW HAVE" M "DOLLARS."

SPECIFY R

318 PRINT "HOPE YOU HAD FUN. COME BACK SOON."

THANKS FOR THE TIP."

15 PRINT “IF YOU WISH TO QYIT, TYPE 99 AFTER PICK 1,2,3,4."
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Here is a test run.

IF YOU WISH TO QUIT, TYPE 99 AFTER PICK 1,2,3,4.
YOU HAVE 1060 DOLLARS TO PLAY WITH.
PICK 1,2,3,4? 3

BET? 15

SPECIFY R? 8 <« | WANT WHEEL TO STOP AT 3
STOPPED AT 3

YOU WIN § 52.5 « THIS IS 3.5 * 15

I1'LL KEEP THE S@ CENTS. THANKS FOR THE TIPe.<— 50 CENT TIP SUBROUTINE
YOU NOW HAVE 152 DOLLARS.<— BANKROLL ROUNDED TYPED THIS

PICK 1,2,3,47 1 DOWN

BET? 20

SPECIFY R? 2

STOPPED AT 1

YOU WIN $ 40

YOU NOW HAVE 192 DOLLARS.

PICK 1,2,3,4? 99

HOPE YOU HAD FUN. COME BACK SOON.

It works.
@ EXERCISE SET 5.10 &

1. Take YOUR BIG WHEEL program, saved in the
last exercise set, and look for bugs. If you find any,
insert patches to correct them. This completes the
development of YOUR BIG WHEEL program; save
it for use in the next section.

5.11 DOCUMENTATION

Your first big program is now running like a charm.
That will make you, and whoever plays your game,
happy. It seems as if the job is done. However, a smooth
running program is not complete in itself. In school your
teacher is concerned about how you wrote the program.
If you're a professional programmer in business or
industry, other members of your organization may have
to modify your program at some future date. After all,
you might leave the company. In fact, you yourself
might very well want to revise your program at some
future date and only then discover that you can’t re-
member how you put it together. In short, you must
support or document your program with additional in-
formation. Here’s a list of the required documentation
for a program.

1. Verbal Description. Write a paragraph which de-
scribes what your program does and how to use it.
Are there any limitations on the use of the program?

2. History of Development. Outline the steps you fol-
lowed in developing your program. For example, in
BIG WHEEL we first designed a wheel and con-
structed a payoff table. Then we wrote a subroutine
to spin the wheel and assign payoff factors. Next we
attached this subroutine to the main program. The
resultant program was BIG WHEEL/ELEMEN-
TARY, a thirty-five line program. We then de-
veloped subroutines for FLAG 99, BET OK,

232 BUSTED, VALID, RING BELL, LOSER, and
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INSTRUCTIONS. We also worked on program
personality and layout. Then we discovered a bug
and inserted the 50 CENT TIP subroutine. Our final
version of BIG WHEEL was a program of over one
hundred and thirty lines.

3. Flow Charts and Listings. Draw a flow chart for the
main program and all subroutines. Accompany each
flow chart with a list of the corresponding program
steps.

4. Organizational Chart. Draw a block diagram of the
main program and subroutines. For BIG WHEEL
the block diagram looks like this.

10
MAIN
PROGRAM
180
200
SPIN WHEEL
300
FLAG 99
350
RING BELL
400
BET OK
500
BUSTED SUBROUTINES
600
VALID
650
50 CENT TIP
700
LOSER
900
INSTRUCTION
999 END

5. Program Listing. Attach a complete listing of the
program with footnotes or remarks, brackets and
labels for subroutines, and tags for all GO SUB
statements.

In BASIC there is a command which allows you to
insert remarks or footnotes in the program listing. The
command is REM, an abbreviation for the word remark.
Here is how you use it. Look at the FLAG 99 sub-
routine, beginning at line 300.

300 IF N = 99 THEN 310
305 RETURN
310 PRINT ‘“HOPE YOU HAD FUN.
COME BACK SOON.” 233
315 STOP
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To identify to the reader that the FLAG 99 routine is in
lines 300 through 315, you insert at line 299.

299 REM FLAG 99 300-315

When you RUN a program, the computer skips over
any line in the program which begins with REM. When
you LIST a program, however, all REM statements are
printed out. To make a REM statement stand out from
the other lines, add dashes to make it look like this:

299 REM__________ FLAG 99 300-315_____.___

You can also use REM commands at the beginning of
the program to give the name of the program and the
programmer, the date the program was written, and the
location of the main program and the subroutines.

Here is my BIG WHEEL complete with REM state-
ments and all the routines and features discussed in this
chapter. I’ ve bracketed each subroutine and pinpointed
with arrows and labels the location of the GO SUB
commands which activate the subroutines.

BIG WHEEL PROGRAM | REM ~==-- PROGRAM: BIG WHEEL
2 REM ----- WVRITTEN BY: EDWIN R. SAGE
3 REM ====- DATE: JANUARY 1974
4 REM ====- MAIN PROGRAM: LINES 10-18¢
S REM =-=-=== SUBROUTINESs LINES 2088-968
18 RANDOM
12 PRINT TAB(27);"PLAYING BIG WHEEL"
13 PRINT
14 PRINT
195 GO SUB 9U90 =« ACTIVATE INSTRUCTION
16 PRINT “PLEASE TELL ME YOUR NAME'"3
17 INPUT NS
18 PRINT
19 PRINT
20 LET M=INT{51%RND(X))+58
3@ PRINT "YOU HAVE'" M "DOLLARS TO PLAY WITH.'
31 PRINT
32 PRINT
35 PRINT "~-~WHEEL IS SPINNING"
48 PRINT “PICK 1,2,3,4";
S4 INPUT N
51 GO SUB 309 <« ACTIVATE FLAG 99
Pﬂgéll!:AM 52 GO SUB 640 « ACTIVATE VALID
63 PRINT “S8ET";
78 INPUT B
71 GO SUB 400 « ACTIVATE BET OK
83 GO SUB 200 « ACTIVATE SPIN WHEEL
98 PRINT "---WHEEL STOPPED AT W
168 1F WsN THEN 150
116 PRINT "YQU LOSE s$" B
111 GO SUB 740 =« ACTIVATE LOSER
120 LET M=M-38
138 PRINT "YOU NOW HAVE"™ M "DOLLARS."
131 GO SUB 500 = ACTIVATE BUSTED
148 GO TO 31
158 PRINT "YOU WIN $"PxB
1S1 GO SUB 350 = ACTIVATE RING BELL
168 LET M=M+PxB
161 G0 SUB 650 « ACTIVATE 50 CENT TIP
1780 PRINT "YOU NOW HAVE™ M "DOLLARS."
L 188 GO TO 31

234
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SPIN
WHEEL

FLAG 99

RING BELL

BET OK

BUSTED

199
[ 200
205
210
215
220
225
230
235
240
245
250
255
260
265
270
L_275
299

385
310
L-315
349

REM ----- -=-=-SPIN WHEEL 208-275--=-- S
LET R=INT(9*RND(X))+l

IF R<=3 THEN 265

IF R<36 THEN 250

IF R<28 THEN 235

LET W=4

LET P=8

RETURN

LET w=3

LET Pa3.5

RETURN

LET Ws2

LET P=2

RETURN

LET W=l

LET P=2

RETURN

REM --======-= FLAG 99 388-315---======n
IF N=99 THEN 319

RETURN

PRINT "HOPE YOU HAD FUN " N$ . COME BACK SOON."
STOP

FOR C=1 TO S

PRINT CHR$(135);

NEXT C

RETURN

REM ====cc=c=- BET OK 480-468~-~======-

IF B>M THEN 455

1F B<@ THEN 445

IF B<1l THEN 435

1F INT(B)=B THEN 430

PRINT *WHAT'S THIS CENTS STUFF! BET WHOLE DULLAR AMOUNTS.'
GO TO 60

RETURN

PRINT "DON'T BE CHEAP. BET AT LEAST A DOLLAR.'
GO TO 60

PRINT "“STUPID! YOU CAN'T BET A NEGATIVE AMOUNT.'

GO TO 6@

PRINT "SMART HUH? YOU DON'T HAVE THAT MUCH MONEY.'
GO TO 6@

REM ==ccccce=- BUSTED 58@-555-=====~==~

IF M=@ THEN 510

RETURN

PRINT *TOO BAD--YQU LOST ALL THE MONEY I GAVE YOoU, BUT"
PRINT "I'LL BE GENEROUS AND GIVE YOU ANOTHER CHANCE.'
PRINT "WOULD YOU LIKE TO PLAY AGAIN'"3

INPUT AS$

IF A$3"YES'" THEN 20

IF A$='"NO'" THEN 550

PRINT "ANSWER YES OR NO."

GO TO 5280

PRINT '*"THANKS FOR PLAYINGe. BETTER LUCK NEXT TIME."

STOP
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50 CENT TIP

LOSER

INSTRUCTIONS

236

948
949
950
951
952
953
954
955
956
957
958
959
960
999

REM =--
IF (N-
PRINT
GO ToO
RETURN
REM -~
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eecee=e=VALID INPUT 6088-6]15-cccccca=-
1)%(N=2)%(N=-3)*%(N=-4)=@ THEN 615
“FOLLOW DIRECTIONS DUMMY.'

40

~-===-==58 CENT TIP 658=665-=========

IF INT(M)=M THEN 665

PRINT
LET M=
RETURN
REM =--
LET Rs=
ON R G
PRINT
RETURN
PRINT
RETURN
PRINT
RETURN
PRINT
RETURN
PRINT
RETURN

PRINT
INPUT
PRINT
PRINT
IF AS=
IF AS=
PRINT
GO TO
RETURN
PRINT
PRINT
PRINT
PRINT
PRINT
PRINT
PRINT
PRINT
PRINT
PRINT
PRINT
PRINT
PRINT
PRINT
PRINT
PRINT
PRINT
PRINT
PRINT
PRINT
PRINT
PRINT
PRINT
PRINT
PRINT
RETURN
END

“I'LL KEEP THE 58 CENTS. THANKS FOR THE TIP."
INT(MD

R LOSING PERSONALITY 788-770~--======~
INT(S*RNDCX) ) +1

0 TO 765,755,745, 735, 725

“WHAT BAD LUCK."

*YOU BLEW ITe"

I LOVE YOUR MONEY."
“"BETTER LUCK NEXT TIME.'
“THAT'S TOO BAD.*

------ --INSTRUCTIONS 988-968~-========
DO YOU WANT INSTRUCTIONS'"3
AS

**NO" THEN 930

"YES" THEN 935
""ANSWER YES OR NO.'"
968

“IMAGINE A LARGE CARNIVAL WHEEL, 6 FEET IN DIAMETER,"
“DIVIDED INTO 9 EQUAL PIE-SHAPED PIECES. THREE SECTIONS"
ARE NUMBERED 1, THREE SECTIONS ARE NUMBERED 2, TWO"
SECTIONS ARE NUMBERED 3, AND ONE SECTION IS NUMBERED 4.

“THE WHEEL WILL BE SPUN AND THEN YOU WILL HAVE AN
"“QPPORTUNITY TO BET ON ONE OF THE FOUR NUMBERS"
“"BEFORE THE WHEEL COMES TO REST."

AT THE START OF EACH GAME, YOU WILL RECEIVE"
A CERTAIN AMOUNT OF MONEY TO BET IN WHOLE"
*DOLLAR AMOUNTS.'

“SECTION NUMBERS PAYOQOFF AS FOLLOWS:"
1 PAYS 2 TIMES YOUR BET."

*2 PAYS 2 TIMES YOUR BET."

3 PAYS 3.5 TIMES YOUR BET."

4 PAYS 8 TIMES YOUR BET."

“WHEN YOU WANT TO QUITC(IF YOU DON'T GO BROKE FIRST)"
"“TYPE 99 WHEN ASKED TO PICK 1,2,3,4."

“LET'S GO."
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6. Typical Run.

To complete the documentation, attach a run of the final
program which illustrates the operation of each sub-
routine just as [ have in the typical runs in this chapter.

® EXERCISE SET 5.11 @@

Off- line and On-line:

1.

Put together the following items to document your

program YOUR BIG WHEEL.

Verbal Description. Write a verbal description
of what your game does and how to play it.

B. History of Development. Tell how you de-
veloped your program. Draw a picture of your
big wheel and attach a copy of the payoff table.
If you were to develop the program again,
would you follow the same procedure?

C. Flow Charts and Listings. Draw a flow chart
of the main program and attach a computer
listing of the corresponding program steps.
Draw a flow chart of each subroutine and at-
tach a computer listing of the corresponding
program steps. Title each flow chart and list-
ing.

D. Organizational Chart. Construct a schematic
diagram showing the organization of the prog-
ram.

E. Program Listing. Attach a complete listing of
your program, including REM statements.
Bracket and label the main program and sub-
routines. Use arrows to pinpoint GO SUBS.

F. Typical Run. Attach a typical run.
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PLAYING CRAPS

DO YOU WANT INSTRUCTIONS? YES

THIS 1S A DICE GAME WHERE YOU BET ON THE SUM
OF TWO DICE. I WILL ROLL THE DICE.

IF ON THE FIRST ROLL, THE SUM OF THE DICE IS 7 OR 11,
YOU WINe ON THE OTHER HAND, IF THE SUM IS 2,3, OR 12,
YOU LOSE. IF THE SUM, HOWEVER, 1S NONE OF THESE
NUMBERSs 7,11,2,3,0R 12, THEN THE SUM, ONE OF THE
REMAINING OUTCOMES: 4,5,6,8,9,0R 18, IS KNOWN AS
YOUR °*POINT'.

I WILL THEN ROLL THE DICE REPEATEDLY UNTIL THE SUM
IS EITHER 7 OR YOUR *'POINT'. IF THE SUM IS 7, YOU
AUTOMATICALLY LOSE. IF THE SUM IS YOUR 'POINT',
YOU WIN.

THE PAYOFF IS 1 TO 1.

WHEN YOU WANT TO QUITCIF YOU DON'T GO BROKE FIRST)
TYPE 999 WHEN ASKED TO BET.

LET*S GO.

YOU HAVE 69 DOLLARS TO PLAY WITH.

I'M ROLLING THE DICE.
BET PLEASE? 35

YOU ROLLED 5 AND 5 « SUM IS 10 »

YOUR °*POINT' IS 14

YOUR NEXT ROLL: 4 AND 6 « SUM IS 10 .
YOU WIN.

CONGRATULATIONS.

YOU NOW HAVE 184 DOLLARS.

I'M ROLLING THE DICE.
BET PLEASE? 5@

YOU ROLLED 1 AND 1| « SUM IS 2 .
YOU LOSE.

1 LOVE YOUR MONEY.

YOU NOW HAVE 54 DOLLARS.

I'M ROLLING THE DICE.
BET PLEASE? 999
HORPE YOU HAD FUN. COME BACK SOONe.
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O

COIN AND DICE GAMES

In previous chapters you have seen two or three
methods for generating a ‘‘random’’ output. In the
Guess-A-Number games in Chapters 2 and 3 you used
yourown ‘random’’mind,or the computer*‘lookedup’’a
nuniber in a table of random numbers. In BIG WHEEL
the device for generating a random output was the wheel
commonly used at carnivals. Over the centuries people
have invented many other simple mechanisms for
generating random outputs. One is the coin; another is
the die, or, if you have two or more, dice. The popular-
ity of the coin and the die are based in part on their
portability and in part on their intuitive symmetry. After
all, it’s hard to argue with a nickel.

First we’ll discuss the basic operation of coin tossing,
particularly the probability of the outcomes when you
toss one or more coins. You will write a program called
TWO COIN, which simulates the tossing of two coins
and allows a player to bet on the outcome. You will find
this new game is a special case of BIG WHEEL, so it
will be expedient simply to modify your existing
program, YOUR BIG WHEEL.

Next we will discuss the basic operation of die
tossing. You will write a program called CRAPS, which
simulates the tossing of two dice and allows a player to
bet on the outcome. Like TWO COIN, this program has
a family relationship to BIG WHEEL, but you’ll build it
from scratch. In any case, by the time you’re through,
you’ll be a better craps shooter.

While the games in this chapter are used to teach
computer programming, you should be aware that these
same events, e.g. flipping one or two coins, rolling one
or two dice, are commonly used to elucidate probability
theory. It is not our purpose to teach probability in this
book, however.

6.1 HEADS OR TAILS: TEACHING THE
COMPUTER TO TOSS A COIN

Write a program to simulate the tossing of one coin
twenty times. When you flip a coin, you assume fromits
symmetry that there are two possible outcomes, one
called heads and the other tails (no edges, please), and
that the probability of the coin’s landing heads is %2,0r.5,
and the probability of its landing tails is also %2, or .5.
These are the calculated or theoretical probabilities. In
real life the evidence may not fit the theory perfectly.
Let’s see.
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ONE COIN/20
FLOW CHART

FORC =1TO20

—

GENERATE
R

RND (0 TO 1)

240

NO

PRINT
TAIL

i

NEXT C

il

DONE
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If we toss a coin, record the outcome, and toss it
again, we expect that, after a great number of tosses, the
number of heads obtained will be about the same as the
number of tails. Not the same, but close. Further, if
there are no defects in the coin, the difference between
the number of heads and tails will be reduced as we toss
the coin more times. The same is true when you use a
computer to toss a coin. The more tosses, the more
nearly equal the number of heads and tails will be.

Since there are two equally probable outcomes to a
coin toss, we will use the random number generator,
RND(X), to pick a number at random between O and 1.
If the number is less than .5, it’s a head. If the number is
greater than or equal to .5, it’s a tail. You might think
that a greater number of tails will occur since .5 has been
included. How often will .5 occur? Let’s find out. My
computer prints out seven digits. How many different
seven-digit numbers are there? We can consider a
seven-digit number to be composed of seven slots, each
to be filled with a digit from O to 9.

SLOT

1 2 (314|567

SEVEN DIGIT NUMBER

The first slot can be filled in one of ten ways; the second
in one of ten ways; and so on. If you multiply the
number of ways you can fill the first slot by the number
of ways you can fill the second slot, and so on, you get
10*10*10*10*10*10*10, or 107. That’s 10,000,000.
But since RND(X) cannot generate .0000000 you get
9,999,999 seven-digit numbers, of which .5000000 is
one. Thus, the probability of getting the specific
number .5000000 is close to zero.

The following flow chart outlines the routine for
tossing a coin 20 times and printing the outcome, heads
or tails.

PRINT
HEAD 1

From this flow chart we write the following program.
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20 TOSSES

RANDOM

FOR C=1 TO 20
LET R=RND(X)

IF R<.S5 THEN 70
PRINT “TAILS*
NEXT C

STOP

PRINT '"HEADS"
GO TO S0

END

PROGRAM

Incidentally, if in the above flow chart the NEXT
statement had been put in the YES branch instead of the
NO branch, the flow chart would look like this.

FOR C =1 TO 1000

ONE COIN/20/ELEGANT

FLOW CHART
GENERATE
R
RND (0 TO 1)
YES PRINT
HEAD
NO I
PRINT NEXT C 4—@
TAIL
I
é) DONE
The program would look like this.
1 RANDOM PROGRAM
18 FOR C=1 TO 20
20 LET R=RND(X)

30
49
50
60
70
80

20 TOSSES

IF R<.5 THEN 60
PRINT *TAILS"
GO TO 70

PRINT "HEADS"
NEXT C

END

Look at the two programs, ONE COIN/20 and ONE

COIN/20/ELEGANT, side by
loop in each with a bracket.

side. I’ve indicated the

HEADS OUTPUT
HEADS
HEADS
HEADS
TAILS
TAILS
HEADS
HEADS
TAILS
HEADS
TAILS
HEADS
HEADS
TAILS
TAILS
HEADS
HEADS
HEADS
TAILS
HEADS

ONE COIN/20 ONE COIN/20/ELEGANT
1 RANDOM PROGRAM 1 RANDOM PROGRAM
1@ FOR C=1 TO 20 16 FOR C=1 TO 20
20 20 LET R=RND(X) 20 LET R=RND(X)
TOSSES| 3@ 1F R<.S THEN 7@ 30 IF R<.5 THEN 60
40 PRINT "TAlILS" 20 TOSSES| 4@ PRINT *“TAILS"
5@ NEXT C 50 GO TO 70
68 STOP 68 PRINT "HEADS"
78 PRINT “HEADS" 78 NEXT C
806 GO TO SO 88 END

98

END
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PROGRAM

20 TOSSES

1
10
20
30
40
50
60
70
30

Fun And Games With The Computer

We’ve saved a step. That’s good. As in a geometric
proof, the fewer the steps, the more ‘‘elegant’’ the
program. In short, if you construct a loop which con-
tains questions, and therefore branches, you can save a
step by placing the NEXT statement at the end of the
first YES branch. What you save is the STOP statement.
ONE COIN/20/ELEGANT not only reduces the length
of ONE COIN/20 by one step, but also makes the
structure of the program more apparent by putting both
PRINT statements inside the loop. So much for saving a
step.

Perhaps you would rather have the computer use its
random number generator to generate a 1 or 2, 1 mean-
ing heads and 2 meaning tails. To help you remember
that 1 is heads and 2 is tails, recall that 1 comes before 2
on the number line, just as A comes before ¢ in the
alphabet. To make this change, we change line 20 to
include the INT expression: LET R=INT(2*RND

X)+1.

PROGRAM 1 RANDOM OUTPUT TALILS
18 FOR C=1 TO 20 HEADS
26 LET R=INT(2%RNDC(X))+1 TAILS
3@ IF Ral THEN 60 HEADS

20 TOSSES | 4@ PRINT **TAILS" HEADS
5@ GO TO 7@ TAILS
6@ PRINT "HEADS" HEADS
76 NEXT C HEADS
3@ END TAILS

HEADS
TAILS
HEADS
TAILS
HEADS
TAILS
TAILS
TAILS
TAILS
HEADS
TAalLS

Inarun of a thousand tosses, it will save space to print
H for HEADS and T for TAILS horizontally across the
page. We can do this by using the semicolon at the end
of lines 40 and 60.

RANDOM OUTPUT T™HHHTHHHTTHTHTHATTTH
FOR C=1 TO 2@

LET R=INT(2«RND(X))+1

IF R=al THEN 60

PRINT "“T'3

GO TO 70

PRINT '"H"3

NEXT C Look at the above output. There are eleven heads and
END nine tails. Although it’s pretty close, the outcome does

not match the theoretical expectation of ten heads and
ten tails. Let’s flip a coin 1,000 times and see how close
the results come to the 50/50 distribution of heads and
tails forecast by theory.
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Write a program to toss a coin 1,000 times. The
computer can simulate the tossing of a coin much faster
than the Teletype can print out the results of each toss.
Since we’re concerned only with the totals after 1,000
tosses, let’s put two counters, T and H, in the computer
to keep running totals of the number of tails and the
number of heads and print the results just once, after
1,000 tosses. Here is the algorithm for 1,000 consecu-
tive tosses in flow chart form:

ONE COIN/1000

H=0
T=0 FLOW CHART
FOR C =1 TO 1000
GENERATE
R
RND (1-2)
YES H=H+1 [~  NexTC [«
NO |
PRINT T, H
T=T+1 T
é DONE
The following program is encoded from this flow chart.
1 RANDOM PROGRAM
S LET T=0
6 LET H=0@
10 FOR C=1 TO 1200 OuTPUT
20 LET R=INT(2%xRND(X))+1} HEADS TAILS
36 IF R=]! THEN 60 489 Sl

1000 TOSSES | 40 LET T=T+1
S8 GO TO 790
68 LET H=H+]
78 NEXT C
88 PRINT °'HEADS","TAILS"
9@ PRINT HLT
166 END

Look at the output. The difference between the number
of heads and tails is 22. This difference of 22 in 1000
tosses is proportionately less than the difference of 2 in
20 tosses. Thus, the greater the number of tosses the
closer the results come to the 50/50 distribution as
forecast by theory.

Was the number of tails at each point in the 1,000
tosses greater than the number of heads? To answer this

question, instruct the computer to stop momentarily
243




ONE COIN/1000/100 FLOW CHART

— I

on

[N ]

—

FOR C =1 TO 1000

GENERATE
R
RND (1-2)

YES
H=H+1
O—

NO

Fun And Games With The Computer

after each 100 tosses, that is when C is one of the
numbers 100, 200, 300, . . ., 1,000. To determine if C
is one of these numbers, C must be divisible by 100. To
test for divisibility we insert the statement: INT
(C/100) = C/100. Suppose C = 200. On the left side,
INT(200/100), or INT(2), is 2. On the right side,
200/100 is also 2. Thus the statement
INT(C)100) = C/100 is true when C is divisible by
100. This test for divisibility of C by 100 is inserted in
the following flow chart immediately before NEXT C.

T=T+1

©

PROGRAM

1000 TOSSES

244

. IS YES
INT(C/100) = C/100?

| NO

@—» NEXT C PRINT

l TOTALS
1

Here is the new program. It gives us the score of

heads versus tails after each 100 tosses of the coin.

RANDOM
LET T=0
LET H=@

PRINT “TOSSES'",'"HEADS'", “TAILS*" «—COLUMN HEADING
FOR C=1 TO 1004
LET R=INT(2%RND(X))+1|

IF R=i THEN 60

LET TaT+|

GO TO 78

LET H=H+1

IF INTC(C/100)=C/106 THEN 100

NEXT C

STOP

PRINT C,H,T = PRINT TOTALS

GO TO 890

END

OUTPUT TOSSES HEADS TAILS

100 43 57
200 104 96
369 158 142
4060 211 139
588 261 239
600 315 285
768 359 341
800 404 396
908 453 447
10006 587 493
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The PRINT statements in lines 8 and 100 both call for
three items to be printed. Since the items in each case
are separated by commas, they will be printed in the first
three of the five columns into which the computer di-
vides the page.

How does the distribution of heads and tails after
1,000 tosses compare with the distribution of heads and
tails obtained using the program ONE COIN/1000? By
chance, this time there are more heads than tails.

Look again at the FIRST YES BRANCH in the flow
chart ONE COIN/1000/100.

H=H+1

O

1S YES
INT(C/100) =C/100?

NO

PRINT

®_’ NEXT C TOTALS

] O

As 1 explained in developing ONE COIN/20/
ELEGANT, the number of steps in the overall program
can be reduced if NEXT C is placed at the end of the
YES branch. To accomplish this in the above flow
chart, however, the form of the question must be
changed. The present question asks if INT(C/100) is
equal to C/100. The new question will ask if
INT(C/100) is not equal to C/100. The phrase, is not
equal to, is usually represented by an equal sign with a
slash through it (#). This symbol does not exist on the
Teletype, however. Instead we use the two symbols for
“‘less than’’ (<) and ‘‘greater than’’ (>) together, thus,
< >.

H=H+1

O

< IS YES NEXT C
INT(C/100) < >C/100? /

[ no |

PRINT DONE
TOTALS

®

The use of negations in a flow chart usually requires
more careful thought than positive statements. If we ask
the question: Is INT(C/100) < >C/100? the answer is
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PROGRAM

1000 TOSSES
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YES when C is not divisible by 100 and NO when C is
divisible by 100. For example, suppose the counter, C,
is 325. Then INT(325/100) < >325/100 becomes
3< >3.25, which is true, and the answer to: Is
INT(325/100) < > 325/1007? is YES. The counter, C,
is not divisible by 100, so the computer moves on to
NEXT C. On the other hand, if C is 500, then
INT(500/100)<< >500/100 becomes 5< >5 which is
false. Five does equal five, and the answer to: Is INT
(C/100)< >C/1007? is NO. Since C is divisible by 100,
the computer prints the score. The negative approach is
encoded this way:

70 IF INT(C/100)< >C/100 THEN 90
80 PRINT C,H,T
90 NEXT C

100 END

These four steps replace lines 70 through 120 in the old
program, ONE COIN/1000/100. You save two steps,
obtaining a more elegant program.

Here is a complete listing of the program using the
negative approach. A bracket shows the loop. As be-
fore, all three branches now fall within the loop.

1 RANDOM
S LET T=0@
6 LET H=@
8 PRINT "TOSSES",'HEADS","TAlLS"
18 FOR C=]1 TO 1006
20 LET R=INT(2%*RND(X))+1
38 1IF R=1 THEN 60
40 LET T=T+] «—— COUNT HEADS BRANCH
$8 GO TO 70
668 LET H=H+l «—— COUNT TAILS BRANCH
76 1IF INT(C/1080)<>C/1088 THEN 9@
80 PRINT C,H, T «—— PRINT TOTALS BRANCH

—9@ NEXT C

166 END

So much for tossing one coin. In a few minutes we’ll
have the computer toss two coins. In the meantime, has
it occurred to you that tossing a coin is equivalent to
spinning a big wheel which has been divided into two
equal sections, one labeled heads, the other tails? Here
is such a wheel.

wr—>r»-
wo>»mxI

This means a program to simulate 1000 spins of the
above wheel is the same as ONE COIN/1000/100. We
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need only change the column heading TOSSES to
SPINS. In general, to generate any two outcomes which
occur with equal probability, instruct the computer to
generate the numbers 1 and 2 at random and then assign
an appropriate label to each number.

BTN EXERCISE SET 6.1 NS

On-line:

1. Draw a flow chart and write the most elegant pro-
gram possible to simulate the spinning of the follow-
ing wheel 1000 times.

There are two outcomes when the wheel comes to
rest, red or black. Have your program produce an
output similar to this:

SPINS RED BLACK
160 54 46
200 105 95
306 161 139
400 2083 197
500 252 248
600 349 291
708 356 344
800 405 395
9890 452 448
1000 500 580

2. Program the computer to simulate this *‘real life”’
event: A pail contains nine colored tennis balls.
Three are colored red, three green, two blue, and
one yellow. Draw a ball without peeking, look at the
color, and keep track of the outcome. Put the ball
back in the pail. Draw again, look at the color, and
note the outcome. Repeat this procedure 900 times.
After every 100 draws record on a piece of paper the
total number of red, green, blue and yellow balls
you have drawn to that point. Predict the number of
balls of each color you will have after 900 draws. To
write your program you may wish to ‘‘construct’’ a
Big Wheel which is divided into nine equal pie-
shaped pieces, one to represent each of the nine

247



DRAVWS

248

100
200
300
400
500
600
700
800
900

RED
38
75
109
136
166
201
236
271
314
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tennis balls. Your program should produce an out-
put like this:

GREEN BLUE YELLOW

29 26 7

60 4s 20

98 62 31
137 84 43
178 101 1)
206 125 63
236 148 30
267 174 33
295 190 101

6.2 TOSSING TWO COINS

An easy way to generate a more complex set of
random outcomes is to toss two coins, this way: Take a
coin, toss it and record the outcome, heads or tails. Then
take the same coin or a second coin, toss it and record
the outcome. The set of four possible outcomes is:

FIRST TOSS SECOND TOSS OUTCOME
HEAD HEAD HEAD HEAD
HEAD TAIL HEAD TAIL
TAIL HEAD TAIL HEAD
TAIL TAIL TAIL TAIL

Perhaps you already kpow the probability of each out-
come. But perhaps you don’t. I’ll show you how to use
the computer to find the answer. We will program the
computer to simulate the repeated tossing of two coins,
followed each time by the recording of the outcome.
The tossing and recording will be done 1000 times.
After 1000 tosses, the experimental probability of each
of the four outcomes can be obtained by dividing the
number of times each outcome occurred by 1000. As in
tossing one coin, the more often you toss two coins, the
closer the experimental values will be to the theoretical
values. Here’s how it’s done.

Write a program to toss two coins twenty times.

We still make use of the fact that, when a coin is tossed,
the probability of each event, head or tail, is 1/2. To
‘‘toss’’ the first coin, instruct the computer to generate a
random number, R, which is a 1 or 2. This number is
tested for head, R = 1, or for tail, R = 2. Then, to
‘‘toss’’ the second coin, instruct the computer to again
generate a 1 or 2 at random. It is also tested for head,
R = 1, or for tail, R = 2. At this point the first trial is
complete; one of the four outcomes has occurred. This
process is repeated again for a total of twenty trials.
Four branches are required in the following flow chart.
(HEAD) and (TAIL) are used to help you keep track of
the outcome of each question.
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FORC=1TO 20

[

GENERATE
R
RND (1 -2)

GENERATE
R
RND (1 - 2)

GENERATE
R
RND (1 - 2)
(TAIL) | NO
PRINT
HEAD TAIL

PRINT

TAIL HEAD 65

PRINT
TAIL TAIL

o

Look at the flow chart. Suppose the computer gener-
ates a 1 as the first value for R. The answer to the first
question is YES; the outcome is a head. The computer
immediately generates a second value for R. Suppose it
is again a 1. The answer to the second question is YES;
the outcome is again a head. The computer then prints
HEAD HEAD. Here’s the program:

I RANDOM
—1@ FOR C=1 T0 20
20 LET R=INTC2%*RNDCX))+1
30 IF R=1 THEN 100
48 LET R=INTC2%RND(X))+1
5@ IF R=1 THEN 80
6@ PRINT “TAIL TAIL"™
78 GO TO 156
20 TRIALS | gg@ PRINT "TAIL HEAD"
98 GO TO 150
186 LET R=INTC2%RND(X))+1
118 IF R=1 THEN 140
120 PRINT “HEAD TAIL"
136 GO TO 150
146 PRINT “HEAD HEAD"
158 NEXT C
168 END

The program TWO COIN/20 can be shortened by
using only one expression instead of three to generate a
random number. The expression is LET R = INT
(2*RND(X)) + 1. To execute it twice, once for each

TWO COIN/20
FLOW CHART

PRINT
HEAD HEAD

O—

PROGRAM

HEAD TAIL OUTPUT

TAIL HEAD
TAIL HEAD
TAIL TAIL
TAIL HEAD
TAIL TAIL
TAIL TAIL
TAIL HEAD
HEAD TAIL
HEAD TAIL
HEAD HEAD
TAIL ,HEAD
HEAD TAIL
TAIL HEAD
TAIL TAIL
HEAD HEAD
HEAD HEAD
TalL HEAD
HEAD TAIL
TAIL HEAD
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toss, we’ll create a loop. Since Cis used to designate the
number-of-trials counter, we’ll use D to designate the
number-of-tosses counter. Here is the flow chart.

TWO COIN/20/2-LOOP
FLOW CHART

FORC =1TO 20

[

FORD=1TO2

|

GENERATE

R
RND (1 - 2)

PRINT
HEAD

NEXT D

NEXT C

il

DONE

Assume that on the first trial, the toss of the first coin
yields R = 1 and the toss of the second coin yields
R = 2. Play computer, following the instructions in the
above flow chart, to determine the outcome. So much
for the flow chart. Here is the program and a typical run.

PROGRAM |
——10

20

30
, | a@
20 TRIALS | Tosses| 5@
60
79
8@
90
1060
1106

RANDOM OUTPUT HEAD

FOR C=]1 TO 20
FOR D=1 TO 2
LET RsINT(2xRND(X))+1]

IF R=]1 THEN 70
PRINT *“TAIL "3
GO TO 30
PRINT *“HEAD *3
NEXT D

PRINT

NEXT C

END

TALL
HEAD
HEAD
HEAD
HEAD
TAIL
TAIL
TAIL
HEAD
HEAD
TAlL
HEAD
TAIL
TAIL
TAIL
TAIL
TAlIL
TAIL
HEAD

HEAD
TAIL
TAIL
HEAD
TAIL
TAIL
HEAD
HEAD
HEAD
HEAD
HEAD
TAIL
TAlIL
TAlL
HEAD
TAIL
TAIL
HEAD
TAlIL
TAIL

Play computer again, this time following the instruc-
tions in the above program. As above, assume that, on
the first trial, the toss of the first coin yields R = 1 and

250 the toss of the second coin yieldsR = 2. Don’t get hung
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up at line 80 NEXT D when you have exhausted the two
tosses. When the inner D loop is satisfied, you, the
computer, just go to the next line, in this case 90. Look
at lines 50 and 70. The semicolon is used so that, after
the first outcome, HEADS or TAILS, is typed, the
outcome of the second toss will be typed on the same
line. The blank space within the quotes at the end of the
word TAILS or HEADS separates the two words when
they are printed on the same line. What is the function of
line 90? On each line we want only the two outcomes
that constitute one trial. Each time the D loop is satis-
fied, the PRINT statement on line 90 signals the compu-
ter to stop printing on that particular line and to
“‘linefeed’’ to the next one.

So much for the program. Now let’s look at the
output. The results are summarized in the following
table.

OUTCOME FREQUENCY
HEAD HEAD 4
HEAD  TAIL 5
TAIL HEAD 5
TAIL TAIL 6

It looks as if each outcome occurs about 25 percent of
the time. But, as in the one-coin experiment, we would
have more confidence in this generality if we had more
data.

Write a program to toss two coins 1000 times. Look
again at the flow chart for TWO COIN/20.

FORC=1TO 20

[

GENERATE

R
RND (1 - 2)

GENERATE
R
RND (1 - 2)
(TAIL) | NO
1S YES
=17
GEN%RATE R=17 (HEAD)
RND (1 - 2)
(TAIL) | NO
PRINT :
HEAD TAIL
PRINT

(TAIL) | NO

TAIL HEAD é

PRINT
TAIL TAIL

o

We are interested, not in a trial by trial analysis of the
outcomes, but in the total number of TAIL TAIL, TAIL

PRINT
HEAD HEAD

NEXT C

DONE

TWO COIN/20
FLOW CHART
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TWO COIN/1000/EXPER

FLOW CHART

INITIALIZE
COUNTERS
C1.C2,C3,C4

FORC =1 TO 1000

|

GENERATE
R

RND (1-2)

GENERATE
R
RND (1-2)

(TAIL) | NO

Fun And Games With The Computer

HEAD, HEAD TAIL, and HEAD HEAD outcomes in
1000 trials. Thus, the PRINT statements can be elimi-
nated and in their place counters can be inserted to count
the number of times each outcome has occurred. The
new counters are:
(1) C1 counts the number of TAIL TAIL outcomes.
(2) C2 counts the number of TAIL HEAD outcomes.
(3) C3 counts the number of HEAD TAIL outcomes.
(4) C4 counts the number of HEAD HEAD out-
comes.
A second change is to replace FOR C = 1 TO 20 with
FOR C = 1 TO 1000 in the first box of the flow chart.
However we’re interested not only in the outcomes after
1000 trials but in the score after each 100 trials. To test
the value of C for divisibility by 100, insert a new
diamond before the NEXT C box. Finally, we’re writ-
ing this program to find the probability of each of the
four outcomes. After the score for 1000 trials is typed,
instruct the computer to divide the frequency of each
outcome by 1000 to give us the experimental probabil-
ity. Here is the flow chart for TWO COIN/1000/
EXPER.

GENERATE
R
RND (1-2) .
IS YES
=17
R=17 (HEAD)
(TAIL) | NO C4=Cd+1
C3=C3+1
C2=C2+1

C1=Ct1+1

o

252

o o

iS YES
INT (C/100) < > C/100?
E ?

PRINT
SCORE NEXT C
é PRINT
PROBABILITIES
DONE

Look at the new diamond in which C is tested for
divisibility by 100. We’ve used the negative approach.
The following program is encoded from this flow chart.
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1 RANDOM PROGRAM
S LET Cl=@
6 LET C2=0
7 LET C3=0
8 LET C4=0
9 PRINT “TOSSES","TAIL TAIL',"TAIL HEAD'",' HEAD TAIL'","HEAD HEAD"
—1@ FOR C=1 TO 1000
20 LET R=INT(2%RND(X)>)+1
30 1F R=]1 THEN 100
40 LET R=INT(2%xRND(X))+1
S3 IF Rs]l THEN 80
608 LET Cl=Cl+}l «———— TAIL TAIL COUNTER
7 GO TO 150
TRIALS| 96 GO TO 15@
106 LET R=INT(2%RND(X))+1
11 IF R=| THEN 140
120 LET C3=C3+1 «——  HEAD TAIL COUNTER
136 GO TO 150
140 LET C4=CA4+] «———— HEAD HEAD COUNTER
150 IF INT(C/108)<>C/100 THEN 170
168 PRINT C,C1,C2,C3,C4 «— PRINT SCORE

L1 78 NEXT C FINAL
186 PRINT *"PROBABILITY",C1/1000,C2/1000,C3/1000,C4/1000 +— RESULTS
196 END
Suppose the first value of R is 1 and the second value is
2; play computer to determine which outcome occurs,
that is, which counter, C1, C2, C3, or C4, is increased
by 1. OUTPUT
TOSSES TAIL TAIL TAIL HEAD HEAD TAIL HEAD HEAD

160 25 16 28 31
200 45 51 46 53
390 61 76 70 93
400 8s 142 94 119
S00 115 127 120 138
600 14 154 145 161
700 170 177 172 131
800 193 207 198 202
900 220 2238 227 225
1830 245 251 252 252
PROBABILITY « 248 «251 « 252 «252
Look at the last line of the output. As expected, each
one of the decimal numbers is close to .25, or 1/4. It
looks as if the theoretical probability of each outcome is 1{333 %Bdss OUTCOME
in fact .25. Can we show this is the case? The following H H H
diagram, known as a tree diagram, shows the four
possible outcomes.
T HT
START
H TH
When the first coin is tossed, we know the probability of
a HEAD or TAIL is 1/2. Likewise, the probability of T TT

obtaining a HEAD or TAIL with the second coin is 1/2. 253
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Whatever happens on the first toss has no influence on
the outcome of the second toss. Since this is a two-coin
experiment, the probability of an outcome such as
HEAD HEAD is the probability of a HEAD on the first
toss times the probability of a HEAD on the second toss.
In the following tree diagram, the probability of each
branch is shown. To the right is a list of the outcomes
with their probabilities, obtained by multiplying the
probabilities along the branches.

OUTCOME PROBABILITY
HH Vo v Voa="Ya
HT Yo« Va="Ya
TH Vo« Va=WYa
TT Vo r Va="Ya

The theoretical probability of each outcome is 1/4.

The last program, TWO COIN/1000/EXPER, ar-
rived at the four outcomes by simulating the real world
experiment of tossing two coins repeatedly. In that
program I used my knowledge of the theoretical proba-
bility of a HEAD or a TAIL when one coin is tossed.
Now that I know the theoretical probabilities of the four
outcomes, HH, HT, TH and TT, I want to write a new,
shorter program which generates the outcomes, not by
‘‘tossing’’ two coins, but by using the theoretical prob-
abilities. I will instruct the computer, on each trial, to
generate at random one of four equally likely numbers:
1,2, 3, or 4. The following convention will be used for
the assignment of outcomes.

(1) If R = 1 then the outcome TAIL TAIL has occur-

red.

(2) If R = 2 then the outcome TAIL HEAD has
occurred.

(3) If R = 3 then the outcome HEAD TAIL has
occurred.

(4) If R = 4 then the outcome HEAD HEAD has
occurred.

As in TWO COIN/ 1000/EXPER,.the following coun-
ters will be used to count each outcome.
(1) C1 counts the number of TAIL TAIL outcomes.
(2) C2 counts the number of TAIL HEAD outcomes.
(3) C3 counts the number of HEAD TAIL outcomes.
(4) C4 counts the number of HEAD HEAD out-
comes.
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Here is the flow chart.

COUNTERS
Ct,C2,C3,C4

INITIALIZE

V

FORC =1 TO 1000

GENERATE
R

RND (1 - 4)

C1=Ct+1

C2=C2+1

C4=C4+1

o

Ome

TWO COIN/1000/THEORET

<

1S
INT (C/100) < > C/100?

YES

INO

PRINT
SCORE

®

Look at the flow chart. The computer generates a
number, R, at random, tests the number to determine
the outcome, and then adds 1 to the appropriate counter.
Here is the program.

-150
160
178

RANDOM

LET Cl=9
LET C2=¢
LET C3=0
LET C4=0@

FLOW CHART

7

NEXT C

|

PRINT
PROBABILITIES

|

DONE

PROGRAM

PRINT "TOSSES","TAIL TAIL'","TAIL HEAD","HEAD TAIL'",'HEAD HEAD"
FOR C=1 TO 10080

LET R3INT(4%RND(X))+1

IF R=} THEN 1
IF R=2 THEN |

20
00

IF R=3 THEN 80

LET Ca=C4+] «
GO TO 130

LET C3=C3+1] «
a0 TO 1360

LET C2=C2+] <+

GO TO 138

LET Ci=Cl+] «

IF INTCC/103)<>C/100 THEN 150
PRINT C,»,C1,C2,C3,C4 «——  PRINT SCORE

NEXT C

HEAD HEAD COUNTER

HEAD TAIL COUNTER

TAIL HEAD COUNTER

TAIL TAIL COUNTER

FINAL

PRINT “PROBABILITY",C1/1008,C2/10008,C3/1000,Ca/1800 “ o | 1g

END

Look at the program. Suppose the computer randomly
generates the number 3, as instructed in line 20. Which
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OUTPUT

TOSSES
166
208
309
400
5680
600
760
800
908
186006

PROBABILITY

256

TAIL TAIL
19
42
71
105
124
152
169
203
221
246
«246

TWO COIN/1000/EXPER

Fun And Games With The Computer

outcome does 3 represent? Now play computer. Which
counter is increased by 1? So much for the program.
Here is a typical run.

TAIL HEAD HEAD TAIL HEAD HEAD
34 18 29
56 49 53
81 71 17
99 97 99
124 127 125
147 150 151
179 179 173
198 208 191
223 239 217
248 269 246
.248 .26 0246

Look at the last line of the output. The results are close
to the theoretical probabilities. Using the known prob-
abilities of the outcomes is just as good as ‘‘tossing’’
two coins. Either approach works.

Here is a schematic representation of the two simula-
tion programs.

HH TWO COIN/1000/THEORET T

In the first program, TWO COIN/1000/EXPER, the
random number generator, RND(X), is used at two
stages. In TWO COIN/1000/THEORET it’s used only
once, but selects from four numbers. Both methods
have their place in real life. The multiple stage approach
is used when, because of the complexity of the system,
the theoretical probabilities of the final outcomes are not
known and are virtually impossible to calculate. The
analysis of a complex traffic network is an example.
The probability of a car turning left, right or going
straight ahead at each of several hundred intersections
might be known from direct measurement. You’re in-
terested, however, in the overall impact on a bridge,
tunnel, or other exit from the network.
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The second, single stage method is used when, based
on experience or theory, you know the probabilities of
the final outcomes, and may be interested for example
in betting on the outcome one trial at a time.

At this point both programs are about the same
length. TWO COIN/1000/EXPER has 25 steps and
TWO COIN/1000/THEORET has 23. The program
which uses the known probabilities of the final out-
comes, e.g. TWO COIN/1000/THEORET, has an ad-
vantage, however, in that a subscripted variable can be
used to set up a tally list replacing the four counters, C1,
C2, C3, and C4. This will give us a program of only 14
steps, 11 steps shorter than TWO COIN/1000/EXPER!
Recall the use of a tally list when programming the
computer to play 1000 COMPUTER GUESS games at
the end of Chapter 3. This time four boxes will be set up
in the computer’s memory to replace the four counters,
and labeled as follows:

F(1) holds the frequency of TAIL TAIL outcomes.
F(2) holds the frequency of TAIL HEAD outcomes.
F(3) holds the frequency of HEAD TAIL outcomes.
F(4) holds the frequency of HEAD HEAD outcomes.

F(1) | F2) | FQ) | F@4)
0 0 0 0

At the outset, the value in each box will be zero. When
LET R = INT@*RND(X))+ 1 is executed and a value
for R is generated, say 2, a TAIL HEAD has occurred.
The counter F(2) is increased by 1. We do not need three
IF-THEN statements to find out what R is. We go on to
the next step, LET F(R) = F(R) +1. Here is the flow
chart for TWO COIN/1000/TALLY.

INITIALIZE
TALLY LIST

FOR C =1 TO 1000

GENERATE

R
RND (1 — 4)

F(R) = F(R) + 1

IS YES
< INT (C/100) < > C/100? NEXT C “@

o i

PRINT

PRINT PROBABILITIES

l

d) DONE

TWO COIN/1000/TALLY

FLOW CHART

257



Fun And Games With The Computer

The following program is encoded from this flow chart.
PROGRAM

1 RANDOM
2 DIM F(4&)
INTIALIZES FOR I=1 TO 4
TALLY |:6 LET F(I1)=9
LIST 7 NEXT I
9 PRINT "“TOSSES","TAIL TAIL","TAIL HEAD","HEAD TAIL",'"HEAD HEAD"
10 FOR C=1 TO 1009
28 LET R=INTC4*RND(X))+1
1000 | 39 LET F(R)=F(R)+] < TALLY STATEMENT
TRIALS| 4@ IF INT(C/18@)<>C/188 THEN 60
S@ PRINT C,F(1),F(2),F(3),F(a)

68 NEXT C
78 PRINT *PROBABILITY",F(1)/1000,F(2)/10008,F(3)/10008,F(4)/1000
8@ END
Look at line 2. The DIM statement is used to save four
boxes for the subscripted variable. Now a zero must be
put in each of the four boxes. This is done in lines 5, 6,
and 7. The variable I is used to designate the box
number, and I takes on the values 1 to 4.
Suppose the values of the counters in the computer’s
memory are
C F(1) | FQ2) F(3) | F4
200 48 47 51 53
as the computer approaches trial 200. Trial 200 begins
and the computer generates a 4 for R in line 20. Play
computer. Add 1 to the proper counter and proceed to
line 40. Where do you go from there? To verify that the
program operates as intended, here is a typical run.
ouTPUT
TOSSES TAIL TAIL TAIL HEAD HEAD TAIL HEAD HEAD
100 22 27 28 23
200 S1 S7 49 43
300 8@ 80 79 61
400 1063 186 94 97
560 129 135 111 125
600 152 163 136 149
780 176 190 159 175
860 204 213 185 198
908 223 234 211 232
1000 255 253 239 253
PROBABILITY « 255 «253 «239 «253

So much for the use of the subscripted variable and
tally list in a two-coin simulation. The same set of
outcomes can be obtained by spinning a Big Wheel
divided into four equal sections and labeled as follows.
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HEAD TAIL

HEAD TAIL

HEAD TAIL
TAIL HEAD

To simulate the use of the above wheel, instruct the
computer to generate at random a 1, 2, 3 or 4, each
number corresponding to one of these two-coin out-
comes.

SRR EXERCISE SET 6.2 S

Off-line:

1. Draw a-flow chart for tossing three coins 20 times.
Your flow chart will have eight branches.

2. Write a three-loop program to simulate the tossing
of three coins 20 times, imitating the procedure used
in TWO COIN/20/2-LOOP.

3. Draw a tree diagram to show all the possible out-
comes when three coins are tossed. Label each
branch with its probability. Determine the outcome
obtained at the end of each branch. Find the proba-
bility of each outcome by wltiplying the prob-
abilities along each branch.

On-line:

4. Write a program which uses the theoretical prob-
abilities determined in exercise 3 above to generate,
trial by trial, the outcomes when three coins are
tossed 800 times. Your program should imitate the
procedure used in TWO COIN/1000/TALLY and
produce an output similar to this one:

TOSSES TTT TTH THT THH HTT HTH
100 14 11 14 13 18 13
200 30 21 26 32 21 21
300 45 34 43 46 34 27
400 53 46 56 5S 47 42
500 63 59 66 68 59 S3
600 76 68 83 84 66 68
708 88 -1 98 188 173 78
800 161 99 98 112 86 93

6.3 THE TWO COIN GAME

In this section you will modify an old program, BIG
WHEEL/FLAG 99, to play a new game called TWO
COIN. The game is played as follows. The computer
flips two coins and gives the player a chance to bet on
the number of heads. From the previous section, the

HHH OUTPUT
13

25

35

48

65

78

94

1867

259



260

OUTCOME
NUMBER OF HEADS

Fun And Games With The Computer

four outcomes and their probabilities are:

Outcome Numberof Heads  Probability

HEAD HEAD 2 1/4
HEAD TAIL 1 1/4
TAIL  HEAD 1 1/4
TAIL  TAIL 0 1/4

The total number of heads is either 2, 1, or 0. The
probability of 2 heads is 1/4, of 1 head 1/2 and of O heads
1/4. The player picks either 2, 1 or 0 heads. The compu-
ter compares the player’s input with its outcome to
determine whether the player has won or lost.

Look at the above table and complete the following
table of payoff factors for each outcome.

NUMBER WAYS NUMBER WAYS PAYOFF
TO WIN TO LOSE FACTOR
1 3 3

The game TWO COIN is just like playing BIG WHEEL
using the wheel shown here.

Since the game TWO COIN can be played with the
above wheel, this suggests that the program for TWO
COIN could be similar in structure to the program for
BIG WHEEL. Let’s look at a copy of BIG WHEEL/
FLAG 99.
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PROGRAM BIG WHEEL/FLAG 99

1@ RANDOM
1S PRINT “IF YOU WISH TO QUIT, TYPE 99 AFTER PICK 1,2,3,4."
20 LET M=100
3@ PRINT "YOU HAVE" M “DOLLARS TO PLAY WITH.*
48 PRINT "PICK 1,2,3,4"
S@ INPUT N
S1 GO SUB 300
6@ PRINT “BET"3
70 INPUT B

MAIN 88 GO SUB 200
PROGRAM | 9@ PRINT "STOPPED AT" W
190 IF N=W THEN 150
118 PRINT "YOU LOSE $" B
120 LET M=M-B
136 PRINT "YOU NOW HAVE" M “DOLLARS."
140 GO 'TO 4@
150 PRINT "YOU WIN $* PxB
160 LET M=M+P*B
170 PRINT "YOU NOW HAVE" M "DOLLARS."
| 180 GO TO 4@
200 LET R=INTC(9*RND(X))+1
20S IF R<=3 THEN 265
2190 IF R<=6 THEN 250
215 IF Re¢=8 THEN 235
220 LET V=4
225 LET P=8
238 RETURN

SPIN 238 LET W=3
WHEEL | 248 LET P=3.5
245 RETURN
250 LET W=2
255 LET P=2
268 RETURN
265 LET Ws|
270 LET P=2
| 275 RETURN
388 IF N=99 THEN 310
FLAG 99 | 385 RETURN

319 PRINT “HOPE YOU HAD FUN. COME BACK SOON."

[ 315 STOP

999 END

What changes would you make in BIG WHEEL/FLAG
99 to make it play the game of TWO COIN, producing
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OUTPUT IF YOU WISH

GAME 1

GAME 2

GAME 3

GAME 4
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an output that looks like this?

TO QUIT, TYPE 99 AFTER PICK @,1,2,dEADS

Y0y HAVE 186 DOLLARS TO PLAY WITH.

[ PICK @,1,2,HEADS?
BET? 10
HEAD HEAD

YOY LOSE 8 10

[ PICK @,1,2,HEADS?
BET? 28

HEAD HEAD

YOU LOSE $ 20

— PICK 08,1,2,HEADS?
BET? 48
HEAD TAIL

YOU WIN § 40

[~ PICK 0,1,2,HEADS?
BET? 20

TAIL HEAD

YOU WIN $ 20

PICK 8,1,2,HEADS?
HOPE YOU HAD FUN.

1

NUMBER OF HEADS IS 2

L_YD'J NOW HAVE 9@ DOLLARS.

NJMBER OF HEADS IS 2

|_YOU NOW HAVE 76 DOLLARS.

1

NJMBER OF HEADS IS 1

|_YOU NOW HAVE 118 DOLLARS.

NJMBER OF HEADS IS 1

L YOU NOW HAVE 130 DOLLARS.

99
COME BACK SOON.

As in the past, we could draw a new flow chart as a
guide to setting up the new program, but you are suffi-
ciently experienced now to use the program BIG
WHEEL/FLAG 99 as a guide. First we’ll make the
necessary changes in the main program of BIG
WHEEL/FLAG 99. Only four changes are required:

(D

2
&)

C))

Since the new game is a coin game in which the
player is betting on 0, 1, or 2 heads, the instruction
in line 15 must be changed. Replace 15 PRINT *‘IF
YOU WISH TO QUIT, TYPE 99 AFTERPICK 1,
2, 3, 4” with 15 PRINT “IF YOU WISH TO .
QUIT, TYPE 99 AFTER PICK 0, 1, 2 HEADS.”’
Replace 40 PRINT *‘PICK 1,2,3,4’’; with 40
PRINT “‘PICK 0,1,2,HEADS’’;.

In BIG WHEEL the computer tells the player the
number, W, at which the wheel stops. Similarly in
TWO COIN, it must tell him the number of heads,
H, that occurred. H should be given a value in the
COIN TOSS subroutine. Replace 90 PRINT
‘““NUMBER IS’ W with 90 PRINT “NUMBER
OF HEADS IS’ H.

To compare the number of heads guessed by the
player with the number of heads obtained by the
computer, replace 100 IFW = N THEN 150 with
100 IF H = N THEN 150. Here is the main pro-
gram from BIG WHEEL/FLAG 99 with the
foregoing changes. The arrows point to altera-
tions.
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MAIN PROGRAM TWO COIN

18 RANDOM
— 1S PRINT "IF YOU WISH TO QUIT, TYPE 99 AFTER PICK @,1,2,HEADS"
20 LET M=100
38 PRINT *“Y0U HAVE" M "DOLLARS TO PLAY WITH.'
—» 4@ PRINT "PICK 8.,1.,2,HEADS"3
30 INPUT N
S1 GO SuUB 3@e¢
6@ PRINT *BET"3
7@ INPUT B
88 GO SUB 200
—» 93 PRINT "NUMBER OF HEADS IS H
—»100 IF HAH=sN THEN 1S5S0
110 PRINT *YOU LOSE $'" B
1280 LET M=aM-B
138 PRINT “Y0J NOW HAVE" M “DOLLARS.'
143 GO TO 40
158 PRINT *Y0U VIN $ PxB
156 LET M=M+P%xB
178 PRINT °''YOU NOW HAavVE" o "DILLARS."
136 GO TO 49

So much for the changes in the main program. Now to
make the necessary changes in the ‘‘spin wheel’’ sub-
routine. Since the TWO COIN game is based on four
equally likely outcomes, HH, HT, TH, TT, you want to
change the wheel from nine sections to four sections.
First, line 200 must be replaced by: 200 LET
R = INT(4*RND(X))+1, which generates one of the
whole numbers 1, 2, 3 or 4. Next we want to assign to
each of the four numbers one of the outcomes. Here is
one way to do it:

R OUTCOME
1 TT
2 TH
3 HT
4 HH

Having generated one of the numbers 1, 2, 3 or 4, the
computer must find out which number was generated.
This requires three IF-THEN statements.

205 IFR=1THEN

210 [IFR=2THEN

215 IFR=3THEN _____

220
If the computer falls through to line 220, R is 4, and the
outcome must be HEAD HEAD.

As we do in writing a program from a flow chart, we
encode one branch at a time. Because there are four
outcomes, there will be four branches. Let’s start with
the branch/outcome R = 4, or HH. To tell the player
the outcome of the toss, add this print statement:

220 PRINT ‘‘HEAD HEAD”
In order to compare the player’s guess, the input on line
50, with the outcome of the toss, the number of heads
obtained on the toss is represented by the variable H in
the following new line:
225 LETH =2 263
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The next step is to set the payoff factor, P, at 3.

230 LETP =3
To finish the branch you write:

235 RETURN
To sum up, lines 220 to 235 below comprise the HH
branch of the COIN TOSS, ex-SPINWHEEL, sub-<ns1:XMLFault xmlns:ns1="http://cxf.apache.org/bindings/xformat"><ns1:faultstring xmlns:ns1="http://cxf.apache.org/bindings/xformat">java.lang.OutOfMemoryError: Java heap space</ns1:faultstring></ns1:XMLFault>