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Zu diesem Buch

Da dieses Buch sich mit einem recht heiklen Thema beschiftigt,
dessen Brisanz vor allem in letzter Zeit immer mehr ansteigt,
hielten wir es fiir notwendig, einige einleitende Worte zu diesem
Thema zu schreiben.

Wihrend der gesamten Fntstehungszeit dieses Buches haben wir
uns immer an dem Ziel orientiert, mdglichst jedem Cé64-Benut-
zer einen Finblick in die aktuellsten Schutz- bzw. Kopier-
schutzsysteme zu ermoglichen. Wir versuchen hier, unser Wissen
iber diese Systeme zu vermitteln, um Ihnen die Moglichkeit zu
geben, Ihre eigenen Programme vor Fremdzugriffen und Raub-
kopierern zu schiitzen. Darliber hinaus haben wir neue, geradezu
sensationelle Kopierschutzverfahren entdeckt und entwickelt, die
von keinem derzeit bekannten Kopierprogramm {iberwunden
werden kdnnen.

Da wir versucht haben, alle zur Zeit auf dem Markt befindli-
chen Techniken zusammenzustellen und diese zu erkliren, ist es
Thnen mit diesem Buch auch moglich, fremde Software zu
untersuchen und zu verstehen. Das soll Sie aber nicht dazu ani-
mieren, diese Software in irgendeiner Art zu modifizieren.

Ausdriicklich warnen () wir davor, den Kopierschutz von frem-
der Software zu entfernen und diese zu kopieren.

In diesem Sinne wilnschen wir Thnen viel Spaf und vor allem
viel Erfolg!

Die Autoren Diisseldorf,
im Februar 1987
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Einleitung 13

1. Einleitung

Der C64 ist ein Computer, fiir den tausende von Programmen
zur Verfiigung stehen. Man kann diese Software einerseits im
Laden kaufen, andererseits ist nahezu jedes Programm auch als
Raubkopie auf dem schwarzen Markt erhiltiich. Dieses Potential
hat zwar zur weiten Verbreitung des Rechners gefithrt, aber
man kann heute kein Programm mehr auf den Markt bringen,
befurchten zu missen, dal es binnen einer Woche als Raubkopie
vorliegt und somit sehr viel seltener verkauft wird. Aus diesem
Grunde werden die meisten Programme von den Firmen mit
einem Kopierschutz ausgestattet,

Wir wollen in diesem Buch kein Urteil iber das Raubkopieren
abgeben. Vielmehr wollen wir aufzeigen, wie man sein Pro-
gramm vor den unberechtigten Zugriffen anderer schiitzt und
welche Kopierschutzmethoden auf dem C64 moglich sind. Die
Palette der von uns beschriebenen Systeme reicht von einfachen,
aber nichtsdestoweniger wirkungsvollen, Tricks zum Schutz eines
BASIC-Programmes bis zu Anwendungen, die die von professio-
nellen Entwicklern um einiges tibertreffen.

Als Programmierer kénnen Sie durch dieses Buch einen Groliteil
der Arbeit, die Sie sonst auf den Kopierschutz verwenden
milBten, einsparen. Sie kdnnen allerdings auch als Heimanwen-
der Thre Programme vor dem Zugriff durch Bekannte schiitzen.

Wir haben uns bemiiht, unsere Beschreibungen auch fiir einen
Anfinger verstindlich zu halten. Die meisten abgedruckten Pro-
gramme kdnnen Sie benutzen, ohne sich bis ins Detail mit ihnen
zu beschiftigen. Andererseits wollten wir natiirlich auch dem
erfahrenen Anwender etwas bieten. Daher sind alle Programm-
Listings, insbesondere die Maschinensprache-Listings, ausfiithr-
lich erliutert und dokumentiert. Wenn Sie, aufbauend auf den
Beispielen, zu Eigenentwicklungen iibergehen wollen, kann es an
einigen Stellen hilfreich sein, schon mit der 6510-Assembler-
sprache vertraut zu sein oder sich zumindest mit der Bedienung
eines Maschinensprachemonitors ein wenig auszukennen. Wie
gesagt, ist das allerdings keine Grundvoraussetzung, um mit
diesem Buch etwas anzufangen.
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Um einen Kopierschutz zu uberwinden, kann ein Kopierer
prinzipiell zwei Dinge tun. Entweder versucht er, das Programm
mit Hilfe eines Kopierprogrammes zu vervielfiltigen, oder er
entfernt die Abfrage des Kopierschutzes. Daher mufiten wir in
diesem Buch auch eine klare Grenze zwischen Programm- und
Kopierschutz ziehen. Kopierschutz ist alles, was das Kopieren
eines Programms verhindert. Ein Programmschutz dagegen dient
dazu, Anderungen an einem Programm zu verhindern, worunter
natiirlich auch das "Knacken", also das Entfernen eines Kopier-
schutzes, filit.

Beim Kopierschutz multe eine weitere Unterteilung in Dataset-
ten- und Disketten-Kopierschutz vorgenommen werden, Die
Moéglichkeiten, die eine Diskettenstation bietet, unterscheiden
sich stark von denen eines Datasetten-Rekorders. Auch beim
Programmschutz haben wir eine Unterscheidung getroffen,
nimlich zwischen BASIC- und Assembler-Programmen. Fiir
beide Fille finden Sie in diesem Buch zahlreiche Beispiele.

In neuerer Zeit ist eine Kopiermethode sehr beliebt geworden,
die einer gesonderten Behandlung bedarf: das "Knacken" mit
einem "Knackmodul". Selbstverstindlich haben wir auch fur
dieses Schutzproblem eine Lésung gefunden.

Betrachten Sie dieses Buch nicht nur als eine Ansammlung aller
mdglichen Schutzsysteme, sondern lassen Sie sich auch dazu
anregen, die angefihrten Beispiele zu erweitern und eigene
Ideen zu verwirklichen.
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2. BASIC-Programmschutz

2.1 Listschutz

Wir werden hier einige Methoden demonstrieren, wie man sein
eigenes BASIC-Programm vor dem LIST-Befehl schirtzt. Alle
diese Mbdglichkeiten, die wir Ihnen hier auffithren, ké&nnen
natiirlich mit anderen Schutz-Methoden kombiniert werden.
Zum Beispiel ein BASIC-Programm, das einen LIST-Schutz ent-
hilt, der nur ein Listen der Zeilennummern ermdglicht, RUN-
STOP-RESTORE ignoriert und nach RESET ein automatisches
Starten des Listings oder ein Zerstdren des Programms veranlaf3t.

Wir werden zunichst mit den einfachsten Verfahren beginnen
und gehen anschliefend zu den etwas anspruchsvolleren fiiber.
Wir hoffen, alle BASIC-LIST-Schutzmethoden erfaf3t zu haben.

Wir beginnen zunichst mit dem LIST-Schutz. Anschlieffend fol-
gen dann die anderen Schutz-Mdglichkeiten wie RESET-Schutz
usw,

2.1.1 Der Listschutz mit "SHIFT-L"

Wir wollen Thnen hier eine einfache Methode demonstrieren, mit
der Sie BASIC-Programme vor dem Listen schitzen kdnnen.
Diesen LIST-Schutz zu installieren, ist nicht sehr schwer. Man
muf3 hinter einer BASIC-Zeile nur noch einen zusitzlichen
Befehl eingeben, und zwar ein REM hinter dem direkt noch ein
[SHIFT]-L folgt. Dies konnte folgendermafBen aussehen:

10 FOR I=1 TO 20:REM[SHIFTIL

Mit [SHIFT]-L ist das Zeichen gemeint, das durch gleichzeitiges
Driicken der SHIFT- und der L-Taste erzeugt wird, Dieses
Zeichen mufl direkt hinter dem REM-Befehl folgen. Falls man
nun versucht, das Programm zu listen, wird ab dieser Zeile die
Fehlermeldung "SYNTAX ERROR" folgen, und der List-Vor-
gang wird unterbrochen,



16 Das grofle Anti-Cracker-Buch

Der Nachteil be: diesem Schutz ist allerdings, dall er nur auf
dem Original-Betriebssystem funktioniert, AuBerdem wird die
Zeile 10, in der sich das REML befindet, zuerst gelistet, und
dann erst folgt die Fehlermeldung. Das heif3t, dal3 die erste Zeile
immer sichtbar bleibt. Also ist es ratsam, vor dem eigentlichen
Programm noch ein paar REM-Zeilen zu setzen, damit man den
Programmbeginn nicht sieht;

5 REML
& REML
7 REML
10 FOR 1=1 TO 20:REML

Beim Versuch das Programm zu listen, sieht man nur folgendes;

5 REM
7SYNTAX ERROR

READY.

Das restliche Programm bleibt unsichtbar. Noch ein Hinweis:
Dieser LIST-Schutz 14Bt sich sehr leicht wieder ausbauen, indem
man die REM-Zeilen nacheinander léscht. So kann man sich
langsam, aber sicher in das Programm hineintasten. Md&chten Sie
ein Programm effizient schiitzen, ist dieser Schutz nicht zu
empfehlen.

2.1.2 LIST-Schutz mit Steuerzeichen

Dieser LIST-Schutz funktioniert 4hnlich wie der schon beschrie-
bene. Der WUnterschied besteht nur darin, daB statt eines
[SHIFT]-L Steuerzeichen eingesetzt werden. Fir den LIST-
Schutz eignet sich eigentlich nur das DEL-Zeichen. Es hat die
gleiche Funktion wie die DELETE-Taste auf der Tastatur. Wenn
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man nun das Zeichen in eine BASIC-Zeile mit einem REM-
Befehl kombiniert, lassen sich BASIC-Zeilen verstimmeln bzw.
ganz unsichtbar machen;

10 FOR I=1 TO Z20:REM"TTTTTITTITTITITITTY

Beim Listen wird fir jedes reverse T ein Zeichen der BASIC-
Zeile geloscht, Bei unserem Beispiel wird bei einem LIST-Vor-
gang alles bis auf die Zeilennummer geldscht. Ist dieser Schutz
einmal eingebaut, 140t er sich schlecht wieder ausbauer, Um ein
solches reverses T zu erzeugen, muf} wie folgt vorgegangen wer-
den:

10 FOR I=1 TO 20:REM""[DELI17 MAL [INS] UND 17 MAL IDEL]

Sofort hinter dem REM werden zwei Hochkommata gesetzt.
AnschlieBend wird eines davon mit der DELETE-TASTE wieder
entfernt, um den Hochkomma-Modus auszuschalten. Dann
dricken Sie 17mal die INSERT-TASTE und anschliefend 17mal
die DELETE-TASTE. Jetzt haben Sie 17 reverse T erzeugt. Die
Anzah! kann je nach Bedarf gewihlt werden.

Wenn Sie {iber SPEEDDOS oder ein anderes System verfiigen
und dieses auch benutzen, ist es durchaus méglich, daB diese
Schutz-Methode nicht funktioniert, weil diese Systeme iiber eine
verinderte LIST-Routine verfiigen,

2.1.3 LIST-Schutz iiber Sprungvektoren

Einen guten LIST-Schutz kann man auch durch Andern des
LIST-Vektors erreichen. Dieser Vektor, der in $0306 (774) und
$0307 (775) liegt, wird bei jeden LIST-Befehl angesprungen, um
das BASIC-Programm in Klartext zu verwandeln. Er dient nur
als Zeiger in LOW- und HIGH-Byte-Darstellung, der auf diese
Betriebssystem-Routine zeigt.
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Man kann nun diesen Vektor mittels POKE oder tber einen
Maschinensprachemonitor auf eine andere Routine verzweigen
lassen. Das heil3t, daB bei jedem LIST-Befehl diese Routine
angesprungen wird.

Geben Sie nun einmal diese beiden POKEs ein;

POKE 774,226: POKE 775,252

Mit diesen POKEs haben Sie den LIST-Vektor auf die RESET-
Routine $FCE2 (64738) verzweigen lassen. Wenn man nun LIST
eingibt, wird automatisch ein RESET ausgefithrt. Das funktio-
niert aber nur, wenn Sie ein BASIC-Programm im Speicher
haben. Auf diese Weise kann man auch zu seiner eigenen
Maschinensprache-Routine verzweigen, wo zum Beispiel das
BASIC-Programm automatisch wieder gestartet oder zerstért
werden kann,

Einen kleinen Nachteil hat dieses Verfahren. Man muf3 immer
nach dem Einschalten des Computers diese POKEs eingeben.
Dieses Problem 153t sich 13sen, indem man einen Autostart in
das Programm einbaut, der diese Vektoren automatisch umstellt.

2.1.4 Nur Zeilennummern

Dieser LIST-Schutz eignet sich am besten zum Schutz von
BASIC-Programmen. Wenn man hier bei eingebautem LIST-
Schutz versucht, das BASIC-Programm zu listen, sieht man nur
die jeweiligen Zeilennummern der BASIC-Zeilen. Der Nachteil
ist, daf3 man jede BASIC-Zeile einzeln mit dem Schutz versehen
mull.

Nun zum eigentlichen Schutz! Geben Sie folgende Zeile ein;
10 1::::PRINT MHALLOY

Diese fiunf Doppelpunkte dienen als Platzhalter. Sie werden spi-
ter mit dem Maschinensprachemonitor iiberschrieben. Aber
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schauen wir uns erst einmal diesen BASIC-Befehl im Maschi-
nensprachemonitor an:

.:0800 GO 13 08 DA 00 3A 3A 3A ..... i
.:0808 3A 3A 99 22 48 41 4C 4C ::."HALL
.:0810 4F 22 0000 00 . . . oL

Die ersten beiden Werte in Zeile $0800 zeigen in LOW- und
HIGH-Byte-Darstellung auf die nichste BASIC-Zeile. Falls
keine weitere BASIC-Zeile vorhanden ist, weist dieser Zeiger
auf drei hintereinander folgende Nullen, die das BASIC-Pro-
grammende markieren. Dieser Zeiger heillt Linker.

Die nichsten beiden Werte stellen auch in LOW- und HIGH-
Byte-Darstellung die Zeilennummer dar. Im LOW-Byte steht
$0A und im HIGH-Byte $00, das heiBt, daB in diesem Fall die
Zeilennummer 10 betrigt. Eine LOW-HIGH-Byte-Darstellung ist
unbedingt erforderlich, da man sonst nur Zeilennummern bis
255 darstellen k#nnte. In diesem Fall aber lassen sich Zeilen-
nummern bis 65535 darstellen,

AnschlieRend folgen unsere fiinf Doppelpunkte, die, wie schon
erwihnt, nur als Platzhalter dienen. Sie sind im Maschinenspra-
chemonitor mit dem ASCII-Wert $3F abgelegt.

Hinter den Doppelpunkten folgt dann das Token $99, was nichts
anderes als PRINT im BASIC-Listing bedeutet. Fir jeden
BASIC-Befehl ist ein bestimmtes Token vorhanden.

Die ASCII-Zeichen hinter dem Token sind die Zeichen, die iiber
dem PRINT-Befehl ausgegeben werden sollen.

Falls eine weitere BASIC-Zeile existiert, wiirde dann $00 folgen,
und der Vorgang wirde sich wiederholen. Die Null signalisiert,
daB eine neue BASIC-Zeile folgt. Wenn aber keine weitere
BASIC-Zeile folgt, wie es in unserem Beispiel der Fall ist, ste-
hen dort drei Nullen, die das BASIC-Programmende anzeigen.
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Soweit zum Aufbau der BASIC-Zeile. Nun wollen wir uns aber
mit dem eigentlichen LIST-Schutz beschiftigen. Wir 4ndern die
Doppelpunkte, also die Platzhalter, mit dem Maschinensprache-
monitor:

: 0800 00 13 08 OA 00 00 FF FF ........
: 0808 FF FF 99 22 48 41 4C 4C . .."HALL
: 0810 4F 22 00 00 00 . . . [0 L

Anstelle der Doppelpunkte $3A $3A $3A $3A $3A haben wir
jetzt 300 $FF SFF $FF $FF gesetzt. Wenn wir nun LIST einge-
ben, sehen wir:

10
READY.

Die Zeilennummer bleibt sichtbar, aber der BASIC-Befeh! ist
verschwunden. Er ist patirlich nicht richtig "verschwunden”,
sondern er laf3t sich einfach nicht mehr listen, weil der Inter-
preter direkt hinter der Zeilennummer eine Null findet, diese als
Zeilenende interpretiert und zur niichsten Zeile springt.

Das Programm aber 16t sich immer noch ganz normal mit RUN
starten. Der LIST-Schutz funktioniert auch, wenn mehrere
BASIC-Befehle in einer Zeilen stehen. Da es sicher umstindlich
ist, jede BASIC-Zeile einzeln zu schiitzen, haben wir zwei Pro-
gramme fiir Sie vorbereitet:

Das erste ist ein Packer-Programm fiir BASIC-Zeilen. Es packt
bis zu 245 Zeichen pro Zeile. Programmzeilen, die von GOTOQ,
GOSUB oder THEN angesprungen werden, werden nicht gebun-
den. Auch Zeilen, in denen REM-Zeilen vorkommen, bleiben
unverdndert, weil sonst der nachfolgende Befehl als REM-Text
anerkannt werden wiirde. Alle PRINT- und OPEN-Befehle
miissen mit Anfithrungszeichen abgeschlossen sein, da sonst vom
Compaktor "SYNTAX ERROR" ausgegeben wird.
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Wenn man nun ein BASIC-Programm packen mdéchte, mufl man
den Packer varher in den Speicher laden. Das Packer-Programm
befindet sich nun ab der Adresse $C000 (49152) im Speicher.

Danach muf ein NEW eingegeben werden, um die Zeiger wieder
richtig zu stellen. AnschlieBend muB das zu packende BASIC-
Programm in den Speicher geladen werden.

Das Packerprogramm wird mit SYS 49152 gestartet. Der Pack-
Vorgang dauert ca. 3 Sekunden. Das BASIC-Programm kann nun
wieder auf Diskette gespeichert werden. Es ist um einige Bytes
kiirzer als vorher.

Das zweite Programm, das direkt hinter dem Packerprogramm
im Speicher liegt, ist das Listschutz-Programm, Es kann "nor-
male" und gepackte BASIC-Programme schiztzen.

Wenn sich das zu schittzende BASIC-Programm im Speicher
befindet, kann die Schutz-Routine mit SYS 49730 ($C247) auf-
gerufen werden. Nach ca. einer Sekunde sind alle BASIC-Zeilen
geschiltzt, das heiBlt, es sind nur die Zeilennummern sichtbar.

Das BASIC-Programm kann auch normal mit SAVE wieder auf
Diskette oder Kassette gespeichert werden. Es ist durch den
Schutz um einiges linger als vorher. Wenn man aber das BASIC-
Programm vorher packt, kommt man ungefahr wieder auf die
gleiche Lange. Ein gepacktes BASIC-Programm ist auch schwer
zu indern, daher kann man das Packen auch als Anderungs-
schutz verwenden.

Vorsicht! Wenn Sie einmal ein BASIC-Programm LIST-geschiitzt
haben, wird es kaum moglich sein, es wieder sichtbar zu
machen,
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Nun das Maschinenlisting des Packer-Programms:

CO00 LDA #3356 BASIC-Interpreter

co02 STA $01 ausblenden

C004 JSR $COA7 Tabelle angesprungen. Zeilen erstellen
CO07 LDA $2B BASIC-Anfang LOW-Byte

C009 SEC Carry flr Subtraktion setzen

COOA SAC #301 minus Eins

COOC STA $AB nach Zeiger fur Zielspeicher LOW-Byte
CGOE STA $A9 nach Zeiger auf Programm [OW-Byte
CO10 LDA $2C BASIC-Anfang HIGH-Byte

€012 SBC #s00 minus Ubertrag

C014 STA SAC nach Zeiger fur Zielspeicher HIGH-Byte
CO16 STA $AA nach Zeiger auf Programm HIGH-Byte
CO18 LDY #%$01 Programmzeiger auf Link-Zeiger setzen
COTA LDA (3A9),Y Link-Byte LOW holen

COIC INY Programmzeiger erhohen

COID ORA (3A%9),Y mit Link-Byte HIGH verknupfen

CG1F BEQ $COS5E verzweige, wenn Null

cC21 INY Programmzeiger erhohen

C022 LDA ($A9),Y Zeilenummer LOW laden

€024 TAX nach X schieben

C025 ENY Procgrammzeiger erhshen

C026 LDA (3A9),Y Zeilenummer HIGH laden

€028 JSR $c213 prifen, ob Zeilennummer in Tabelle
C02B BEQ $C079 verzveige, wenn ja

C02D LDY #$01 Programmzeiger auf Linker setzen

CO2F LDA (3a9),Y Linker LOW-Byte holen

C031 SEC Carry fur Subtraktion setzen

C032 SBC $A9 minus Programmzeiger LOW-Byte

C034 SEC Carry fir Subtraktion setzen

C035 SBC #%05 minus 5 ergibt gekiirzte Zeilenlinge
€037 CLC Carry flr Addition ldschen

C038 ADC $AD plus bisherige Zeilenlange

C0O3A BCS $C079 verzweige, wenn grofer 255

CO3C CMP #3F5 grofier gleich $F5 (=245)?

CO3E BCS $C079 verzweige, wenn ja

C040 STA $AD Summe als neue Zeilernldnge speichern
€042 LDY #3500 Zahler fur Verschiebeschleife auf Null
CO44 LDA #33A ASCIT mqn
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C046 STA ($AB),Y in Zielspeicher schreiben

C048 ENY Zeiger erhéhen

CO49 LDA 3A9 Programmzeiger LOW-Byte

CO4B CLC Carry flr Addition loschen

CO4C ADC #$04 plus 4

CO4E STA 3AQ nach Programmnzeiger LOW-Byte

c050 BCC $CO054 verzweige, wenn kein Ubertrag

C052 INC SAA HIGK-Byte Programmzeiger erhdhen
C054 LDA (3A),Y Programm-Byte holen

CO56 BEQ $C090 verzweige, wenn ndchste Zeile erreicht
CO58 STA (3AB),Y in Zielspeicher schreiben

COSA INY Zahler erhohen

CO5B JMP $C054 Sprung zum Schleifenanfang

COSE TAY Zeiger fir Zielbereich auf Null

COSF STA (3AB),Y Hull ans Programmende schreiben

C061 INY Zeiger erhidhen

c062 CPY #303 schon drei Nullen geschrieben?

C064 BNE $COSF verzweige, wenn nein

cosé TYA Y-Register nach Akku

Ces7 CLC carry flr Addition léschen

CO68 ADC %AB Programmende LOW-Byte berechnen

CO6A STA 32D in Programmendezeiger LOW speichern
CO6C LDA $AC Programmende HI1GH-Byte

COSE ADC #300 Ubertrag addieren

C070 STA $2E in Programmendezeiger HIGH speichern
CO72 LDA #337 BASIC-[nterpreter

Co74 STA %01 einschalten

c076 JMP $E1AB CLR, Programmzeilen binden, Rlcksprung
C079 LDY #300 Zahler auf Null setzen

CO7B LDA (3A9),Y erste funf Programm-Bytes
CO7D STA (3AB),Y verschieben

CO7F ENY Zidhler erhéhen

C080 CPY #305 schon finf Bytes verschoben?

C082 BNE $CO7B verzweige, Wenn nein

CO84 LDA (3A9),Y Programm-Byte holen

€086 BEQ $CO8E verzweige, Wenn nachste Zeile erreicht
C088 STA (3AB),Y Programm-Byte speichern

CO8A INY Zahler erhohen

COBB JMP $C084 Sprung zum Schleifenanfang

CO8E STY SAD Programmzeilenlange speichern
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CO%0 TYA Zdhler nach Akku

Cc091 CLC Carry fur Addition liéschen

C0%2 ADC %AQ Programmzeiger LOW-Byte berechnen
CO%4 STA $AG und speichern

C094 BCC $CO%A verzweige, Wenn kein Ubertrag

CO98 INC $AA Programmzeiger HIGH-Byte erhdhen
CO%A TYA 2ahter nach Akku

CO98 CLC Carry fldr Addition loschen

COPC ADC $AB 2ielzeiger LOW-Byte berechnen

CO9E STA $AB und speichern

COAD BCC $COAL verzeige, wenn kein Ubertrag

COA2 INC $AC Zielzeiger RIGH-Byte erhdhen

COA4 JMP $CO18 néchste Zeile bearbeiten

COAY LDA $2B BASIC-Anfang LOW-Byte

COA9 SEC Carry fur Subtraktion setzen

COAA SBC #$01 minus 1

COAC STA $AB in Programmzeiger LOW-Byte speichern
COAE LDA $2C BASIC-Anfanyg HIGH-Byte

COBO SBC #300 minus Ubertrag

COB2 STA $AC in Programmzeiger HIGH-Byte speichern
COB4 LDY #300 LoW-Byte von $AC00

COB6 LDA #3AD HIGH-Byte von $A000

CO0B8 STY $AS in Tabellenendezeiger LOW speichern
COBA STA $Aé in Tabel lenendezeiger HIGH speichern
COBC LDY #%03 Programmzeiger auf erste Zeilennummer
COBE LDA ($AB),Y Zeilennummer LOW-Byte holen

CcOCO TAX und nach X-Register schieben

COC1 INY Programmzeiger erhdhen

COC2 LDA (3AB),Y Zeilennummer HIGH-Byte holen

CO0C4 JSR 3C193 in Tabelle eintragen

COC7 INY Programmzeiger erhdhen

COC8 LDA (%AB),Y Programm-Byte holen

COCA BNE $COF6 verzweige, wenn nicht am Zeilenende
COCC TYA Zeiger nach Akku schieben

cocp cLe Carry fidr Addition l&schen

COCE ADC %AB Programmzeiger berechnen

CODO STA $AB und speichern

cOop2 BCC $COD6 verzueige, wenn kein Ubertrag

COR4 INC 3AC Programnzeiger HIGH-Byte erhthen
COD6 LDY #301 Zeiger auf Linker setzen
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CODB LDA ($48),Y

CODA
cobB
CGDD
CODF
COEt
COE3
COE5
COES
COE8
COEA
COEC
COEE
COF1
COF3
COF6
COF8
COFA
COFC
COFE
C100
£102
104
€106
c1o8
C10A
cioc
C10E
110
c112
C114
C116
c117
C11A
c118
ciip
CYIF
cizl
122
C124

INY
ORA
BNE
STA
LDA
STA
RTS
LDA
BEQ
LDA
STA
JMP
LDY
JMP
CMP
BEQ
CHP
BEQ
CMP
BEQ
CMP
BEQ
CMP
BEQ
CMHP
BEG
CMP
BEQ
CMP
BEQ
INY
JMP
INY
LbA
CMP
BEQ

INY
LDA
CHP

($AB), Y
$COES
SAT
#$A0
$A8

$02
$COF1
#$00
$02
$C08C
#3505
$Cocs
#38D
$c121
#589
$C121
#3CB
3$C1IA
#388
SC17A
AT
$C121
#%22
$C182
#3$8F
$C17A
#3991
$C17A

$coce
(8AB),Y
#3$20

$CTMA

(3AB), Y
#320

Linker LOW-Byte holen
Programmzeiger erhdhen

Akku mit Linker HIGH-Byte verknipfen
verzweige, wepn nicht am Programmende
Tabellenzeiger LOW auf Null setzen
HIGH-Byte von $AQGOC

in Tabellenzeiger HIGH speichern
Rucksprung

Flag flr IF-Befehl testen
verzweige, wenn nicht gesetzt
Flag fiir IF-Befehl

léschen

Zeile eintragen

Zeilennummer Uberspringen
nachstes Programm-Byte testen
GOSUB-Token?

verzweige, wenn ja

GOTO-Token?

verzweige, wennh ja

G0-Token?

verzweige, wenn ja

1F-Token?

verzweige, wenn ja

THEN - Token?

verzweige, wenn ja

ASCII: Anflhrungszeichen?
verzWeige, wenn ja

REM-Token?

verzweige, wenn ja

CON-Token?

verzweige, wenn ja
Programmzeiger erhéhen

ndchstes Programm-Byte testen
Programmzeiger erhohen
Programm-Byte holen

Leerzeichen?

verzweige, wenn ja

GOTO- bzw. TO-Token Uberspringen
Programm-Byte holen

lLeerzeichen?
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C126 BEQ $Ct21 verzweige, wenn ja

C128 LDA #$37 BASIC-Interpreter

C12A STA 301 einschalten

C12C STY $AE Y-Register zwischenspeichern

C12E TYA Zeiger in Akku schieben

C1RF CLC Carry flr Addition 1&schen

C130 ADC 3AB Programmzeiger LOW-Byte berechnen
C132 STA %22 und speichern

C134 LDA $AC Programmzeiger HIGH-Byte holen
C136 ADC #300 Ubertrag addieren

C138 STA $23 und speichern

C13A LDA (3AB),Y Programm-Byte holen

C13C CMP #3300 kleiner als ASCI] "OW?

C13E BCC $C148 verzweige, wenn ja

C140 CMP #33A grofer als ASCIL "ou?

C142 BCS $C1438 verzweige, wenn ja

Cl44 iNY Zeiger erhihen

C145 JMP SC13A Sprung zum Schleifenanfang

C148 TYA Y-Register auf

C149 PHA Stapel retten

C14A SEC Carry flr Subtraktion setzen
C148 SBC $AE Lange der Ziffernfolge berechnen
14D BEQ $C171 verzweige, wenn gleich Null

C14F JSR $B78B5 Ziffern-String in FlieBkommazahl wandeln
£152 JSR $B7FY FlieRkommazahl in Integerzahl wandeln
€155 PLA Y-Register vom Stapel

C156 TAY zurlickholen

C157 LDA #336 BASIC-Interpreter

C159 STA $01 wieder abschalten

C158 LDX $14 Zeilennummer LOW-Byte

C15D LDA $15 Zeillennummer HIGH-Byte

C15F JSR $C193 in Tabelle eintragen

C162 LDA (%AB),Y nachtes Programm-Byte holen

Ci64 INY Programmzeiger erhdhen

C165 CMP #320 Leerzeichen?

C167 BEQ $C162 verzweige, wenn ja

C169 DEY Programmzeiger verringern

C16A CMP #32C ASCII: ", 4 (bei ON ... GOTO/GOSUB)?
C16C BEQ $C121 veriweige, wenn ja

C14E JMP 3COC8 nachstes Programm-Byte testen

ci7
c17e
ct73
c175
c1rr
C17A
c17c
C17E
C17F
c182
€183
c185
c187
€189
c188
C18C
C18F
C1%0
193
195
c197
c199
198
ci9n
C19F
C1a1
CiA3
C1A5
C1A7
C1AG
C1AA
C1AC
C1AE
C1AF
c180
c182
C1B4
C1B5
C1B7
C189

PLA
TAY
LDA
STA
JMP
LDA
STA
INY
JSMP
INY
LDA
BEQ
CMP
BNE
INY
JMP
DEY
JMP
STX
STA
STY
LDY
STY
LDA
STA
CPY
LbA
SBC
BEG
SEC
LDA
SBC
TAX
INY
LDA
SBC
INY
BNE
INC

#$36
$01
$Cocs
#301
$02

$C0c8

($AB),Y
$C18F
#s22
$C182

$CAC8

$C17A
$A9
$AA
$AE
#300
$A7
H#EAD
$AB
A5
$A8
AL
$C1CD

(3A7),Y
$AY

($A7),Y
FAA

$C1BY
$A8
$C1A1

Y-Register vom Stapel

zurlckholen

BASIC- Interpreter

wieder abschalten

nachstes Procgramm-Byte testen
Flag fur IF, REM oder ON

setzen

Token Uberspringen

nichstes Programm-Byte testen
Anfihrungszeichen iberspringen
Programm-Byte holen

veriweige, wenn Zeile zu Ende
zweites Anflhrungszeichen erreicht?
verzweige, wenn nein
Programmzeiger erhchen

nichstes Programm-Byte testen
Programmzeiger verringern

[F-Flag setzen

Zeilennummer LOW

Zeilennummer HIGH

Y-Register zwischenspeichern
LOW-Byte von $A000

nach Tabellenzeiger LOW schreiben
HIGH-Byte von $A000

nach Tabeltenzeiger KIGH schreiben
Tab.-zeiger LOW mit Tab.-ende vergleichen
Tabellenzeiger HIGH

mit Vabellenende HIGH vergleichen
verzweige, wenn Ende erreicht
Carry fUr Subtraktion setzen
Zeilennummer LOW aus Tabelle

mit neuer Zeilennummer vergleichen
Differenz zwischenspeichern

Tabel lenzeiger erhdhen
Zeilennummer HIGH aus Tabelle

mit neuer Zeilennummer vergleichen
Programmzeiger LOW-8yte erhdhen
verzweige, wenn kein Ubertrag
Programmzeiger HIGH-Byte erhohen
verzweige, wenn neue Zeilennr. groBer



28 Das groflie Anti-Cracker-Buch
C1BB CMP #300 #1GH-Byte der Zeilennummern gleich?
C1BD BNE $C1iCH verzweige, wenn nein
*C1BF TXA LOW-Byte der Zeilennummern gleich?
C1C0 BNE $C1(5 verzweige, wenn nein
C1€2 LDY $AE Y-Register zurlckholen
C1C4 RTS Rucksprung
cic5 bEY Programmzeiger LOW-Byte verringern
C1C6& CPY WSFF Ubertrag?

C1C8 BNE $C1CC verzweige, wenn nein

C1CA DEC $A8 Programmzeiger HIGH-Byte verringern
CiCC DEY Programmzeiger LOW-Byte verringern
C1CD STY $A7 Y-Register in Programmz. LCW schreiben
CI1CF LDA $AS Tabellenende LOW

C1D1 STA $FB in Verschiebezeiger LOW schreiben
C103 LDA $AS Tabel lenende HIGH

C1D5 STA $FC in Verschiebezeiger HIGH schreiben
C1D7 LDA 3A7 Tabellienzeiger LOW

C109 CMP $FB mit Verschiebezeiger LOW vergleichen
C1DB LDA $A8 Tabellenzeiger HIGH

C1DD $8C $FC mit Verschiebezeiger HIGH vergleichen
C1DF BCS $C1FD verzweige, wWenn Tab.-Zeiger groBer
C1EY1 DEC $FB Verschiebezeiger LOW-Byte verringern
C1E3 LDA $FB und holen
C1E5 CMP #$FF ibertrag?

C1E7 BNE $C1EB verzweige, wenn nein
C1E? DEC $FC Verschiebezeiger KIGH-Byte verringern
C1EB LDY #$00 Verschiebezeiger auf LOW-Byte vorher
C1ED LDA {$FB),Y Zeilennummer LOW helen
C1EF LDY #302 Verschiebezeiger auf LOW-Byte nachher
C1F1 STA (8$FB),Y Zeilennummer LOW speichern
C1F3 DEY verschiebezeiger auf HIGH-Byte verher
C1F4 LDA ($FB),Y Zeilennummer HIGH holen
C1Fé LDY #303 verschiebezeiger auf HIGH-Byte nachher
C1FB STA (S$FB),Y Zeilennummer HIGH speichern
CTFA JMP $C1D7 Sprung zum Schleifenanfang
C1FD LDY #$00 Zeiger auf LOW-Byte in Tabelle setzen
C1FF LDA $A9 neue Zeilenhummer LOW holen
C201 STA ($FB),Y und in Tabelle schreiben
c203 INY Zeiger auf HIGH-Byte in Tabelle setzen
C204 LDA SAA neue Zejlennummer HIGH holen
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C206 STA (%FB),Y und in Tabelle schreiben
C208 TNC $A5 Tabelienende LOW erhdhen
C20A INC $AS Tabellenende LOW erhdhen

c20C BNE sC1c2 verzweige, wenn kein Ubertrag
C20E INC $AS Tabellenende HI1GH erhdhen
€210 JMP SCIC2 Rickzprung

C213 STY $AE Y-Register zwischenspeichern
C215 STX $FB Zeilennummer LOW-Byte

C217 STA $FC Zeitennummer HIGH-Byte

C219 LDA $A7 Tabellenzeiger tOW mit

C21B CMP $AS Tabellenende {0W vergleichen
C21D LDA $AB Tabellenzeiger ¥IGH mit

C21F SBLC $AS Tabellenende HIGH vergleichen
€221 BCS $C23D verzweige, wenn Ende erreicht
C223 LDY #300 Zeiger auf Null setzen

€225 LDA $FB Zeilennummer LOW holen

227 CHMP (3AT),Y mit Tabellenwert vergleichen
£229 INY Zeiger erhdhen

C22A LDA $FC Zeilennummmer HIGH holen

£22C SBC (3A7),Y mit Tabellenwert vergleichen
C22E BCC $C23D verzweige, wenn nicht in Tabelle
C230 INC 3A7 Tabellenzeiger LOW erhohen
C232 INC $A7 Tabellenzeiger LOW erhdhen
C234 BNE %C238 verzweige, wenn kein Ubertrag
€236 INC 3A8 Tabellenzeiger HIGH erhdhen
C238 LDY $AE Y-Register zurlickholen

C23A LDA #$00 Zero-Flag setzen

C23C RTS Ricksprung

C23D LDY 3%AE Y-Register zurlickholen

C23F LDA #$01 Zero-Flag ldschen

C241 RTS Rucksprung

Listschutz:

€242 LDY #$00
C244 LDA 32D
C246 STA $AB
C248 LDA $2E
C24A STA $AC

Y-Register auf Null setzen
BASIC-Programmende LOW-Byte

nach Verschiebezeiger 1 LOW-Byte
BASIC-Programmende HIGH-Byte

nach Verschiebezeiger 1 HIGH-Byte
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C24C LDA $37 BASIC-Speicherende LOW-Byte

C24E STA BA9 nach Verschiebezeiger 2 LOW-Byte
€250 LDA $38 BASIC-Speicherende HIGH-Byte

C252 STA $AA nach Verschiebezeiger 2 HIGH-Byte
C254 DEC $AB Verschiebezeiger 1 LOW verringern
256 LDA $AB und holen

C258 CMP #3FF Ubertrag?

C25A BNE $C25E verzweige, wenn nein

C25C DEC $AC Verschiebezeiger 1 KIGH verringern
C25E DEC %A% Verschiebezeiger 2 LOW verringern
€260 LDA $A% und holen

C262 CWP HEFF Ubertrag?

264 BNE $C268 verzweige, wenn nein

c266 DEC $AA Verschiebezeiger 2 HIGH verringern
€268 LDA (%AB),Y Programm-Byte holen und

C26A STA (3A9),Y ans Speicherende verschieben

C26C LDA $AB Verschiebezeiger 1 LOW

C26E CMP $2B mit BASIC-Anfang LOW vergleichen
C270 LDA SAC Verschiebezeiger 1 HIGH

£272 SBC $2C mit BASIC-Anfang HIGH vergteichen
C274 BCS $(254 verzweige, wenn Anfang nicht erreicht
€276 LDY #$01 Programmzeiger auf Linker setzen
C278 LDA (3A9),Y Linker LCW-8yte holen

C27A INY Programmzeiger erhohen

C27B ORA (SAD),Y mit Linker HIGH-Byte verkniipfen
C27D BEQ $c2C2 verzweige, wenn Programmende erreicht
C27F LDY #300 Programmzeiger auf Zeilenanfang
c281 LDA (3A),Y Zeitenanfang holen

C283 STA (3AB),Y und in Zielbereich verschieben
C285 INY Programmzeiger erhdhen

286 CPY #305 schon flinf Bytes verschoben?

C2B8 BNE $C28B1 verzweige, wenn nein

£28A LDA $AB Zielzeiger LOW holen

c28C CLC Carry fir Addition léschen

C28D ADC #305 plus 5

C28F STA $AB in Zietzeiger LOW schreiben

€291 BCC $C295 verzweige, wenn kein Ubertrag

C293 INC $AC Zielzeiger HIGH erhdhen

€295 LDY #300 Zielzeiger-Index um funf verringern
CR97 TYA Akku gleich Null setzen
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€298
C2%A
C29B
c290
C29F
C2al
C2A3
C2A5
C2A7
C2A8
C2AB
C2AC
C2AD
C2AF
C2B1
C283
C2B5
£2Bé
287
C289
C2BB
C2BD
C2BF
czcz2
C2C4
C2C5
cz2c?
cace
C2CA
cace
C2CD
C2CE
£200
c2n2
C2D4
c206
c2p8

STA
INY
LDA
CPY
BNE
LDA
BEQ
STA
INY
JMP
TYA
CLC
ADC
STA

INC
TYA
CLC
ADC
STA
BCC
INC
JMP
LDY
TYA
STA
iNY
(o144
BNE
TYA
CLC
ADC
STA
LDA
ADC
STA
JMP

(3AB),Y

#3534
#3505
$C298
($A9),Y
3C2AB
(3AB)Y,Y

$C2A1

$A9
$A9
$C2B5
$AA

$AB
$AB
$C276
$AC
$C276
#3500

($AB),Y

#303
$C2C5

$AB
32D
$AC
#3500
$2E
$E1AB

und in Zielbereich schreiben
Zielzeiger erhdhen

ASCIT: a0

schon funf Doppelpunkte eingefiigt?
verzweige, wenn nein

Programm-Byte holen

verzweige, wenn Zeilenende erreicht
Byte in Zielbereich schreiben
2Zeiger erhdhen

nidchstes Programm-Byte verschieben
Y-Register in Akku schieben

Carry flr Addition loschen
Programmzeiger LOW berechnen

und speichern

verzweige, wenn kein Ubertrag
Programmzeiger HIGH erhthen
Y-Register in Akku schieben

Carry fiar Addition lgschen
Zielzeiger LOW berechnen

und speichern

verzweige, wenn kein Ukertrag
Zielzeiger HIGH erhohen

nachste Zeile bearbeiten

Zeiger auf Null setzen

Null in Akku Laden

und an Programmende schreiben
Zeiger erhdhen

schon drei Nullen geschrieken?
verzweige, wepn nein

Y-Register in Akku schieben

Carry fur Addition lbschen
Programmende LOW berechnen und in
Programmendezeiger LOW speichern
Programmende HIGH holen

Ubertrag addieren und in
Programmendezeiger HIGH speichern
CLR, Programmzeilen binden, Ricksprung
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Nachfolgend der BASIC-Loader:

100
105
110
120

FORI=1T0731STEP15: FORJ=0TO14:READAS:BE=RIGHTE(AS, 1)
A=ASC(A$)-4B:TFA>PTHENA=A-7
B=ASC(B$)-48:IFB>9THENB=B-7
A=A*164B:C=(C+A)AND2S5 :POKESD IS 1+]1+J A

NEXT:READA:IFC=ATHENC=0:NEXT:END

130
300
301
302
303
304
305
306
307
308
309
310
311
312
313
314
315
316
317
318
319
320
321
322
323
324
325
326
327
328
329
130
331

PRINTPFEHLER IN ZEILE:";PEEK(63)+PEEK(64)%256:STOP
DATAA9,36,85,01,20,47,00,A5,28,38,E9,01,85,AB,B5, 147
DATAAG, A5, 2C,E9,00,85,AC, 85, AR, AD,01,B1,A9,C8,11, 151
DATAAS,FO,3D,C8,B1,A9,AA, C8,B1,A9,20,13,C2,F0,4C, 245
DATAAD,01,81,A9,38,E5,A9,38,E9,05,18,65,AD,80,3D, 254
DATACY,F5,80,39,85,AD,A0, 00,A9,34,51,A8,C8,A5, A9, 174
DATA18,69,04,85 A9,90,02,E6,AA,B1,A9, FO, 38,91, A8, 147
DATACS, 4C,54,C0,48,91,A8,C8, €0, 03,00, F9,98,18,65, 117
DATAAB,85,2D,AS,AC,69, 00,85, 2E,A9,37,85,01,4C, A8, 39
DATAE1,A0,00,81,A9,91,A8,C8,C0,05,00,F7,B1,A9, FO, 181
DATAO6,91,A8,C8, 4C,84,C0,84,AD,98, 18,65, A9, 85,49, 183
DATAS0,02,E6,AR,98, 18,65, A8, 85, AB,$0,02,E6,AC, 4C, 130
DATA18,£0, A5, 28,38,£9,01,85,AB, A5, 2C,E9, 00,85, AC, 229
DATAAD,00,A9, RO, 84, A5, 85, A6, A0, 03,81,AB,AA,C8,B1, 95
DATAAB,20,93,C1,C8,B1,AB,D0, 24,98, 18,65, 4B, 85, AB, 45
DATA90,02,E6,AC,AD,01,B1,AB, €8, 11,A3,D0,07,85,A7, 168
DATAAD, AQ, 85, AB,60,A5,02, F0,07,A9,00,85,02,4C,BC, 172
DATACO,AQ, 05,4C,C8,C0,C9, 8D, FO, 27,09, 89, F0, 23,09, 212
DATACE, FO, 18,C9, 88, FO, 74,C9,A7,F0,17,C9, 22, F0,74, 81
DATACY, 8F, FO,68,C9,91, F0,64,C8,4¢,C8,C0,C8,81,48, 30
DATACY, 20, FO,F9,C8,B1,AB,CY,20,50,F9,A9,37,85,01, 44
DATABG, AE, 98,18, 65,AB, 85,22 A5, AC, 69, 00,85,23,81, 172
DATAAB,C?,30,90,08,C9,3A,B0,04,C8,4C,34,C1,98,48, 226
DATA3S,ES, AE, FO,22,20,85,87,20,F7,87,48,A8,A9,36, 3B
DATA85,01,46,14,A5,15,20,93,C1,81,A8,C8,C9, 20,70, 167
DATAF9,88,C9,2C, F0,B3,4C,08,C0,48,A8,A9,36,85,01, $8
DATALC,C8,C0,A9,01,85,02,C8,4C,C8,C0,C8,B1,AB,FO, 181
DATAO8,C9,22,D0,F7,C8,4C,C8,C0,88,4C, 7A,C1,86,A9, 148
DATABS, AR, B4, AE AG,0G, 84, A7,A9,AD, 85, AB,C4 A5, A5, 176
DATAAS,E5, A&, FD,24,38,B1,A7,E5,A9,AA, C8,B1,A7,ES, 20
DATARA,C8,D0,02,E6,AB,90,E6,C5,00,00,06,84,D0,03, 48
DATARG, AE,60,88,C0,FF,D0,02,06,A8,88,84 A7, A5, A5, 54
DATASS, FB,AS,A6,85, FC,A5,A7,C5,FB,AS, A8, E5, FC,B0, 54
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332 DATAIC,Cb,FB,AS,FB,CY, FF,D0,02,C6, FC,A0,00,81,7F8, 37
333 DATAAD,02,91,¢B,88,B1,FB,AD,03,91,FB,4C,D7,C1,A0, 21
334 DATAO0,A5,AS,91,FB,C8,A5, AR, 91,FB,E6,AS,E6,A5,D0, 99
335 DATAB4,E6,A6,4C,C2,01,B4,AE,86,FB,85,FC,AS,A7,C5, B4
336 DATAAS,AS,A8,E5,AS,BO, 1A,AD,00,A5, FB,D1,A7,C8,A5, 108
337 DATAFC,F1,A7,90,0D,E6,A7,E6,A7,DD,02,E6, A8, Ak, AE, 253
338 DATAA9,00,60,A4,AE,A9,01,60,A0,00,A5,20, 85,A8,A5, 172
339 DATAZE,85,AC,A5,37,85,A9,A5,38,85,AA,C6,AB,A5,AB, 54
340 DATACS,FF,D0,02,C6,AC,C6,A9,A5,A9,CO, FF,DO,02,C6, 41
341 DATAAA,B1,AB,91,A9,A5,AB,CS,28,A5,AC,E5,2C,80,DE, 112
342 DATAAO,01,81,A9,C8,11,A9,F0,43,A0,00,B1,A9,91,A8, 230
343 DATACE,CO,05,D0,F7,A5,AB, 18,69,05,85,A8,90,02,E4, 210
344 DATAAC,AC,CO,98,91,AB,C8,A9,34,C0,05,00,F7,B1,A9, 177
345 DATAFC,06,91,AB,C8,4C,A%,C2,98,18,65,A9,85,A9,90, 37
346 DATAOZ,E6,AAR,98,18,65,AB,85,AB,90,B9,E6,AC,4C, 76, 31
347 DATAC2,A0,00,98,91,AB,C8,C0,03,00,F9,98,18,65,AB, 74
348 DATABS,2D,A5,AC,59,00,85, 2E,4C, A8, E1, Ak, Ak, A4, R4, 135

2.1.5 Simuliertes Programmende

Einen perfekten LIST- und RUN-Schutz gleichzeitig erhilt man,
wenn man dem BASIC-Interpreter "vorgaukelt", daB das im
Speicher befindliche Programm zu Ende sei, obwohl es noch gar
nicht zu Ende 1st. Der BASIC-Interpreter erkennt anhand seiner
Markierung (drei hintereinander folgende Nullen), ab welcher
Speicheradresse das BASIC-Programm zu Ende ist,

Wird nun ein BASIC-Programm gelistet oder gerade abgearbei-
tet, prift der BASIC-Interpreter nach jedem Befehl, ob das
BASIC-Programm zu Ende ist. Hinter einem BASIC-Programm
stehen immer drei Nullen als Endmarkierung., Trifft nun der
BASIC-Interpreter beim Listen oder beim Abarbeiten eines
BASIC-~Programms auf diese Markierung, unterbricht er auto-
matisch den jeweiligen Vorgang.
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Wir mochten IThnen anhand dieses kleinen BASIC-Programms
den Schutz demonstrieren:

10 PRINT "“HALLOM
20 REM
30 GOTO 10

Unser LIST-Schutz basiert nun auf dieser Tatsache. Es ist
durchaus méglich, diese Markierung mitten in ein BASIC-Pro-
gramm zu setzen, ohne daf} dieses zerstdrt wird. Und zwar ist
das nur am Ende einer BASIC-Zeile moglich, weil dort eine
Markierung fiir das Zeilenende steht. Die Markierung fir
Zeilenende besteht nur aus einer Null. Hinter dieser Null folgt
nun der Linker,der auf die nichste Zeile des BASIC-Programms
zelgt.

Im Maschinensprachemonitor sieht das BASIC-Programm fol-
gendermalien aus:

0a00: OG OF 08 0A 00 99 20 22 ...... i
0808: 48 41 4C 4C 4F 22 00 15 HALLO"..
0810; 08 14 00 8F 00 1E 08 1E  ........
0818: 00 89 20 31 30 00 00 00  ..10....

Wenn man sich nun den Wert dieser beiden Speicherzellen, die
den Linker darstellen, auf ein Blatt Papier aufschreibt und sie
anschlieBend mit dem Wert Null (iberschreibt, haben wir mit der
Zeilenendmarkierung drei Nullen mitten im BASIC-Programm
stehen. Wichtig ist auch, daB man sich die Adresse des gednder-
ten Linkers aufschreibt, um spiter die richtigen Werte per
POKE wieder hineinzuschreiben. Der Anfang der niichsten Zeile
ist daran zu erkennen, daff hinter der Null vier weitere Bytes
folgen. Die ersten beiden stellen, wie schon erwihnt, den Linker
dar und die anderen beiden Bytes die Zeilennummer.
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Hier die BASIC-Zeile ohne LINKER:

0B8CO: 00 OF 08 OA 00 99 20 22 ...... n
0808: 48 41 4C 4C 4F 22 00 00  HALLO"..
0810: 00 14 00 8F 00 1E 0B 1E  ........
0818: 00 89 20 31 3¢ 00 0G 00  ..1C....

Wenn man nun das veriinderte BASIC-Programm listen mdochte,
sieht man es nur bis zu der Adresse, an der der BASIC-Inter-
preter auf diese Nullen trifft. Dort wird dann der LIST-Vorgang
automatisch unterbrochen. Genauso verhiilt es sich, wenn man
versucht, das Programm zu starten. Es wird nur bis zu der Stelle
laufen, an der die Nullen beginnen, und nicht weiter.

Bei unserem BASIC-Programm sieht das folgendermalien aus:

LIST
10 PRINT "HALLO"

READY.

RUN
HALLO

READY .

Das Programm [iBt sich auch in diesem Zustand auf Diskette
speichern. Wenn man es wieder in den Speicher lidt, zeigt es die
gleichen Symptome wie vorher. Um nun diese wieder zu entfer-
nen (falls man sein Programm wieder starten madchte), mufl man
die Originalwerte, die wir vorher geléscht haben, wieder ins
BASIC-Programm hineinschreiben. Dazu brauchen wir einfach
nur zwei POKEs im Direktmodus einzugeben. Poken Sie nur die
Adresse des Linkers und die Adresse des Linkers+l mit den
entsprechenden Werten in den Speicher. Nun laflt sich das Pro-
gramm wieder listen und auch starten.

Noch ein wichtiger Hinweis: Im geschiitzten Zustand des
BASIC-Programms darf man auf keinen Fall Anderungen am
BASIC-Programm vornehmen, da sonst die Adressen verschoben
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werden und die Adresse des Linkers nicht mehr stimmt. Beim
Zurickstellen kdnnten Sie dann das BASIC-Programm zerstdren.

2.1.6 Der Linke(r)-Trick

Man erhilt einen hervorragenden LIST-Schutz, wenn man d'en
ersten LINKER des BASIC-Programms in eine Endlosschleﬂ_‘e
zeigen liBt. Man mufl nur den LINKER wieder auf $0801 zei-

gen lassen.
Das kleine BASIC-Programm vorher;

10 PRINT "HALLCY
20 REM
30 GOTO 10

0800: 00 OF 0B OA 0O 99 20 22 ...... "
0808: 48 41 4C 4C 4F 22 00 15 HALLO™..
08i0: 08 14 00 8F 00 1E 08 1E  ........
0818: 00 89 20 31 30 00 00 00  ..10....

Jetzt braucht man nur in die Speicherzellen $0801 und $08'02 die
Werte 301 und $08 hineinzuschreiben. Damit haben Sie den
LINKER in eine Endlosschleife zeigen lassen.

Wenn man nun LIST eingibt, sieht dieses folgendermalien aus:

10 PRINT "HALLOY
10 PRINT '"HALLOM
10 PRINT “HALLO"
10 PRINT “HALLO"
10 PRINT “HALLOY
10 PRINT *HALLOY
10 PRINT M"HALLO"
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Sie werden feststellen, daBl der BASIC-Interpreter immer nur ein
und dieselbe Zeile listet und nicht zu den anderen kommt. Bei
diesem Schutz kann das Programm normal mit RUN gestartet
werden.

Es ist auch nicht méglich, die dahinterliegenden Zeilen zu
Idschen. Wenn man aber die erste Zejle loscht, normalisiert sich
das Ganze wieder von selbst.

Von daher ist es besser, mit dieser Methode Programmteile zu
iiberbriicken, das heift, den LINKER so zu stellen, daf} er ein
paar BASIC-Zeilen itberspringt und dann erst weiter listet.

In unserem Programmbeispiel kdnnte das so aussehen:

10 PRINT MHALLO"
30 GoTo 10

Hier haben wir nur den LINKER auf die i{ibernichste Zeile
verzweigen lassen. Die REM-Zeile ist aber dennoch vorhanden,
sie wird nur nicht gelistet. Beim RUN wiirde diese Zeile, falls
dort ein anderer Befehl stehen wirde, trotzdem ausgefiithrt wer-
den.

Diese Methode ist vollkommen unauffillig. Das hat den Vorteil,
daBl man wichtige BASIC-Zeilen, in denen zum Beispiel ein
Password abgefragt oder uberpriift wird, einfach Gberspringt
und damit unsichtbar macht.

Noch ein wichtiger Hinweis: Die Zeilen, die man iiberspringt,
also unsichtbar macht, dirfen keinesfalls von einem GOTO,
GOSUB oder THEN-Befehl angesprungen werden, da der
BASIC-Interpreter die Zeile nicht finden kann und man die
Fehlermeldung "UNDEF'D STATEMENT ERROR" erhilt. Das
BASIC-Programm wiirde dann nicht einwandfrei laufen.
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2.1.7 Der Sys-Bluff

Hier méchten wir Thnen noch eine sehr wirkungsvolle LIST-
Schutz-Methode demonstrieren: es [if3t sich ein hervorragender
LIST-Schutz erreichen, indem man den BASIC-Start verschiebt.
Aber dazu spiter. Der LIST-Schutz soll wie folgt aussehen:

10 sys 2064

Beim Listen erscheint nur eine SYS-Zeile, so dall der Fremdbe-
nutzer denken mufB, es handle sich hier um ein Maschinenpro-
gramm. Wir haben Ihnen hier ein Schutzprogramm erstellt, das
den Einbau der SYS-Zeile selbst vornimmt.

Das Maschinenprogramm wird mit SYS 49152 ($C000) gestartet.
Das zu schiitzende BASIC-Programm mul} sich auf Diskette
befinden. Es muf} sich um ein reines BASIC-Programm handeln,
das keine Maschinenprogramm-Unterroutinen besitzt, weil die
Gefahr besteht, dal3 diese nicht mehr aufgerufen werden koén-
nen. Das Schutzprogramm fragt nach dem Start nach dem
Filenamen des zu schiitzenden BASIC-Programms. Anschlielend
wird dieses geladen, mit dem Schutz versehen und direkt wieder
auf Diskette gespeichert. Der alte Filename wird beibehalten. Es
wird nur ein Zusatz dahintergehiingt, damit man erkennt, dal} es
sich um das geschitzte Programm handelt. Deshalb sollte der
Filename des zu schiitzenden BASIC-Programms nicht linger als

14 Zeichen sein,

Nun zur Funktionsweise:

Nach dem Eingeben des Filenamens kopiert das Schutzprogramm
die SYS~Zeile und das dazugehorige Maschinenprogramm in den
BASIC-Speicher ab der Adresse $0801 (2049). AnschlieBend
wird das zu schitzende BASIC-Programm direkt dahinter gela-
den. Beide Teile, also die SYS-Zeile und das BASIC-Programm,
werden wieder auf Diskette gespeichert.

Beim Listen sieht man nur noch die SYS-Zeile, Nach einem
RUN fithrt die SYS-Zeile das dahinterliegende Maschinenpro-
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v

gramm aus, das die BASIC-Zeiger auf das dahinterliegende
B_ASIC—Programm setzt. Vor dem Programmstart werden noch
die BASIC-Linker neu gebunden, um diese an den neuen
Speicherbereich anzupassen.

rsprochene f;CIlU rogre 171 m Ix C]““enCOde Und

CO00 LDX #$00 Zihler auf Null setzen

CODZ2 LDA $C080,X Erstes Byte der BASIC-Zeile holen
C005 STA $080%1,X und in BASIC-Speicher schreiben
C008 INX Zahler erhshen

CO09 CPX #$28 Falls ganze BASIC-Zeile geschrieben,
COOB BNE $C002 dann weiter

COOD LDA #3893 Bildschirm

COOF JSR $FFD2 Loschen

C012 LDX #%00 PROGRAMMNAME

CO14 LDA $COAB,X auf den

CO17 JSR $FFD2  Bildschirm

COTA INX bringen

CO1B CPX #S0E Falls alle 2eichen,

COID BNE $CO014  dann weiter

COTF LDX #$00 Zdhler auf Null

C021 J4SR $FFCF  Zeichen holen

€024 STA $CORB,X und speichern

CO27 INX Zahler erhsdhen

CO28 CMP #$0D Falls RETURN gedriickt weijter
CO2A BNE $C021  ansonsten nichstes 2eichen holen
C02C DEX Byte-Anzahl des Filenamen

C02D STX $02 speichern

CO2F LDX #%08 Gerédteadresse

CO31 LDY #%00 Sekundaradresse

CO33 JSR $FFBA  File-Parameter setzen

C035 LDA $0C2 Byte-Anzahl des Filenamen holen
C038 LDX #3B8 Anfangsadresse des

CO3A LDY #$C0 Filenamen setzen

CO3C SR $FFBD  Filenamenparameter setzen

CO3F LDA #%00 Zeichen fir LOAD setzen

C041 LDX #329 LOW-Byte Anfangsadresse
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043 LDY #$C8 HIGH-BYTE Anfangsadresse

€045 JSR BFFD5  LOAD-Befehl

€048 LDX %02 Byte-Anzahl des Filenamen holen
CO4A LDA H$2F Code fir "/" laden

C04C STA $COBB,X und hinter Filenamen speichern
CO4F LDA %853 Code flr "$" laden

€051 STA $COB9,X und hinter Filenamen speichern
C054 INX Byte-Anzahl des Filenamen um
CO55 INX zwel erhohen

CG56 STX $02 und speichern

CO58 LDX #308 Gerdteadresse

COSA LDY #8801 Sekundiradresse

COSC JSR $FFBA  File-Parameter setzen

COSF LDA 302 Byte-Anzaht des Filenamens taden
CO61 LDX #$BB Anfangsadresse des

C063 LDY #3CO Filenamens laden

CO&5 JUSR SFFBD  Filenamenparameter setzen

C068 LDX #301 Anfangsadresse

CO6A LDY #3038 setzen

CO6C STX $FB und

CO4E STY $FC speichern

CC70 LDA #3%FB Zeiger auf Anfangsadresse setzen
C072 LDX $AE Endadresse

CO74 LDY BAF holen

CO76 JSR 3FFDB SAVE-Befehl

CO79 RTS Riicksprung

€080 0C 0B 0A 00 9E 20 32 30 BASIC-Zeile

c088 36 34 00 00 00 00 00 18

Maschinenprogramm hinter der §YS-Zeile

cosr
o0
cove
co%4
co96
co98
CO%A

CLC
LDA
ADC
STA
LDA
ADC
STA

#3428
$28
$28
#3500
$2¢
$2¢

Carry-Flag ldschen

Zeichen-Anzahl mit
BASIC-Start-LOW-Byte addieren

und speichern

Null faden, falls Ubertrag: 1 laden
BASIC-Start-HIGH-Byte addieren

und speichern
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COPC JSR $AS59  CHRGET-Zeiger euf Programmstart und CLR
CO9F JSR $A533  BASIC-LINKER anpassen

COAZ JMP SATAE  in die Interpreterschleife springen
COA5 BRK

CO0AS BRK

COA7 BRK

COAB 50 52 AF 47 52 41 4D 4D PROGRAMM
COBO 4E 41 4D 45 3A 20 00 00 NAME: ..

Nachfolgend der dazugehérige BASIC-Loader:

100 FORI=TTO184STEP15:FORJ=0TO14 :READAS :BS=RIGHTS(AS, 1)
105 A=ASC(AS)-48:[FA>STHENA=A-7

110 B=ASC(BS)-48:1FB>9THENB=B-7

120 A=A*16+B:C=(C+A)AND255 :POKE49 15141+, A NEXT : READA:
IFC=ATHENC=0:NEXT=END

130 PRINTMFEHLER IN ZEILE:";PEEK(43)+PEEK(64)*256:STOP

300 DATA A2,00,80,80,C0,90,01,08,E8,E0,28,D0,F5,A9,93, 54
301 DATA 20,D2,FF,A2,00,8D,A8,C0,20,D2, FF,£8,E0,0E,D0, 79
302 DATA F5,A2,00,20,CF,FF,9D,88,C0,E8,C9,0D,D0,F5,CA, 231
303 DATA 86,02,A2,08,A0,00,20,BA, FF,AS,02,A2,B8,A0,C0, 12
304 DATA 20,BD,FF,A9,00,A2,29,A0,08,20,D5, FF,A6,02,A9, 61
305 DATA 2F,90,88,C0,A9,53,9D,89,C0,E8,E8,86,02,A2,08, 88
306 DATA A0,01,20,BA,FF,A5,02,A2,88,A0,C0,20,BD,FF,A2, 89
307 DATA 01,A0,08,86,FB,84,FC,A9, FB,A6,AE, A4, AF, 20,08, 237
308 DATA FF,60,00,00,00,00,00,00,0C,08,04,00,9€,20,32, 109
309 DATA 30,36,34,00,00,00,00,00,18,A9,28,65,28, 85,28, 195
310 DATA A9,00,65,2C,85,2C,20,59,A6,20,33, A5, 4C, AE, A7, 163
311 DATA 00,00,00,50,52,4F,47,52,41,4D 4D, 4E,41,4D,45, 134
312 DATA 3A,20,00,00,48,41,4C,4C,4F, 2F,53,00,00,00,00, 76

Es ist auch vorteilhaft, vor dem Schiitzen seines BASIC-Pro-
gramms in der ersten Zeile mit POKE 808,225 die RUN-STOP-
RESTORE-Taste aufler Betrieb zu setzen, um ein spiteres Listen
zu vermeiden. Zusitzlich kann im BASIC-Programm selbst noch
ein zusitzlicher Listschutz eingebaut werden, um sicher zu
gehen, daB wirklich niemand das Programm listen kann.
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2.2 Anderungsschutz
2.2.1 Abfrage des BASIC-Endes

Eine einfache, aber wirkungsvolle Methode, das Andern eines
BASIC-Programms zu verhindern, ist folgende: Man kann inner-
halb eines BASIC-Programms das BASIC-Programmende mittels
PEEK ermitteln und es nachher im BASIC-Programm abfragen.
Das Ende eines BASIC-Programms ermittelt man folgender-
mafBen:

PRINT PEEX(45)+PEEK(46)*256

Da das BASIC-Programmende, das in den Speicherzellen $2D
(45) und $2E (46) in LOW- und HIGH-Byte Darstellung ver-
zeichnet ist, mufl man, wie oben gezeigt, in eine ganze Zahl
umrechnen, damit man es spiter im BASIC-Programm abfragen
kann,

Bevor man sich nun das BASIC-Programmende hoit und berech-
net, muB man die Programmzeile, in der die Abfrage stattfinden
soll, vorher in das zu schiitzende BASIC-Programm einbauen,
weil sich beim Einfiigen einer neuen BASIC-Zeile das BASIC-
Programmende wieder verschieben wirde. Dies hitte zur Folge,
daB die berechnete Pritffsumme nicht mehr stimmen wiirde.

Die Abfrage kinnte so aussehen:

10 A=PEEK(45)+PEEK{46)*256
20 1F A<>DD000 THEN POKE 776,1

Wenn man diese Zeilen in das zu schiitzende BASIC-Programm
einbaut und dann im Direktmodus das BASIC-Programmende
berechnet, erhalt man den korrekten Wert, den man in Zeile 20
eintragen kann. Man darf auf keinen Fall beim Andern der
Priufsumme eine Zahl Iéschen oder hinzufiigen, da sich die
Priiffsumme wieder verindern wirde.
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Wenn die Priiffsumme zum Beispiel 2543 Dbetragen wiirde, miifite
man diese in Zeile 20 folgendermafBen eintragen:

20 IF A<>02543 THEN POKE 775,1

Es ist vorteilhafter, wenn man diese Abfrage irgendwo mitten
im BASIC-Programm einbaut, um sie besser zu verbergen. Am
besten versieht man das BASIC-Programm anschlieflend noch
mit einem guten LIST-Schutz.

Falls nun eine Anderung an diesem BASIC-Programm erfolgt,
das heif3t, eine Zeile bzw. ein Zeichen eingefigt oder geldscht
wird, verschiebt sich das BASIC-Programmende automatisch.
Dadurch wiirde der Wert in Zeile 20 nicht mehr mit dem
BASIC-Programmende (bereinstimmen, was zur Folge hitte, dal
der dahinterliegende POKE-Befehl ausgefuhrt wiirde.

Dieser POKE-Befehl wirde den Vektor flur "BASIC-
Befehlsadresse holen” umindern, so daf3 dann kein BASIC-
Befehl ausgefiihrt werden kann. Das BASIC-Programm kénnte
also weder gestartet, gelistet noch per NEW geldscht werden.
Dies hitte zur Folge, dal man einen Systemreset ausfilthren
miifite,

2.2.2 Anderungsschutz durch iibergroRe Zeilennummer

Wir haben hier fir Sie ein kleines Programm vorbereitet, das
einen sehr guten Anderungsschutz in IThr BASIC-Programm ein-
baut. Das Programm funktioniert folgendermalien:

Das zu schiitzende Programm darf keine Zeilennummern 1 und 2
enthalten, weil diese vom Schutz-Programm generiert werden.
Das Schutzprogramm liegt sowohl im Maschinencode als auch als
BASIC-Loader vor. Nach dem Start steht das Maschinenpro-
gramm ab der Adresse $C000 (49152) zur Verfligung. Es wird
vom BASIC-Loader direkt mit SYS 49152 gestartet. Nach dem
Start fragt das Programm nach dem Filenamen des zu schiitzen-
den BASIC-Programms. Nach der Eingabe des Filenamens wird
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das BASIC-Programm von Diskette gefaden und in geschitzter
Form wieder auf Diskette gespeichert. Das mit dem Anderungs-
schutz versehene Programm ist um nur wenige Bytes verlingert,

Nun zur Funktionsweise;

Das Maschinenprogramm generiert zwei BASIC-Zeilen mit den
Zeillennummern 1 und 2. Die Zeifle | ist eine REM-Zeile, hinter
der noch zwei kurze Maschinenprogramme stehen, deren Funk-
tion im folgenden noch erliutert wird. In der zweiten Zeile ste%lt
ein SYS-Befehl, der eines der beiden Maschinenprogramme in

Zeile 0 startet.

Sind diese beiden Zeilen nun erzeugt, wird die Zeilennummer 0
durch eine héhere, eigentlich unerlaubte Zeilennummer (groBer
als 64000) ersetzt. Diese Zeile kann daher auch nicht gel&scht
werden.

Da alle nun folgenden Zeilen kleiner sind als die erste, kdnnen
diese vom Computer nicht mehr erkannt werden. Ein Sprung in
eine solche Zeile fiuhrt zu der Fehlermeldung, "UNDEFD
STATEMENT ERROR". Es kann daher keine Zeile geldscht
werden, da diese fur den Interpreter nicht mehr vorhanden ist.

Der einzige Nachteil ist, daB es nicht nur ein per_fekter Lésgzh—
schutz, sondern auch ein RUN-Schutz ist, weil Sprungziele
innerhalb des Programms nicht mehr gefunden werden kdnnen,

Wird das BASIC-Programm nun gestartet, trifft der Interpreter
zuerst auf den SYS-Befehl in Zeile 2. Es folgt ein Sprung in das
Maschinenprogramm in der REM-Zeile. Dort wird die Zeilen-
nummer wieder auf 1 gesetzt, und der Vektor auf EINGABE
EINER ZEILE wird auf die zweite Maschinenroutine gesetzt,

Nun kann das BASIC-Programm ohne Fehler ausgefithrt werden.
Wird der Programmablauf zum Beispiel durch die STOP-Taste,
Fehlermeldungen, Programmende und so weiter unterbrochen,
wird das zweite Maschinenprogramm {iber den gelinderten Vek-
tor angesprungen. Dort wird die Zeilennummer wieder erh&ht,
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der Vektor fir "Eingabe einer Zeile" wieder auf den normalen
Wert gebracht und die Routine fiir "Eingabe einer Zeile" ange-
sprungen. Das Programm liegt nun wieder in der geschiitzter
Form vor.

Hier nun das Schutz-Programm:

CO00 LDX #4%00 Zahler auf Null stellen

C002 LDA $CO80,X BASIC-Zeile ins

COO5 STA $0801,X BASIC-RAM kopieren

C008 INX 2dhler erhdhen

CO09 CPX #$3B Falls alle Zeichen, dann weiter
COOB BNE $C002  ansonsten ndchstes Zeichen holen
CO0OD JSR $E544  Bildschirm Léschen

CO10 LDX #300 Zahter auf Null

C012 LDA 3COCO,X PROGRAMMNAME auf

€015 JSR $FFDZ  Bildschirm bringen

CO18 INX Zahler erhdhen

CO19 CPX #30E Falls alle Zeichen, dann weiter
CO1B BNE $C012 ansonsten nichstes Zeichen holen
C01D LDX #300 Zahler auf Null stellen

CO1F JSR $FFCF Byte von Tastatur holen

€022 STA $CODO0,X und speickern

025 INX Zihler erhohen

C026 CMP #30D Falls npoch kein RETURN, dann ndchstes
€028 BNE $CO1F  Zeichen holen

CO2A DEX Zdhler erniedrigen

CO2B STX 302 und speichern

02D LDX #308 Gerdteadresse laden

CO2F LDY #300 Sekundaradresse laden

CO31 JSR $FFBA  File-Parameter setzen

CO034 LDA %02 Byte-Anzahl des filennamens laden
C036 LDX #$D0 Position des

C038 LDY #3CO Filenamens iaden

CO3A JSR $FFBD  Filenamenparameter setzen

CO3D LDA #$00 Flag fdr LOAD setzen

CO3F LDX #$3C Startadresse

CD47 LDY #%08 festiegen

C043 JSR $FFD5  LOAD-Befehl
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CO46 LDA BAE LOW- und CO95> LDA #308 $081C

C048 STA $2D HIGH-Byte CO97 STA %0303 stellen

CO4LA LDA $AF fOr BASIC-.,CO4C STA $2E Ende setzen CO%A RTS Ricksprung

CO4E LDX $02 Byte-Anzahl des Filenamens laden CO98 LDX HEFF Zeilennummer der REM-Zeile
050 LDA #%$2F Code far "/" laden CO9D STX $0803  auf

€052 STA $CODO,X und hinter Filenamen speichern COAD STX $0804 65535 setzen

€055 INX Z#hler erhohen COA3 LDA #$83 Vektor

€056 LDA #341 Code fir "A" laden COAS STA $0302  auf

CO58 STA $C000,X und hinter Filenamen speichern COA8 LDA #3A4 Originalwert

CO5B INX 2ihler wieder erhdhen COAA STA 30303  stellen

CO5C STX $02 und speichern COAD JMP 3A483  Befehl ausfilihren und Rlcksprung
COSE LDX #$08 Gerdteadresse laden

COsC LDY #301 Sekundaradresse laden

C062 JSR BFFBA  File-Parameter setzen ‘ COBO 00 3¢ 08 02 00 9E 32 30 2weite

C045 LDA $02 Byte-Anzahl des Filenamens laden | COB3 35 36 0D 0D DO 00 0D 00 BASIC-Zeile

€067 LDX #$DO Positicn des Filenamens

c049 LDY #$CO laden

CO4B JSR $FFBD  filenamen-Parameter setzen €OCO 50 52 4F 47 52 41 4D 40 PROGRAMM

COSE LDX #301 Startadresse COC8 4E 41 4D 45 3A 20 00 00 NAME:

CO7O LDY #808  laden }

€072 STX $FB und ;

CO74 STY $FC speichern | Nachfolgend nun der entspechende BASIC-Loader:

CO76 LDA #$FB Zeiger auf Startadresse laden

CO078 LDX $2D Endadresse 100 FORI=1TO208STEP15:FORJ=0T014:READAS :B$=RIGHTS(A$,1)

CO7A LDY $2E Laden 105 A=zASCCA$)-4B:TFA>9THENA=A-7

CO7C JSR $FFD8  SAVE-Befehl 110 B=ASC(BS)-48:IFB>9THENB=B-7

LO7F JMP BA533  BASIC-Zeilen neu binden und Rlcksprung 120 A=A*16+B:C=(C+AIAND255: POKE4F151+1+, A NEXT : READA:

IFC=ATHENC=0:NEXT:5YS 45152

130 PRINTUFEHLER IN ZEILE:";PEEK(43)+PEEK(44)*256:STOP
COBO 33 AS FF FF BF 20 22 A2 Erste BASIC-Zeile 300 DATA A2,00,8D,80,C0,90,01,08,E8,E0,38,D0,F5,20,44, 113
301 DATA ES,A2,00,BD,CC,C0,20,02,FF,EB,EG,OF, D0, F5,A2, 242
302 DATA 00,20,CF,FF,9D,D0,C0,E8,C9,0D,D0,F5,CA, 86,02, 240

Maschinenprogramm hinter REM-Zeile: 303 DATA A2,08,A0,00,20,BA,FF,A5,02,A2,00,A0,C0,20,8D, 121
304 DATA FF,A9,00,A2,3C,AD,08,20,D5,FF,A5,AE,85,2D,A5, 204
CO87 LDX #3071  LOW-Byte der Zeilennummer 305 DATA AF,85,2E,A6,02,A9,2F,90,00,C0,E8,A9,41,9D,00, 78
€089 STX %0803  setzen 306 DATA CO,EB,R6,02,A2,08,A0,01,20,BA,FF,A5,02,A2,00, 109
COBC DEX Byte auf Null setzen 307 DATA A0,C0,20,8D,FF,AZ,01,AQ,08,86,FB,84,FC,A9,FB, 44
COBD STX $08046  HIGH-Byte der Zeilennummer speichern 308 DATA A6,20,A4,2E,20,08,FF,4C,33,A5,FF,FF,8F,20,22, 143
CO90 LDA #$1C  Vektor fur Eingabe einer Zeile 309 DATA A2,01,8E,03,08,CA,8E,04,08,4A9,1C,8D,02,03,A9, 160

£O92 STA $0302  auf 310 DATA 08,80,03,03,60,A2,FF,8E,03,08,8E,04,08,A9,83, 251
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311 DATA 8D,02,03,A9,A4,8D,03,03,4C,83,44,00,3C,08,02, 43
312 DATA 00,9€,32,30,35,36,00,00,00,00,00,00,50,52,4F, 92
313 DATA 47,52,41,40,4D,4E,41,4D,45,34,20,00,00,00,00, 239

2.3 RESET- und RUN-STOP/RESTORE-Schutz

Gegen einen RESET gibt es nur eine einzige Schutzmdglichkeit,
und zwar mit CBMB80.

CBMS0 ist nichts weiter als ein Erkennungsmerkmal, das vom
Betriebssystem benutzt wird, um festzustellen, ob sich ein Modul
im Modul-Schacht befindet.

Die Byte-Folge CBMS80 darf nur im Bereich $8004 (32772) ste-
hen, da es an anderer Stelle nicht anerkannt wird. Yon $8000 bis
$8003 stehen noch vier Bytes, die in LOW- und HIGH-Byte
Darstellung auf die Adresse zeigen, wo der Einsprung, nach
Driicken von RESTORE oder nach der Ausfuhrung von RESET
stattfinden soll.

Die Bytes in $8000 und $8001 sind fur die RESTORE-Taste
bestimmt. Nach Driicken von RESTORE springt das Betriebssys-
tem iber diese Vektoren in den gewilnschten Bereich, Die Vek-
toren in $8002 und $8003 sind fiir den RESET bestimmt. Falls
ein RESET ausgefithrt wird, springt das Betriebssystem eben
iiber die Vektoren in diesen bestimmten Bereich. Da man aber
ein Modul simulieren kann, indem man diese Bytes in den
Bereich von $8000 bis $8008 hineinschreibt, kann dadurch ein
sehr guter RESET- und RUN-STOP/RESTORE-Schutz erzielt
werden.

Wir haben hier fir Sie ein Programm vorbereitet, das wieder in
ein BASIC-Programm springt und es erneut startet, falls RESET
oder RESTORE ausgefihrt wurden. Es eignet sich gut ais
Schutz-Methode, da man nicht ohne weiteres aus dem BASIC-
Programm herauskommt.
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Hier nun das Programm im Assemblerlisting und der BASIC-
Loader:

§000: 0% 80 09 80 C3 €2 cD 38  CBM80 UKD
8008: 30 . . . . . . . SPRUNGYEKTOREN NACH 38009

8009 CLI Interrupt freigeben

BOOA JUSR $FF5B  Video-RESET ausfihren

800D JSR $FDAZ  Interrupt vorbereiten

8010 LDA #3EF STOP-Taste

8012 STA 30328 sperren

8015 JSR $A659  CHRGOT-Zeiger auf Programmstart und CLR
8018 UMP SATAE  in die Interpreter-Schleife springen

Dazu der BASIC-Loader:

5 POKE B08,225:POKE 56,128:CLR

10 FOR I=0 TO 26: READ A: POKE 3276B+1,A: S=S+A: NEXT ]

20 IF S<>3182 THEN PRINT “FEHLER IN DATA-ZEILEN": END

100 DATA 9,128,9,128,195,194,205,56,48,88,32,91, 255,32, 163, 253
110 DATA 169,239,141,40,3,32,89,166,76,174,167

De.r erste POKE-Befehl in Zeile 5 sperrt die RUN/STOP-Taste,
well vor dem Driicken von RUN/STOP-RESTORE oder RESET
noch kein Schutz vorhanden ist und man das BASIC-Programm
ohne weiteres unterbrechen kann.

De{' nachfolgende Befehl setzt das Variablenende in $8000 ab,
we11'bei lingeren Programmen das CBMS80 und die Maschinen-
routine von den Variablen iiberschrieben werden koénnen.
Dadurch hat man aber erheblich weniger Speicherplatz, weil
normalerweise der BASIC-Speicherplatz bis $A000 reicht.

Das Programm funktioniert folgendermafBen: von $8000 bis
$8008 sind das CBMB80 und die Zeiger, die auf das kleine Pro-
gramm zeigen, abgelegt. Falls ein RESET oder ein RESTORE
ausgefithrt wird, springt das Betriebssystem iiber die Vektoren in
das kleine Assemblerprogramm. Dort passiert dann folgendes:
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In der ersten Zeile wird der Interrupt, der bei einem RESET
maskiert wird, wieder freigegeben. Anschliefend wird ein
Video-RESET ausgefuhrt. Das heilit, der VIDEQO-Controller
wird wieder in den Normaizustand versetzt. Diese Funktion ist
nicht unbedingt notwendig und kann auch weggelassen werden.
Wir haben sie hier nur eingebaut, weil unter anderem auch der
Bildschirm geltéscht wird.

In der nichsten Zeile wird die Betriebssystem-Routine 'INTER -
RUPT VORBEREITEN' aufgerufen. Das ist ndtig, weil sonst
nach dem Driicken des RESET-Knopfes keine Eingaben von der
Tastatur mehr mdglich wiren und daher auch keine INPUT-
Befehle im BASIC-Programm funktionieren wiirden.

In den nichsten beiden Zeilen wird die STOP-Taste gesperrt, da
man sonst das BASIC-Programm einfach mit der STOP-Taste
wieder unterbrechen kénnte. Das geschieht, indem das LOW-
Byte des STOP-Vektors um einen Befeh! im Betriebssystem
heruntergesetzt wird, damit diese Routine die STOP-Taste nicht
mehr abfragen kann.

Anschlielend wird der CHRGET-Zeiger auf das BASIC-Pro-
gramm gestellt und ein CLR ausgefithrt. Dieses muf3 deshalb
geschehen, weil in der letzten Zeile in die Interpreterschleife
gesprungen wird, Das heif3t, es wird ein RUN ausgefiihrt,

Wenn Sie nun ein BASIC-Programm mit diesem Programm und
einem Autostart ausriisten, wird man nicht in der Lage sein, aus
dem Programm wieder herauszukommen, es sei denn, man
schaltet den Computer aus oder arbeitet mit einem anderen
Betriebssystem, in dem man durch gleichzeitiges Driicken einer
Tastenkombination und der RESET-Taste diese Markierung
(CBMS80) ibergehen kann.

2.4 Warum eigentlich Compilieren?

Ein Compiler ist dazu gedacht, BASIC-Programme schneller zu
machen. Da er aber beim Compilieren den BASIC-Code in einen
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fast unleserlichen Code umwandelt, eignet sich ein Compiler
sehr gut zum Schiitzen von Programmen.

Es ist ratsam, die LADE-Programme zu compilieren, die einen
Hauptteil nachladen, der nachher zum Beispiel noch ein
Password abfragt, damit Unbefugte nicht einfach an das
Password herankommen oder die Password-Abfrage herausbauen
kdnnen.

Ngtﬁrlich sollte man Passwords nicht einfach als ASCII-Codes in
seinem Programm ablegen, weil man sonst trotz des Compilers
das Password hinterher mit einem Maschinensprachemonitor
sehen konnte. Dasselbe gilt auch fur Disketten-Befehle, die an
die Floppy gesandt werden,

Passwords oder Floppy-Befehle solite man mit Hilfe des CHRS$-
Befehls in sein BASIC-Programm einbauen. Dieses hat den
Vorteil, da3 die Befehle auch in diesem Compiler-Code iiber-
setzt werden und nur mit dem Entschliisselungsalgorithmus des
Compilers erkannt werden kénnen,

2.4.1 Warum der Compilercode keinen absoluten Schutz bildet!

Das, was ein Compiler aus einem BASIC-Programm macht, ist
zwar extrem schwer zu entschlisseln, aber findige Knacker
schaffln es, auch solchen Code zu lesen. Das liegt daran, daB3 der
Compilercode urspriinglich gar nicht speziell dafiir gedacht war,
Programme zu schiitzen, sondern nur dafir, BASIC-Programme
zu beschleunigen.

Es gibt prinzipiell zwei Arten von BASIC-Compilern. Die erste
Art erzeugt einen sogenannten P-Code, die zweite direkt einem
Maschinencode. P-Code ist ein Code, der erst wihrend des Pro-
grammablaufs noch von einam Interpreter ibersetzt werden
muf3, dhnlich wie ein BASIC-Programm vom BASIC-Interpreter
ausgefihrt wird. :

Im Gegensatz zu BASIC-Befehlen sind die Operationen, die ein
P-Code-Befehl bewirkt, weitaus simpler, also der Maschinen-
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sprache niher, als der entsprechende BASIC-Befehl. Daher sind
solche P-Code-Programme auch schneller als BASIC-Programme,
Ein Beispiel:

POKE 53280,0

wird vom BASIC-Interpreter folpeadermaBen ausgefihrt: Zuerst
wird der Befehl POKE, der als Token abgelegt ist, erkannt. Der
Interpreter weill nua, daff zwei Zahlen folgen miissen, die im
Programmspeicher afs ASCII-Codes stehen und durch ein
Komma getrennt werden. Die beiden Zahlen werden geholt, vom
ASCII-Format ins FlieBkommaformat umgewandelt und schlieB3-
lich vom FlieBkommaformat ins Integer-Format.

Dabei muf auBerdem gepriift werden, ob die Syntax des Befehls
richtig ist und ob die Parameter zulissige Werte besitzen. Dann
erst kann die eigentliche Operation ausgefithrt werden. Wenn ein
solcher Befehl in den P-Code iibersetzt wurde, weilll der P-
Code-Interpreter, da3 die Syntax des entsprechenden P-Code-
Befehls richtig ist.

Auferdem werden die Zahlen gleich im richtigen Format hinter
dem Befehl abgelegt, Daher wird der Befehl wesentlich schneller
ausgefithrt als der urspriingliche BASIC-Befehl. Er ist allerdings
nicht so schnell wie die direkte Sequenz in Maschinensprache:

LDA #3$00
STA $D020

Weiterhin ersetzt ein Compiler Variable und Zeilennummern
durch ihre Speicheradressen. Maschinencode-Compiler unter-
scheiden sich von P-Code-Compilern meist nur dadurch, daf} die
Unterprogrammaufrufe, die ein spezieller P-Code Dbewirken
wiirde, bei ihnen durch direkte Unterprogrammaufrufe mit dem
Befehl "JSR" ersetzt werden. Das bringt natiirlich nur noch eine
leichte Geschwindigkeitssteigerung.
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Es gipt auch Compiler, die einen verringerten BASIC-Befehls-
satz 1n nahezu "echte" Maschinensprache fiibersetzen Kkénnen.

Solc;he Compi}er eignen sich aber meistens nicht zum Schitzen,
da ihr Code einfach zu verstehen |st,

Einige "‘Fr_eaks" haben sich allerdings die Arbeit gemacht, den P-
Code einiger BASIC-Compiler aufzuschliisseln. Es existieren

sogar far pestirr}mte Compiler sogenannte RE-Compiler, die den
P-Code wieder in BASIC {ibersetzen.

Sollﬂten Sie Thr Programm also wirksam mit einem Compiler
schitzen wollen, so erkundigen Sie sich varher, ob ein solcher

RE-Compiler fir Ihren speziellen Compiler auf dem Markt
erhiltlich ist.
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Programmschutz fiir Profis S5

3. Programmschutz fiir Profis

3.1 Autostart

Sicher wird lhnen schon einmal aufgefallen sein, dall fast alle
professionellen Programme, die es fiir den C64 zu kaufen gibt,
mit einem Autostart versehen sind. Warum sich die Softwarefir-
men soviel Mithe geben, einen neuen und komplizierten Auto-
start zu konzipieren und zu installieren, ist einfach zu beant-
worten: Das selbstindige Einladen des Programms stellt einen
Kopierschutz dar, der das Programm vor unerlaubtem Kopieren
schiltzen soll.

3.1.1 Warum eigentlich Autostart?

Bevor man sich itber die Technik des Autostarts Gedanken
macht, sollte die Frage nach dem Sinn des selbstindigen Pro-
grammstarts geklirt werden. Soll das Programm mit einem Au-
tostart versehen werden, damit sich der Benutzer nach dem
Laden das Eintippen der drei Buchstaben "RUN" ersparen kann,
oder soll damit noch ein anderer Zweck erfiillt werden? Ist der
erste Grund ausschlaggebend, wird es besser sein, sich auf die
einfacheren Methoden zu beschrinken, da diese mit wenig Auf-
wand zu realisieren sind. Auflerdem ist der Programmcode rela-
tiv kurz und die Ausfihrung im Vergleich zu den etwas kom-
plizierteren Methoden wesentlich schneller.

Als "Alternative" 1ift sich der Autostart aber auch zum Schutz
eigener Programme einsetzen, Diese zweite, weitaus interessan-
tere Variante erfordert jedoch einige Vorkenntnisse im Bereich
der Assemblerprogrammierung und der Speicheraufteilung des
C64. Ist das Prinzip aber einmal erkannt, stehen eine Menge
Mdglichkeiten zur Verfigung, unbefugten Personen den Ein-
blick in seine Programme zu versperren. SchlieBlich ist der beste
Kopierschutz sinnlos, wenn er sich durch das Lé&schen weniger
BASIC-Zeilen entfernen laft.
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Der Autostart stellt also nicht nur einen "Mini-K'opierschutz"
dar, sondern dient vor allem dem Sichern der Ko‘pxer.schut'zab—
frage in den einzelnen Programmen. Zusammen mit einer sinn-
vollen Codierroutine 140t sich dadurch der lZug_nff' f‘ur fast
jeden Unbefugten versperren. Hundertprozentig sicher ist aber
kein Autostart, da man jeden rickgingig machen kann, wenn
das Programm in einen anderen Speicherbereich geladen und 50
der Autostart unterdriickt wird. Es liegt _also vor allgm be'xm
Programmierer, hier kreativ zu sein und sich neue Tr‘lcks ein-
fallen zu lassen, die zum Beispiel das Abarbeiten eines Pro-
gramms nur in einem bestimmten Speicherbereich er'lauben. Auf
gar keinen Fall darf ein Assemblerprogramm _mlt f_\utostart
relokatibel (an jeder Stelle des Speichers Iauffﬁh.ig) sein. Doch
bevor wir tiefer in das Prinzip des Autostarts einsteigen, noch
einige Tips zu einfacheren Methoden.

3.1.2 Der einfachste Autostart

Der wohl einfachste Autostart, der sozusagen ”serienmiiB}g" im
C64 eingebaut ist, 4Bt sich durch die Tastenkombmatlor}
"SHIFT-RUN/STOP" erreichen. Es erscheint "LOAD" u‘nd zwel
Zeilen tiefer "PRESS PLAY ON TAPE" auf dem Bildschu."m. fur
die Besitzer einer Datasette bedeutet diese Tastenkombination,
daf3 das nachste Programm von der Kassette gelad_en und sofort
danach gestartet wird. Ein Autostart erfolgt natiirlich nur, wenn
das Programm auch sonst mit dem BASIC-Befehl RUN gestartet
werden kann.

Der Benutzer einer Diskettenstation kann mit diesen Tasten aber
nichts anfangen, da der Parameter ",8", der fur das Laden von
der Floppy unbedingt nétig ist, nicht auftaucht.

Aber auch hier kann mit der oben erwihnten Tastenkoml_)ination
etwas erreicht werden. Tippen Sie zuerst die Befehlszeile zum
Laden des Programms ein, die etwa so aussieht:

LOAD YPROGRAMMNAMEY 8
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Doch anstatt die RETURN-Taste zu driicken, schreiben Sie ":"
und dricken jetzt "SHIFT-RUN/STOP". Nach dem Laden

erscheint "RUN" auf dem Bildschirm, und das Programm wird
gestartet,

3.1.3 Autostart im Tastaturpuffer .
Die oben besprochene Methode zum automatischen Programm-
start bezieht sich nur auf das Starten selbst, indem das Eingeben
des Befehls RUN "simuliert" wird; der Programmcode wird dabei
allerdings nicht gedindert. Diese Methode ist also nicht dauerhaft
und hat nichts mit Programmschutz zu tun.

Interessanter ist die Moglichkeit, den Autostart mit dem eigent-
lichen Programm abzuspeichern, so daB dieses nach jedem
Laden gestartet wird, Ein einfacher Trick besteht darin, einen
Befehl auf den Bildschirm zu schreiben und dann das Driicken
der RETURN-Taste zu simulieren. Um das Prinzip zu verste-
hen, geben Sie folgende Zeile ein:

PRINT “(CLR/HOME} PRINT 3 + 4n

Durch die Eingabe dieser Zeile wird der Bildschirm geldscht,
und es erscheint der Text "PRINT 3 + 4" am oberen Bild-
schirmrand., Bis jetzt hat sich noch nichts ereignet, was an die
Automatisierung eines Befehls oder gar eines Programmstarts
erinnern wiirde. Doch gehen Sie Jetzt mit dem Cursor einige
Zeilen nach unten und geben die folgende Zeile ein:

PCKE 631, 19:POKE 632,13:POKE 198,2

Wenn Sie beim Eintippen der beiden Zeilen keine Fehler
gemacht haben, wird die Zeile, die am oberen Bildschirmrand
abgebildet ist, ausgefiihrt, und der Cursor erscheint zusammen
mit der READY-Meldung zwei Zeilen tiefer. Es besteht also
kein Unterschied zu einem Befehl, den Sie normalerweise im
Direktmodus eingeben.
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Schauen wir uns den Vorgang einmal genauer an, stellen wir
fest, daR der Cursor in die erste Zeile gebracht und der dort
stehende Befehl ausgefithrt wurde, Wir haben den Computer also
dazu veranlaft zu erkennen, daB die HOME- und daraufhin die
RETURN-Taste gedrickt wurde. Die ganze Aktion wurde
natiirlich durch die drei zuletzt eingegebenen POKEs veranlafit,
Untersuchen wir die angesprochenen Speicherzellen und die
Werte, die in diese geschrieben werden, Bt sich das "Phiino-
men" relativ einfach erkliren.

Durch POKE 631,19 und POKE 632,13 werden die Werte far
gedriickte Tasten in den sogenannten Tastaturpuffer ab $0277
(631) geschrieben. In diesem Tastaturpuffer werden normaler-
weise die Tastencodes zwischengespeichert, die zwar vom
Benutzer schon eingegeben wurden, aber noch nicht verarbeitet
werden konnten. Das Betriebssystem liest diese Codes in regel-
maBigen Abstinden aus und gibt sie an den BASIC-Interpreter
weiter. Mit unseren POKEs haben wir die Codes fur die CLR-
und die RETURN-Taste in diesen Puffer geschrieben. Nun muf}
dem Betriebssystem noch die Anzahl der gedriickten Tasten mit-
geteilt werden, was durch POKE 198,2 geschieht. In der Adresse
$C6 (198) befindet sich die Anzahl der Zeichencodes, die im
Tastaturpuffer gespeichert sind. Da wir zwei Tastencodes in den
Puffer geschrieben haben, missen wir hier den Wert 2 ablegen.
Da der Inhalt des Puffers regelmifBig verarbeitet wird, haben
wir so indirekt die Ausfithrung eines Befehls veranlafit.

Um nun unsere eigentliche Aufgabenstellung, den selbstindigen
Programmstart, zu Iésen, mul} eine Methode gefunden werden,
den Befehl RUN unmittelbar nach dem Laden ausfithren zu
lassen. Dazu benutzen wir das oben verwandte Prinzip, mit dem
Unterschied, daB die oberste Zeile "PRINT 3 + 4" durch "RUN"
ersetzt wird. Die POKEs, die die Tastencodes in den Tastatur-
puffer schreiben, konnen wir unveriindert {ibernehmen, da diese
unabhiingig vom Inhalt der obersten Bildschirmzeile sind. Daraus
folgt, dafl auch POKE 198,2 iibernommen wird.
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$0800

$0400

$033C

$0300

$0200

$0100

BASIC - RAM

T T~

Blldichirmspelcher
(Video — RAM)

Bandpuffsr

Sprungvekiorsn

Slapet (Stack)

Zeropage

$0000

(2048)

{1024)

(0828)

(0788)

(0512)

(02586)

Abb. 3.1.1: Unterer Speicherbereich des C64

(0000)
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Das Problem besteht nun darin, den Inhalt des Tastaturpuffers
und dessen Zihler zusammen mit dem Hauptprogramm ab_zu—
speichern, so daly die Inhalte nach jedem I.daden vorhan_den sm_d,
um den Autostart auszufithren. Schauen wir uns dazu die Abbil-
dung 3.1.1 an, in der der untere Speicherbereich des C64 abge-
bildet ist. Wie dort zu sehen ist, beginnt das BASIC.—RAM ab
$0800 (2048). Da in der Speicherzelle S0800 (2048) immer $00
steht, werden alle BASIC-Programme a.b $OSQI (2049) geladen
und auch abgespeichert. Bestimmt wird die Anfangs_— und
Endadresse von BASIC-Programmen durch Yektoren 1n d(_ar
Zeropage. Die Anfangsadresse ist in $2B/32C (43/44) und die
Endadresse in $2D/$2E (45/46) im LOW- und HIGH—B}_/te—
Format abgelegt. LOW- und HIGH-Byte-Format bedeutet hier-
bei, daB zuerst das LOW-Byte und dann erst das HIGH-Byte
abgespeichert wird. Die BASIC-Startadresse 1st also folgender-

mafen abgelegt:
$002B 01 08 .. .. ..

Setzt man die BASIC-Startadresse auf $C6 (198), wird durch
SAVE MPROGRAMMNAME",8

der gesamte Speicherbereich von $C6 (198) bis zum Program-
mende abgespeichert, inklusive des Tastaturpuffers und. dessen
Zahler. Wenn wir dazu die chen erw.’ihnte.n POKI’jjs emg‘eben
und sich das Hauptprogramm zu diesem Zeitpunkt im Spelncher
befindet, wird nach jedem Laden ein Autostart durchgefiithrt.
7u beachten ist noch, daB die Zeiger auf das‘Programmende
dabei neu gesetzt werden miissen. Wir lesen dn'ese al_so zuvor
durch PEEK (45) und PEEK (46) aus und schreiben sie mit in
die oberste Bildschirmzeile.

Der gesamte Ablauf sieht nun also wie folgt aus: Laden Si_e das
mit einem Autostart zu versehende BASIC-Programm und tippen

Sie als erstes

PRINTY(CLR/HOME YPOKE 45, "PEEK(45)":POKE 46 ,"PEEK(46)" :RUNY
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ein. Nach dem Driicken der RETURN-Taste sollte der Bild-
schirm geldscht werden und

POKE45S, (Wert1):POKE4S, (Wert2) :RUN

in der ersten Bildschirmzeile erscheinen. Wertl und Wert2 stehen
hier symbolisch fiir die BASIC-Endadresse, die ja, wie oben
schon erwihnt, in den Speicherzellen 45 und 46 im LOW- und
HIGH-Byte-Format abgelegt ist.

Gehen Sie nun mit den Cursor zwei Zeilen tiefer und geben
wieder

POKE 631,19:POKE 632,13:POKE 198,2:
POKE 43,198:POKE44,U:SAVE "NAME" B

ein. Nun wird das im Speicher befindliche Programm auf Dis-
kette abgespeichert, nachdem die Startadresse durch POKE
43,198 und POKE 44.0 auf $C6 (198) heruntergesetzt wurde.
Geben Sie jetzt POKE 43, 1:'POKE44,8 ein, wodurch die
Startadresse wieder auf ihren Normalwert zurfickgesetzt wird
und Sie wie gewohnt weiterarbeiten kénnen.

Das Programm befindet sich nun in einer etwas lingeren Version
auf Diskette und kann mit LOAD "NAME" 8,1 geladen werden.
Geben Sie aber vor dem Laden bitte NEW oder CLR ein, da
sich sonst Probleme mit dem (mitabgespeicherten) Stapel ergeben
kénnen. Da wir, wie aus Abbildung 3.1.1 ersichtlich, auch den
Bildschirmspeicher mit gespeichert haben, wird der Bildschirm
beim Laden tiberschrieben, und es erscheinen die POKEs und
der RUN-Befehi. Zusitzlich zu diesen POKEs kd#nnen Sie auch
noch weitere in die erste Zeile schreiben, bevor Sie das Pro-
gramm abspeichern. Zum Beispiel wird durch POKE 808,225
der STOP-Vektor so verindert, daf3 die STOP-Taste nicht mehr

abgefragt wird und so ein Anhalten IThres Programms durch
RUN/STOP nicht mehr mdglich ist.



62 Das grofie Anti-Cracker-Buch

3.1.4 Autostart iiber Sprungvektoren

Die oben besprochene Autostartmethode zeichnet sich duch ihre
verbliffende Einfachheit aus. Dem BASIC-Programmierer wird
damit die Maglichkeit geboten, mit geringem Aufwand und
minimalen Vorkenntnissen uber die Speicheraufteifung des C64
seine eigenen Programme mit einem Autostart zu versehen.
Diese Methode ist jedoch mit einigen Nachteilen verbunden.
Beispielsweise ist die Eingabe von NEW vor dem Laden nicht
wiinschenswert. Weiterhin kann man beim Einladen auf dem
Bildschirm sehen, mit welchen Befehlen der Awutostart erzeugt
wurde. Dazu kommt noch, daf} im Vergieich zu anderen Ver-
fahren das bearbeitete Programm relativ viele Blocke mehr

bendtigt als ohne den Autostart.

Die nun folgenden Autostartmethoden beziehen sich hauptsich-
lich auf Assemblerprogramme, was nicht bedeutet, dafl mit
ihnen nicht auch BASIC-Programme gestartet werden kdnnen.

Einleitend muf} erwihnt werden, dafl der C64 im Gegensatz zu
vielen anderen Computern Gber ein ROM (Read Only Memory)
verfiigt, in dem das Betriebssystem des Rechners fest abgelegt
ist. Das hat den Vorteil, daB das Betriebssystem nach dem Ein-
schalten nicht erst "gebootet', also eingeladen, werden muf}.
Andererseits bringt gerade diese Eigenschaft den groBlen Nach-
teil fiir den Anwender mit sich, dall er das ROM nicht abindern
und seinen Bediirfnissen anpassen kann. Um dem ein wenig
abzuhelfen, bietet der C64 eine Reihe von sogenannten Sprung-
vektoren an, die zwar vom Betriebssystem benutzt werden, aber
nicht im ROM, sondern am Anfang des Arbeitsspeichers abge~
legt sind. Diese Vektoren liegen ab der Adresse $0300 (768) und
verweisen auf die jeweiligen Routinen innerhalb des
Betriebssystems. An dieser Stelle kann der Programmierer ein-
greifen, indem er die Vektoren auf seine eigenen Routinen
stellt. Es lassen sich jedoch auch andere Effekte erreichen, die
AulBerst nitzlich sein kénnen.

Hier soll eine schematische Darstellung verdeutlichen, wie die
Sprungvektoren vom Betriebssystem benutzt werden.
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Betriebssystem

ind. Sprung
——-JMP ($....)
Routine « ——

Sprungvekicren

—— e

T *Vektor —————

Abb. 3.1.2: Funktion der Sprungvektoren

Nachdem eine Routine direkt oder aus einer anderen Routine
?lleraus angesprur.gen wurde, wird durch einen indirekten Sprung
iber die Vektoren zur eigentlichen Routine verzweigt. Diese
Routine befindet sich im allgemeinen direkt hinter dem indi-
rekten Sprungbefehl, Die ersten Vektoren sind die des BASIC-
Interpreters, die die nachfolgenden aufgefiihrten Funktionen
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erfiillen. Zum besseren Verstindnis ist es ratsam, die Routinen
in einem ROM-Listing, wie es zum Beispiel in dem Buch "64
INTERN" abgedruckt ist, nachzuschlagen,

Adresse Vektor Beschreibung

$0300/0301 $E38B Vektor flr BASIC-Warmstart; wird nach
(TE8/T69) END sowie heim Auftreten eines Fehlers
angesprungen (Fehlernummer im Akku}.
$0302/0303 $A483 Vektor fur Eingabe einer Zeile;
(770/771) Rechner bleibt in der Eingabewarte-
schleife, bis RETURN erfolgt.
$0304/0305 $ASTC Vektor fir Umwandlung in den Inter-

(772/773) pretercode.

$0306/0307 S$A71A LIST-Vektor; wird bei Umwandlung in
(TT47775) den Klartext angesprungen.

$0308B/0309 S$ATES Vektor fur BASIC-Befehlsadresse holen;
(TT6/TTT) zeigt an die Stelle des Interpreters,

die den BASIC-Befehl ausfihrt,
$030A/030B $AEBS Vektor wird angesprungen, wenn ein
(7787779 Element eines Ausdrucks berechnet
werden soll.
$0311/0312 $R248 USR-Vektor; steht nermalerweise auf
(785/786) 'ILLEGAL QUANTITY!'.

Die Vektoren des Betriebssystems stehen ab $0314/03135
Adresse Vektor Beschreibung

$0314/0315 $EA31 IRQ-vektor; wird jede 1/60 Sekunde an-

(788/789> gesprungen.

$0316/0317 S$FE6S BRK-Vektor

(790/791)

$0318/0319 S$FE4TY NMI-Vektor; wird beim Dricken der
(792/793) RESTORE-Taste benutzt.

$031A/031B  $F34A OPEN-Vektor

(794/795)

$031C/031D $F2M CLOSE-Vektor
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(796/797)

$031E/031F  $F20E CHKIN-Vektor

(798/79%)

$0320/0321 $F250 CKOUT-Vektor

¢B00/801)

$0322/0323 $F333 CLRCH-Vektor

(802/803)

$0324/0325 3$F157 INPUT-Vektor; zeigt normalerweise auf
(804/805) Routine flr Eingabe von der Tastatur.
$0326/0327 $F1CA OUTPUT-Vektor; zeigt normalerweise auf
(80&6/807) Routine flr Ausgabe auf den Bildschirm.
$0328/0329 $F4ED STOP-Vektor

(808/809)

$032A/0328 $F13E GET-Vektor

(810/811)

$032£/032D  $F32F CLALL-Vektor

(812/813)

$032E/032F $FE&E Warmstart-Vektor

(B14/815)

$0330/0331 &F4AS LOAD - Vektor

(816/817)

$0332/0333  $F5ED SAVE-Vektor

(818,819

Mit diesen Vektoren lassen sich nun einige ’Kunststiicke' voli-
bringen. Man kann zum Beispiel die LIST-Vektoren so umstel-
len, daf3 diese auf ein RTS zeigen. Das bewirkt, dal3 nach einem
LIST-Befehl sofort wieder ins BASIC zuriickgesprungen wird,
ohne dafl iiberhaupt etwas gelistet wird. Der Befehl witd also
einfach ignoriert. Wir haben noch einige andere Ideen fiir Sie
aufgeschrieben:

POKE 774, POKE?75, Adresse Routine
226 252 $FCE2 (64738) RESET
68 166 $AS44 (42564) NEU
7 168 $A807 (43013) SYNTAX ERROR

160 240 $FOAD (61600) Absturz des Systems
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Natiirlich lassen sich auch die anderen Vektoren auf diese Rou-
tinen 'umbiegen’. Wirkungsvoll wire es zum Beispiel noch beim
SAVE-Vektor. Das Umstellen dieses Vektors 148t zu, dall man
mit einem Programm wie iiblich arbeiten kann; man kann jedoch
danach nicht wieder abspeichern. Dieser Trick stellt also einen
kleinen Kopierschutz dar.

Fiir den BASIC-Anwender kann es auch von Nutzen sein, den
RESTORE-Vektor abzuindern, wodurch eine Unterbrechung des
Programms mittels RUN/STOP-RESTORE unmdaglich  wird.
Auch hier kann wieder zu einer eigenen Routine verzweigt,
bzw. die Funktion ganz ausgeschaltet werden. Dies kann zum
Beispiel durch POKE 792,193:POKE 793,254 erzielt werden,

Durch das Driicken der RESTORE-Taste wird eine bestimmte
Leitung auf Masse gelegt, wodurch ein NMI (nicht maskierbarer
Interrupt) ausgelost wird. Bei einem NMI wird automatisch zur
Adresse $FFFA verzweigt, was mit einer bestimmten Eigenart
des Prozessors zusammenhingt. Von dort aus wird die NMI-
Routine angesprungen, die sofort einen indirekten Sprung iiber
den oben genannten Vektor ausfiihrt. Durch die oben genannten
POKEs wird die Zieladresse des NMI-Vekters in $0318/0319
(792/793) von SFE47 auf SFEC! umgeiindert. In der neuen
Zieladresse steht aber ein RTI-Befehl (Return from Interrupt),
so daB unmittelbar nach dem Aufruf des NMI ein Riicksprung
erfolgt.

Nun zu einer interessanteren Anwendung dieser Vektoren, dem
Autostart, Wie Sie sicherlich wissen, kann man mit
LOAD'PROGRAMMNAME" 8,1 ein Programm in einen
bestimmten Bereich des Speichers laden, wenn es zuvor aus die-
sern Bereich heraus abgesichert wurde. Dieses kann man am
einfachsten mit einem Maschinensprachemonitor, wie zum Bei-
spiel dem PROFI-MON, machen. Werden nun beim Laden eines
Programms die Sprungvektoren {iberschrieben, werden dadurch
alle Zeiger umgestellt, und der Rechner stiirzt ab. Wurde jedoch
vor dem Abspeichern nur ein Zeiger umgeindert und die ande-
ren in ihrem Zustand gelassen, ladt der Computer ordnungsge-

Programmschutz fiir Profis 67

mif, und nur eine einzige Routine wird anders ausgefithrt. Man
kgnn nun einen Vektor umstelien, der nur manchmal benutzt
w‘1rd, zum Beispiel den LIST-Vektor, oder einen, iiber den stin-
dig verzweigt wird. Ein Vektor, uber den immer verzweigt wird
und der deshalb ideal erscheint, ist der STOP-Vektor in
$Q328/0329 (790/791). Auch wihrend des Ladens wird iiber
diese Adresse gesprungen, so dall schon vor Beendigung des
Ladevorgangs ein Autostart erfolgen kann. Doch die speziellen
Eigenarten dieser Routine wollen wir spiter noch genauer
betrachten,

Fir unseren normalen Autostart bietet sich auch die Eingabe-
warteschleife ($30302/0303) an, die fast stindig auf eine Eingabe
von der Tastatur wartet. Diesen Vektor kann man nun auf den
eigenen Programmanfang stellen, so dall nach dem lLaden nicht
mehr der Cursor erscheint, sondern direkt ein Programmstart
erfolgt. Wie aus Abbbildung 3.1.1 ersichtlich, ist es sinnvoll, das
Programm in den Kassettenpuffer ab $033C (828) zu legen, da
sonst der Bildschirm mit abgespeichert werden muB.

Auf diese Weise kann aber nur ein Maschinenprogramm gestar-
tet werden, da zu einer Dbestimmten Adresse gesprungen wird.
Sol! ein BASIC-Programm gestartet werden, so muf3 man eine
kleine Routine zwischenschalten, die folgendermalen aussieht:

033C JSR $A459 ;CHRGET-Zeiger auf Programmstart und CLR
033F JMP $AYAE ;in die Interpreterschleife springen

Eine andere Moglichkeit ist es, uber den OUTPUT-Vektor
$0326/0327 (806/807) zu verzweigen, da dieser bei jeder Aus-
gabe auf den Bildschirm angesprungen wird und dementspre-
chend schwer zu unterdriicken ist. Diese Eigenschaft des OUT-
PUT-Vektors stellt uns jedoch vor ein Problem. Wie soll ein
Programm mit dem abgeiinderten Vektor geSAVEd werden, ohne
dall es schon bei der Ausgabe der Meldung "SAVING" anliuft?

Die einfachste Moglichkeit besteht darin, den Vektor zunichst
unverindert zu lassen und das Programm in den gewinschten
Bereich, am besten ab $033C (828), zu schreiben. Nach der Fer-
tigstellung des Programms wird dieses mitsamt den Sprungvek-
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toren ab $0300 (768) in einen anderen Speicherbereich kopiert.
Dieses Kopieren kann durch eine selbstgeschriebene Routine
oder mit Hilfe eines Maschinensprachemonitors geschehen, Der
Standardbefehl dazu steht in fast jedem Monitor zur Verfligung
und hat folgendes Format:

T (Anfangsadresse) {(Endadresse) (neue Anfangsadresse)

Das Transferieren sollte moglichst in Schritten von 31000 (4096)
vorgenommen werden, da die Adressenumrechnung dadurch
erheblich vereinfacht wird. Ein Programm, das im Kassetten-
puffer liegt, sollte also méglichst mit den Sprungvektoren ab
$0300 in den Bereich ab $1300 verschoben werden,

Danach wird der QUTPUT-Vektor, der sich jetzt in $1326/1327
befindet, auf unseren Programmstart abgeindert. Beginnt das
Programm im Orginalbereich ab $033C, so muf} diese Adresse in
den OUTPUT-Vektor geschrieben werden, was dann so aussieht:

$1300 3C 03

Beachten Sie dabei, daB die Sprungvektoren im LOW- und
HIGH-Byte-Format vorliegen.

Das folgende Programm erméglicht es Thnen, ein gewdhnliches
Programm, das mit RUN gestartet wird, mit einem Autostart zu
versehen,
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coco
€002
co05
coos
CO0A
coaD
COOF
cotz
Co14
co16
co19
CO1A
cotm
£020
co2z
c024
coz27
coz9
coze
co20
CO2F
€031
co33
co36
Co38
CO3A
co3c
CO3E
€041
C043
C046
Co47
CO4A
CO4D
CO4F
€051
C054
co55
Co57
co59

LDA
STA
STA
LDA
STA
LDX
LDA
CMP
BEQ
JSR
INX
JMP
JSR
LDX
LDY
JSR
LDX
LDY
STX
STY
LDA
STA
JSR
LDA
CMP
BNE
LDX
LDA
BEQ
JSR
[NX
JMP
JSR
LDX
LDA
STA
INX
BNE
LDX
LDY

#8500
$0020
$0021
#3$05
30286
#$00
$C090, X
#3520
$C01D
$FFD2

$COOF
$C082
#4508
#301
$FEBA
#500
#$CF
$6B

$BC
#300
$50
$FFDS
$90
#340
$C000
#300
$CO91, X
$C04A
$FFD2

$CO3E
$C082
#$00
#3320
$0400, X

$C051
840
#$03

Farbwert fur Schwarz laden und

in Register fur Hintergrund und
Vordergrund schreiben

Farbwert flr Grin

in Register fir Schriftfarbe

Zeiger suf $00 stellen

erstes ASCII-Zeichen holen

mit SPACE vergleichen

wenn SPACE, dann Schleife beenden
Zeichen auf Bildschirm ausgeben
Zeiger un 1 erhéhen

néchstes Zeichen holen

Unterroutine fir Eingabe des Pgm-Namens
Wert fdr Laufwerk ¢,8)
Sekundiradresse = 1 setzen
File-Parameter setzen

LOW-Byte des Zeigers auf Filenamen
HIGK-Byte des Zeigers auf Filenamen
Zeiger auf Filename setzen

(Zeropage 187/188)

Wert fur Programmodus in

Flag schreiben (Meldung unterdriicken)
Programm laden

Wert aus Fehlerstatus laden

und testen

Fehler, dann zum Programmstart zurdck
Zeiger auf 300 setzen

ASCI1-Zeichen holen

Ende, dann Schleife beenden

Zeichen ausgeben

Zeiger erhthen

nachstes Zeichen holen

Filenamen eigeben

Zeiger auf $00 setzen

Wert fir SPACE

in Bildschirmspeicher schreiben
Zeiger erhdhen

kleiner 255, nichste Position léschen
LOW-Byte des neuen QUTPUT-Vektors
HIGH-Byte des Vektors
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COBB
CO5E
C0é1
Co63
CO66
c0s9
COSA
cosc
COGE
co70
co7e
CO74
co7s
co78
CO7A
co7c
CO7F
cos2
C084
c08s
coss
coac
coso
CO8F
o9
€093

COAA
COAC
CDAE
coe1
CCB4
COBY

STX
STY
LDX
LDA
STA
[NX
CPX
BNE
LDX
LDY
§TX
STY
LDA
LDX
LDY
JSR
JMP
LDX
STX
JSR
STA
INX
INC
CMP
BNE
RTS

LDX
LDY
STX
STY
JSR
JMP

$0326
$0327
#$00
$COAA, X
$0340,X

#$10
$C063
#300
#$03
$FRB

$FC
¥$FB
$AE

SAE
$FFDB
$0340
#$00
$87
$FFCF
$CFOT, X

$B7
#30D
$C086

#ICA
#$F1
$0326
$0327
$AL59
SATAE

Herte in OUTPUT-Vektor

schreiben

Zeiger auf 300 setzen

Byte flr Startprogramm holen und in
Tastaturpuffer schreiben

Zeiger erhdhen

vergleicht auf Anzahl der Bytes

nicht alle Bytes, dann weijter
LOW-Byte und

HIGH-Byte der Startadresse des Programms
in Zeropage

speichern

Zeiger auf Startadresse setzen
LOW-Byte der Emdadresse in X-Register
HIGH-Byte der Endadresse in Y-Register
Programm speichern

zu Programmstart (Programm testen)
Zeiger und Liange des Namens

auf 300 setzen

Zeichen von Tastatur holen

Zeichen speichern

Zeiger erhéhen

Lange des Names erhdhen

ist Zeichen = RETURN?

nein, dann niéchstes Zeichen holen
Riicksprung

LOW-Byte des OUTPUT-Vektors laden
HIGH-Byte des OUTPUT-Vektors laden
LOW-Byte in OUTPUT-Zeiger schreiben
HIGH-Byte in OUTPUT-Vektor schreiben
CHRGET-Zeiger auf Programmstart und CLR
in die Interpreterschleife springen

CO?0 93 0D 50 52 4F 47 52 41 PROGRA
CO98 4D 4D 4E 41 4D 45 3A 20 MMNAME :
COAD 28 4E 45 55 29 00 (NEU)
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Hier der BASIC-Loader des oben abgedruckten Autostart-Pro-
gramms;

5 N=4§152

10 READX:FX=- 1THEN30

20 $=S+X:POKE N,X:N=N+1:G0TG 10

30 1FS<>22926 OR N<>69339 THEN PRINTFEHLER IN DATA SY:END

40 SYS49152

101 DATA 169,0,141,32,208,141,33,208,16%,5, 141, 134,2,162,0, 180, 148,192 2
01

102 DATA 32,240,7,32,210,255,232,76,15,192,32,130, 192, 162, 8,160, 1,32, 186
,255

103 DATA 162,0,160,207,134,187,132,188,169,0,133, 157,32, 213,255, 165, 144,
201

104 DATA 64,208,196,162,0,189,149,192,240,7,32,210,255,232,76,62, 192,32,
130

105 DATA 192,162,0,169,32,157,0,4,232,208, 250,162, 64,160, 3, 142,38,3, 140,
19

106 DATA 3,162,0,189,170,192,157,64,3,232,224, 16,208, 245,162,0,160,3, 134
,251

107 DATA 132,252,169,251,166,174,164,175,32,216,255,76,44,3,162,0,134, 18
3

108 DATA 32,207,255,157,0,207,232,230,183,201, 13,208, 243,96, 147,13, 80, 82
,79

109 DATA 71,82,65,77,77,78,65,77,69,58,32,40,78,69,85,41,0,162,202,160,2
41

110 DATA 142,38,3,140,39,3,32,89,166,76,174,167,32, -1

3.1.5 Stapel-Autostart

Eine weitere Alternative zu den eben besprochenen Autostart-
methoden bietet der sogenannte Stapel-Autostart. Der Stapel,
auch Stack genannt, befindet sich im Bereich von $0100 (256)
bis $O0IFF (511) (siehe Abbildung 3.1.1) und enthilt unter
anderem die Rilicksprungadressen des Programms beim Aufrufen
von Unterprogrammen. Da auch das Laden von einem Unterpro-
gramm aus geschieht, kann der Stapel dabei mit dem Einsprung
unseres Programms Uberschrieben werden., Dabei mul} die
Startadresse plus $01 in Low- und High-Byte abgelegt werden,
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Beim Riicksprung hoit sich der Rechner nun die Adresse aus
dem Stapel, die ja mittlerweile abgeindert wurde, und verzweigt
dementsprechend.

Genau betrachtet, funktioniert dieses Prinzip nur durch eine
besondere Eigenschaft des Stapels; der Stapel ist ein sogenanntes
LIFO-Register, das 255 Bytes grof3 ist. LIFO ist eine Abkiirzung
fur den englischen Ausdruck "LAST IN, FIRST OUT", was
soviel bedeutet wie: zuletzt hinein, zuerst heraus. Das heifit also,
daB das Byte, das zuletzt auf den Stapel geschoben wurde, als
erstes wieder herauskommt, Zu vergleichen ist diese Methode
mit einem Stapel von Tellern, Der Teller, der als letztes auf den
Tellerstapel gelegt wurde, wird auch als erstes wieder herunter-
genommen.

Damit der Computer weif3, welches Byte nun als letztes abgelegt
wurde, existiert ein sogenannter Stapelzeiger. Dieser Stapelzeiger
ist ein Ein-Byte-Wert, der die "Hohe" des Stapels anzeigt. Steht
dieser Zeiger zum Beispiel auf $F7, wird das nichste Byte aus
der Adresse gelesen, die sich aus dem Stapelanfang und dem
Zeiger ergibt. In diesem Fall wiire das $0100 + $F7 = $01F7.

Wiahrend des Programmablaufs kann der Zeiger mit dem TSX-
Befehl in das X-Register geschoben und so ausgelesen werden.
Umgekehrt kann der momentane Wert des X-Registers mit TXS
als Stapelzeiger eingesetzt werden.

Bei einem Unterprogrammaufruf durch den JSR-Befehl (Jump
to Subroutine) wird die Adresse des zuletzt bearbeiteten Bytes
auf den Stapel geschoben. Folgendes Beispiel soll dieses verdeut-
lichen:

1000 JSR $1080 Aufruf des Unterprogramms
1003 INC $D020 beliebiger nidchster Befehl

Der Unterprogrammaufruf liegt hier ab der Adresse $1000. Da
der JSR-Befehl drei Bytes lang ist, wird die Adresse $1002 auf
den Stapel geschoben. Dieses geschieht in der Reihenfolge LOW-
und HIGH-Byte. Es wird also zuerst der Wert 302 (LOW-Byte
der Adresse) und dann erst der Wert $10 (HIGH-Byte der
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Adresse) auf den Stapel geschoben. Bei der Beendigung der
Unterprogrammroutine durch den RTS-Befehl (Return from
Subroutine) wird die Absprungadresse wieder zuriickgeholt. Da
der niichste Befehl aber ab $1003 steht, mul3 zu dem LOW-Byte
der abgelegten Adresse noch $01 addiert werden.

Dieses System der AdreBspeicherung im Stapel kénnen wir uns
zunutze machen, um nach dem Laden einen Autostart durch-
fithren zu lassen. Wie schon oben erwihnt, werden withrend des
Ladevorgangs im Betriebssystem selbst mehrere Unterprogramme
aufgerufen. Zum Beispiel wird die Ausgabe des "SEARCHING
FOR" auf dem Bildschirm von einer Unterroutine {ibernommen.
Aber auch der gesamte Ladevorgang wird durch ein RTS been-
det. Uberschreiben wir nun den gesamten Stapel von $0100 bis
$01FF mit bestimmten Werten, wird nicht mehr zu der abgeleg-
ten Adresse zurlickgesprungen, da diese mittlerweile {iberschrie-
ben wurde. Es ist auch véllig unerheblich, auf welchen Wert der
Stapelzeiger steht, da ja der gesamte Stapel (iberschrieben wurde.

Jetzt missen wir uns nur noch iiberlegen, mit welchen Werten
der Stapel uberschrieben werden soll. Da der Wert des Stapels
unbekannt ist, ist es am einfachsten, den gesamten Stapel mit
nur einer Zahl zu fullen. Dafiir bietet sich der Wert $02 an.
Wenn alle Werte $02 sind, muB bei einem RTS zu der Adresse
$0202 + $01, also zu $0203 verzweigt werden.

Schauen Sie sich die Adressen ab $0203 an, so werden Sie fest-
stellen, dal3 der gesamte Speicherbereich von $0200 (512) bis
$0258 (600) als BASIC-Eingabepuffer fungiert. Da wir den
BASIC-Eingabepuffer aber momentan nicht brauchen, kann hier
ein Programm abgelegt werden. Die nun zur Yerfiigung stehen-
den 88 Bytes ($58) reichen zwar nicht fiir ein lingeres Pro-
gramm, sie bieten aber genug Platz fiir ein Ladeprogramm, dem
eventuell noch eine Decodierroutine angeschlossen werden kann.

Das folgende Programm soll Thnen als Programmbeispiel dienen,
um Thre eigenen Programme mit einem Stapel-Autostart verse-
hen zu koénnen. Da es wegen des iberschriebenen Stapels nicht
im Orginalbereich geschrieben werden kann, ist es ratsam, das
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Programm, wie oben beschrieben, ab $1100 zu schreiben. Nach-
her kann die Startadresse mit dem in Kapitel 3.1.4 abgedruckten
Programm auf $0100 abgetindert werden.

Unser Programm soll ein zweites Programm von Diskette nach-
laden und es ab $8000 starten. Als erstes mufl eine kleine Rou-
tine geschrieben werden, die den Bereich von $1100 bis $11FF
mit dem Wert $02 fullt. Als Startadresse haben wir 3C000
(49152) gewihlt.

CO00 LDA #%02 FUllwert Laden

c002 LDX #3%00 Zeiger auf $00 setzen

C004 STA $1100,X Flllwert speichern

C007 INX Zeiger erhchen

CODB BNE $C004 wenn kleiner $00 ($FF+1), nichster Wert
CODA RTS Ricksprung

Nun folgt das eigentliche Programm:

1200 BRK drei Kullbytes
1201 BRK {Bytes sind
1202 BRK unerheblich)

1203 LDX #$0B Gerdtenummer fiir Floppy

1205 LDY #3801 Sekundiradresse

1207 JSR SFFBA File-Parameter setzen

120A LDX #$1B LOW-Byte der Filenamen-Adresse
120C LDY #%02 HIGH-Byte der Filenamen-Adresse
120E LDA #$04 Lange des Filenamens

1210 JSR $FFBD Namensparameter setzen

1213 LDA #$00 Flagwert f4r LOAD (sonst VERIFY)
1215 JSR $FFD5 File laden

1218 JMP %8000 zur Startadresse springen

1218 4E 41 4b 45 00 00 00 00
Um das Beispiel zu vervollstindigen, haben wir ein kleines Pro-

gramm ab $8000 geschrieben, das die Rahmenfarbe in mehreren
Schleifendurchliufen 4ndert.
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8000 LDX #$00 ersten Zeiger setzen
8002 LDY #$00 zweiten Zeiger setzen
8004 INC 30020 Rahmenfarbe erhshen
8007 INX ersten Zeiger erhdhen
BGO8 BNE $8004 kleiner 255, dann weiter
800A INY weiten Zeiger erhthen
8008 BNE 38004 kleiner 255, dann weiter
8000 RTS Ricksprung

3.1.6 Autostart wihrend des Ladens

Wie schon oben erwihnt, besitzt einer der Sprungvektoren eine
besondere Eigenschaft, die sich hervorragend fir eine spezielle
Art des Autostarts eignet. Es handelt sich hierbei um den STOP-
Vektor in $0328/30329 (808/809), der zu einer Routine in
SFO6ED verzweigt. An dieser Stelle wird das STOP-Flag getestet,
um den jeweiligen Programmablauf zu beenden, wenn die
RUN/STOP-Taste gedriickt wurde.

Wie uns schon von den anderen Autostart-Systemen her bekannt
ist, werden die einzelnen Funktionen indirekt iiber die Sprung-
vektoren angesprochen. Diese Eigenschaft haben wir uns bej
dem OUTPUT-Vektor zunutze gemacht, um nach dem Laden
nicht zur READY-Meldung, sondern zu unserem Programmstart
zu verzweigen. Hier ist der wesentlichste Unterschied zwischen
dem STOP-Vektor und den anderen Sprungvektoren festzustel-
len: Uber den STOP-Vektor wird nicht erst nach, sondern schon
wihrend des Ladens verzweigt. Wir kénnen also schon vorzeitig
einen Programmstart durchfithren.

Sicher entspricht dies nicht dem iiblichen Ladevorgang, und
vielleicht werden Sie sich auch fragen, welchen Sinn es hat, ein
Programm zu starten, bevor es sich uberhaupt vollstindig im

Speicher befindet, aber wir kénnen daraus einige Vorteile zie-
hen.

Wenn wir bisher einen Sprungvektor umgestellt haben, um ihn
auf unsere Routine zu stellen, haben wir das LOW- und HIGH-
Byte verindert. Dadurch war es uns méglich, jede beliebige
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Adresse anzusprechen. Da aber nach jedem Byte, das eingelesen
wird, iiber den STOP-Vektor verzweigt wird, ist es nicht mig-
lich, die gesamte Adresse zu Andern. Andern wir nur das LOW-
Byte, miiBte zu einen Programm in $F6.. verzweigt werden, da
das HIGH-Byte des Vektors $FGED erhalten bleibt. In diesem
Bereich liegt aber das Kernal-ROM, so dall dort kein eigenes
Programm stehen kann.

Die einzige Méglichkeit besteht also darin, das LOW-Byte mit
dem Originalwert zu {iberschreiben und nur das HIGH-Byte zu
indern. Zu dem Zeitpunkt, an dem der Vektor geindert wird,
muf sich aber ein Teilstiick des Programms bereits im Speicher
befinden, zu dem wir verzweigen koénnen. Es bleiben also nur
die Adressen $00ED, $01ED oder $02ED zur Auswahl. Hier
bietet sich der Bereich ab $02ED an, da die ersten beiden mit
Vektoren und Zeigern belegt sind. AuBerdem stehen im Bereich
von $02A8 bis $02FF keine wichtigen Informationen, und es
muf3 auch kein unbenutzter Speicherbereich zwischen unserem
Programm und dem Sprungvektoren mit abgespeichert werden.

Nachdem unsere Routine gestartet wurde, kann die Originalla-
deroutine durch eine eigene ersetzt werden, Aus Platzmangel ist
es jedoch ratsam, den Ladevorgang erst zu unterbrechen, wenn
ein weiteres Programm in den Kassettenpuffer von $033C bis
$03FF geladen wurde. AuBerdem miissen die Sprungvektoren
nach dem STOP-Vektor bis zum Ende eingeladen werden.
Danach k3nnen wir weitere Programme in jeden beliebigen
Speicherbereich laden.

Ein Programm, das eigentlich ein einziges langes File ist, kann
sich aus dem Loader, einem BASIC-Programm ab $0801, einem
Maschinensprachemonitor ab $8000 und einem Diskmonitor ab
$C000 zusammensetzen. Auch kdnnen Programme wunter die
ROM-Bereiche geladen und zwischenzeitlich benutzt werden.

Hier nun ein Beispielprogramm, das ein Programm mit BASIC-
Kopf nach $0801 ladt und dort startet, Die Sprungvektoren ab
$0300 missen natiirlich unverfiindert mitabgespeichert werden,
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damit der Rechner nicht abstiirzt, wie es zum Beispiel bei der

Ausgabe auf den Bildschirm oder einem Interrupt der Fall sein
kann.

0300 8B E3 83 A4 7C A5 1A A7
0308 E4 A7 B& AE XX XX XX XX
0310 4C 48 B2 00 31 EA 66 FE
0318 47 FE 4A F3 91 F2 OE F2
0320 50 F2 33 F3 57 F1 CA F1
0328 €D 02 3E F1 2F F3 &6 FE
C330 AS F4 ED F5

Programm wird ab $0801 geladen:

0334 0B 08 CO 07
0338 9 32 30 36 31 00 00 00

02A8 JSRISEE13 Byte vom IEC-Bus holen

02AB LDY %90 Status abfragen

02AD BNE $02C4 verzweigt, wenn Fehler (Datenende)
02AF SE] [nterrupt verhindern

0280 TAX Byte in X-Register retten

0281 LDA #334 Wert flr Speicherbelegung

0283 STA 301 RAM unter ROM einblenden

02B5 TXA Byte wiederholen und

02B6 STA (SAE),Y abspeichern ($AE/$AF Zieladresse)
0288 LDA #8337 Wert flr Speicherbelegung

02BA STA $01 ROM wieder einblenden

0ZBC CLI Interrupt freigeben

0Z2BD INC $AE Zieladresse (LOW-Byte) erhshen
02BF BNE %$02A8 kein Ubertrag, dann nichstes Byte
02C1 INC SAF Zieladresse (HIGH-Byte) erhshen
02C3 JMP $02A8 néchstes Byte holen

02C6 TYA Statuswert in Akku schieben

02C7 AND #3FD Bit 1 l8schen (Fehler beim Lesen)
02C9 BNE $02CF Datenende, dann $02CF

Q2CB STA 390 Statuswert abspeichern

02¢D BEQ $02A8 unbedingter Sprung zum Anfang



78 Das grofle Anti-Cracker-Buch

Datenende erreicht

02CF JSR $F528 File schlieBen

02D2 LDA $AE Zeiger (LOW) der Endadresse
0204 STA $2D in Zeiger flir BASIC-Programmende
0206 LDA $AF Zeiger (HIGH)

0208 STA $2E in BASIC-Programmende

02DA LDA #$ED LOW-Byte STOP-Vektor

02DC STA %0328 abspeichern

02DF LDA #$F6 HIGH-Byte STOP-Vektor

02E1 STA $0329 abspeichern

02E4 LDA #300 Code-Wert fur Schwarz

02E6 STA 30020 Rahmenfarbe setzen

02E9 JIMP $080D Programmstart

02EC NOP No Dperation

Einsprung iber STOP-Vektor ($0328,/30329)
Der Ladevorgang wird erst unterbrochen, wenn alie Sprungvek-
toren eingelesen sind.

02ED LDA $AE Zieladresse (LOW-Byte) laden
0ZEF CMP #$34 mit $0334 vergleichen

02F1 BEQ $02F4 Adresse erreicht, dann weiter
02F3 RTS sonst weiterladen

02F4 LDA #$01 neue Zieladresse (LOW-Byte)
02F6 STA SAE abspeichern

02F8 LDA #5308 neue Zieladresse (HIGH-Byte)
G2FA STA S$AF abspeichern

D2FC BNE $0OZAB unbedingter Sprung zu $02A8

0340 (080OD) LDX #$00 1. Zeiger setzen
0342 (080F) LDY #%00 2. Zeiger setzen
0344 (0B12) INC $D020 Rahmenfarbe erhohen

0347 (OB153 INX 1. Zeiger vermindern
0348 (0816) BNE $0344 kleiner 255, dann weiter
034A (0818) INY 2. Zeiger vermindern
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034B (0B19) BNE $0344  kleiner 255, dann weiter
034D (0B81B) BRK Riicksprung

Ab der Adresse $0340 liegt ein kleines Programm, das nach dem
Autostart ab $080D liegen wird. Die BASIC-Startzeile mit dem
SYS-Befehl ist oben mit den Sprungvektoren ab $0334 abge-
druckt. Anstelle unseres kleinen Beispielprogramms kénnen Sie
natirlich ein beliebiges anderes Programm einsetzen, das ab

$080D> gestartet wird. Dazu steht Thnen der gesamte Speicher zur
Verfiigung.

Da Sie jetzt in der Lage sind, die Programme in beliebige
Speicherbereiche zu laden, kénnten Sie eventuell wie folgt fort-
fahren: Setzen Sie unmittelbar hinter das Programm, das ab
080D beginnt, ein weiteres, das Sie zum Beispiel ab $F000
laden. Nach dem Laden kénnen Sie dann mit

LDA #3834
STA $01

den gesamten ROM-Bereich auf das darunterliegende RAM
umblenden. Hier sind Threr Kreativitit keine Grenzen gesetzt.

3.1.7 Autostart iiber Interrupt

Nach dem unter 3.1.6 beschriebenen Verfahren kann ein Auto-
start wiihrend des Ladevorgangs auch iiber den Interrupt-Vektor
in $0314/30315 (788/789) durchgefithrt werden. Der Interrupt-
Yektor wird alle 60stel Sekunde benutzt, um verschiedene
Funktionen durchzufithren. Dazu gehdren unter anderem die

Cursorfunktion, die Abfrage einzelner Tasten und die Dataset-
tensteuerung.

Wenn wir den IRQ-Vektor benutzen, kann das Prinzip des
STOP-Vektors beibehalten werden, Allerdings stellt sich hier das
Problem, den Interrupt genau zu berechnen. Im Gegensatz zum
STOP-Vektor kénnen wir hier nicht genau sagen, nach welchem
eingeladenen Byte der Vektor wieder benutzt wird. Die Routine
ab $02ED, die solange in die Originalladeroutine zuriickspringt,
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bis ein bestimmtes Byte geladen wurde, kann hier nicht mehr
verwendet werden. Stattdessen milssen wir sofort unsere eigene
Laderoutine verwenden und mit dieser bis zu einem bestimmten
Byte laden. Achten Sie darauf, daf3 zu Beginn lhrer Routine ein
SEI-Befehl steht, jeder weitere Interrupt also unterdriickt wird.
Ohne diesen Befehl wiirde das Programm beim nichsten Inter-
rupt erneut einspringen, was zu einem totalen Chaos und einem
sicheren Absturz des Rechners fithren wiirde.

3.1.8 Autostart iiber die CIAs

Neben den diversen Mdglichkeiten, einen Autostart iber den
Stapel oder die Sprungvektoren durchzufithren, kann man zu
diesern Zweck auch die CIAs verwenden. Dabei wird zu einem
bestimmten Zeitpunkt ein NMI, also ein nicht maskierbarer
Interrupt, von einem Timer der CIAs ausgeldst.

An dieser Stelle taucht der erste Unterschied zu den bisher
besprochen Autostartmethoden auf, der uns gieichzeitig auch vor
ein Problem stelit. Wenn von den Timern ein NMI ausgeldst
wird, so wird iiber den NMI-Vektor in $0318/30319 (792/793)
zur Adresse $FE47 verzweigt, Zwar kann dieser Vektor in
gewohnter Manier auf unsere Routine gestellt werden, dieses
muf3 jedoch vor dem Ladevorgang erfolgen. Daraus folgt, dafB
ein automatischer Programmstart nur von einem Ladeprogramm
durchgefithrt werden kann, was die ganze Sache ziemlich absurd
und sinnlos erscheinen 14Bt,

Doch auch wenn die CIAs nicht fir einen richtigen Autostart zu
gebrauchen sind, kann hier ein wirksamer Programmschutz
installiert werden. Das nun folgende Beispiel soll verdeutlichen,
wie die Timer gestellt werden miissen, um wihrend des Ladens
einen NMI an einer bestimmten Stelle auszulésen,

Dazu muf3 der NMI-Vektor in $0318/30319 (792/793) zuerst auf
$2000 gestellt werden. Das kann mittels POKE, eines kleinen
Maschinenspracheprogramms oder durch Uberschreiben des
Vektors whhrend des Ladens geschehen. Das eigentliche Pro-
gramm mul} ab $DD06 geladen werden, damit die Werte direkt
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in der.x Speicherzellen fir den Timer stehen und die anderen
Funktionen der CIAs nicht beeintrichtigt werden.

In den Speicherzellen $DD06 und $DDO7 steht im LOW- und
HIGH-Byte-Format der Wert, von dem aus der Timer B auf
Null herunterzihlt. Dieser Wert steht hier auf $0001, so daB
nach dem Starten des Timers B durch das Verindern des Wertes
in $DDOF ein NMI ausgeldst wird. Die ndchsten vier Bytes sind
filr die Echtzeituhr zustindig und interessieren an dieser Stelle

picht. Das folgende Byte stellt das "Serial Data"-Register dar und
ist fiir uns auch uninteressant.

In $DDOD, dem "Interrupt Control"-Register, missen die Bits 1
und 7 gesetzt werden. Bit | = | zeigt an, daB ein Unterlauf von
Timer B stattgefunden hat. Wenn ein Bit aus diesem Register
gesetzt ist, so muB Bit 7 auch gesetzt sein, um das anzuzeigen.

Der Wert $80 in $DDOFE heiBt, daB Bit 7 = 1 ist, was die Takt-
frequenz des Echtzeituhr-Triggers auf 50 Hz stellt. Aber auch
dieses Register beeinflufit den NMI von Timer B nicht. Interes-
sant wird es wieder in Register 15, also in SDISOF. Hier mul} Bit
0 gesetzt werden, um den Start des Timers B anzuzeigen. Bit 5

und 6 miissen geldscht sein, damit Timer B die Systemtakte
ziihlt,

Die Inhalte der Speicherzellen $DD06 bis $SDDOF kénnten aiso
folgendermaBen aussehen:

DDOD XX XX XX XX XX XX 01 00
DDO8 00 00 00 91 00 82 80 19

Diese Bytes, die ein beliebiges Programm darstellen sollen, ste-
hen nach dem Laden ab $3000.

DD10 01 02 03 04 05 06 07 08
DD18 09 10 11 12 13 14 15 16
DD20 17 18 19 20 21 22 23 24

Wer}n Sie diese Datenfolge auf einer Diskette ablegen wollen, so
speichern Sie bitte die Bytes zuerst aus einem anderen Speicher-
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bereich ab, zum Beispiel $1D00, und #ndern nachtriglich die
Startadresse mit dem Programm aus 3.1.4 auf $DD00 um.

Das hier abgedruckte Programm wird nach dem NMI gestartet
und setzt die Zieladresse der nichsten Bytes, die geladen wer-
den, auf $3000. Das Programm kann mit einem RTI (Return
from Interrupt) beendet werden, da es durch einen Interrupt
aufgerufen wurde.

2000 SEI maskierbaren Interrupt verhindern
2001 LDX #$00 LOW-Byte der neuen Zieladresse
2003 LDY #330 HIGH-Byte der neuen Zieladresse
2005 STX SAE LOW-Byte abspeichern

2007 STY SAF HIGH-Byte abspeichern

2009 CLt Interrupt wieder freigeben

20CA RTI Ricksprung vom Interrupt (NMI)

Warend des Ladens sind keine Verfinderungen sichtbar. Trotz-
dem stehen die Bytes jetzt ab der Adresse $3000.

3000 01 02 03 04 05 06 07 08
3008 09 10 11 12 13 14 15 16
3010 17 18 19 20 21 22 23 24

3.1.9 Autostart mit AdreBverschiebung

Wie in Kapitel 3.1.6 beschrieben, ist es méglich, einen Autostart
wihrend des Ladens durchzufiithren., Mit diesem Autostart
konnten wir durch das Verindern der Speicherzeilen $AE/$A_F
(174/175) die Zieladresse eines Programmes. umstelle‘n. Da die
Adresse des jeweils zu ladenden Bytes in d1essl3n SDEICheI:ZGHEH
{(im LOW- und HIGH-Byte-Format) abgelegt ist, kann sie auf
eine belicbige Endadresse abgefindert werden, ab der das Pro-
gramm dann weitergeladen wird,

Diese Zieladresse mull aber nicht unbedingt vom Programm aus
verindert werden, Die Speicherzellen $AE/$AF kénnen wﬁhrf:r%d
des Ladens auch direkt iiberschrieben werden, wenn das Origi-
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nalprogramm vor dieser Adresse zu laden beginnt. Wird nun das
LOW-Byte der Zieladresse verdndert, ergibt das nicht viel Sinn,
da das HIGH-Byte immer noch auf 300 steht (Zieladresse
$O00AE) und so nur innerhalb der Zeropage weitergeladen wer-
den kann. Es ist also sinnvoll, das LOW-Byte mit dem Original-
wert zu iiberschreiben und nur das HIGH-Byte zu indern.

Da wir am Ende des Ladeprogrammes wieder einen Autostart
durchfithren wollen, also in den Bereich zwischen $0100 und
$033C weitere Bytes schreiben missen, und da trotzdem ein
Programmteil zwischen $0800 und SFFFF liegen soll, missen wir
uns hier eines kleinen Tricks bedienen. Wir stellen den Zeiger in
SAE/$AF so um, dafl zum Beispiel in den Bereich ab SFE00
plus dem LOW-Byte geladen wird, In diesem Bereich liegt zwar
momentan ROM-Bereich, was uns aber nicht weiter stdren soll,

da beim Laden die Bytes in den darunterliegenden RAM-
Bereich geschrieben werden.

Es wird nun also ein beliebiges Programm in den Bereich ab
$FE0O geschrieben, das spater dort gestartet werden kann, Das
funktioniert natiirlich nur, wenn der Bereich zuvor mit

LDA #%35
STA %01

auf den darunterliegenden RAM-Bereich umgeschaltet wurde.

Nun muB das Programm bis $SFEFF weitergeladen werden. Wenn
thr Programm nicht so lang ist, kann der restliche Bereich auch
mit Nullbytes aufgefillt werden. Fir den Fall, daB Ihnen fir
das Programm nicht genug Platz zur Verfiigung steht, kann das

HIGH-Byte des Zeigers in 3AE/$AF auf eine beliebige andere
Zieladresse gestellt werden.,

Nachdem ein Byte in $SFFFF abgelegt wurde, die letzte Adresse
des Speichers also erreicht wurde, wird das nichste Byte am
Anfang des Speichers abgelegt. Es wird also ab $0000 weiter-
geladen. Von hier an kann nun normal weitergeladen werden,
wenn die Zeropage-Adressen mit Originalwerten iiberschrieben
werden. Der Inhalt der Zeropage kann zuvor ausgelesen und
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spiater mit diesen Werten wieder tberschrieben werden. Auf die
Adressen SAE/$SAF ist hier wieder besonders zu achten.

Am Ende kann ein beliebiger Autostart, zum Beisg)ieél mlthﬁe

i den. Danach mu er -

des Stapels, durchgefithrt wer . T Rom-

i i liegt, auf den darunterlieg
Bereich, in dem unser Programm s terlicgen-
, i Itet werden, und unser Prog

den RAM-Bereich umgescha . 1 ; am

h hier kdnnen Sie noch wei \

kann gestartet werden. Doch auc s tere,

eigeneg Ideen mit einbauen, um Ihr Programm fiir andere so "un
verstindiich" wie mdéglich zu gestalten.

3.2 Priifsummen und Selbstzerstérung

Das Bilden einer Priifsumme von einem Masc};irifnproira;gﬁll

i i d als Anderungsschutz. Falls ma

eignet sich hervorragen . ssch rals man sch
i Fremdeingriff schiitze ,

Maschinenprogramm vor einem ! n mochte,

i i i iufsumme von seinem Maschi p

bildet man einfach eine Prii . r

gramm und fragt diese irgendwann mitten im Programmablauf

ab.

Es gibt einige Methoden, Prifsummen zu b_ilden. Wir haben hier
ein Priifsummen-Programm fiir Sie vorbereitet:

2000 LDY #800 ersten Zdhler setzen

2002 LDX #3810 zweiten Zdhler setzen

2004 LDA #%00 LOW-Byte der Anfangsadresse laden
2006 STA $26 und speichern

2008 LDA #%10 HIGH-Byte der Anfangsadresse laden
200A STA $27 und speichern

200C LDA ($26),Y Wert laden

200E CLC und mit dem -
200F ADC $02 Wert aus Speicherzelle $02 addieren
2011 STA $02 und wieder in $02 speichern

2013 INY Zdhler erhdhen )

2014 BNE %200C noch keine 255 Bytes, dann nidchstes Byte
2016 INC 327 HIGH-Byte erhchen

2018 DEX Zahler vermindern

2019 BNE $200C falls Zdhler nuli, dann weiter
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201B LDA $02 berechneten Prifsummenwert laden

201D CMP #3364 und mit vorgegeben Wert vergleichen
201F BEQ 32029 falls Werte gleich, dann Riicksprung
2021 LDX #$00 Zdhler auf Null setzen

2023 INC $D020 Rahmenfarbe erhthen

2026 INX Zdhler erhshen

2027 BNE %2023 falls 255 mal erhdht, dann Riicksprung
2029 RTS Rlcksprung

Das Programm bjldet eine Priifsumme von dem Speicherbereich
$1000 - $1FFF. Die Bereiche lassen sich begrenzen, indem man
den Zihler in Zeile $2002 entsprechend setzt. Auch der zu prii-
fende Speicherbereich 148t sich angeben, indem man das LOwW-
und HIGH-Byte in Zeile $2004 und $2008 entsprechend
umstellt. AnschlieBend wird ein Byte aus dem vorgegebenen
Bereich geladen und zu dem Wert aus der Speicherzelle $02
addiert. Dieser Wert ist beim ersten Durchlauf der Schleife
gleich Null., Beim zweiten Durchlauf steht dort der Wert der
ersten geladenen Speicherzelle. Beim dritten Durchlauf wird der
geholte Wert mit dem in $02 addiert. Bei einem Uber[auf‘, also

wenn die Summe 255 Uberschreitet, wird wieder von Null an
weiteraddjert,

Nach der Prt‘ifsummenbildung wird der berechnete Wert aus der

Speicherzelle $02 geladen und mit einem vorgegebenen Wert
verglichen. Hier muR natiirlich auch die richtige Priiffsumme von
dem eigenen Programm stehen. Diese IiBt sich auch mit dem
gleichen Programm berechnen. Nach der Priifsummenberechnung

braucht man nur den Wert aus dem Akku zu lesen und in die
Zeile $201D einzusetzen,

Falls nun eine Anderung an dem gepriiften Programm vorljegt,
und die Prifsumme nicht stimmt, wird bei unserem Beispieipro-
gramm nur die Rahmenfarbe erhdht, Anschlieflend folgt der
Ricksprung. Falls dije Prufsumme stimmt, also wenn  keine

Anderungen am Programm vorliegen, wird direkt zum Riick-
sprung verzweigt.
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In der Praxis solite an dieser Stelle statt einer Rahmenfarberhd-
hung eine Selbstzerstdrung stattfinden. Das heifit, dafl einfach
wichtige Programmteile zerstért werden und foiglich das Pro-
gramm nicht mehr lauffihig ist. Ein Lésch- oder
Zerstdrungsprogramm konnte folgendermaflen aussehen:

033C SEI Interrupt verhindern

033D LDA #330 1/0-Bereich und Betriebssystem
033F STA 301 ausblenden

0341 LDX #$FB ersten Zdhler setzen

0343 LDY #$00 zweiten Zihler setzen

0345 LDA #%00 LOW-Byte der Anfangsadresse laden
0347 STA 326 und speichern

0349 LDA #$04 HIGH-Byte der Anfangsadresse laden
0348 STA %27 und speichern

034D LDA #$00 Wert laden
034F STA (%$26),Y und speichern

0351 INY 2éhler erhdhen

0352 BNE $034F  falls 256 Bytes, dann

0354 INC $27 HIGH-Byte der Anfangsadresse erhdhen
0356 DEX Zahler erniedrigen

0357 BNE 3034F falls zdhler Null dann
0359 LDA #$37 Betriebssystem wieder
0358 STA %01 einblenden

035D CLI Interrupt verhindern
035E JMP $FCE2 zum RESET springen

Dieses Ldschprogramm fiillt den Speicherbereich von $0400 bis
SFFFF mit Nullen und springt anschlieBend zum RESET,
wodurch das Léschprogramm wiederum zerstdrt wird. Das
Betriebssystem und der I/0-Bereich miissen ausgeblendet wer-
den, weil beim Uberschreiben des 1/0-Bereichs der Computer
abstiirzen wiirde. Nach dem Auffillen wird noch die RESET-
Routine des Betriebssystems angesprungen, um die Ldschroutine
zu zerstdren. Auf diese Weise kann man auch vor einem Pro-
grammstart unbenutzte Bereiche fillen, um irgendwelche
Fremdprogramme zu zerstdren.
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33 Codierung von Programmen

Neben de:n Illegal-Opcodes, die wir in Kapitel 3.4 beschrieben
haben, glt_)t es noch eine andere Methode, eigene Programme
und speziell Kopierschutzabfragen vor Fremdeingriffen zu

schiitzen, In dem nun folgenden Kapitel soll die Codierung von
Programmen erklirt werden,

3.3.1 Verwendung der EXOR-Verkniipfung

Zuerst solite der Begriff der Codierung allgemein erklirt wer-
den, um eventuellen Mifiverstindnissen vorzubeugen,

Codieren bedeutet, z.B. einen Text nach einen bestimmten Sys-
tem zu verschliisseln. Der codierte Text kann nun nicht mehr
ge}esen werden, ohne daB man ihn zuvor mit demselben System
wieder zu decodiert. Da ein Programmlisting, ahnlich wie ein
Text _auch, gelesen werden kann, miissen wir ein System finden,
das die einzelnen Bytes eines Programms nach einer bestimmten

L'ogik verindert, so wie es auch bei den einzelnen Buchstaben
eines Textes der Fall ist.

Dann muB3 das Programm in codierter Form mit einer zusitzli-
chen Decodierroutine abgespeichert werden. Diese Routine muB
vor dem Programmablauf gestartet werden, um die Bytes wieder
in ihren Originalzustand zu versetzen. Systeme, mit denen eine
Byte-folge verindert werden kann, gibt es sicherlich recht viele,
und eimige davon werden wir lhnen in diesen Kapitel vorstellen.
Am einfachsten ist dieses Ziel jedoch mit der EXOR-Verkniip-
fung zu erreichen. EXOR ist eine logische Verkniipfung aus der
quleschen Algebra, die auf andere Verkniipfungen aufbaut, Es
whrdg zu weit fithren, an dieser Stelle die gesamte Grundstruk-
tur dieser Algebra zu erkliren, und deshalb beschrinken wir uns

hier auf die EXOR-Verkniipfung und den entsprechenden
Assemblerbefehi EOR,

Wie Sie sic;herlich wissen, bestehen ein Assemblerbefehl und die
dazugehdrigen Parameter aus einem bzw. mehreren Bytes, die
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sich jeweils aus acht Bits zusammensetzen. Verkniipft man ein
Programm-Byte mit einem beliebigen anderen Byte, werden die
einzelnen Bits der Bytes miteinander verkniipft. Man betracht_et
also zuerst die beiden ersten Bits, dann die zweiten beiden Bits
und so weiter. Sind alle acht Bits miteinander verkniipft worden,
ergibt sich daraus eine vollig neue Bitfolge, also ein neues Byte.

Bei der EXOR-Verkniipfung ist das Ergebnisbit immer d_ann
gleich 1, wenn beide zu verkniipfenden Bits gleich lang s1nc.i.
Sind die Bits gleich, so ist das Ergebnisbit gleich 0. Hier die
dazugehorige Tabelle:

EXOR

00=0
01=1
10=1
1t1=0

Anhand eines Beispiels wollen wir zeigen, wie zwei Bytes mit-
einander verkniipft werden:

Byte 1 = 1000C101 = $85 = 133
EXCR Byte 2 = 00101010 = $2A = 42
Ergebnis : 10101111 = $AF = 375

Eine spezielle Eigenart dieser Verknipfung, die vor allem ]':)el
der Codierung weiterhilft, besteht darin, dafl ein Byte A, wird
es zweimal mit einem Byte B EXOR-verkniipft, wieder.das
urspriingliche Byte A ergibt. Das kénnen wir an dem obigen
Beispiel recht einfach nachvollziehen:

Byte A = 10000101 = $85 = 133

EXCR Byte B = 00101010 = $2A = 42
Ergebnis : 10101111 = $AF = 175
EXOR Byte B = 00101010 = $2A = 42
Ergebnis : 10000101 = $85 = 133
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Mit dieser Verkniipfung besitzen wir ein fast optimales System
zur Programmcodierung. Eine Routine, die das Hauptprogramm
codiert und auch als Decodierroutine mit abgespeichert werden
kann, kénnte so aussehen:

1000 LDX #$00 Zeiger auf $00 setzen
1002 LDA $2000,X Byte holen und

1005 EOR #%F4 (de)codieren

1007 STA $2000,X Byte zuriickschreiben

T00A INX Zeiger erhohen
100B BNE $1002 zum Schleifenanfang, wenn kleiner 254
100D RTS Ricksprung

Nach dem Abarbeiten steht das Hauptprogramm codiert im
Speicherbereich von $2000 bis $20FF und kann so abgespeichert
werden. Um die Codierroutine auch zum Decodieren benutzen
zu kdnnen, mufl der RTS-Befehl in $100D durch einen JMP-
Befehl zum Programmstart ersetzt werden. AuBerdem sollte die
Routine unmittelbar vor oder hinter dem Hauptprogramm ste-

hen, um den dazwischenliegenden Speicherbereich nicht mit
absichern zu miissen.

Um Programme zu codieren, die l4nger als 256 Bytes sind, muB
in der Routine noch ein zweiter Zahler benutzt werden, der die
Anzahl der 256-Byte-Blécke zihlt. AuBerdem muf nach jedem
Block das HIGH-Byte der Zieladressen erhdht werden.

2027 LDX #%00 ersten Zeiger setzen

2029 LDY #$00 zweiten Zeiger setzen

2028 LDA $5000,% Programm-Byte hoten

202E EOR #$F4 Byte verknipfen

2030 STA $5000,X Programm-Byte wieder abspeichern

2033 INX ersten Zeiger erhohen

2034 BNE $202B  zum Schleifenanfang, wenn kleiner 756
2036 INC $202D  HIGH-Byte des Programmzeigers erhshen
2039 INC $2032 HIGH-Byte der Zieladresse erhthen
203C INY zweiten Zeiger erhdhen
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203D CPY #%10 schon $10 Bliocke (de)codiert?
203F BNE $202B wenn nicht, dann zum Schleijfenanfang
2042 RTS Ricksprung

3.3.2 Codierung mit verstecktem Einsprung

Das in Kapitel 3.3.1 beschriebene System zeichnet sich durch
seine Einfachheit aus und ist aus diesem Grunde besonders fiir
Leute geeignet, die noch keine groBe Erfahrung haben. Der
Codierschutz ist aber recht einfach zu entfernen, indem man den
Programmeinsprung am Ende der Decodierroutine durch ein
BRK oder ein RESET (IMP $FCE2) ersetzt. Dann kann die
Decodierroutine gestartet werden, ohne dafi das Hauptprogramm
abliuft. Da der Einsprung durch den JMP-Befehl auch bekannt
ist, kann das nun decodierte Programm leicht nachverfolgt und
ein eventuell vorhandener Kopierschutz entfernt werden. Wenn
der Einsprung aber unbekannt ist, 143t sich das Programm nicht
mehr so leicht nachverfolgen.

Als Beispiel haben wir eine Routine erstellt, die das Programm
"von hinten her" decodiert. Betrachtet man die Decodierroutine,
sieht man nur eine Schleife, an deren Ende ein BRK-Befehl
steht, welcher den Programmfluf nach der Routine stoppen
miiBte. In Wirklichkeit verzeigt der BNE-Befehl in $100B aber
nur solange zu $1002, bis die Speicherzelle $100D decodiert und
damit verindert wird. Der BNE-Befehl verzweigt aber intern
gar nicht zu der Adresse $1002, sondern nur eine bestimmte
Anzahl von Bytes nach vorne oder hinten, Im Speicher steht also
nur der Operationscode fir BNE und danach ein Byte, das den
Einsprung bestimmt, Ist dises Byte zum Beispiel 10, so wird 10
Bytes nach vorne verzweigt. Alle Werte, die gréfler als 127 sind,
veranlassen einen Sprung in die andere Richtung. Das heil3t, daf
die Bits 0 bis 7 die Schrittweite angeben, die also maximal 127
Byte betragen kann, und dafl Bit 7 die Richtung bestimmdt.

Auf unser Programmbeispiel bezogen bedeutet das, dafl wir den
Wert, mit dem codiert wird, so whhlen miissen, dafl aus dem
BNE $1002 nachher ein BNE $100E wird. In diesem Fall wire
das der Wert $F4,

Programmschutz fiir Profis 91

Unser Beispiel haben wir bewuBt einfach gestaltet, so daB es
leicht nachzuvollziehen ist, In der Praxis kénnen Sie das Pro-
gramm anders gestalten, indem Sie zum Beispiel dem BRK-
Befehl durch einen véllig unsinnigen JMP-Befeh! ersetzen oder
eine ganze Routine schreiben, die jeden, der das Prinzip nicht
kennt, véllig verwirrt,

Hier nun das Programmbeispiel mit einem kleinen Hauptpro-
gramm und der dazugehdrigen Codierroutine:

1000 LDX #$FF Zeiger auf $FF setzen

1002 LDA $1000,X codiertes Byte holen

1005 EOR #%$F4 mit Wert $F4 decodieren

1007 STA $1000,X Byte zuriickschreiben

100A DEX Zeiger um 1 vermindern

100B BNE $1002 unbedingter Sprung zum Schleifen-
anfang, da %00 nie erreicht wird

100D BRK scheinbares Programmende

Einsprung nach Ab4ndern des BNE-Wert durch EOR #$F4:

100E LDX #8300 ersten Zeiger setzen
1010 LDY #%00 zweiten Zeiger setzen
1012 INC $D0O20 Rahmenfarbe erhdhen

1015 INX ersten Zeiger vermindern
1016 BNE $1012 zum Schleifenanfang

1018 INY zweiten Zeiger erhdhen
1019 BNE $1012 zum Schleifenanfang

1018 BRK Programmende

Um das oben abgedruckte Programm zu codieren, brauchen wir
ein Programm, das folgendermalBen aussehen kdnnte, Der Zeiger
wird dabei auf $CE gesetzt, weil das erste zu codierende Byte,
der LDX-Befehl, in $1000 + $OE = $100E steht.
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2000 LDX #$0E Zeiger auf $0E setzen
2002 LDA $1000,X erstes Byte halen
2005 EOR #$F4 Byte codieren

2007 STA $1000,x Byte zurlckschreiben
200A INX Zeiger erhshen

200B BNE $2002 zum Schleifenanfang
2000 RTS Riicksprung

Das Programm besteht nun aus einem codierten und einem
uncodierten Teil und sieht wie folgt aus;

1000 LDX #$FF Zeiger setzen

1002 LDA $1000,X  Byte holen und

1005 EOR #$F4 decodieren

1007 STA $1000,X% Byte zuriickschreiben
100A DEX Zeiger vermindern
100B BNE $100? zum Schieifenanfang
100D BRK scheinbares Programmende
100E LSR $F4,X codiertes Programm
1010 727

1011 222 .

1012 772 -

1013 7272

1014 BIT $1c

1016 BIT $0E

1018 777 .

1019 BIT $03 .

1018 777

101C ASL $1E1E,X .

101F ASL $1ETE,X Ende des codierten Programms

3.3.3 Codierung mit Timer

An den Schluf3 dieses Kapitels haben wir einen Unterpunkt
gesetzt, der sich mit einem komplexeren Codierungssystem
beschiftigt. In den bislang beschriebenen Beispielen wurde jedes
Byte eines Programmes immer mit dem gleichen Code ver-
schliisselt. Hier haben wir nun ein System gewihlt, bei dem sich
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der Codewert andauernd #4ndert, Zu diesem Zweck lassen Wwir
einen Timer der ClAs dje Taktzyklen z4ihlen und benutzen den
Zihlerwert als alsg Codewert,

Bei dieser Codiermethode mufl man darauf achten, daB sowaohl
die Codier- als auch die Decodierroutine sich zeitlich nicht
voneinander unterscheiden. Das nun folgende Programm soll
demonstrieren, welche Schwierigkeiten dabei entstehen. Es 4Rt
dazu den Timer B eine bestimmte Zeit lang laufen und legt dann

den ausgelesenen Wert im LOW-/HIGH-Byte-Format im Spei-
cher ab.

2000 SEI Interrupt verhindern

2001 LDA #300 Wert laden und

2003 STA SDDOF  Timer stoppen

2006 LCA #&FF LOW-Byte des Wertes

2008 STA $0D06  in den Timer schreiben

200B LDA #3FF HIGH-Byte des Wertes

2000 STA $DDO7  in Timer schreiben

2010 LDA #3959 Wert fUr "Timer im Continue-Modus
2012 STA $DDOF starten! in Register schreiben

2015 Lbx #$00 Zeiger auf $00 setzen (Warteschleife)
2017 INX Zeiger erhdhen

2018 BNE 32017  zum Schleifenanfang, wenn kleiner 254
201A LDA $DDO6 LOW-Byte des Timers laden und

2010 STA $4000  Wert in $4000 abspeichern

2020 LDA $DDO7 HIGH-Byte laden und

2023 STA $4001  Wert in 4001 abspeichern

2026 LDA #300 Wert laden und damit

2028 STA $DDOF Timer stoppen

2028 CLI Interrupt frejgeben

202C RTS Riicksprung

Das BASIC-Programm soll dje oben abgedruckte Routine starten
und den Timerwert im LOW- und HIGH-Byte-Format ausge-
ben. In Zeile 30 wird das Programm wiederholt.
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10 SY52*%4096
20 PRINT PEEK(4*4096),PEEK(4*4096+1)
30 GOTO10

Wie Sie beim Programmablauf bestimmt festgestellt haben,
andern sich die Werte jedesmal. Das lifit sich dadurch erkliren,
daf der Timer, im Gegensatz zum Programm, kontinuierlich
I4uft. Zwar haben wir im Programm durch den SEI-Befeh! alle
maskierbaren Interrupts ausgeschaltet, doch der Video-Controller
unterbricht das Programm immer noch. Um dieses zu verhin-
dern, miissen wir vorher den Bildschirm ausschalten.

Da der Bildschirm nicht an jeder beliebigen Stelle, sondern erst
am Ende des Rasterstrahldurchlaufs ausgeschaltet werden kann,
mufB} eine Warteschleife eingefiigt werden. Diese liegt in dem
folgenden Programm von $2009 bis $2011.

2000 SEI Interrupt verhindern

2001 LDA $D011  Wert aus Steuerregister 1 laden

2004 AND #$EF Bit & léschen (Bildschirm ausschalten)
2006 STA %0011  Wert zurlckschreiben

2009 LDX #300 erster Zeiger flr Warteschleife

2008 LDY #3F0 zweiter Zeiger flr Warteschieife

200D INX ersten Zeiger erhdhen
200E BNE $200D zum Schleifenanfang, wenn kleiner 254
2010 INY weiten Zeiger erhdhen

2011 BNE $200D  zum Schleifenanfang, wenn kleiner 256
2013 LDA #300 Wert laden urd

2015 STA SDDOF  Timer stoppen

2018 LDA #$FF LOW-Byte flr

201A STA $DDO6  Timer setzen

201D LDA H#SFF HIGH-Byte fur

201F STA $0D0O7 Timer setzen

2022 LDA #399 Timer im Continue-Modus

2024 STA $DDOF  starten

2027 LDX #$00 Zeiger setzen (Warteschleife)

2029 INX 2eiger erhohen

202A BNE $2029 zum Schieifenanfang, wenn kleiner 256
202C LDA #$00 Timer

202E STA SDDOF  stoppen
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2031 LDA $D011  Bildschirm

2034 ORA #3$10 wieder

2036 STA $D011  einschalten (Bit & setzen)
2039 LDA $DD06  LOW-Byte des Timerwertes
203C STA %4000  in $4000 speichern

203F LDA $DDOY HIGH-Byte

2042 STA $4001 in $4001 speichern

2045 CLI Interrupt wieder freigeben
2046 RTS Rlcksprung

Auch dieses Programm kann wieder mit dem BASIC-Programm
gestartet werden. Nun wird der Bildschirm kurzzeitig ausge-
schaltet, was sich durch ein Flimmern bemerkbar macht. Die
ausgelesenen Timerwerte sind jetzt immer identisch.

Nun kommen wir zu der eigentlichen Codierroutine, die die
einzelnen Bytes des Programmes mit den Werten aus dem Timer
codiert. Da der Timer kontinuierlich abliuft, entsteht fur jedes
codierte Byte ein anderer Wert. Die einzelnen Programm-Bytes
werden dadurch EXOR-verkniipft. Daraus ergibt sich, dafB das
folgende Programm auch als Decodierprogramm benutzt werden

kann, wenn die Anfangswerte fiir den Timer unverindert blei-
ben,

2000 SE1 Interrupt verhindern
2001 LDA $DCG11  Bildschirm

2004 AND #SEF ausschalten

2006 STA $DO11 (Bit 4 léschen)

2009 LDX #300 ersten Zeiger laden
Z00B LDY #%F0 Zweiten Zeiger laden

200D INX ersten Zeiger erhdhen
Z00E BNE $200D  zum Schlejfenanfang, wenn kleiner 256
2010 INY zweiten Zeiger erhéhen

2011 BNE $200D0  zum Schleifenanfang, wenn kleiner 256
2013 LDA #3800 Timer

2015 STA $DDOF  stoppen

2018 LDA #3FF LOW-Byte des

201A STA $DD06 Timers setzen

201D LDA #SFF HIGH-Byte des
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201F STA $DDO7 Timers setzen

2022 LOA #3499 Timer im Continue-Modus

2024 STA $DDOF  starten

2027 LDX #2300 ersten Zeiger setzen

2029 LDY #$FO weiten Zeiger setzen

2028 LDA $5000,X Programm-Byte holen

202E EOR $DD06 mit LOW-Byte des Timers verknipfen
2031 STA $5C00,X Programm-Byte Wieder abspeichern

2034 INX ersten Zeiger erhchen

2035 BNE $202B zum Schleifenanfang, wenn kleiner 256
2037 INC $202D HIGH-Byte des Programmzeigers erhdhen
203A INC $2033  HIGH-Byte der Zieladresse erhéhen
203D INY zweiten Zeiger erhohen

203E BNE $202B  zum Schleifenanfang, wenn kleiner 256
2040 LDA #3530 urspringt iches HIGH-Byte der

2042 STA 32020  Programm- und

2045 STA %2033  Zieladresse wieder herstellen

2048 LDA #$00 Timer

204A STA $DDOF  stoppen

204D LDA 30011  Bildschirm

2050 ORA #$10 wieder einschalten

2052 STA $D011 (Bit 4 setzen)

2055 CLI Interrupt Wieder freigeben

2056 RTS Ricksprung

Die folgenden Bytes sollen ein beliebiges Programm darstellen,
das codiert werden soll:

5000 55 55 55 55 55 55 55 55
5008 55 55 55 55 55 55 55 55
5010 55 55 55 55 55 55 55 55
5018 55 55 55 55 55 55 55 55
5020 55 55 55 55 55 55 55 55
5028 55 55 55 55 55 55 55 55
5030 55 55 55 55 55 55 55 55
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Nach dem Ablauf der Codierroutine sieht der Speicherbereich
folgendermaBen aus:

5008 33 01 17 65 4B 59 AF BD
5010 83 91 E7 F5 DB 29 3F 0D
5018 13 61 77 45 AB B9 BF 9
5020 E3 F1 €7 D5 3B 09 1F &D
5028 73 41 57 AS 8B 99 EF FD
5030 €3 D1 27 35 1B 69 7F 4D

Nach erneutem Durchlauf des Programmes sieht der Speicher-
bereich wieder wie oben aus.

Das Decodierprogramm haben wir hier als BASIC-Loader abge-
druckt, fur den Fall, daB Sie keinen Assembler besitzen oder

daBl lhnen das Abtippen des Assemblercodes zu mithselig
erscheint.

10 FOR X=0 TO 86

20 READ A:POKE2*4096+X,A

30 $=5+A

40 NEXT X

50 IF $<>11452 THEN PRINTYFEHLER IN DATAS":STOP
60 REM SYS2%4096

100 DATA120,173,17,208,41,239, 141,17, 208, 162,0, 160, 240,232,208, 253, 200, 2
08

110 DATAZ50,169,0,141,15,221, 169,255, 141,6,221, 169,255, 141,7, 221, 169, 153
120 DATA141,15,221,162,0,160,240,189,0,80,77,6,221,157,0,80,232, 208, 244,
238

130 DATA45,32,238,51,32,200,208,235,169,80,141,45,32,141,51,32,169,0, 141
140 DATA15,221,173,17,208,9,16,141,17,208,88,96

3.3.4 Einzelschritt-Decodierung

Bei vielen Programmschutz-Anwendungen stellt sich die Frage:
Wie verhindere ich, dal} ein "Knacker" mitten im Programmiauf
seinen RESET-Schalter betitigt und sich dann in aller Ruhe das
Schutzprogramm ansieht? Ein 'CBM80’ (siehe Kapitel 2.3) im
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Speicher ist nicht zuverlissig genug, und nicht immer hat man
fir Programme Speicherbereiche frei, die bei einem RESET
geldscht werden (siehe Kapitel 7.1).

Es gibt allerdings noch eine andere Methode, sich gegen uner-
wiinschte Blicke zu wehren, nimlich indem man sein Programm
codiert, Ein Programm mul} natiirlich vor seinem Ablauf erst
wieder decodiert werden, aber es reicht ja, immer nur den
niichsten Befehl, der ausgefithrt werden soll, zu entschliisseln.
Der vorhergehende Befehi wird nach seinem Ablauf wieder
codiert, Dadurch bleibt immer nur ein kleiner Teil des Pro-
grammes sichtbar.

Die beiden am Ende dieses Unterkapitels abgedruckten Pro-
gramme leisten das Gewiinschte. Das erste Programm codiert ein
beliebiges Maschinenprogramm. Dieses muf3 als ersten Befehl
ISR $C000° enthalten, um die Decodierroutine zu aktivieren.
Die ersten sechs Bytes bleiben uncodiert, damit das Programm
itberhaupt starten kann,

Die verwendete Codierung sieht so aus, daB zu dem aktuellen
Byte das LOW-Byte seiner Adresse hinzuaddiert und das Ergeb-
nis mit '"EOR #3%55° verknipft wird. Sie kénnen selbstverstind-
lich eine wesentlich komplexere Codierung verwenden.

Das zweite Programm ist ein sogenannter Einzelschritt-Decodie-
rer. Es verwendet den IRQ-Timer A, um immer dann eine
Unterbrechung zu erzeugen, wenn gerade ein Befehl abgearbei-
tet worden ist. Dann kann der letzte Befehl codiert und der
nichste Befehl decodiert werden.

Bei dem zu codierenden Programm gibt es einiges zu beachten.
Wie schon gesagt mufl es mit 'JSR $C000' beginnen. Es darf
kein selbstmodifizierender Code verwendet werden, auBer wenn
man dabei die Codierung beachtet. Datentabellen kénnen nicht
mitcodiert werden. Man sollte keine allzu langen Schleifen ver-
wenden, da die Ablaufgeschwindigkeit drastisch gesenkt wird.
Die Tastaturabfrage bleibt wihrend des Programms abgeschaltet.
Betriebssystemroutinen kénnen aufgerufen werden, da das ROM
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weder codiert noch decodiert wird. Allerdings werden dabei

Daten, die sich im RAM-Bereich unter dem ROM befinden,
teilweise zerstdrt.

Der Befehl *SEI' fithrt zum Abbruch des Codierens/Decodierens,
\yodurch man zeitkritische Teile uncodiert in den Programmtext
einfiigen kann. Dabei missen drei Bytes nach dem 'SEI’ mitco-
diert‘werden. Mit CLI nimmt der Einzelschritt-Decodierer seine
Arbeit wieder auf. Wenn Sie die Einzelschritt-Ebene verlassen

wollen, so miissen Sie Thr Programm mit folgenden drei Befehlen
abbrechen:

SEI
JSR $FF84
JSR $FF8A

Vgrgessen Sie bitte nicht, daf die Bytes des Befehls 'JSR $FF84'
mitcodiert werden sollten. Wenn die Codierroutine Sie nach der
“Endadresse+1" fragt, geben Sie die Adresse des Befehls 'FFSA’
an. Noch sicherer wird das Programm, wenn man ‘illegale Op-

codes’ (Kapitel 3.4) verwendet, die sich problemlos verarbeiten
lassen.

Zur Bedienung ist folgendes zu sagen: geben Sie zuerst den
BASIC-Loader der Codierroutine ein und starten Sie ihn mit
'RUN’. Laden Sie nun Ihr zu codierendes (Maschinen-} Pro-
gramm. Die Codierroutine wird mit *SYS 49152’ gestartet. Nach-
dem Sie die Fragen nach der Start- und Endadresse beantwortet
haben, wird Ihr Programm verschliisselt. Bevor Sie es laufenlas-
sen konnen, muB sich zuerst der Einzelschritt-Decodierer im
Speicher befinden. Wenn Sie den entsprechenden BASIC-Loader
benutzt haben und Ihr Programm kurz dahinter steht, zum Bei-

spiel ab $C100, dann kdnnen Sie gleich beides als ein Programm
abspeichern.
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Codierroutine: BASIC-Loader: Codierroutine: Assemblerlisting
100 FORI=1TO156STEP15:FORJ=0TO14 ;READAS:BS=RIGHTS(AS,1) benutzte f{egister
105 A=ASC(A$)-48:1FA>STHENA=A-T $FB/SFC: Zeiger auf zu codierendes Programm
110 B=ASC(B$)-48:FB>ITHENB=B-7 SFD/SFE: Zeiger auf Endadresse + 1
120 A=A™16+B:C=(C+AIAND255 :POKELP151+][+d A
sNEXT :READA: I FC=ATHENC=0:NEXT:END CO00 LDA #3874 Text 1: LOM-Byte von $C074
130 PRINTVFEHLER IN ZEILE:";PEEK(&E3)+PEEK{S4)*256:5TOP CO02 LDY #$CO Text 1: HIGH-Byte von $CO74
300 DATAAY,74,A0,CO,20,1E,AB,20,3E,C0, 18,69,06,85,FB, 139 CO04 JSR $ABIE Text ausgeben
301 DATABA,&%,00,85,FC,A9,85,A0,C0,20, 1E,AB,20,3E,CO, 9 CO07 JSR $CO3E Eingabe einer Hexadezimalzahl mach A/X
302 DATA85,FD,86,FE,A0,00,81,FB,20,96,C0,91,FB,ES,FB, 53 LOOA CLC Carry fir Addition léschen
303 DATADO,02,E6,FC,AS,FB,C5,FD,DO,ED,AS,FC,C5,FE,DD, 7 COOB ADC #%$06 Sechs addieren
304 DATAE?,60,20,42,C0,AA,20,52,C0,0A,04,0A,0A,8D,50, 74 COOD STA $FB in Zeiger auf Programm LOW speichern
305 DATACO,20,52,C0,09,00,60,20,CF,FF,38,E9,30,90,0F, 57 CODF TXA HIGH-Byte der Eingabe nach Akku
306 DATACY,DA,90,0A,E9,07,C9,0R,90,05,C9,10,80,01,60, 175 CO10 ADC #800 Ubertrag addieren
307 DATAA2,F8,9A,A9,3F,20,D2,FF,4C,74,A4,93,53,54,41, 236 C012 STA $FC in Zeiger auf Programm HIGH speichern
308 DATAS2,54,41,44,52,45,53,53,45,3A,20,24,00,00,45, 125 CO14 LDA #5885 Text 2: LOW-Byte von $C085
309 DATALE,44 ,41,44,52,45,53,53,45,28,31,34,20,24,00, 115 C0146 LDY #%CO Text 2: HIGH-Byte von $CO85
310 DATA18,65,FB,49,55,60,00,00,00,00,00,00,00,00,00, 118 C018 JSR $ABIE Text ausgeben
C01B JSR $CO3E Eingabe einer Hexadezimalzahl nach A/X
CO1E STA $FD LOW-Byte speichern
Einzelschritt-Decodierer: BASIC-Loader €020 STX SFE HIGH-Byte speichern
C022 LDY #$00 index auf Null setzen
100 FORI=1T0132STEP15:FORJ=0TO14 :READAS :BS=RIGHTS(AS,1) C024 LDA ($FB),Y Programm-Byte holen
105 A=ASC(A$)-48:1FA>PTHENA=A-7 CO26 JSR $C096 Byte codieren
110 B=ASC(B$)-48:1FB>9THENB=B-7 C029 STA ($FB),Y und wieder wegspeichern
120 A=A™16+B:C=(C+A)AND255 :POKE4PIST+1+J,A CO28 INC $FB Zeiger LOW-Byte erhohen
NEXT:READA: IFC=ATHENC=0:NEXT :END C020 BNE $C031 verzweige, wenn kein Ubertrag
130 PRINTMFEHLER IN ZEILE:";PEEK(63)+PEEK(64)*256:STOP CO2F INC $FC Zeiger HIGH-Byte erhdhen
300 DATATS,A?,37,80,14,03,A9,C0,8D,15,03,68,A4,18,69, 157 €031 LDA $FB Zeiger LOW-Byte holen
301 DATAO1,85,AC,68,A8,69,00,85,AD,98,48,8A,48,A9,16, 78 CO33 CMP $FD mit Endadresse LOW vergleichen
302 DATAS8D,04,DC,A%9,00,8D,05,DC,A%,19,80,0€,DC,AD,0D, 119 CO35 BNE $C024 verzweige, wenn ungleich
303 DATADC,AZ2,02,CA,DO,FD,24,FF,58,60,A0,00,B1,AC, 20, 15 CO37 LDA $FC Zeiger HIGH-Byte holen
304 DATASC,CO0,91,AC,C8,C0,03,00,F4,BA,BD,05,01,85,AC, 102 CO39 CMP $FE mit Endadresse HIGH vergleichen
305 DATABD,04,01,85,AD,A0,00,81,AC,20,78,C0,91,AC,CB, 80 CO3B BNE $C024 verzWeige, wenn ungleich
306 DATACD,03,D0,F4,A%,11,80,0E,DC,AD,0D,DC,68,A8,68, 198 CO3D RTS Riicksprung

307 DATAAA,68,40,18,65,AC,8C,74,€0, 18,69, FF,49,55,60, 185
308 DATA49,55,8C,7F,C0,38,E9,FF,38,E5,AC, 60,00,00,00, 178
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Eingabe einer vierstelligen Hexadezimalzahl:

CO3E JSR $C042 zweistellige Hexzah! holen

CO41 TAX und als HIGH-Byte nach X schieben
CO42 JSR $C052 eine Hexziffer holen

CO45 ASL durch viermaliges

CO46 ASL Links-SHIFTen ins

CO47 ASL obere Haibbyte

C048 ASL bringen

CO49 STA $C050 und fir OR-Verknlipfung speichern
C04C JSR $C052 eine Hexziffer holen

CO4F ORA #300 mit cberem Halbbyte verkniipfen
C051 RTS Ricksprung

Eine Hexziffer holen und umwandeln:

€052 JSR SFFCF BASIN: eingegebenes Zeichen holen
€055 SEC Carry flr Subtraktion setzen
€056 SBC #$30 $30 (=48) abziehen

CO58 BCC $C069 verzueige, wenn zu klein

COSA CHMP #$0A mit $0A (=10) vergleichen

COSC BCC $C068 verzweige, wenn kleiner

COSE SBC #307 Sieben subtrahieren

CO60 CMP #$DA mit $0A (=10) vergleichen

C0&2 BCC $C069 verzweige, wenn zu klein

CO064 CMP #$10 mit $10 (=16) vergleichen

C0&6 BCS $C049 verzweige, wenn zut grob

cO68 RTS Riicksprung

C0&9 LDX #$F8 X-Register mit $F8 (=248) laden
CO6B TXS Stapelzeiger initialisieren
C0&C LDA #3$3F ASCI1 wpnm

CDSE JSR SFFD2 Fragezeichen ausgehen

CO71 JMP 3A4T4 zurick zum BASIC-Interpreter

Text 1: CO74: "STARTADRESSE: 30
Text 2: C085: "ENDADRESSE+1: M
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CO74 93 53 54 41 52 54 41 44 .STARTAD
CO7C 52 45 53 53 45 3A 20 24 RESSE: $
C0B4 00 0D 45 4E 44 41 44 52 ..ENDADR
COBC 45 53 53 45 2B 31 3A 20 ESSE+1:

C0%4 24 00 1B 65 FB 49 55 60 $

Unterroutine zum Codieren:

C0%6 CLC Carry flr Addition ldschen

CO97 ADC $FB Programmzeiger LOW-Byte addieren
€099 EOR #55 mit EXOR #$55 (=85) verknipfen
CO9B RTS Ricksprung

Einzelschritt-Decodierer: Assemblerlisting

benutzte Register:
$AC/SAD: Zwischenspeicher fir den Programmzeiger

C000 SEI Interrupts sperren

C001 LDA #$37 LOW-Byte von $C037

C003 STA $0314 in IRQ-Vektor LOW speichern

C006 LDA #8CO HIGH-Byte von $C037

008 STA $0315 in IRQ-Vektor KIGH speichern

COOB PLA Ricksprungadresse LOW vom Stapel holen
C00C TAX 2wischenspeichern

Coop cLC Carry flr Addition léschen

COOE ADC #$01 Eins addieren

CO10 STA $AC und in Programmzeiger LOW speichern
C012 PLA Ricksprungadresse HIGH vom Stapel holen
CO13 TAY zwischenspeichern

€014 ADC #800 Ubertrag addieren

C016 STA $AD und in Programmzeiger speichern

CO18 TYA Rlcksprungadresse HIGH-Byte

C019 PHA wieder auf Stapel legen

CO1A TXA Rlcksprungadresse LOW-Byte

CO1B PHA wieder auf Stapel {egen

COtC LDA #8164 LOW-Byte von $0016 (=22)

COTE STA $DCO4 in IRG-Timer LOW speichern
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€021 LDA #$00 HIGH-Byte von $0016 (=22)

€023 STA $DCO5 in IRQ-Timer HIGH speichern

C026 LDA #$19 Akku mit $19 (=25) laden

€028 STA $DCOE und Timer mit neuem Zéhlwert starten
CO2B LDA $DCOD Interrupt-Kontrol lregister ldschen
COZ2E LDX #302 Zahler fir Zeitschleife setzen
CO030 DEX Zahler verringern

C031 BNE 3C030 verzweige, wenn ungleich Null

CO033 BIT %FF drei Taktzyklen warten

€035 CLI Interrupts erlauben

€036 RTS Ricksprung

Interruptroutine des Einzelschritt-Decodierers:

CO37 LDY #$00 Index auf Null setzen

CO39 LDA (SAC),Y Programm-Byte holen

CO3B JSR $CO6C Byte codieren

CO3E STA (SAC),Y und wieder speichern

CO40 INY Programmzeiger erhdhen

C041 CPY #303 schon drei Bytes codiert?
CO43 BNE $C039 verzweige, wenn nein

CO45 TSX Stapelzeiger ins X-Register
CO046 LDA $0105,X Programmzeiger LOW-Byte holen
CO49 STA $AC und zwischenspeichern

CO4B LDA $0106,X Programmzeiger HIGH-Byte holen
CO4E STA $AD und zwischenspeichern

CO50 LDY #$00 Index auf Null setzen

052 LDA (3AC),Y Programm-Byte holen

054 JSR $C078 Byte decodieren

CO57 STA (3AC),Y und wieder speichern

C05¢ INY Programmzeiger erhdhen

COSA CPY #%03 schon drei Bytes codiert?
COSC BNE $C052 verzWeige, wenn nein

COSE LDA #3811 Akku mit $11 (=17) laden

CO60 STA SDCOE und Timer wieder starten

C063 LDA $DCOD Interrupt-Kontrollregister L&schen
CO66 PLA Y-Register vom Stapel holen
CO67 TAY und Ubernehmen

€068 PLA X-Register vom Stapel holen
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CO&9 TAX und dbernehmen
COSA PLA Akku vom Stapel holen
CO&B RTI Rickkehr vom Interrupt

Unterroutine zum Codieren:

C06C CLC Carry flr Addition léschen

CO6D ADC $AC Programmzeiger LOW-Byte addieren
COSF STY $CO074 Y-Register fur Addition speichern
CO72 cLC Carry fir Addition Lléschen

CO73 ADC #$FF Y-Register addieren

CO75 EOR #855 mit EXOR #$55 (=85) verkniipfen
CO77 RTS Ricksprung

Unterroutine zum Decodieren:

CO78 EOR #355 mit EXOR #$55 (=85) verknilpfen

COTA STY $CO7F Y-Register flr Subtraktion speichern
CO7D SEC Carry flr Subtraktion setzen

CO7E SBC #$FF Y-Register subtrahieren

C080 SEC Carry far Subtraktion setzen

C081 SBC $AC Programmzeiger LOW-Byte subtrahieren
CO83 RTS Ricksprung

3.3.5 Codierung itber ASCII-Code

Eine weitere sehr raffinierte Methode zum Codieren von Daten
wollen wir Thnen jetzt vorstellen. Sie zeichnet sich nicht nur

durch ihren komplexen Code, sondern auch durch das verblif-
fende Entcodierungssystem aus.

Der Vorteil bei diesem System ist, daB der Knacker die Entco-
dierungsroutine kaum als solche erkennt und nur schwer heraus-
finden kann, wo die entcodierten Daten abgelegt werden. Doch
kommen wir jetzt zur Erlirung des Systems.
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Die Grundiberlegung beruht auf der Tatsache, daf3l ASCII-Zei-
chen, die mit der BSOUT-Routine ($FFD2) auf den Bildschirm
geschrieben werden, zuvor in den Bildschirmcode gewandelt
werden. Wire es nicht mdglich, entsprechend codierte Pro-
gramme mit Hilfe der BSOUT-Routine in die Bildschirm zu
schicken, und dort zu starten? Durch Setzen des Cursers kénnte
man die Adresse, zu der die Daten geschoben werden, genau
angeben. Kaum ein Knacker wiirde vermuten, dafl durch eine
harmlose Ausgabe von Zeichen auf dem Bildschirm ein Pro-
gramm geschrieben wird, Das hdrt sich alles fantastisch an und
ist mit ein paar Tricks in die Praxis umzusetzen. Das ganze hat
leider noch einen kleinen Haken, denn es ist nicht maéglich,
jedes Byte in einen dazugehdrigen ASCII-Code zu wandeln, weil
es auBer den normalen Zeichen auch Steuer-Codes gibt, die
nicht in den Bildschirm-Speicher geschrieben, sondern ausge-
fihrt werden. Auflerdem stellt sich das Problem, daB Bild-
schirm-Codes, die gréBer als $7F sind, durch dieselben ASCII-
Codes wie die Bildschirm-Codes, die kleiner als $80 sind,
erzeugt werden, nur mit dem Unterschied, daf Bildschirm-
Codes gréBer $7F mit gesetztem REVERSE-Flag erreicht wer-
den. Zur Verdeutlichung zeigen wir Thnen dies noch an einem
Beispiel.

ASCI-Code REVERSE Bildschirm-Code

$41 aus %01
$41 ein $81
$93 XXX Steuver-Code (Bildschirm ldschen)

Um diese Probleme zu ldsen, haben wir uns den Zusammenhang
zwischen ASCII-Code und Pildschirm-Code nfher angesehen
und daraufhin unseren eilgenen ASCII-Code entwickelt.

Bei der Umwandlung von ASCII-Code in Bildschirm-Code
indert sich nur das HIGH-Nibbel, wie man aus folgender
Tabelle entnehmen kann:
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ASCll-Code Bildschirm-Code

$40 $00
$50 $10
320 $20
$30 $30
$C0 340
$00 £50
$A0 $60
$B0 $70

I?ie Bildschirm-Codes gréBer als $7F werden mit unserer Rou-
tine anders gewandelt, als es das Betriebssystem machen wiirde:

ASCII-Code Bildschirm-Code

$EQ $80
$F0 $50
$60 $AO
$70 $80
$80 $CO
$90 $00
$00 $ED
$£10 $F0

Eine entsprechende Ausgabe-Routine wandelt unsere speziellen
ASCII-Codes in die normalen Codes um und bringt diese mit
gesetztem REVERSE-Flag auf den Bildschirm. Mit diesem Trick
kann man alle méglichen Bildschirm-Codes in ASCII-Codes und
umgekehrt wandeln. Durch Anderung des HIGH-Bytes der
Bildschirm-Anfangsadresse und durch Positionierung des Cursers
kann man Daten in jeden beliebigen Speicherbereich schreiben.
Um die zu codierenden Daten noch stirker zu "verstitmmeln"
haben wir jedes Byte zusitzlich mit $2F addiert.

Unser nun folgendes Codierungsprogramm wandelt das sich im
Akku befindliche Zeichen.in den entsprechenden Code um. X-
und Y-Register werden gerettet.
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1000 STX $FE X-Register retten
1002 STA $FD Akku zwischenspeichern

1004 AND ¥$FO HIGH-Nibbel isolieren

1006 LDX #$0F Zeiger auf Tabelle setzen

1008 CMP $101D,X Zeichen mit Tabelle vergleichen

100B BEQ $1010 verzweige, wenn Zeichen gefunden
100D DEX Zeiger verringern

100E BPL %1008 unbedingter Sprung

1010 LDA $FD Akku wieder halen

1012 AND #$0F HIGH-Nibbel Ldschen

1014 ORA $102D,X und mit neuem HIGH-Nibbel verknlpfen

1017 CLC Carry fir Addition ldschen
1018 ADC #s$2F Byte mit $2F addieren

101TA LDX $FE X-Register wieder holen
101C RTS Ricksprung

101D BRK

101E 10 20 30 40 50 60 70 80 Daten, mit denen das
1026 90 AQ BO CO DO EO FO 40 Byte verglichen wird

102E 50 20 30 CO DO AO BO EC entsprechende HIGH-Nibbel
1036 FO 60 70 80 90 00 10 00 die eingesetzt werden

Die Umrechnung der Startadresse in unserer Entcodierungs-
Routine verfiigt zusitzlich iber eine Umrechnung der
gewiinschten Adresse in die dazugehdrige Curser-Position. Die
Adresse gibt an, wohin das nichste Zeichen durch die BSOUT-
Routine geschrieben werden soll. Somit kann man Daten an
jeden beliebigen Platz des Speichers schreiben und ist nicht auf
den momentan vom sichtbaren Bildschirm beanspruchten
Speicherbereich angewiesen. Sie kann auch Daten nach $C000
schreiben, obwohl das Bildschirm-RAM immer noch ab $0400
liegt. Die Adresse, ab der die Daten geschrieben werden sollen,
mull im Akku und X-Register stehen, wobei im Akku das
LOW- und im X-Register das HIGH-Byte stehen mufB}, Die
Routine liegt ab $112F. Das Byte, das entcodiert und geschrie-
ben werden soll, mufi sich im Akku befinden, wenn Sie die
Ausgabe-Routine ab $1100 anspringen.
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Das folgende Programm erfillt alle diese Aufgaben:

1100 STX $FE X-Register retten

1102 SEC Carry fdr Subtraktion setzen

1103 SBC #$2F $2F vom Byte abziehen

1105 STA $FD und Wert zwischenspeichern

1107 AND #$F0 HIGH-Nibbel isolieren

1109 LpX #$07 Zeiger auf Tabelle setzen

110B CHMP $1145,X Wert mit Byte aus Tabelle vergleichen
110E BEQ %7118 verzweige, wenn Wert gefunden

1110 DEX Zeiger verringern

1111 BPL $1108 verzweige, wenn nicht ganz verglichen
1113 LDA $FD Zeichen laden

1115 CLC Carry léschen

1116 BCC $1123 unbedingter Sprung

1118 LDA #s01 REVERSE-Flag

111A STA s$c7 setzen

111C LDA $FD Zeichen laden

T11E AND #$0F LOW-Nibbel isolieren

1120 ORA $114D,X und mit neuem Nibbel verknipfen
1123 JSR $FFD2  Zeichen ausgeben

1126 (DA #$00 REVERSE-Flag

1128 STA $C7 wieder ldschen

112A LDX $FE X-Register wieder herstellen
112C RTS Ricksprung

112D NOP

112E NOP

Routine zum Errechnen der Curser-Position:

112F STX $0288 HIGH-Byte der Adresse speichern
1132 LDX #$00 X-Register fur Division idschen
1134 CMP #$28 LoW-Byte

1136 BCC $113E  durch 40

1138 SEC teilen

1139 sBC #%28 im X-Register steht das

1138 INX Ergebnis der
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113C BCS $1134  Division
113E STX $D6 Ergebnis als Curser-Zeile nehmen

1140 STA D3 Rest ist Curser-Spalte
1142 JMP $E56C Curser positionieren
1145 BRK

1146 10 60 70 80 90 ED FO A0 Tabelle unserer eigenen
ASCI1-Codes

114E BD 20 3¢ CO DO 40 S0 00 Tabelle zur Umrechnung in
normalen ASCII-Code

34 Die Illegal-Codes

Im nun folgenden Kapitel wollen wir eine spezielle Art der
Operations-Codes (kurz Opcodes genannt) besprechen. Es han-
delt sich hierbei um die illegalen Opcodes, die bei der Program-
mierung des C64 normalerweise nicht beriicksichtigt werden, da
sie nicht zu den offiziellen Assemblerbefehlen gehdren.

3.4.1 Erklirung der Elegal-Opcodes

Wenn Sie schon 6fter in Maschinensprache programmiert haben,
wird Ihnen beim Disassemblieren einiger Speicherbereiche
bestimmt schon aufgefalien sein, daB dabei nicht nur
Assemblerbefehle auf den Bildschirm gebracht werden. Ab und
zu mogeln sich auch drei Fragezeichen zwischen die Befehie,
was dann folgendermafien aussehen kann:

12F0 LDA $0830
12F3 277
12F4 INX

Dieses 'Fragezeichen-Phinomen’ kann beim ersten Betrachten
Verwirrung stiften, 148t sich aber relativ einfach erkliren: Ein
Assemblerbefehl kann zwar aus mehreren Bytes bestehen, so
bendtigt zum Beispiel LDA #$40 zwei Bytes; der eigentliche
Befehl, also LDA, besteht aber immer nur aus einem Ein-Byte-
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Codewert. Beim Disassemblieren wird dieser Codewert, hier A9

gelesen und der entsprechende Befehl auf i :
gebracht. den Bildschirm

Mit einem Byte lieBen sich also theoretisch 256 verschiedene
Befeh]e. definieren. Da die tatsichliche Anzahl der Befehle aber
wesentlich kleiner ist, bleiben einige Codewerte unbenutzt, also
a.uch undefiniert. Man spricht hier von undefinjerten O;)era—
tionscodes oder von illegalen Opcodes.

Beim Versuch, diese Opcodes zu disassemblieren, wird kein
enltsprechender Befehl gefunden und stattdessen nur drei Frage-
zeichen auf dem Bildschirm ausgegeben.

Dal} die illegalen Opcodes in der offiziellen Programmierung der
6?’10—Maschinensprache keine Verwendung finden, heiBt aber
nicht, dz}B sie keine Funktionen erfiillen. Vielmehr, ist hier das
Geg_entell der Fall, was Tab. 2.4.1 zeigt. Hier ist die erste der
drei Qruppen, in die sich die illegalen Opcodes aufteilen lassen
abgebildet. Trifft der Prozessor auf diese Opcodes, stiirzt de;
Rechner ab, oder sie werden einfach ﬁber]esen,! ohne eine

Funktion auszufithren, wie es von dem Opcod
botion. a pcode $EA (NOP) her
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lllegal Codes

Ab- [NOP NOPJ
sturz {1 Byte|2 Byt

02 { 1A 04 |0C
12 | 3A ] 14 |1C
22 | 5A | 34 13¢
32 1 7A | g4 |5C
42 | DA| g4 {7C
52 | FA| 74 |DC

62 80.

75 87 FC
89

AN

D2

F2

Abb. 3.4.1: Die erste Gruppe der IHlegal-Codes

Die zweite Gruppe verbindet jeweils zwei bekannte Opcodes
miteinander. Hierbei kdnnen alle Adressierung.sarten verwendet
werden, die von dem Befehl STA her bekannt sind,
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nares | ASL: | ROL: | LSR: [ ROR:| DEC:[ INC: | LDA:
sisrung | ORA | AND ' EOR | ADC | CMP | SBC | TAX
(X} | o3 23 43 63 C3 E3 | A3
0.y | 13 33 53 73 D3 F3 | B3
ABS | oF 2F 4F | 6F | CF | EF | AF
ABS.X| 1F 3F 5F | 7F | DF | FF /
ABS.Y| 1B | 3B 5B | 7B | DB | FB | BF
ZpP 07 27 47 67 | C7 | E7 | A7
ZPX | 17 | 37 57 | 77 | D7 | F7 /
Py | ! / / / / / B7

Abb, 3.4.2: Die zweite Gruppe der Hiegal-Codes

Die Befehle der dritten Gruppe lassen sich durch bekannte
Opcodes nur sehr schwer ersetzen. Sie fihren, wie die Befehle
der zweiten Gruppe auch, zwei oder mehr Befehle auf einmal
aus. Da es sich dabei zumeist um recht komplexe Operationen
handelt, ist der Einsatzbereich ziemlich begrenzt. Es sei hier
noch erwihnt, daf die illegalen Opcodes nur unbeabsichtigte
Nebenprodukte des eigentlichen Befehlssatzes sind und aus die-
sem Grund auch nicht bei jedem Computer die gleiche Wirkung

erzielen,
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ILLEGAL—CODES

0B MM AND MM und bringt Negativilag ins Carry
2B MM wie 0B MM
4B MM AND #MM : LSR

6B MM wenh Dezirmal = 0: AND #MM : ROR! ausserdem kommt Bit 0
des Akkus ins Carry und Bit S EOR mitBit 6 ins Overflow
83 MM Akku AND mit X—Register kommt nach (MM, X)

87 MM Akku AND mit X~ Register kommt nach MM
8B MM TxA: AND #MM
8F LO HI Akku AND mit X —Register kommt nach LO Hi

93 MM AND zwischen Akku, X —Register und die Summe aus 1 und
MM +1 kornmt nach (VMY
97 MM Akku AND X —Register kommt nach MM, X

SB LOHI Akhu AND mit X—Register in Stapelzeiger, dann Stapelzeiger
AND #HI+1 nach LO HLY

9C LOHI ¥ —Register AND mit#HI+1 nach HI L0, X

AELO HI X—Register AND mit#NN+1 nach HILO,Y

9F LO Hi AND zwischen Akku, X —Register, #H{+1 nach HILO,Y

BB LO HI HI LO¥Y AND mit Stapelzeiger ins X —Register, dann TXSSTKA

cB MM Akku AND mit X —Register ins X —Register, dann X—Register
minus #£MM {ohne Carry)

EB MM SBC #MM

Abb. 3.4.3: Dritte Gruppe der Dlegal- Codes

3.4.2 Anwendung der Illegal-Opcodes

Die Verwendung von undefinierten Opcodes in'ein-em Programm
bringt fiir den Programmierer drei Vorteile mit sich. Als erstes
wire zu erwihnen, dall sich bestimmte Befehlsfolgen durch Ille-
gal-Opcodes kiirzer, das heillt mit weniger Bytes darstellen las~
sen. Zu diesem Zweck sind diese Opcodes aber de_nkbar unge-
eignet, da das Programm nur unwesentli.ch ki']rzer' wird, der _Pro~
grammieraufwand aber erheblich ansteigt, da die Codes direkt
als Hexwerte eingegeben werden miussen.

Der zweite Vorteil liegt darin, dall fir einige Befehle bzw,
Befehlskombinationen neue Adressierungsarten verwendet wer-
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den kénnen, die normalerweise nicht zur Verfligung stehen.
Aber auch hier ist der Aufwand so hoch, daB man besser auf
die Standardbefehle zuriickgreifen sollte.

Der dritte und einzig wesentliche Vorteil besteht darin, dafl die
Illegal-Opcodes von einen normalen Disassembler nicht gelesen
und in Befehlsworte "ibersetzt" werden kénnen. Dadurch wird
das Lesen der Programme fiir Unbefugte erheblich erschwert.
Verfilgt man nicht tiber die oben abgebildeten Tabellen, wird
dieses sogar zu einer uniiberwindlichen Hiirde. Wollen Sie also
wichtige Teile Thres Programms vor Fremdzugriffen schiitzen,
bieten die Illegal-Opcodes eine grof3e Hilfe.

Es ist zum Beispiel #uBerst sinnvoll, die Abfrage des
Kopierschutzes auf Diskette durch Illegal-Opcodes zu ver-
stecken. Ein weiteres Beispiel bezieht sich auf die Decodierung
von Programmen. Hier kénnte man die Decodierroutine fiir das
Hauptprogramm nochmals codieren. Dieses erfordert dann eine

" weitere, jedoch sehr kurze Decodierroutine, die mit Hilfe der

Illegal-Opcodes geschrieben werden kann, Ist der Einsprung des
Programms nicht bekannt, so ist es nahezu unmdglich, tiberhaupt
eine Codier- bzw. Decodierroutine zu entdecken., Es ist also

auch nicht moglich, das Programm zu decodieren und dann zu
verdndern.

Die einfachste Methode, ein Programm durch Ilegal-Opcodes
unleserlich, also auch unverstindlich, zu gestalten, besteht darin,
zwischen einzelne Befehle einfach Illegal-Opcodes zu setzen, die
ein NOP ausfihren. Diese Opcodes finden Sie in Abbildung
3.4.1. Wesentlich besser ist es jedoch, das Programm selbst mit
Illegal-Opcodes zv schreiben.

Wie es mdglich ist, ein ganz simples Programm mit Hilfe der
Illegal-Opcodes so zu verschliisseln, daB es fir jeden Unbefug-
ten unlesbar wird, wollen wir an dem nun folgenden Beispiel
demonstrieren. Wir haben ein kleines Programm geschrieben, das
durch zwei ineinander verschachtelte Schleifen die Rahmenfarbe
verdndert. Hierbei dient die Speicherzelle $SFB (251) als ZAhler
fir die innere Schleife und das X-Register als Z#hler fir die
dullere Schleife,
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1000 LDX #$00 Zeiger fir &ubere Schleife

1002 LDA #$00 Wert flr innere Schleife

1004 STA SFB Zahler setzen

1006 DEC $D020 Rahmenfarbe vermindern

1009 DEC $FB Zeiger vermindern

1008 LDA $FB Zeider laden

100D CMP #$00 innere Schleife beendet?

100F BNE $1006 wWenn nein, dann weiter

1011 IKX Zeiger flUr &duBere Schleife erhshen
1012 BNE $1006 wenn kleiner 256, dann weiter

1014 BRK Programmende
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Wie Sie sehen, wird schon durch diese eine Programmﬁnderung
das gesamte Konzept recht unilbersichtlich.

Bei der zweiten Anderung wird das Laden des ersten Zeigers
und des Wertes fur den zweiten Zeiger durch den Opcode SAF
ersetzt. Dadurch wird der Wert aus der Adresse in den Akku
geladen, die sich aus den beiden folgenden Bytes ergibt. Danach
wird der Inhalt des Akkus in das X-Register geschoben, Da wir
die beiden Zeiger auf $00 setzen wollen, miissen wir aus einer
Adresse laden, in der immer ein Null-Byte steht. Wir haben
dafiir die Adresse $E379 gewihlt, da diese sich im ROM-
Bereich befindet,

Bei der ersten Modifikation werden die drei Befehle in $1009,
$100B und $100D, die den inneren Schleifenwert vermindern
und auf Null iiberpriifen, durch den Illegal Opcode $C7 ersetzt.
Diesen Befehl finden Sie in der zweiten Tabelle (Abb. 3.4.2). Er
bewirkt ein DEC $ZEROPAGE-ADRESSE; CMP $ZERO-

1000
1001
1004

77?

ADC $85E3,Y
772

Illegal-Opcode
fihrt LDA $E379
und TAX aus

PAGE-ADRESSE.

1000 LDX #%00 Zeiger der #uBeren Schleife
1002 LDA #$00 Zeiger der inneren

1004 STA SFB Schleife setzen

1006 DEC $D020 Farbe vermindern

1009 777 Itlegal $C7 (DEC) und

100A 277 Adresse $FB (+CMP)

1008 BNE $1006 zum Schleifenanfang

1000 INX Zeiger erhdhen

10CE BNE $1006 zun Schleifenanfang

1010 BRK Programmende

1000 A2 00 A9 00 85 FB CE 20
1008 DO C7 FB DO F9 EB DO Fé
1010 00 00 00 00 00 GO 00 0O

1005 DEC $D020 Farbe vermindern
1008 237 Illegal-Opcode fihrt
" 1009 777 DEC $FB:CMP $FB aus.

100A BNE $1005 zum Schleifenanfang

100C 1NX Zeiger erhdhen
100D BNE $1005 zum Schleifenanfang
100F BRK Programmende

1000 AF 79 E3 85 FB CE 20 pO
1008 C7 FB DO F9 E8 DO F& 0O
1010 00 00 00 G0 0O 00 DO OO

Wenn Sie sich das disassemblierte Programm anschauen, stellen
Sie fest, daB nicht nur der LDA- und der LDX-Befehl, sondern
auch der STA-Befehl nicht mehr zu lesen ist. Das ist dadurch zu
erkliren, daB beim Disassemblieren der Inhalt der Speicherzelle
$1000 nicht verarbeitet werden kann und so drei Fragezeichen
ausgegeben werden. Danach wird aus $1001 der Hexwert $79
gelesen, der eigentlich die Zieladresse fur den Ilegal-Opcode

‘darstellt, und als ADC $.....Y verarbeitet. Die nichsten beiden

Bytes werden als Adresse fiir den ADC-Befehl betrachtet.
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So kommt es, dal der STA-Befehl nicht mehr disassembliert
wird. Wihrend des Programmablaufs wird dieser Befehl natiir-
lich ordnungsgemifl verarbeitet, da der Prozessor im (Gegensatz
zum Disassembler mit dem lilegal-Opcode etwas anzufangen
weil},

1000 227
1001 ADC $85E3,Y
1004 777

1005 777

1006 JSR $C7DO
1009 227

100A BHE $1005
100C INX

100D BNE $1005
100F BRK

1000 AF 79 E3 85 FB CF 20 DO
1008 C7 FB DO F9 EB DO F6 00
1010 G0 00 00 00 OO 0O 0G 00

Bei der dritten Modifikation unseres Programms wurde der
Befehl DEC $D020 durch den Illegal-Opcode 3CF ersetzt.
Dadurch wird wieder ein DEC $Adresse;:CMP $Adresse ausge-
fithrt. Der CMP-Befehl soll uns hier nicht stdren, da unmittelbar
danach durch den Opcode $C7 noch ein DEC ausgefithrt wird,
der Zustand der Flags zu diesem Zeitpunkt also unbericksichtigt
bleibt.

3.4.3 Taktzyklen der Illegal-Codes

Zum Schlufi haben wir fir Sie die Taktzyklen der Illegal-Op-
codes in Abbildung 3.4.4 zusammengestellt.
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Hexcode Taklzyklus | Hexcode Taktzykius| Hexcode Taktzyklus | Hexcode Taklzykius
[ [ 48 2 BF 2 EJ ]
04 3 4F 5 83 [ E7 3
or 5 52 8 87 4 EB 2
0B 2 54 4 3B 5 EF [}
o6C 4 57 ] #C 5 F2 8
¢F 6 BA 2 SE 5 F4 4
13 | 5B 7 9F 5 F? 8
14 4 5C B A3 6 FA 2
17 [ 5F 7 A7 3 FB 7
1A 2 63 8 AF 4 FC 5
1B 7 64 3 83 5 FF 7
icC 5 87 5 B7 4

1F 7 L]:] 2 BB 5

23 8 BF 8 BF 5

27 5 73 8 C2 2

28 2 74 4 c3 8

2F [} 77 8 c7 5

33 ] 7A 2 CB 2

34 4 7B 7 CF ]

37 8 7C 5 Da g

JA 2 7F 7 D4 4

3B 7 80 2 D7 [

ac 5 32 2 DA 2

3F 7 83 8 DB 7

43 8 a7 3 D¢ 5

44 3 B9 2 DF 7

47 5 éB 2 E2 2

Abb. 3.4.4: Takteyklen der Illegal-Codes

35 Dongle als Programmschutz

Bestimmt haben Sie in letzter Zeit schon mal etwas iber Dongles
gehort oder gelesen. Es handelt sich dabei um einen Hardware-

Zusatz, der zu der jeweiligen Programmdiskette mitgeliefert
wird,

Programme, die ein Dongle als Kopierschutz verwenden, sind
zur Zeit noch recht selten zu finden. Aber schon bald kénnte
sich dieses Verfahren parallel zum bisher gebriuchlichen
Kopierschutz auf Diskette etablieren. Der Vorteil besteht darin,
dafB} auch eine zum Original absolut identische Kopie ohne das
Dongle nicht lauffihig ist. Zu einem einfachen Kopierschutz
existiert zumeist schon ein Programm, mit dem man eine Sicher-
heitskopie der Diskette anfertigen kann. Ist das nicht der Fall, so
erscheint kurze Zeit nach dem Auftauchen des Kopierschutzes
ein Kopierprogramm, das diese Aufgabe sogar mit "Garantie"
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ibernimmt. Dongles jedoch lassen sich nicht einfach mit einem
Kopierprogramm vervielfaltigen.

Der Aufwand, der fir den Nachbau eines Dongles erforderlich
ist, iiberschreitet meistens die Arbeitsbereitschaft und vor allem
das Fachwissen der Raubkopierer. So kann das Dongle unter
Umstidnden einen idealen Kopierschutz darstellen.

3.5.1 Wie arbeitet ein Dongle?

Die zur Zeit iibliche Form des Dongles ist ein kleiner Stecker,
der in den Control-Port des Rechners eingesteckt wird. Neben
der normalen Kopierschutzabfrage der Diskette wird wihrend
des Programmablaufs das Dongle kontrolliert. Ist das Dongle
nicht eingesteckt oder handelt es sich um ein falsches Dongle, so
wird das Programm abgebrochen. Die Abf rage kann einmalig, an
einer bestimmten Stelle des Programms oder in einem immer
wieder aufgerufenen Unterprogramm geschehen.

Eine recht einfache Art, ein Dongle zu bauen und auch abzufra-
gen, besteht darin, verschiedene Leitungen des Control-Ports auf
Masse zu legen. Dazu einige Erljuterungen zum Control-Port
und  zur Joystick-Abfrage. Die nachfolgend aufgefithrten
Eigenschaften beziehen sich auf beide Control-Ports. Die

Adressen und das unten abgedruckte Beispielprogramm beziehen
sich auf Control-Port 2.

Normalerweise sind die Pins 0 bis 4 des Control-Ports auf HIGH
gesetzt, das heif3t, sie fithren Strom. Direkt abhingig von diesen
Zustanden sind die Bits 0 bis 4 in $DC00 (56320). Diese Bits
stehen normalerweise also auch auf HIGH, das heifit, sie ent-
halten eine 1,

Bei einer Bewegung des Joysticks werden die jeweiligen Leitun-
gen mit der Leitung 7 des Control-Ports verbunden und dadurch
auf Masse gelegt. Das dementsprechende Bit in $DCO0 (56320)
wird dadurch geldscht. Die Bits 0 bis 3 entsprechen iblicher-
weise den vier mdglichen Richtungen, Das Bit 4 ist fir den
Feuerknopf zustindig.
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Durch ein Dongle kénnen nun verschiedene Leitungen des Con-
trol-Ports gleichzeitig auf Masse gelegt und abgefragt werden,
Bei einem eingegossenen Dongle sind die Verbindungen der
einzelnen Leitungen nur noch durch Ausmessen herauszufinden.

3.5.2 Eine einfache Dongle-Abfrage

Im unserem nun folgenden Beispiel fragen wir ein Dongle ab,
das die Leitungen 0 und 1 auf Masse legt, also mit Leitung 7
verbindet. Normalerweise sind diese Leitungen beim Joystick fiir
die Richtungen OBEN und UNTEN zustindig, so daB das
Dongle mit einem Joystick nicht imitiert werden kann. Um das
Dongle nachzubauen, bendtigen Sie nur einen Control-Port-
Stecker und drei kleine Kabelstiicke. Diese Teile erhalten Sie fiir
einige Groschen in jedem Elektronik-Fachgeschift.

10 A$ = "(CLR)O.K."

20 PRINT"{CLRIDONGLE EINSTECKEN UND TASTE DRUECKENM
30 POKE 198,0:WAIT 198,1

40 A= PEEK(56320) AND 3

50 IF A <>0 GOTO 70

60 PRINT A$:GOTO 40

70 PRINT MENDE™,A

Da die Tastaturabfrage des Rechners ebenfalls iiber die Leitun-
gen des Control-Ports geschieht, kann die Tastatur hier nicht
mehr vollstindig abgefragt werden. Stecken Sie das Dongle also
erst ein, nachdem Sie das Programm gestartet haben,

In Zeile 20 und 30 werden Sie aufgefordert, das Dongle einzu-
stecken. Das Programm wartet nun, bis Sie eine beliebige Taste
gedriickt haben. In Zeile 40 wird das Port-Register A aus
$DCO0 gelesen und die Bits 0 und 1 isoliert. (27042*1 = 142 = 3,
durch die AND-Verkniipfung mit diesem Wert werden alle
anderen Bits geléscht.)
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Wenn die Bits nicht beide auf LOW stehen, also 0 sind, wird das
Programm in 70 beendet. In Zeile 60 wird "O.K." auf den Bild-
schirm gebracht und wieder zum Schleifenanfang verzweigt.

Dieses kleine Programm sollte Thnen die Arbeitsweise eines
Dongles verdeutlichen, Es ist so natiirlich noch nicht als
Kopierschutz geeignet, da die Abfrage fiir jedermann einsehbar
als BASIC-Programm vorliegt. Wie Sie das Programm gegen
fremde Augen schiitzen, haben wir allerdings in den vorherge-
henden Kapiteln schon ausgiebig beschrieben.

3.5.3 Dongle mit IC

Das unter Kapitel 3.5.2 beschriebene Dongle, in dem verschie-
dene Leitungen gleichzeitig auf Masse gelegt wurden, kann mit
einiger Fachkenntnis und den entsprechenden MeBgeriten relativ
einfach ausgemessen und nachgebaut werden. Auch wenn die
meisten C6H4-Besitzer nicht uber diese Grundvoraussetzungen
verfiigen und ihnen der Arbeitsaufwand zu groB ist, offenbart
sich hier doch eine Schwiche des Systems.

Abhilfe wiirde hier ein Dongle schaffen, dessen Leitungen nicht
fest, sondern variabel auf Masse gelegt werden kénnen. Um das
zu erreichen, haben wir in das Dongle ein IC eingesetzt, das eine
ganz einfache Schaltung enthilt. Prinzipiell kann man dafir fast
jede Schaltung benutzen, die aus einfachen oder miteinander
kombinierten Gattern besteht. Wie oben erwidhnt, wird die
Tastatur aber auch iiber die Port-Leitungen abgefragt, so daB
die einzelnen Leitungen moglichst auf HIGH liegen sollten.
Daraus ergibt sich, daf zum Beispiel eine Schaltung mit einem
NAND-Gatter, also einem NOT-AND-Gatter, ungeeignet wire,
weil hierbei mindestens eine Leitung immer LOW ist.

Wir haben fiir das Dongle ein IC mit vier voneinander unabhin-
gigen AND-Gattern gew#hlt, wovon allerdings nur ein Gatter
benutzt wird. Das hier verwendete Gatter hat zwei Einglinge und
einen Ausgang, der im "Normalzustand" auf HIGH liegt. Die
genaue Schaltung koénnen Sie Abbildung 3.5.1 entnehmen.
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Abb. 3.65.1; Dongle mit AND-Gatter

Hier nun ein Programm, mit dem das Dongle abgefragt werden
kann. Dabei wird das Dongle bei jedem Interrupt umgeschalteg
und iberprift, so dafl jedes andere Programm unabhiingig davon
laufen kann. Wird ein falsches Dongle erkannt, verzweigt das
Programm zum unbedingten RESET. An dieser Stelle kénnen Sie
aber auch zu einem eigenen Programm verzweigen, das zu Bei-
spiel den gesamten Speicher 18scht und dann einen Absturz ver-
ursacht. Hierzu kénnen weitere Informationen zum Beispiel aus
Kapitel 3.4 iiber die Tllegal-Opcodes entnommen werden.
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Interrupt-VYektor auf Abfrageroutine stellen:

000 SEI Interrupt verhindern

COO1 LDA #%0D LOW-Byte des neuen Interrupt-vektors
C003 STA 30314 abspeichern

C006 LDA #8CO0  HIGH-Byte des neuen Interrupt-vektors
CO08 STA %0315 abspeichern

CO0B CLI Interrupt wieder freigeben

COOC RTS Ricksprung

Abfrageprogramm fiir Dongle:

CO0D PHA Akku-Inhalt auf Stapel retten
COOE LDA 3DCOC Wert fir Control-Port 2 holen
C011 PHA und auf Stapel retten

C012 AND #$FE Bit 0 ldschen

C014 STA $DCO0 Wert zurickschreiben

C017 LDA $DCO0 neuen Wert lLaden

COTA AND #$05 Bit 0 und Bit 2 isolieren

COTC BNE $CO37 wenn Bit 0 und 2 gesetzt, dann RESET
CO1E PLA Originalwert fur Control-Port wiederholen
CO1F STA $DCO0 und zurlickschreiben

C022 LPA $DCO0 neuen Wert holen

C025 ORA #$01 Bit 0 setzen

C027 STA 3DCO0  Wert zurlckschreiben und

COZ2A LDA $DCO0 neuen Wert holen

CO20 AND #305 Bit O und Bit 2 isolieren

CO2F EOR #305 Bits invertieren

CO31 BNE $CO37 wenn Bit 0 und 2 nicht gesetzt, RESET
CO3% PLA Akkuinhalt vom Stapel holen

C034 JMP $EA31 zur Betriebssystem-Interruptroutine

RESET ausfithren, wenn falsches Dongle erkannt wird:

CO37 INC $D020 Rahmenfarbe erhhen
CO3A SEI Interrupt verhindern
CO3B JMP $FCEF RESET ohne CBM80- bzw. Modulabfrage
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Hier nun das Programm als BASIC-Loader:

5 §=0:A=0:X=0

10 READ A:S=S+A:IF A=-1 THEN GOTO 25
12 POKE4DTS24X, A:X=X+1

15 GOTO 10

25 IF § <> 6626 THEN PRINT "FEHLER IN DATA SY, S:STOP
30 sYsS 49152

100 DATA 120, 169, 13, 141, 20, 3, 169, 192, 141, 21, 3, 88, 96, 72, 173
, 0, 220, 72, 41, 254

110 DATA 141, 0, 220, 173, 0, 220, 41, 5, 208, 25, 104, 141, 0, 220, 173
. 0,220, 9,1, 141, 0

120 DATA 220, 173, 0, 220, 41, 5, 73, 5, 208, 4, 104, 76, 49, 234, 238,
32, 208, 120, 76, 239

130 DATA 252, 0, -1

Natiirlich ist die hier beschriebene Anwendung des Dongles nur
ein Beispiel unter vielen, Weitere Abfragen gleicher oder ahnli-
cher Art kénnen zum Beispiel auch iiber den User-Port gesche-
hen. Alle méglichen Varianten zu beschreiben, witrde allerdings
den Rahmen dieses Buches iiberschreiten, so daB3 hier Thre Fan-

tasie angesprochen wird, um weitere Methoden selbst auszuklil-
geln,

3.6 Password-Abfrage

Eine Password-Abfrage ist eigentlich dafir gedacht, daB ein
Unbefugter nicht ohne weiteres bestimmte Programme oder
Dateien benutzen kann. Das Password kann entweder direkt am
Anfang eines Programms abgefragt werden oder an ganz
bestimmten Stellen eines Programms, um diese zu sichern.

Man kann Password-Abfragen in BASIC oder in Maschinen-
sprache schreiben. Die erste Moglichkeit eignet sich nur, wenn
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man diese ausreichend schiitzt, damit man sich das Password
nicht einfach {iber den LIST-Befehl aneignen kann, Wenn man
nun eine Password-Abfrage in BASIC schreibt, sollte man diese
nachher mit einem LIST-RUN/STOP-RESTORE- und einem
Anderungsschutz versehen.

Eine Password-Abfrage kann folgendermalien aussehen;

10 POKE 808,225:PRINT CHR$(147):A=0
20 POKE 19,1

30 PRINT CHRSC19):INPUT WPASSWORD :%;AS$

40 POKE 19,0:PRINT CHR$(13)

50 IF A$="" THEN 20

60 IF A$="HARALD™ THEN PRENT CHR$(17);"PASSWORD AKZEPTIERT!":END
70 A=A+1:IF A=3 THEN SYS 64738

80 GOTO 20

Das Programm holt sich per INPUT den Text in den Speicher
und vergleicht diesen mit dem vorgegebenen Password, D_ie
POKEs vor und hinter dem INPUT unterdriicken das Fragezei-
chen, das normalerweise erscheinen wiirde,

Auflerdem ist noch ein Zihler eingebaut, der nach dem dritten
falschem Wort einen Systermreset durchfithrt. Falls einfach nur
RETURN gedriickt wird, verzweigt das Programm sofort zum
INPUT, ohne vorher den Zihler zu erhdhen,

Falls HARALD eingegeben wird, gibt das Programm die Mel-
dung PASSWORD AKZEPTIERT aus und schlie3t das Pro-
gramm mit END ab. Beim Einbau in ein eigenes BASIC-Pro-
gramm kann an diese Stelle ein GOTO eingesetzt werden, um zu
einer eigenen Routine zu verzweigen.

Da aber eine Password-Abfrage in BASIC trotzdem zu unsicher
ist, weil man sich den BASIC-Code einfach im Maschinenspra-
chemonitor ansehen kénnte, obwohl das BASIC listgeschiitzt’ ist,
sollite man daher das Password in Maschinensprache abfragen.
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Wir haben Thnen eine Password-Abfrage in Maschinensprache
geschrieben. Das Programm liegt ab der Adresse $C000 und wird
einfach mit SYS 49152 gestartet.

COOD JSR $ES44 Bildschirm léschen

CO03 LbX #$00 Zéhler auf Null

CO05 LDA $C063,X PASSWORD :

COOB JSR $FFD2 ausgeben

CO0B INX Zihler erhdhen

COOC CPX #309 wenn alle Buchstaben geholt,
COOE BNE $C005 dann weiter

C0O10 LDX #8300 Zdhler auf Null

C012 JSR $FFCF zur INPUT-Routine verzweigen
CO15 STA $COBO,X geholtes Byte speichern
€018 INX Zéhler erhohen

C01+9 CMP #$0D auf RETURN warten

CO1B BNE $C012 falls gedriickt, dann weiter
CO1D DEX RETURN-Code aus Text léschen
CO1E STX $02 Zdhler speichern

CO20 LDX #300 Zahler auf Null

C022 LDA $CO&C,X Password-Text

C025 EOR #$24 decodieren

CO27 STA $CO&C,X und Speichern

CO2A INX Zéhler erhdhen

C02B CPX #%$06 wenn alles decodiert,

C02D BNE $C022 dann weiter

CO2F LDX #%00 Zdhler auf Null

CO31 LDA $C080,x Eingegebenes PassWord
C034 CMP $C06C,X mit vorhandenem vergleichen

CO37 BEQ $£03C wenn richtig, dann normal weiter

C039 JMP $CO51 ansonsten Password decodieren und RESET
CO3C INX Zidhler erhshen

CO3D CPX %02 Ldnge vergleichen

CO3F BNE $C031 wenn alle getestet, dann weiter

C041 LDX #%00 Zdhier auf Null

CO43 LDA $CO&C,X Password

C046 EOR #$24 wieder decodieren

CO48 STA $C04C,X und speichern
CO4B INX 2éhler erhéhen
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CO4C CPX #4066 wenn alles decodiert,
COAE BNE 3C043 dann weiter

C050 RTS Ricksprung

CO51 LDX #$00 Zéhler auf Null

CO53 LDA $CO6C,X Password

CO56 EOR #$24 decodieren

€058 STA $C04C,X und speichern

COSB INX Zéhler erhohen

COSC CPX #$06 wenn akles decodiert
COSE BNE $C053 dann weiter

CO60 JMP SFCE2 Systemreset

€063 50 41 53 53 57 4F 52 54 PASSWORD
CO48 3A 00 00 00 00 00 00 00 :.......

Nachfolgend der BASIC-Loader:

100 FORI=1TO120STEP15: FORJ=0TO14:READAS :BS=RIGHTS(AS, 1)
105 A=ASC(A$)-48:1FA>STHENA=A-T

110 B=ASC(B$)-48:[FB>9THENB=B-7

120 A=A*16+B:C=(C+A)AND255 :POKEAST51+1+J, AZNEXT :READA: 1FC=ATHENC=0:NEXT
:END

130 PRENTUFEHLER IN ZEILE:";PEEK(S63)+PEEK(64)*256:5TOP
300 DATA20,44,E5,A2,00,BD,43,C0,20,02, FF,E8,E0,09,D0, 93
301 DATAF5,A2,00,20,CF,FF,9D,80,C0,E8,CP,0D,D0,F5,CA, 175
302 DATA86,02,A2,00,8D,6C,C0,49,24,90,6C,C0,E8,E0,06, 23
303 DATADO, F3,A2,00,BD,80,C0,0D,6C,C0,FO,03,4C,51,C0, 187
304 DATAES,E4,02,D0,F0,A2,00,BD,4C,C0,49,24,9D,6C,C0, 79
305 DATAES,ED,06,00,F3,60,A2,00,BD,6C,C0,49,24,9D,6C, 242
306 DATACO,E8,EO,06,D0,F3,4C,E2,FC,50,41,53,53,57,4F, 88
307 DATAS2,54,3A,6C,65,76,65,68,60,00,00,68,60,00,00, 28
308 DATAOO,00,00,00,00,00,00,00,44 48, 44,48 ,4A, 44 4B, 247

Diese Maschinenroutine kann jederzeit aus einem BASIC-Pro-
gramm heraus angesprungen werden, um das Password abzufra-
gen. Es ist nur eine Eingabe mdglich. Sobald etwas falsch einge-
geben wird, wird sofort ein Systemreset durchgefiihrt,
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Nun ein wenig zur Funktionsweise des Programms; Das Maschi-
nenprogramm macht eigentlich nichts anderes, als das vorherige
in BASIC. Es gibt den Text 'PASSWORD :' auf dem Bildschirm

aus und verzweigt anschlieBend zur INPUT-Routine des
Betriebssystems.

Die geholten Zeichen werden in einem Speicherbereich hinter
dem Maschinenprogramm abgelegt. Die Linge der Zeichenkette
wird in der Speicherzelle $02 zwischengespeichert. Sie ist fiir die
spitere Abfrage des Passwords notwendig.

Gleich darauf wird das vorgegebene Password, in unserem Fall
"HARALD®, decodiert, damit ein Vergleich der beiden
Passwords méglich wird. Das vorgegebene Password befindet
sich ab der Adresse $CO6C. Dort kann man sein gigenes
Password einsetzen. Es darf nicht linger als 16 Zeichen sein,
weil es sonst von einem anderen Teil des Programms iiberschrie-
ben wird. Beim Andern des Passwords miissen noch zwei Dinge
beriicksichtigt werden. Nach dem Andern des Passwords mub
dieses wieder mit EOR #$24 codiert werden, weil das Programm
das Password codieren wiirde, statt es zu decodieren, Das wirde
unweigerlich zu einer falschen Abfrage fithren.

Falls eine Anderung des Passwords notwendig ist, verfahren Sie
wie folgt: Tragen Sie das neue Password ab der Adresse $C06C
ein, indem Sie die ASCII-Zeichen einfach mit dem Maschinen-
sprachemonitor eintragen oder aus dem BASIC einpoken. Mer-
ken Sie sich die Linge des Passwords. Passen Sie dann die Ver-
gleichsbefehle in den Adressen $C02B, $C04C und $C05C an die
Linge des neuen Passwords an, und springen Sie in die Adresse
$C051 des Password-Programms ein. Dort wird das neue
Password codiert. Nachdem dieses geschehen ist, wird ein
Systemreset durchgefiihrt.

Damit haben Sie das Password des Programms ge4ndert und
kénnen es somit wieder auf Diskette oder Kassette von $C000
bis $C074 mit dem Maschinensprachemonitor abspeichern.

Es gibt noch eine weitere Mdglichkeit, eine Art Password abzu-
fragen, und zwar durch Driicken mehrerer Tasten gleichzeitig.



139 Das grofle Anti-Cracker-Buch

Das Programm springt nur aus der Schieife, falls die Tasten *M’,
'8’ und D’ gleichzeitig gedriickt sind. So eine Abfrage muB
natiirlich in Maschinensprache erfolgen, da die Tasten direkt
vom Port geholt werden.

Die CIAs verfiigen iiber zwei 8-Bit-Datenregister (PRA und
PRB), bei denen jede der Leitungen sowohl als Eingang als auch
als Ausgang gewihlt werden kann. Um dieses festzulegen, ver-
figen die CIAs itber jeweils zwei 8-Bit-Datenrichtungsregister
(DDRA und DDRB). Wenn ein Bit im DDR gesetzt ist, also
gleich 1 ist, arbeitet das korrespondierende Bit des PRs als Aus-
gang. Ist das Bit im DDR geléscht, also gleich Null, so ist das
entsprechende Bit des PRs als Eingang definiert. Durch das
Auslesen der DDRs erfahrt man die Eingangsspannungsbelegun-
gen der PRs.

Die Portleitungen PAO bis PA7 und PBO bis PB7 des ClAs 1
fragen unter anderem die Tastatur ab. Sie bilden eine 8mal8-
Matrix, die es ermdglicht, 64 Tasten abzufragen.

Falls Sie die Tasten Thres C64 einmal gezih!t haben, werden Sie
festgestellt haben, dafBl dieser 66 Tasten hat. Das ist dadurch zu
erkliren, daBl die RESTORE-Taste iiber eine eigene Leitung
verfiigt, die bei einem Tastendruck die RESTORE-Leitung auf
Masse legt und dadurch einen NMI, also einen nicht maskierba-
ren Interrupt, ausldst. Die zweite fehlende Taste ist SHIFT-
LOCK. Sie ist parallel zur linken SHIFT-Taste geschaltet.

Eine Erklirung vorweg: Wenn ein Daten-Port im Datenrich-
tungsregister auf Eingang geschaltet und dieser nicht belegt ist,
sind diese Bits im Datenregister auf HIGH geschaltet, also
gesetzt. Zum besseren Verstindnis arbeiten Sie bitte mit der
Tabelle am Ende des Kapitels.

Beim CIA 1| sind die Leitungen PAQ bis PA7 als Ausgang
geschaltet, die Leitungen PB0O bis PB7 als Eingang. Fragt die
Interrupt-Routine des Betriebssystems die Tastatur ab, so legt sie
die Anschliisse des Ports A kurzzeitig LOW, die Bits der Adresse
$DCO0 (56320) werden geldscht.
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Wird eine Taste gedriickt, so wird das LOW-Signal des Ports A
iber die Leiterbahn auf das entsprechende Bit des Ports B
Ubertragen. Die anderen Bits des Ports B sind in diesem Fall
nicht angeschlossen und deshalb, wie bereits erklirt, gesetzt.
Erkennt das Betriebssystem einen vollstindig gesetzten Port B, so
wurde keine Taste gedriickt, und es wird zum Ende der
Tastenabfrage gesprungen.

Wird beispielsweise H gedrickt, so wird Bit 5 des Port B
geldscht. Daran kann der Rechner erkennen, daf3 eine der Tasten
'F3’, 'S, 'F', 'H, 'K, %, '=' oder die Commodore-Taste
gedriickt sein muB. Um festzustellen, welche dieser Tasten
gedriickt ist, setzt der Rechner alle Bits des Ports A bis auf das
erste auf HIGH und schiebt die Bits des Ports B nacheinander in
das Carry-Flag, um zu iiberpriifen, ob sie geldscht sind. Sobald
er ein geldschtes Bit festgestellt hat, holt er sich den entspre-
chenden Tastencode aus einer der Tabellen ab $EB81. Aus wel-
cher Tabelle der Tastencode geholt wird, hingt davon ab, ob die
SHIFT- oder die COMMODORE-Taste gleichzeitig betitigt
wurden. Waren alle Bits des Ports B gesetzt, wird das nfchste Bit
des Ports A geldscht und alle Gbrigen gesetzt. Daraufhin wieder-
holt sich die Kontrolle des Ports B.

Sind mehrere Tasten gedriickt, so werden entsprechend mehr
Bits des Ports B geldscht. Daraus wird ersichtlich, daB es mog-
lich ist, mehrere Tasten gleichzeitig abzufragen.

Das folgende Programm fragt mehrere Tasten auf einmal ab. Es
springt nur aus der Schleife, falls *M’, 8" und 'I' gleichzeitig
gedrickt sind:

CO000 SEI Interrupt verhindern

C001 LDA #%00 Port A

C003 STA $DCOD auf LOW setzen

C006 LDA $DCO1 Port B laden

CO09 CMP #$FF Taste gedrickt?

CO0B BEQ $CO01 wenn nein, dann wieder vom Anfang
COOD LDX #800 Ziéhler auf Null setzen

COOF LDA #SFE Alle Bits bis auf das erste gesetzt
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con
cot2
co15
co1s
cois
o1
CO1E
CO1F
co21
co22
co23
€025
cozy
cozs
coze
cozs
cozc

PHA
STA
LDA
CMP
BEQ
PLA
CLC
BCC
PLA
INX
CPX
BEQ
SEC
ROL
BNE
CL1
RTS

$DCO0
$DCO1
$CO2D, X
$C021

$C001

#308
$C02B

$COM

Tastencodes:

Wert speichern

an Port A (bergeben

Wert von Port B holen

mit Wert aus Tabelle vergleichen
wenn ja, dann weiter

ansonsten Stapel rilicksetzen

und zum

Anfang springen

gespeicherten Wert holen

Zéhler erhdhen

Mit Endwert vergleijchen

wenn Ja, dann Rlcksprung

Carry setzen

geléschtes Bit um eins verschieben
unbedingter Sprung

Interrupt freigeben

Ricksprung

CO2D FF FF FB F7 EF FF FE FF

Hier der dazugehdrige BASIC-Loader:

100 FURI=1TO53STEP15:FORJ=0T016:READA$:B$=RIGHTS(A$,1)
105 A=ASC(A$)-48:1FA>OTHENA=A-T
110 B=ASC(B$)-48:IFB>QTHENB=B-7

120 A=A* 1648 :C=(C+A)AND255: POKE4SS151+1+J, A:NEXT :READA: 1 FC=ATHENC=0:NEXT :

END

130 PRINTYFEHLER IN ZEILE:";PEEK(63)+PEEK(64)*256:STOP
300 DATA78,A9,00,8D,00,DC,AD,01,DC,C9, FF, £0, F4,A2,00, 98
301 DATAA9, FE, 48,8D,00,DC,AD,01,D¢,DD,2D,C0, FO, 04,68, 8
302 DATA18,90,E0,68,E8,E0,08,F0,04,38, 2A,D0,E6,58,60, 132
303 DATAFF,FF,FB,F7 EF,FF,FF,FF,00,00,00,00,00,00,00, 220
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Die Bits des Ports A werden einzeln und der Reihe nach
geldscht und die dazugehdrige Bitkombination dés Ports B iiber-

pritft. Daraus ergeben sich acht Werte fiir Port B, die ab Adresse
$C02D abgelegt sind.

Wie schon erw#hnt, holt sich das Betriebssystem den ASCII-Wert
der gedriickten Taste aus einer Tabelle, Zuvor wird jedoch die
soeben gedriickte Taste in einem anderen Code in der Adresse
$CB abgelegt. Dieser Code entspricht der Stellung des entspre-
chenden ASCII-Wertes in der eben erwihnten Tabelle (3EBS81).
Die entsprechende Tabelle zur Identifizierung der Tasten finden
Sie am Ende dieses Kapitels.

Noch ein kleiner Tip: verwenden Sie bei der Tastenabfrage keine
dicht aneinanderliegenden Tasten, weil die Vernetzung der
Tastaturplatine schlecht ist. Es konnte passieren, daf3 beim

Driicken nicht verzeichneter Tasten das Programm trotzdem aus
der Schleife springt.

Die eigenen Tastencodes kdnnen Sie ab der Adresse $CO2D ein-
tragen. Es empfiehlt sich, nicht mehr als drei Tasten zu verwen-
den, weil wie schon gesagt das Programm aus der Schleife sprin-
gen kann, ohne die richtigen Tasten betitigt zu haben. Beim

Eintragen brauchen Sie nur die Bits der jeweiligen Taste zu
l1éschen und einzutragen.
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PORT A
$0C00

BIT 0 —]

BIT 1 —]

BIT 2 —{

BIT 3 —

BIT 4 —

BIT & —

BIT 6 —

BIT7 —

Abb. 3.6:
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4. Directory-Schutz

4.1 Versteckter Filename

Durch Directory-Manipulation ist es mdglich, einen Fremdzu-
griff auf Programm-Files zu verhindern. Wir mdchten Thnen
hier ein paar Beispiele demonstrieren, die das Laden oder den
Einblick in das Directory erschweren,

Fangen wir am besten direkt mit einem Beispiel an, mit dem Sie
einen Programmnamen "verstecken" kénnen, der dann nicht ohne
weiteres geladen werden kann. Geben Sie ein:

SAVEMISHIFT-SPACElhallo", 8

Das SHIFT-SPACE bedeutet, dall Sie zuerst die SHIFT- und
dann die SPACE-Taste driicken missen. Beide Tasten missen
also einen Augenblick gleichzeitig gedriickt sein. AnschlieBend
kénnen Sie den Filenamen eingeben. '

Es ist aber auch maoglich, direkt nach dem SHIFT-SPACE ein
Hochkomma zu setzen. Wenn man das Directory listet, sieht dies
dann folgendermafien aus:

ODISKETTENNAME, ID
1 WIHALLO  PRG (Beispiel 1)
1w PRG (Beispiel 2)

662BLOCKS FREE.
READY .

Wenn Sie nun versuchen, einen der beiden Programme zu laden,
werden Sie immer die Fehlermeldung "MISSING FILENAME
ERROR" oder "FILE NOT FOUND ERROR" erhalten. Das hat
folgenden Grund: der Computer erkennt die Hochkommata als
Anfangs- und Endmarkierung und ist dadurch nicht in der
Lage, den dahinterliegenden Filenamen zu erfassen. Das zweite
Hochkomma wird durch das abgespeicherte SHIFT-SPACE
erzeugt, das den Wert SA0Q hat. In dem Directory dient das $AD
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als Markierung. Dem Prozessor wird nun das Ende des Filena-
mens "vorgegaukelt", sodafll er das zweite Hochkomma setzt. Sie
werden es bestimmt als widersinnig empfinden, wenn Sie Ihre
eigenen Programme nicht wieder laden kénnen. Aber die beiden
Programme sind mit demselben Trick zu laden, mit dem sie auch
gespeichert wurden:

LOAD" [SHIFT-SPACE]HALLO", 8
oder
LOADY [SHIFT-SPACEI",8

Mann kann dadurch zum Beispiel auch ein "verstecktes" Pro-
gramm {iber ein Ladeprogramm aufrufen, um so das Hauptpro-
gramm zu schiltzen,

4.2 VYerstecken der Filenamen durch Steuerzeichen

Auch die Steuerzeichen eignen sich durchaus fiir den Directory-
Schutz, Unter Steuerzeichen versteht man die CURSOR-Tasten,
die Farbtasten, die Delete- und die Insert-Taste. Die Steuerzei-
chen sind nur im Hochkoemma-Modus sichtbar und kénnen
daher nicht gelistet werden, sondern werden wihrend eines
LIST-Vorgangs ausgefithrt. Auf diese kleine Schwiiche der
LIST-Funktion stiitzt sich auch unser Schutzverfahren. Geben
Sie dazu folgende Zeile ein:

SAVEMM[OELTHALTINS] [DELILC",8

Das ganze nochmal in Worten: Nach dem ersten Hochkomma
setzen Sie noch ein zweites, um den Hochkomma-Modus abzu-
schalten. Anschlieflend driicken Sie die DEL-Taste, um das
zweite Hochkomma zu ldschen, und geben die ersten drei Buch-
staben des Filenamens ein. Danach driicken Sie zuerst die INS-
und anschlieBend die DEL-Taste, um ein reverses "T" zu erzeu-
gen. Jetzt kann man den Rest des Filenamens eingeben und
abspeichern. Dies sieht im Directory folgendermalien aus:
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ODTSKETTENNAME, ID
1 HALO PRG
663BLOCKS FREE.

READY.

Es wird Thnen bestimmt aufgefallen sein, dafl ein Buchstabe des
Filenamens verschwunden ist, und zwar ein "L", obwohl der
Filename mit zwei "LL" abgespeichert wurde. Daran ist, wie
schon erwi#hnt, unser Steuerzeichen schuld. Wenn man nun ver-
sucht, das Programm auf normale Art und Weise zu laden, mel-
det der Computer wieder "FILE NOT FOUND ERROR", weil
ihm das zweite "L" fehlt, um das Programm im Directory zu
finden. Das Laden des Programms erfolgt nach dem gleichen
Prinzip, wie es abgespeichert wurde:

LOAD'' [DELTHAL [INST [DEL]LO",B

Mit den Farbtasten kann man auch einen bunten Filenamen
erzeugen, wenn man das Programm mit den jeweiligen Farb-
Codes abspeichert. Zum Beispiel so:

SAVE"H[CTRL 1JAILCTRL 2]L[CTRL 3IL[CTRL 410v,8

Mit CTRL 1 bis CTRL 4 sind die Farb-Codes auf der Tastatur
gemeint. Auch diese Codes konnen nicht gelistet werden, sie
verindern nur die Farbe der Buchstaben. Auch diesmal muf3 das
Programm genau so geladen werden, wie es gespeichert wurde.

Noch ein wichtiger Hinweis: Dieser LIST-oder DIRECTORY-
Schutz funktioniert nur auf dem originalen Betriebssystem. Wenn
Sie zufillig Speed-DOS oder ein anderes Betriebssystem verwen-
den, ist es durchaus moglich, daB dieser Schutz nicht funktio-
niert, weil eine andere LIST-Routine verwendet wird.

4.3 Der "blinde" Block

Vor der Praxis mochten wir Thnen den Aufbau des Directorys
verdeutlichen. Der Directory-Block beginnt, falls keine Mani-
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pulationen vorgenommen wurden, immer ab Track $12 und
Sektor $01. Wenn wir uns diesen Block einmal mit dem Diskmo-
nitor ansehen, sehen wir folgendes:

00: 12 04 B2 11 00 48 41 4C ..... HAL
08: 4C 4F 31 A0 AD AQ AQ AQ LOT.....
10: AD AG AQ AD AD 00 00 00 ........
18: 00 00 00 00 00 Q0 Q1 00 ........
20: 00 00 83 11 01 48 41 4C ..... HAL
281 4C 4F 32 AO AQ AOQ AD AD LOZ.....
30: AD AD AO AO AD 00 00 00 ........
38: 00 00 00 00 00 00 01 OO ........

Die ersten beiden Bytes in Zeile $00 stellen den Block-Linker
dar. Dieser hat die Aufgabe, gegebenenfalls auf den nichsten
Directory-Block zu zeigen. Die erste Zahl zeigt auf den Track
und die andere auf den Sektor, meistens $12 $04(18 01). Das
dritte Byte bestimmt den Filetyp (38]=SEQ, $82=PRG,
383=USR, 84=REL),

Die néchsten beiden Bytes zeigen auf den Track und Sektor des
Programms mit dem Namen "HALLOI!". AnschlieBend folgt der
Filename, fir den genau 16 Bytes reserviert sind,

Nach den ASCII-Codes folgen noch einige $AQ, die sowohl als
Platzhalter als auch als Endmarkierung bestimmt sind, damit der
Prozessor weill, wann er das zweite Hochkomma setzen mul}. Er
setzt es automatisch, wenn er nach den ASCII-Codes auf ein
3A0 trifft.

Die letzten beiden Bytes in Zeile $18 stellen in LOW- und
HIGH-Byte die Block-Anzahl des Programms dar. In unserem
Fall ist das Programm einen Block lang. Nach dem Sie jetzt tiber
den Aufbau des Directorys Bescheid wissen, kdnnen wir mit der
Praxis beginnen,

Im Prinzip ist dieser Schutz einfach aufgebaut, jedoch HuBerst
wirkungsvoll, Er macht das Listen des Directorys schier unmdg-
lich. Man mufl nur in den ersten beiden Bytes in Zeile $00 "FF"
hineinschreiben, Die Floppy- wird bei einem Leseversuch des
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Directorys mit der Fehlermeldung "ILLEGAL TRACK OR
SECTOR" antworten, weil der Block-Linker auf einen nicht
existenten Block zeigt.

Jedoch kdnnen die Programme weiterhin normal geladen wer-
den, es sei denn, das Directory geht aber $12 $01 hinaus. Dann
muf3 der Block-Linker nicht in $12 §$01, sondern in $12 $04
usw. gedndert werden, weil sonst die untersten Programme im
Directory von der Floppy nicht gefunden werden kénnen.

Falls Sie jedoch keinen Maschinensprachemonitor zur Hand
haben, kdnnen Sie auch das folgende BASIC-Programm einge-
ben, das fir Sie die Manipulation vornimmt:

10 OPEN 1,8,2,CHR$(D)+"P,RN:CLOSE 1
20 OPEN 1,8,15:0PEN 2,8,2,"#"

30 PRINTH#1,"M-RVCHR$(24 YCHRS(DICHRS(2)
40 GETH1,AS,8%

50 T$=STRE(ASCCAS+CHRS(D)))

60 S$=STRS(ASC(BS+CHRS(0)))

70 PRINTH1, U1 2 OM4T8+$$

80 PRINT#1,"B-p 2 O®

90 PRINTH#Z,CHR$(255);

100 PRINT#1,MU2 2 OM+T$+5$

110 CLOSE 1:CLOSE 2

Die Zeilen 10 bis 60 haben die Aufgabe, den letzten Directory-
Block zu finden. Das geht folgendermafen vor sich: In Zeile 10
wird ein File eroffnet, das nicht auf Diskette vorhanden ist,
damit das Betriebssystem der Floppy das ganze Directory nach
diesem File durchsucht. Das Betriebssystem wird das File natiir-
lich nicht finden, was auch der Zweck dieser Operation ist.
Dadurch haben wir aber direkt den letzten Directory-Block
gefunden. Man muf ihn anschlieBend nur aus der Floppy ausle-
sen. Diese Operation dbernehmen die Programmzeilen 20 bis 60.
Nachdem dieses geschehen ist, braucht man nur diesen Block in
den Puffer der Floppy einzulesen und das entsprechende Byte zu
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dndern. Dies passiert in den Zeilen 70 bis 90. Die letzten beiden
Zeilen haben dann nur noch die Aufgabe, den Block wieder auf
Diskette zu speichern und die Kanile zu schlieBen.

Falls Sie einmal die Absicht haben, den Schutz wieder zu ent-
fernen, miissen Sie nur in der Zeile 90 statt CHRE$(255); ein
CHRS$(0); eintragen. Nach dem Programmstart ist der Schutz
deaktiviert, und das Directory kann dann wieder normal gelistet
werden,

Dazu mufl wieder gesagt werden, dal} dieser Schutz nur auf dem
originalen Betriebssystem einwandfrei funktioniert, weil das
Directory nicht ins BASIC geladen, sondern sofort auf den
Bildschirm gebracht wird.

4.4 Der Trick mit den Nullen

Bei diesem Schutz manipulieren wir nicht das eigentliche Direc-
tory, sondern den Diskettennamen. Der Diskettenname ist in der
BAM, die immer auf Track $12 und Sektor $00 liegt, abgelegt.
Mit dem Diskettenmonitor sieht dies dann folgendermafen aus:

00 12 01 41 00 15 FF FF 1F ..A.....
CB: 15 FF FF 1F 15 FF FF 1F ........

90: 44 49 53 4B AD AQ AD AD DISK....
98: AG AD AD AO AD AD AQ AD ........
AO: AD AQ 30 38 AD 32 41 AD ..0B.2a.
AB: AQ AD AD 0D 00 CO 00 00 ........
BO: 00 00 GO 00 00 00 00 00 ........

Der Diskettenname in Zeile $90 ist einfach in ASCII-Codes
abgelegt. Er ist 4hnlich wie ein Filename im Directory aufge-
baut. Hinter den ASCII-Codes folgen wieder die 16 Platzhalter
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$A0. Sofort dahinter folgen die ID und das Formatkennzeichen.
Die restlichen Bytes sind unbenutzt.

Auch dieser Schutz ist nicht schwer zu installieren. Wir uber-
schreiben einfach in Zeile $90 die ersten 6 Bytes des Disketten-
namens mit den Werten "14 14 14" und "00 00 00". Die Zeile $90
sieht dann so aus:

90: 14 14 14 00 00 00 AD AD ........

Speichern Sie den Block wieder auf $12 $00 und gehen Sie mit
"X" wieder in BASIC. Dort initialisieren Sie das Laufwerk mit
OPEN 1,8,15,"T", damit sich die Floppy die neue BAM in den
Puffer holt. Normalerweise geschieht dieser Vorgang bei jedem
Diskettenwechsel automatisch, vorausgesetzt, die IDs sind ver-
schieden.

Falls Sie gerade keinen Maschinensprachemonitor zur Hand
haben, nimmt Thnen dieses kleine BASIC-Programm die Arbeit
ab:

10 OPEN 3,8,3, v
20 OPEN 15,8,15

30 PRINT#15,7C1 3 0 18 Qn

40 PRINT#15,"B-P 3 144N

50 PRINT#Z‘S,CHRS(ZU)CHRS(20)CHR$(20)CHR$(U)CHRS(0}CHR$(U)CHR$(160);
60 PRINT#15,"J2 3 0 18 On

70 PRINT#15,"In

80 CLOSE 3:CLOSE 15

Wenn Sie jetzt versuchen, das Directory mit LOAD"$".8 zu
laden, erscheint sofort nach dem LIST die READY-Meldung.
Die Programme lassen sich aber immer noch ganz normal laden,

Das Directory ist ganz normal in den BASIC-Speicher geladen
worden, aber es 148t sich nicht listen. Schuld daran sind die drei
Nullen. Der BASIC-Interpreter setzt diese Nullen als End-Mar-
kierung ans Ende eines BASIC-Programms. St58t nun der
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BASIC-Interpreter wihrend des LIST-Vorgangs auf drei Nullen,
erkennt er sie als End-Markierung und beendet den LIST-Vor-
gang mit einer READY-Meldung.

Unser Directory-Schutz beruht auf dem gleichen Prinzip. Das
Directory wird samt Diskettenname in den BASIC-Speicher
gelesen. Da aber in dem Diskettennamen nur "14 14 14 00 00 00"
steht, kann das Directory nicht gelistet werden. Der Wert $14 ist
nichts weiter als das Steuerzeichen DEL. Dadurch werden die
ersten drei Bytes (0 "), die der Floppy-Prozessor automatisch
setzt, sofort wieder geldscht. Die danach folgenden Nullen setzen
die BASIC-Endmarkierung, wodurch der weitere LIST-Vorgang
automatisch beendet wird. Auf dem Bildschirm bleibt nur noch
die READY-Meldung sichtbar.

Auch dieser Schurz funktioniert nur auf dem originalen
Betriebssystem, weil das Directory bei Speed-DOS oder anderen
Betriebssystemen nicht ins BASIC geladen, sondern direkt in den
Bildschirmspeicher geschrieben wird. Dies hat den Vorteil, daB
das bereits im Speicher vorhandene BASIC-Programm nicht
itberschrieben werden kann.

4.5 Das geteilte Directory
Mit dem gleichen Verfahren ist es moglich, ein Directory zu
. . . o X
'halbieren". Das heifdt, der obere Teil ist sichtbar und der Rest
1st unsichtbar, also nicht zu listen. Das sieht so aus:
OVDISKETTENNAME", D
1 ULOADER®  PRG
200BLOCKS FREE.

READY.

Folglich bleiben die Programme, die nach dem LOADER folgen,
unsichtbar.
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Die "BLOCKS FREE"-Meldung ist nichts weiter als ein manipu-
lierter Filename, hinter dem noch drei Nullen stehen, also die
BASIC-Endmarkierung. Sehen wir uns das doch einmal im
Diskmonitor an:

00: 12 04 82 11 00 4C 4F 41 ..... LOA
08: 44 45 52 AD A0 A0 A0 ADO  DER.....
10: AD AD AD AD AD 00 Q0 DO ........
18: 00 00 0C 0O 00 00 01 00 ........
20; 00 00 B2 11 01 14 14 42  ....... B
281 4C 4F 43 4B 53 20 46 52 LOCKS FR
30: 45 45 00 00 0O 00 00 OO  EE......
30: 00 Q0 OO OO DO DO FF 00 ........

Man sieht in Zeile $20 eindeutig, dafll die "BLOCKS FREE"-
Meldung ein ganz normales File ist. Aber vor den eigentlichen
ASCII-Zeichen sind noch zwei Bytes mit dem Wert $14 einge-
fiigt. Es sind die Steuerzeichen fur DEL (Backspace), die dafiir
Sorge tragen, daB das Hochkomma geléscht wird und dalB3 die
ASCII-Zeichen naher an den Rand gertickt werden, damit das
Ganze realistischer aussieht. Nach den ASCII-Zeichen folgen
noch die drei Nullen, die jegliches Listen verhindern. So bleiben
die dahinterliegenden Programme unsichtbar.

Das Ganze laBt sich auch vom BASIC aus realisieren. Als Vor-
aussetzung mull die Diskette, auf der der Schutz aufgetragen
werden soll, leer sein. Jetzt kann man den LOADER auf Dis-
kette abspeichern. Wenn man keinen LOADER haben mdchte,
kann man auch direkt den manipulierten Filenamen auf Diskette
aufbringen. Dieses funktioniert dann so:

SAVE CHR$(20)+CHRE(20)+"BLOCKS FREE"+CHR$(0)+CHRE(0)+CHR$(0)

Die weiteren Programme, die nun auf diese Diskette gespeichert
werden, werden hinter diesem Filenamen gespeichert und blei-
ben deshalb unsichtbar. Auch hierzu ist zu sagen, daB dieser
Schutz nur im Original-Betriebssystem funktioniert. Mit dem
Speed-DOS-Betriebssystem ist auch dieser List- oder Directory-
Schutz unwirksam.
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4.6 Die Tarnung des Filetyps

Eine HuBerst wirkungsvolle Methode zum Schutz eines Pro-
gramms vor Fremdzugriffen ist auch das Andern eines Pro-
gramms In eine sequentielle Datei. Das laBt sich mit einem
Diskmonitor ohne weiteres realisieren. Man braucht nur ein Byte
zu fndern:

00: 00 FF 81 11 00 4D 41 49 ..... MAT
08: 4E AD AD AQ AD AD AD AD  N.......
t10: AQO AD AD OO 00 DO 00 00 ........
18: 00 00 00 00 OC 00 20 00 ........

Man mufB3 nur beim dritten Byte in Zeile $00 eine $81 hinein-
schreiben. Nach dem Abspeichern des Blocks sieht das Directory
dann wie folgt aus:

O"DISKETTENNAME", 1D
32 MMAIND SEQ
255 BLOCKS FREE

Falls es sich um ein BASIC-Programm handelt, kann man es
auch mit SAVE"MAIN,S,W" 8 abspeichern. Das hat dann die
gleiche Wirkung. Mit einem normalem LOAD"MAIN"8 it sich
das Programm nicht faden, weil das Betriebssystem mit Hilfe
dieses Wertes den Filetyp feststellt und einen Lade-Vorgang
nicht zuldf3t. Aber mit einem kleinem Trick 1ilt sich auch dieses
Programm laden.

LOAD "MAIN,S,R",8

Auf diese Weise teilt man dem Betriebssystem mit, dal} man ein
sequentielles File o6ffnen mdéchte. AnschlieBend 140t sich das
Programm ohne Schwierigkeiten in den Speicher laden.

Noch ein kleiner Trick: man kann auf diese Weise ein Lade-
Programm in BASIC schreiben und dieses LOADER nennen. Das
Hauptprogramm "MAIN", das im Directory als sequentielles File
erscheint, wird vom LOADER nachgeladen, wenn ein bestimm-
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tes Password eingegeben wurde. Auf diese Weise lalit sich auch
ein Programm vor Fremdbenutzung schiitzen, Diese Methode
1463t sich bei allen Programm-Files durchfithren, so dal3 Sie auf
diese Weise alle wichtigen Programme sichern kénnen.

4.7 Gelbschte Files

Als nichstes wollen wir einzeine Files kurzzeitig "wiederbele-
ben". Dazu brauchen wir die Blocklese- und Schreibbefehle.
Aullerdem bendtigen wir eine leere Diskette. Dann speichern wir
das zu sichernde Programm und anschlieBend folgendes Lade-
programm ab:

10 OPEN 3,8,3,m#n
20 OPEN 15,8,15

30 PRINT#15,%U1 3 0 18 1u
40 PRINT#15,B-p 3 20

50 PRINT#3,CHR$(130);

40 PRINT#15,"U2 3 0 18 1v
70 PRINT#15, v1v

80 CLOSE 15

90 CLOSE 3

100 LOAD"PROGRAMMNAME", 8

Wichtig ist, dafl diese Reihenfolge streng eingehalten wird. Und
nun benutzen wir den Scratch-Befehi der Floppy, um das erste
File, also das Hauptprogramm, wieder zu l8schen. Achtung! Ab
sofort dirfen keine Schreibzugriffe auf diese Diskette mehr aus-
gefithrt werden.

Im Directory ist jetzt nur das zweite File sichtbar. Das erste File
steht immer noch im Directory, allerdings mit dem Filetyp
*DEL. Der Stern vor dem DEL bedeutet, da3 ein nicht ord-
nungsgemil geschlossenes File vorliegt. Solche Sternchen findet
man, wenn das Abspeichern eines Programms auf Diskette
wegen Platzmangels nicht korrekt abgeschlossen werden kann.
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Da sich die Floppy als "intelligent" bezeichnet, unterschligt sie
die *DEL-Eintrige beim Laden von Directories in den Compu-
ter-Speicher, um die geidschten Files nicht zu listen. Natiirlich
ist das File auch noch auf der Diskette vorhanden, es ist fiir uns
nur nicht mehr sichtbar. :

Um es wieder zu regenerieren, mufl das fir den Filetyp zustin-
dige Byte des Eintrags auf den Wert $82 (130) gesetzt werden,
Beim ersten Eintrag ist das Byte Nummer 2, also das dritte
(Zihlungen beginnen bej Computern grundsitzlich bei Null) im
Block Track 18 Sektor 1.

Wichtig ist, dafl die Diskette vor dem Laden des Hauptpro-
gramms initialisiert wird. Die Floppy merkt sich nimlich immer
einige Teile des Directories und liest diese erst gar nicht von der
Diskette, wenn ein Directory abgerufen wird. Die Folge wire,
daB wir immer noch mit dem alten Directory arbeiten, obwoh!
das neue auf der Diskette steht. Beim Initialisieren werden dann
allerdings die internen Zwischenspeicher des Laufwerks aktuali-
siert.

Die ersten Befehle im Hauptprogramm sollten dieses wieder "1&-
schen", indem die obere Sequenz verwendet wird, mit dem
Unterschied, daBl anstelle des CHR$(130) ein CHRS$(0) steht.
Dieses ist die Kennzeichnung fiur ein *DEL-File. Das geht
schneller und weniger auffallig als ein Scratch-Befehl. Dieses
Prinzip 148t sich fast beliebig ausweiten, so zum Beispiel, wenn
man die Filenamen verindert oder den falschen Programm-Lin-
ker wieder richtig stellt.

Die beste Methode: der Compiler-Schutz

Zum Abschiuf3 dieses Kapitels noch einige allgemeine Tips:
Schutz-Programme, die in BASIC geschrieben wurden, sollte
man unbedingt compilieren. Jeder Compiler erstellt einen derar-
tig verwirrten, fast unlesbaren Code, daB selbst die versiertesten
Knack-Profis resignieren miissen.
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Wichtig ist aber, dal} Befehle, die an die Floppy gesendet' wer-
den, im Programmtext verschliisselt stehen sollten‘. ZL_Jm Beispiel,
indem sie mit dem CHRS$-Befehl arbeiten und dn‘:: einzusenden-
den Zahlenwerte iiber einen Entschlflsselungsatgprithmus err?ch—
net werden. Dann kann man dem Compilat nicht einmal iiber
einen Monitor entnehmen, welche Befehle zur Floppy gesendet

werden.
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5. Kopierschutz mit der Datasette

Da viele C64-Besitzer immer noch mit einer Datasette arbeiten
und es fiir etliche Firmen billiger ist, ihre Programme auf Kas-
setten anstatt auf Disketten zu vertreiben, darf in diesem Buch
ein Kapitel iiber Kassettenkopierschutz nicht fehlen.

5.1 Sinn und Unsinn eines Kassettenkopierschutzes

Ganz am Anfang dieses Kapitels mul3 die Frage stehen, ob es
iiberhaupt sinnvoll ist, ein auf Band aufgenommenes Programm
vor dem Kopieren schiitzen zu wollen. Fiir einen Kopierer ist es
nimlich ein leichtes, zwei Kassettenrecorder mit Hilfe eines
Uberspielkabels miteinander zu verbinden, um sich dann ein
Duplikat des Programms anzufertigen. Dieses Verfahren ist
jedoch zu unrationell, als daB ein auf diese Weise kopiertes Pro-
gramm auf dem schwarzen Markt weite Verbreitung finden
kénnte. SchlieBlich wird jede weitere Kopie, die man von einer
vorhandenen Kopie anlegt, in der Qualitit etwas schlechter sein
als der Vorginger, was dazu fiihrt, daf sich ab einer gewissen
Stufe das Programm nicht mehr einladen 1483t. Aullerdem missen
zur Anfertigung eines Duplikats sowohl Aussteuerung als auch
Tonkopfeinstellung des Kassettenrecorders exakt eingestellt sein.

Ein weiteres Argument, das gegen das Erstellen einer 1:1-Kopie
spricht, ist der Platzbedarf, Man kann unter Verwendung von
Turbo-Tape auf einer 60-Minuten-Kassette etwa 40 bis 50
raubkopierte Programme mittlerer Linge unterbringen, bei
denen der Kopierschutz entfernt wurde. Wenn jedoch der
Kopierschutz noch vorhanden ist, also die Kopie mit Hilfe
zweier Recorder angefertigt wurde, reicht dassefbe Band maxi-
mal fir ca. acht bis neun Programme. Die meisten Raubkopierer
sind sowieso an einer wesentlich schnelier lad- und kopierbaren
Diskettenversion eines Programms interessiert.

Wer Wert darauf legt, daf3 ein von ihm entworfenes Programm
auch nicht ein einziges Mal kopiert wird, ist mit einer
Bandaufnahme seines Programms vollig hilffos. Wer aber sein
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Programm vor einer schnellen und ausgedehnten Verbreitung auf
dem schwarzen Markt schiitzen will, fiir den bietet die Datasette
mehr Kopierschutzméglichkeiten als eine Diskettenstation. Denn
fir das Diskettenlaufwerk existieren im Gegensatz zur Datasette
unzihlige von Kopierprogrammen, die von etwa 90% der
geschiltzten Software funktionsfihige Kopien erstellen kénnen.
Jede Kopie steht dann dem Original um nichts in der Qualitat
nach und 148t sich auch ebenso schnell weitervervielfiltigen.

Solche Kopierprogramme fiir die Datasette zu erstellen, ist aus
Griinden, auf die wir spiter noch genauer eingehen werden,
nicht méglich. Existierende Kassettenkopierprogramme erlanben
es héchstens, das vom Betriebssystem verwendete Aufzeich-
nungsformat oder das in Deutschland nahezu zum Standard
gewordene Turbo-Tape-Format zu kopieren. Da aber die meis-
ten Softwarefirmen, die ihre Programme auf Kassetten vertrei-
ben, ein eigenes Aufzeichnungsformat verwenden, sind solche
Kopierprogramme zum Kopieren von Originalen untauglich.

Einige Raubkopierer sind soweit gegangen, speziell fir einige
von Firmen wiederholt verwendete Formate Kopierprogramme
zu schreiben. Prinzipiell braucht man aber fiir jedes neue Auf-
zeichnungsverfahren ein neues "Copy". Ein generelles Kopier-
programm existiert bis zum jetzigen Zeitpunkt noch nicht, und
es hat auch den Anschein, daf es unmdéglich ist, jemals ein sol-
ches Programm zu entwerfen,

5.2 Laden und Abspeichern von Programmen und Daten

5.2.1 Was man von BASIC aus machen kann

Wer einen Kopierschutz entwerfen will, sollte zuerst einmal
wissen, auf welche verschiedenen Arten man iberhaupt etwas
auf einer Kassette abspeichern und wieder einladen kann. Das
Betriebssystem des C64 stellt uns dazu prinzipiell zwei Mdoglich-
keiten zur Verfitgung.
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Die erste und einfachste Mdaglichkeit ist die, mit den Befehlen
LOAD und SAVE zu arbeiten.

SAVE "Programmname’ oder SAVE "Programmpame', 1

speichert das im Computer befindliche BASIC-Programm auf
Band,

LOAD "Programmname' oder LOAD "Programmname!,

ladt ein Programm vom Band wieder zuriick in den Rechner, Sie
als Anwender brauchen sich bei dieser Prozedur nicht im
geringsten darum zu Kimmern, wie und wo Thr Programm im
Rechnerspeicher untergebracht wird., Diese Arbeit erledigt fir
Sie der BASIC-Interpreter,

Bei dieser Aufzeichnungsmethode werden auf dem Band zwei
unterschiedliche Teile abgelegt, Der erste Teil ist der sogenannte
'Header’. Er enthilt neben dem Programmnamen auch noch
Daten iiber die Lage des Programms im Speicher und seine
Linge. Der zweite Teil nun enthilt das eigentliche Programm.
Diese Unterteilung wird auch beim Einladen des Programms
sichtbar, wenn der Computer nach Einlesen des Headers sich
erst noch einmal zur Anzeige des Programmnamens meldet.
Danach wird erst das eigentliche Programm vom Band geholt.

Das zweite Verfahren, mit der Datasette Daten aufzuzeichnen,
liefert der QPEN-Befehl. Damit ist es moglich, vom laufenden
BASIC-Programm aus Zahlen, Buchstaben oder Variablenwerte
auf Band zu sichern und von dort auch wieder zuriickzuholen.
Die Befehlsfolgen dazu sehen folgendermafien aus:

OPEN 1,1,1,"Filename"
erdffnet ein sogenanntes 'Datenfile’ auf der Kassette, das heilit,
man kann jetzt Daten beliebig hintereinander auf dem Band

ablegen. Dies geschieht mit Hilfe des Befehls

PRINT# 1, ... (Variablen, Daten wie bei PRINT).
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Dieser Befehl funktioniert genau wie der PRINT-Befehl, nur
dal die Werte nicht auf dem Bildschirm, sondern zur Datasette
hin ausgegeben werden.

Der dritte Befehl, den man noch bendtigt, um seine Daten
abzuspeichern, teilt dem Computer mit, daB die Aufzeichnung
beendet werden soll. Er lautet;

CLOSE 1

Wenn man diesen Befehl vergiBlt, kann es dazu kommen, daB
einem hinterher Daten auf dem Band fehlen,

Was bedeuten nun die Zahlen, die den Befehlen mitgegeben
werden miissen? Die erste Eins hinter dem Befeh! OPEN ist die
"logische Filenummer’. Sie kann einen beliebigen Wert ven 0 bis
255 annehmen. Es ist dieselbe Zahl wie hinter dem PRINT#-
und CLOSE-Befehl, denn ihr Zweck ist es, diesen beiden Be-
fehlen mitzuteilen, auf welchen OPEN-Befeh! sie sich beziehen.
Die zweite Zahl heiflt 'Geriiteadresse’, da sie angibt, welches
Gerit (hier die Datasette) der OPEN-Befeh! ansprechen soll. Die
Eins hinter SAVE und LOAD hat genau dieselbe Funktion.

Die dritte Zahl, die sogenannte ‘Sekundiradresse’, ist die inter-
essanteste, da sie je nach angesprochenem Geriit unterschiedliche
Funktionen erfiillt. Bei der Datasette hat eine Fins die Bedeu-
tung ‘Datenfile zum Schreiben eréffnen’. Um n4mlich die
geschriebenen Daten wieder lesen zu konnen, braucht man blof
ein Datenfile mit der Sekundiradresse Null zu erdffnen:

OPEN 1,1,0,"Filename"
Das Einlesen der Daten erfolgt dann mit den Befehlen

GET#1,... (Folge von Variablen)

oder

INPUT#1, ... (Folge von Variablen).

Kopierschutz mit der Datasette 15}

Diese beiden Anweisungen funktionieren genauso  wie ihre
Gegensticke GET und INPUT, nur werden die Zeichen nicht
iber die Tastatur eingetippt, sondern vom Band eingelesen.
Auch hier sollte man nach AbschluB des Einlesens mit CLOSE |
den Datenkanal wieder schlieflen.

Nun zur Praxis. Folgendes Beispielprogramm liest eine vorher
bekannte Anzahl von Zahlen von der Tastatur und schreibt sie
auf Band:

10 OPEN 1,1,1,"DATEI":REM Datei zum Schreiben ersffnen
20 PRINT"WIEVIELE ZAHLEN WOLLEN SiE ABSPEICHERNH

30 INPUT A:PRINTH#1,A:REM Anzahl der Daten auf Band

40 FOR I=1 TO A

50 PRINT I;". ZAHL";:INPUT B

60 PRINT#1,B:REM eine Zahl abspeichern

70 NEXT 1

B0 CLOSE 1:REM File schlieBen

Das dazugehorige Programm, das die Daten wieder einliest und
anzeigt, sieht so aus:

10 OPEN 1,1,0,"DATEI":REM Datei zum Lesen &ffnen
20 INPUT#1,A:REM Datenanzahl einlesen

30 FOR I=1 TO A

40 INPUT#1,B:REM eine Zahl einlesen

50 PRINT 1;', ZAWL:":B

60 NEXT 1

70 CLOSE 1

Mit diesem Handwerkszeug kénnen wir nun endlich zum ersten
Kopierschutz iibergehen, Er besteht einfach darin, dafl man
hinter sein Programm ein Datenfile auf das Band schreibt, die
Daten dann einliest und vergleicht, ob sie stimmen. Wenn nicht,
so Hiuft auch das Programm nicht,
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Angenommen, man hat mit dem oben angegebenen Beispielpro-
gramm die vier Zahlen 3, 4.1, -10 und 1 auf Band abgelegt,
dann kénnte das Abfrageprogramm wie folgt aussehen:

10 OPEN 1,1,0,"DATEIN

20 INPUT#1,A,B,C,D,E:REM S Werte (mit Datenanzahl) lesen

30 CLOSE1

40 IF A<»4 OR B<»3 OR C<»4.1 OR D<>-10 OR E<>1 THEN PRINT“LAUEFT NICHT":
sTCP

50 PRINT"KOPIERSCHUTZ ERKANNTY

Wer so etwas kopieren will, kommt mit LOAD und SAVE nicht
weiter. Er mul} sich ein Programm dafiir schreiben. Zugegeben,
dies ist nicht besonders kompliziert. Man kann aber hier ein
Handikap einbauen, das es schwer macht zu erkennen, wieviele
Daten tberhaupt kopiert werden miissen. Ein Kopierprogramm
fir Datenfiles mufite nimlich normalerweise so aussehen, dal es
jedes einzelne Daten-Byte mit GET# in ein Array einliest und
dann anhand der Status-Variablen ST nachpriift, ob schon alle
Daten gelesen wurden. Diese Variable erhilt nimlich den Wert
64, sobald man das letzte Daten-Byte geholt hat. Das Betriebs-
system erkennt das Ende des Datenfiles daran, dall es hinter das
File das Zeichen CHRS$(0) schreibt. Nichts hindert uns aber,
dieses Zeichen selbst auf das Band zu schreiben. Dadurch erhilt
ST den Wert 64 schen, bevor aile Daten eingelesen wurden.
Wenn also das Kepierprogramm im Prinzip 50 aussieht:

10 DIM D$¢1000):REM maximal 1000 Bytes

20 INPUT''"NAME DES DATENFILESY";N$

30 OPEN 1,1,0,N$

40 =0

50 GET#1,D$(i):REM Ein Byte lesen

60 IF $T=0 THEN [=[+1:GCTO SO:REM alle Daten gelesen?
70 CLOSE 1

80 INPUTWKASSETTE WECHSELN UND RETURN DRUECKEN';AS
90 OPEN 1,1,1,N$

100 FOR J=0 TO 1

110 PRINT#1,D$(J);:REM Daten wieder schreiben

120 NEXT J

130 CLOSE 1
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dann kann man sich durch folgende Bandaufzeichnung davor
schiitzen:

10 OPEN %,1,1,"FILENAME"

20 PRINT#1,"ERSTER TEIL"

30 PRINT#1,CHR$(0); :REM Datenende vortiduschen
40 PRINT#1,"ZWEITER TEILM

50 CLOSE 1

Die Abfrage dazu sieht dann folgendermallen aus:

10 OPEN 1,1,0,"FILENAMEY

20 INPUTH#1, A%

30 GET#1,B$:REM CHR3(0) dberspringen

40 INPUTH#1,BS

50 CLOSE 1

&0 1F A$<>"ERSTER TEIL" OR B$<>MZWEITER TEIL™ THEN STOP
70 PRINT"KOPIERSCHUTZ ERKAKNT"

Jemand, der ein solches Datenfile duplizieren will, muB genau
wissen, wieviele Daten-Bytes das File enthiilt. Den einzigen
Hinweis, den er dazu erhilt, ist, daB3 beim letzten Byte ST den
Wert 64 annimmt, was aber nicht notwendigerweise bedeuten
mul, daf} das File wirklich zu Ende ist. Sie werden sich fragen,
ob es mobglich ist, Daten zu schreiben, ohne daB sie mit
CHRS(0) beendet werden. In der Tat geht auch das. Wir werden
aber erst spiter darauf zurickkommen.

Bei der gerade besprochenen Aufzeichnungsmethode werden die
Daten in mehreren Teilen abgelegt. Als erstes kommt wie bei
mit SAVE abgespeicherten Programmen ein Header mit dem
Filenamen und der Information, daB es sich um ein Datenfile
handelt. Danach folgen in kurzen Blécken die Daten. Jeder
Block wird zuerst in einen speziell dafiir reservierten Speicher-
bereich, dem sogenannten Kassettenpuffer, gelesen und von da
aus an das BASIC-Programm weitergeleitet, Immer wenn die
Daten aus dem Kassettenpuffer vollstindig {ibergeben wurden,
wird der nfichste Datenblock gesucht und eingeladen. Das macht
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es einem Kopierer natiirlich wieder einfacher, da er die Daten-
anzahl nicht aufs Byte genau festzustellen braucht, sondern nur
wissen mul3, wieviele Datenblécke zu dem File gehdren. Wenn er
das einmal herausgefunden hat, traucht er nur alle diese Blécke
volistandig zu kopieren, ohne sich um CHRS$(0)-Bytes zu kim-
mern. Damit er das aber nicht herausfindet, sollte man die
Kopierschutzabfrage nicht fiir jedermann offen einsehbar im
Programm unterbringen. Anregungen zu diesem Thema finden
Sie im Kapitel "Programmschutz”.

Sekundiradressen kdnnen noch andere Zwecke erfilllen als die
oben beschriebenen. In Verbindung mit dem OPEN-Befehl ist
noch die Sekundiradresse Zwei von Bedeutung. Mit

OPEN 1,1,2,"Filename®

wird ein Datenfile genauso zum Schreiben eréffnet wie unter
Verwendung der Sekundiradresse Eins. Hinter das Datenfile
wird dann eine EOT (= End of Tape = Bandende)-Markierung
geschrieben. Diese Markierung bewirkt, daB3 jeder Versuch, itber
sie hinweg nach einem Programm oder Datenfile zu suchen, mit
der Tehlermeldung 'DEVICE NOT PRESENT' abgebrochen
wird. Sie dient dazu, den Punkt auf dem Band anzuzeigen, hin-
ter dem sich nichts mehr an Aufzeichnungen befindet. Von
BASIC aus 1aBt sich allerdings die Existenz dieser Markierung
nicht chne weiteres abfragen, da sie zum Abbruch des laufenden
Programmes fithrt. Man kann sie hochstens Uberspringen, indem
man iber die File-Ende-Markierung hinweg mehr Daten ein-
liest, als man aufgezeichnet hat. Es miissen nur soviele Daten
angefordert werden, daB der nichste Block nach dem Datenfile,
also der EQT-Block, nachgeladen wird. Als Kopierschutz ist
diese Markierung allerdings kaum zu verwenden, da sie zu leicht
erkannt und noch leichter wieder erzeugt werden kann.

Auch bei den Befehien LOAD und SAVE kénnen Sekundir-
adressen angegeben werden. Um den Sinn der Funktionen der
Sekundiradressen zu verstehen, sollte man wissen, daB sich der
Speicherbereich, in dem ein BASIC-Programm im Rechner
untergebracht wird, verlegen laBt. Die Anfangsadresse des
BASIC-Speichers befindet sich in den Speicherstellen 43 und 44
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im LOW-HIGH-Byte Format und hat normalerweise den Wert
2049 (=$0801). Will man beispielsweise den BASIC-Start nach
3000 (=30BB8=11%*256+184) verschieben, so braucht man bloB
diese beiden Adressen zu verindern. AuBerdem muf} nach 2999
eine Null stehen. Danach fehlt nur noch die Eingabe von NEW,

und schon beginnt der BASIC-Speicher bei 3000. Die komplette
Apweisung lautet also:

POKE 43,184:POKE 44,11:POKE 2999, 0:NEW

Hat man ein BASIC-Programm, das an der Speicherstelie 2049
begann, mit SAVE "Programmname" abgespeichert, und ladt man
dieses Programm nach Andern des BASIC-Starts wieder in den
Rechner, so wird es automatisch an die neue Adresse geladen
und vom BASIC-Interpreter angepaft, damit es probemlos auch
im neuen Bereich liuft. Gibt man jedoch beim Laden die
Sekundiradresse Eins an, also

LOAD "Programmname",1,1

so wird das Programm an die Adresse zuriickgeladen, an der es
beim Abspeichern stand, in diesem Falle also 2049. Dort ist es
natiirlich jetzt nicht mehr lauffihig. Das Laden an eine andere
Adresse als den momentanen BASIC-Start wird dann von
Bedeutung, wenn man Maschinenprogramme lidt und speichert,
die ja normalerweise nicht im BASIC-Speicherbereich liegen.

Man kann auch schon beim Abspeichern festlegen, daB das Pro-
gramm an die Originaladresse zuriickgeladen wird, auch ohne
beim LOAD-Befehl die Sekundiradresse Eins zu verwenden.
Dies geschieht ganz einfach dadurch, daf man diese Sekun-
diradresse beim SAVE-Befehl verwendet. Beispiel: Ein mit

SAVE "Programmname",1,1
abgespeichertes Programm wird in jedem Falle an die Adresse

zuriickgeladen, an der es vorher im Speicher stand, egal ob man
es mit
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LOAD,
LOAD "Programmname',

oder
LOAD "Programmname®,1,1

einladt. Damit 140t sich ein einfacher Schutz seiner Programme
gegen Fremdbenutzung erstellen. Man verschiebt den Anfang
des BASIC-Speichers an eine nur einem selbst bekannte Adresse
und speichert das zu schiitzende Programm ab dieser Adresse
unter VYerwendung der Sekundiradresse Eins ab. Wer dieses Pro-
gramm wieder zum Laufen bringen will, muBl wissen, wo der
BASIC-Start gelegen hat, da er es nicht ohne gréBeren Aufwand
an den normalen BASIC-Start 2049 laden kann.

Zur Vollstindigkeit sei hinzugefigt, dal auch beim SAVE-
Befehl die Mdglichkeit besteht, eine EQT-Markierung hinter das
Programm zu schreiben, Dies geschieht entweder durch Angabe
der Sekundiradresse 2, was dem Abspeichern ohne Sekun-
diradresse entspricht, oder durch Angabe der Sekundiradresse 3,
entsprechend zur Sekundiradresse 1.

Hier nun nochmal eine Zusammenfassung der verschiedenen
Funktionen von Sekundiradressen:

OPEN 1,1,0,%..." Datenfile zum Lesen eréffnen
OPEN 1,1,1,".,." Dpatenfile zum Schreiben erdffnen
OPEN 1,1,2,"..." Datenfile zum Schreiben erdffnen mit EOT
SAVE »...",1 Programm verschiebbar abspeichern
SAVE ¥...",1,1 Programm unverschiebbar abspeichern
SAVE "...",1,2 Programm verschiebbar abspeichern mit EQT
SAVE M...", 1,3  Programm unverschiebbar abspeichern
mit ECT
LOAD ", . .Y, 1 verschiebbares Programm an nheuen

BASIC-Start laden
Leap ",..", 1,1  Programm an Originaladresse laden
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5.2.2 Laden und Speichern von Maschinensprache aus

Prinzipiell 146t sich alles das, was bisher in diesem Kapitel
beschrieben wurde, auch mit Maschinensprache erreichen. Durch
Maschinenprogramme lassen sich aber einige wesentlich bessere
Kopierschutzmethoden verwirklichen als durch BASIC-Pro-
gramme. Dazu mull man wissen, wie die Entsprechungen der
Befehle LOAD, SAVE, OPEN, CLOSE, GET# und PRINT# in
Maschinensprache aussehen, wobei man im wesentlichen auf
Unterroutinen des Betriebssystems zuruckgreifen wird,

Die Befehle LOAD, SAYE und OPEN haben gemeinsam, dalB3 sie
einen Filenamen, eine Geriteadresse und eine Sekundiradresse
bendtigen. Intern brauchen auch LOAD und SAVE, genau wie
OPEN, eine Filenummer. Um diese Parameter festzulegen, exis-
tieren zwei Betriebssystemroutinen, genannt FILPAR und
FILNAM. FILPAR hat die Adresse $FFBA (=65466). Vor dem
Aufruf dieser Routine lidt man die Filenummer in den Akku-
mulator, die Geriteadresse ins X-Register und die Sekun-
diradresse ins Y-Register. FILNAM beginnt bei $FFBD
(=65469) und braucht im Akku die Linge des Filenamens, im
X-Register das LOW-Byte der Adresse des Filenamens und im
Y-Register das entsprechende HIGH-Byte. Die vollstindige
Sequenz, um alle Parameter zu setzen, sieht dann so aus;

Filenamenadresse: $C100
Programmstartadresse; $C000
Filename: "PROGRAMM" (muf} im Speicher ab $C100 stehen)

000 LDA #$01 Filenummer
Cc002 LDX #301 Gerateadresse
CO04 LDY #3801 Sekundaradresse

C006 JSR $FFBA FILPAR

CO09 LDA #808 Lénge des Filenamens
CO0B LDX #$00 LOW-Byte von $C100
CO0D LbY #%C1 HEGH-Byte von $C100
COOF JSR $FFED FILNAM
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Nachdem nun das Betriebssystem alle Werte "kennt", kann man
den eigentlichen Befehl aufrufen. Beginnen wir mit dem SAVE-
Befehl. Die zugehOrige Betriebssystemroutine beginnt bei SFFD8$
(=65496). Man muB ihr allerdings den Speicherbereich mitteilen,
der abgespeichert werden soll. Die Startadresse dieses Bereichs
muf3 in zwei Zeropage-Adressen untergebracht werden, die
Endadresse plus 1 im X- und Y-Register. Der Akkumulator
enthilt dabei die Adresse der ersten Zeropage-Speicherstelle, die
man benutzt. Beispiel: Sie wollen den Speicherbereich $1000
(=4096) bis $15FF (=5631) auf Band abspeichern, Dije File-
Parameter sind bereits gesetzt, es fehlt nur noch das eigentliche
Abspeichern. Benutzt werden sollen die Zeropage-Adressen $FB
(=251) und $FC (=252). Der Aufruf kénnte dann beispielsweise
so erfolgen:

012 LDA #3500 LOW-Byte von $1000

CO14 STA $fB nach $FB

C016 LDA #%10 HIGH-Byte von $1000

CO18 STA $FC nach $FC

CO1A LDA #$FB Benutzte Zeropage-Adresse: $FB
C01C LDX #%00 LCW-Byte von $15FF + 1

CO1E LDY #$16 HIGH-Byte von $15FF + 1

C020 JSR $FFD8 SAVE

Das so abgespeicherte Programm i3t sich einerseits von BASIC
aus mit dem Befehl LOAD wieder einladen. Man kann diesen
Befehl aber auch von Maschinensprache aus benutzen. Die
Adresse der Routine LOAD des Betriebssystems ist $FFD5
(=65493). Im Akku muf} dabei eine Null stehen, da sonst statt
der Laderoutine der Befehl VERIFY aufgerufen wird., Vorher
sollte man aber wieder die Routinen FILPAR und FILNAM
benutzt haben. Hat man sein Programm mit der Sekund#iradresse
Null abgespeichert und als Sekundiradresse fiir den LOAD-
Befehl ebenfalls eine Nuli angegeben, so werden die Werte des
X- und Y-Registers als LOW-~ und HBIGH-Byte der
Ladeanfangsadresse interpretiert. Beispiel: Falls beim Laden oder
Speichern die Sekundiradresse Eins verwendet wurde, reichen
schon foigende zwei Zeilen zum Aufruf der LOAD-Routine:
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C012 LDA #300 Auswahl zwischen LOAD und VERIFY
CO014 JSR SFFDS LOAD

Wenn dagegen beidesmal die Sekundiradresse Null gebraucht
wurde, muf} der Aufruf so aussehen:

Startadresse {Beispiel) ; $1234
CO012 LDA #$0C Auswahl LDAD/VERIFY
CO14 LDX #3834 LOW-Byte von $1234
CO16 LDY #$12 HIGH-Byte von $1234
CO18 JSR $FFD5 LOAD

Falls wihrend des Ladens eine Unterbrechung aufgetreten ist, so
wird nach Abschiuff der LOAD-Routine das Carry-Flag gesetzt.
Die Unterbrechung kann beispielsweise darin bestehen, dafl man
wihrend des Ladevorgangs die RUN/STOP-Taste betitigt hat,
oder auch darin, dafl beim Suchen nach dem niichsten Programm
die Laderoutine auf eine EOT-Markierung gestoBen ist. Im
letzteren Fall steht zusdtzlich im Akku eine Funf. Von der
Ebene der Maschinensprache aus ist es also probemlos moglich,
die EOT-Markierung abzufragen. Trotzdem sollte man diese
Markierung nicht als Kopierschutz verwenden, da sie viel zu
leicht zu erkennen ist.

Sollten die Daten auf dem Band fehlerhaft sein, so ist das nicht
am Carry-Bit zu erkennen. Man muB in der Status-Adresse $90
(=144) nachsehen, ob sie einen Wert ungleich null enthilt. Diese
Adresse entspricht der BASIC-Status-Variablen ST.

Nun fehlt noch die Erkiirung, wie man Datenfiles von Maschi-
nensprache aus erzeugt. Der OPEN-Befehl benétigt, wie schon
gesagt, ebenfalls einen vorhergehenden Aufruf der Routinen
FILPAR und FILNAM. Danach kann man sofort die Betriebs-
systemroutine OPEN aufrufen, die bei $FFC0 (=65472) beginnt.

Hat man ein Datenfile zum Schreiben eréffnet, so mufl man dem
Computer als nichstes mitteilen, da Bytes statt auf den Bild-
schirm aufs Band gebracht werden sollen. Dazu lidt man die
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Filenummer ins X-Register und springt zur Routine CKOUT,
SFECY (=65481). Jetzt lassen sich die Daten einfach dadurch auf
die Kassette schreiben, dall man jeweils ein Datum in den Akku
ladt und dann die Routine BASQUT bei $FFD2 (=65490) auf-
ruft. Dies entspricht dem Schreiben von einem Zeichen mit dem
Befehl PRINT# in BASIC.

Beim Einlesen des Datenfiles verfihrt man entsprechend. Erst
kommt wieder die Filenummer ins X-Register, worauf man das
Gegenstiick zu CKOUT, nimlich CHKIN, aufruft. Diese Rou-
tine beginnt bei SFFC6 (=65478). Geholt werden die Daten dann
mit BASIN $FFCF (=65487). Das Datenbyte steht danach selbst-
verstindlich im Akku. In BASIC wire das der Befehl GET#.
Achtung: Der Inhalt des Y-Registers wird beim Aufruf von
BASIN zerstért.

Nach Beendigung des Lese- oder Schreibvorgangs wird der
Datenkanal mit CLOSE $FFC3 (=65475) geschlossen. Die File-
nummer muf} dabei im Akku stehen. Am Schlufi sollte man noch
die Routine CLRCH $FFCC (=63484) benutzen, damit Ein- und
Ausgabe wieder iber Tastatur und Bildschirm erfolgen.

Nach so vielen Erklirungen nun wieder ein Beispiel: Es soll das
im Speicher befindliche BASIC~Programm als Datenfile auf
Band geschrieben werden. Die Anfangsadresse des Programms
steht in den Speicherstellen $2B (=43) und $2C (=44), die
Endadresse in $2D (=45) und $2E (=46). Als Zihler verwenden
wir die Adressen $FB (=251) und $FC (=252),

C000 LDA #301 Filenummer

C002 LDX #301 Geratenummer

C004 LDY #301 Sekunddradresse: Schreiben auf Band
CO04 JSR $FFBA FILPAR

CO09 LDA #300 kein filename

COOB JSR $FFBD FILNAM

COOE JSR $FFCO OPEN

CO11 LDX #30% Filenummer

CO%3 JSR $FFCP CKOUT: Ausgabegerat Band
C0ié6 SEC Subtraktion vorbereiten

C017 LDA $%2D LOW-Byte der Endadresse
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€019
018
£o1c
COF
€020
022
C024
coz?
029
C02B
cogp
CO2F
o341
o33
co3s
£037
039
038
co3D
CO3F
042
COG4
046
048
COGA
CO4C
CO4F

Das Gegenstiick zu dieser Routine, welches das Programm wie-

$SBC
PHP
JSR
PLP
LDA
SBC
JSR
LDA
STA
LDA
STA
LpY
LDA
CHP
BNE
LDA
CMP
BEQ
LDA
JSR
INC
BNE
INC
BNE
LDA
JSR
JMP

$28

$FFD2

$2€
$2¢
$FFD2
$28
$F8
$2¢
$FC
#300
$FB
$20
$C03D
$FC
$2E
$CO4A
($FB),Y
$FED2
$FB
$C031
$FC
$C031
#301
$FFC3
$FFCC

minus LOW-Byte der Anfangsadresse
Carry retten

BASOUT: LOW-Byte Programmlinge
Carry holen

HIGH-Byte der Endadresse

minus HIGH-Byte Anfangsadresse
BASOUT: HiIGH-Byte Programmliange
LOW-Byte der Anfangsadresse

in Zdhler

HIGH-Byte der Anfangsadresse
in 2éhler

indirektes Laden vorbereiten
schon Endadresse erreicht?
Test auf LOW-8yte

verzweige, wenn nein
Endadresse erreicht?

Test auf HIGH-Byte

verzweige, wenn ja

Byte aus BASIC-Programm holen
BASOUT: Byte schreiben

Zdhler LOW-Byte erhdhen
verzweige, wenn kein Obertrag
2idhler HIGH-Byte erhdhen
unbedingter Sprung

Filenummer

CLOSE

CLRCH, Abschius

der einliest, sieht so aus:

€000
coo2
c004
€006
coo9
coos
CO0E
con

LDA
LDX
LDY
JSR
LDA
JSR
JSR
LDX

#301
#8017
#300
$FFBA
#300
$FFBD
$FFCO
#301

Fikenummer

Geratenummer

Sekundiaradresse: Lesen vom Band
FILPAR

kein Filename

FILNAM

OPEN

Filenummer
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€013 JSR $FFCE
C016 JSR $FFCF
C019 STA $rB
CO1B JSR $FFCF
CO1E STA S$FC
€020 LDA %28
C022 STA $2D
€024 LDA %2C
C026 STA $2E

CHKIN: Eingabegerat 8and

BASIN; LOW-Byte Programmlinge

nach Zeiger

BASIN: HIGH-Byte Programmlinge

nach Zeiger

LCW-Byte Anfangsadresse

als Startwert flr Endadresse
HIGH-Byte Anfangsadresse

als Startwert fir Endadresse

€028 JSR $FFCF BASIN: Zeichen holen

CO2B LDY #$00 indirekte Adressierung vorbereiten
COZ2D $TA ($2D),Y Zeichen in Programnspeicher schreiben
CO2F INC %20 LOW-Byte Endadresse erhohen

C031 BNE $C035 verzweige, wenn kein Ubertrag

CO33 INC $2E HIGH-Byte Endadresse erhshen

CO35 DEC $fB LOW-Byte 2dhler dekrementieren

CO37 LDA $fB LOW-Byte Zéhler holen

CO39 CMP #$FF {bertrag?

CO3B BNE $CO3F verzweige, wenn nein

CO3D DEC $FC HIGH-Byte Zahler dekrementieren

CO3F CMP #300 LOW-Byte gleich Null?

£041 BNE $C028 verzwejge, wenn nein

C043 LDA $FC HIGH-Byte gleich Nuli?

C045 BNE $C028 veriweige, wenn nein

CO47 LDA #3071 Filenummer

CO49 JSR $FFC3 CLOSE

CO4C JSR $FFCC CLRCH

CO4F JSR $AS59 CLR

CO52 JSR $AS33
CO55 JMP $A4T4

Programmzeilen hinden
Sprung zurlck jins BASIC

Ein auf diese Weise abgespeichertes Programm ist auf einfache
Weise gegen das Kopieren gesichert. Insbesondere stehen auf-
grund des Aufbaus eines BASIC-Programmtextes im Datenfile
Null-Bytes, also CHRS$(0)-Zeichen, wodurch es, wie schon
beschrieben, schwer wird, die tatsichliche Linge des Datenfiles
festzustellen.
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Theoretisch kdnnte man nach obigem Prinzip ein Programm
schreiben, das das BASIC-Programm im Speicher als Datenfile
abspeichert, zusitzlich aber noch eine grofie Anzahl unniitzer
Daten. Die Laderoutine weil3, welche der Daten zum BASIC-
Programm gehéren und welche sie Uberspringen mufB. Ein
Kopierprogramm kann das jedoch nicht unterscheiden und muB
daher zwangsliufig alles mitkopieren, Wenn man nun so viele
Daten auf das Band schreibt, daf es nicht mehr méglich ist, alle
diese Bytes auf einmal in den Speicher zu lesen, liBt sich das
File nicht mehr kopieren. Diese Methode hat aber einen
unilbersehbaren Nachteil, nimlich den, daB3 das Datenfile so lang
wird, daB es fraglich ist, ob es tiberhaupt noch auf eine Kasset-
tenseite pafit. Hinzu kommt noch, daB sich die Ladezeit extrem
erhdht, was sicherlich auch nicht im Sinne des Anwenders liegt.

Noch ein Letztes. Es ist von BASIC aus nicht ohne weiteres
moglich (und fir BASIC-Programme auch nur selten sinnvoll),
die RAM-Bereiche $A000 bis $BFFF und $D000 bis $FFFF
abzuspeichern. Der Bereich $D000 bis SFFFF bereitet auch von
Maschinensprache aus Probleme, der Bereich $A000 bis $BFFF
ist allerdings unproblematisch. Wir erwahnen das hier deshalb,
weil man in die Bereiche $A000 bis $BFFF und $E000 bis
$FFFF problemlos Daten hineinladen kann, was heiBlt, daf3 Pro-
gramme in diesen Speicherbereichen in gewisser Weise kopier-
geschitzt sind. Falls Sie also ein Programm besitzen, daB lAnger
als 38 KByte ist, also den Bereich ab $A000 belegt, so #ndern
Sie vor Aufruf der Routine SAVE die Speicherkonfiguration
mit:

LDA #$36
STA $01

Hierdurch wird der normalerweise ab $A000 befindliche BASIC-
Interpreter durch das darunter befindliche RAM ersetzt. Bevor
Sie wieder wieder ins BASIC zuriickkehren, indern Sie den Wert
der Speicherstelle Eins wieder auf $37 (=55):

LDA #337
STA 301
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Wie Sie auch den Bereich von $E000 bis $FFFF so abspeichern,
daB er beim Einladen auch genau an diese Stelle wieder zuriick-
gelangt, erfahren Sie im nichsten Unterkapitel.

53 Autostart als Kopierschutz
5.3.1 Fingriffe in die LOAD/SAVE-Routine

Fiir einen Kopierschutz muf3 man nicht unbedingt soweit gehen,
daB man eine eigene Lade- und Schreibroutine entwickelt.
Durch Anderungen an der bestehenden Laderoutine lassen sich
auch schon effektive Schutzmechanismen erstellen. Fur die fol-
genden Ausfithrungen sollten Sie allerdings einen Maschinen-
sprachemonitor besitzen.

Es gibt prinzipiell zwei Ansitze zum Andern der im ROM
befindlichen Routinen. Man kann einerseits die LOAD- und
SAVE-Vektoren, also die Speicherstellen, die die Startadressen
der LOAD- und SAVE-Routinen enthalten, auf eine eigene
Routine zeigen lassen. Wir wollten aber gerade keine vollig neue
Routine, weshalb wir diese Methode vorerst auller acht lassen.

Der zweite Ansatz beruht darauf, dafl sich im Speicherbereich
des Betriebssystems umschaltbar auch noch RAM-Speicher
befindet. Man kann das Betriebssystem also vom ROM ins RAM
kopieren und dort dann die Anderungen vornehmen. Mit den
meisten Monitoren geschieht das mit dem Befehl:

.T ECCO FFFF E0QQ

Sollte Thr Monitor einen anderen Befehl zum Verschieben von
Speicherbereichen besitzen, so verwenden Sie bitte diesen.
Einige Monitore bendtigen auch noch den BASIC-Interpreter im
RAM, da das Betriebssystem-ROM alleine nicht abgeschaltet
werden kann, In diesem Falle geben Sie auch noch folgendes ein:

.T ADOD BFFF AQCO
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Jt_atzt mull nur noch auf das RAM umgeschaltet werden. Geben
Sie zuerst ein:

.M G001

Es sollten jetzt acht Hexadezimalzahlen. angezeigt werden, von
denen die erste den Wert $37 hat. Andern Sie bitte diesen Wert
auf $35 und vergessen Sie bitte nicht, RETURN zu driicken.
Jetzt kann das Betriebssystem nach Belieben abgeandert werden.

Als erstes wollen wir das Problem lésen, Programme so abzu-
s;_)eichern, daB} sie beim Einladen nach $E000 gelangen. Bringen
Su? dazu das Programm in einen freien Teil des Speichers, bei-
spielsweise $1000. Angenommen dieses Programm sei $1234
Bytes lang, dann liegt es normalerweise im Bereich $E000 bis
$F234. Modifizieren Sie nun mit dem Assembler Ihres Monitors
die Abspeicherroutine wie folgt:

.A F78B LDA #300 LOW-Byte von $EQOC
.A F790 LDA #$ED HIGH-Byte von $E0QQ
LA F795 LDA #335 LOW-Byte von $F234 + 1 = $F235
A F79A LDA #$F2 HIGH-Byte von $F235

Wenn Sie jetzt das Programm von $1000 bis $2234 abspeichern,
kommt es beim Einladen nach $E000. Bevor Sie weiterarbeiten,
sc_>11ten Sie aber die SAVE-Routine wieder restaurieren, indem
Sie das ROM wieder einschalten, also $37 in die Speicherstelle 1
schreiben, Falls Sie direkt im Anschlul daran andere Verinde-
rungen am Betriebssystem vornehmen wollen, so kopieren Sie
besser erst wieder das ROM ins RAM.

Theoretisch kénnte man durch Modifikationen am Betriebssys-
tem das Aufzeichnungsformat véllig #4ndern oder die
Aufzeichnungsgeschwindigkeit erhdhen. Die Lade- und Spei-
cher-Routinen des Systems sind aber dermaflen kompliziert auf-
gebaut, daB es wesentlich (!) einfacher ist, fir solche Zwecke
eine komplett neue Routine zu entwerfen.

Wir wollen hier nicht weiter auf das weite Feld der Betriebssys-
teminderungen eingehen, da wir uns sonst vom Hauptthema
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diese Kapitels, dem Kopierschutz, zu weit entfernen. Falls Sie
selbst eigene Verbesserungen am Betriebssystem vornehmen
waollen, empfehlen wir Thnen, sich ein dokumentiertes ROM-
Listing zu besorgen, wie es beispielsweise im '64 Intern’ abge-
druckt ist.

5.3.17 Selbststartende Programme

Nun aber zu einer echten Kopier-/Programmschutzanwendung,
dem Autostart. Im Gegensatz zur Diskettenstation stellt ein ein-
facher Autostart bei der Datasette schon einen Kopierschutz dar,
da es kaum ein Kopierprogramm gibt, das ein so ausgestattetes
Programm kopieren kann.

Es gibt noch einen anderen Unterschied zum Diskettenlau'fwer‘k:
Die Moglichkeit fiir einen Autostart sind nicht so vielfiltig. Ein
Autostart wird grundsiitzlich folgendermafien erzeugt: Man
4ndert zuerst den Vektor einer Betriebssystem- oder BASIC-
Interpreter-Routine, die sofort nach dem Ladevorgang aufgeru-
fen wird, so ab, dall er auf das eigene Programm zeigt. Dann
speichert man das Programm mit dem verfinderten Vektor ab.
Dabei ist es wichtig, die Sekundiradresse Eins zu verwenden,
damit beim Einladen die Daten nicht an den BASIC-Anfang,
also nach $0801, kommen. Am SchluB3 sollte man die Vektoren
wieder zuriicksetzen. Nach dem Einladen eines so aufgenomme-
nen Programms springt der Prozessor iber den umgestellten
Vektor ohne weiteres Dazutun in das Programm, welches als
erstes den benutzten Zeiger auf seinen urspriinglichen Wert set-
zen solite. Wer will, kann den Vektor fir die Abfrage der
STOP-Taste zusammen mit dem Einsprungvektor umindern und
abspeichern, wodurch das Programm gegen Eingriffe durch
STOP oder STOP/RESTORE gesichert wird.

Wo liegen die bendtigten Vektoren im Speicher? Fir einen
Autostart kommen nur drei Zeiger in Frage:
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Vektor norm. Wert Funktion

$0302/30303 $A4LB3 Eingabe einer BASIC-Zeile
$0324/%0325 $F157 BASIN, Eingabe eines Zeichens
$0326/80327 $F1CA BASOUT, Ausgabe eines Zeichens

AuBlerdem ist noch der STOP-Vektor von Bedeutung;

Vektor norm. Wert Wert fir gesperrte STOP-Taste
£0328/%0329 $FEED $FOE?

Der Vektor $0326/$0327 ist eigentlich fiir einen Autostart nach
der oben beschriebenen Methode nicht zu gebrauchen, da das
Programm schon anlauft, sobald nur die Meldung °PRESS
RECORD AND PLAY ON TAPE’ ausgegeben werden soll. Wir
werden aber trotzdem noch auf ihn zuriickkommen.

Wenn man auf die oben beschriebene Weise einen Autostart
erzeugt, mufl man beachten, dal man nicht den Vektor
$0314/30315 (IRQ-Vektor) mitabspeichert, da dieser Vektor
sowohl von der LOAD- als auch von der SAVE-Routine ver-
stellt wird. Das bedeutet, dal3 man fur Programme im Bereich
$02A7 bis $02FF den Vektor $0302/$0303 benutzen mufi, dage-
gen fir Programme ab $0801, insbesondere BASIC-Programme,
auf den Vektor $0324/80325 zurickgreifen muf. Es 4Bt sich
dabei nicht umgehen, dafl der von $0400 bis $SOTE7 befindliche
Bildschirmspeicher mitabgespeichert wird. Wie schon erwihnt,
steht die Endadresse plus | des aktuellen BASIC-Programms in
den Speicherstellen $2D (=45) und $2E (=46). AuBerdem exis-
tieren zwei Betriebssystemroutinen zum Zuriicksetzen der
benutzten Vektoren:

$E453 initialisiert vektoren $0300 bis $0308
$FFBA initialisiert Vektoren $0314 bis $0333
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Das Abspeichern sieht dann prinzipiell so aus:

LDA #$Startadresse LOW-Byte

STA $0324 BASIN-Vektor LOW

LDA #$Startadresse HIGH-Byte

STA $0325 BASIN-Vektor HIGH

LDA #$E1 STOP-Vektor: $FSED in $FSE1 umidndern
STA $0328 und dadurch STOP sperren.

LDA #3501 Filenummer 1

TAX Geridteadresse 1

TAY Sekundaradresse 1

JSR $FFBA FILPAR

LDA #3%Filenamenlange
LDX #$Filenamenadresse LOW-Byte
LDY #&Filenamenadresse HIGH-Byte

JSR SFFBD FILNAM

LDA #$26 LOW-Byte $0326
STA Zeiger auf Anfangsadresse

LDA #$03 HIGH-Byte $0326

STA Zeiger auf Anfangsadresse + 1
LDA #$Zeiger auf Anfangsadresse

LDX $2D £ndadresse LOW-Byte

LDY $2E Endadresse HIGH-Byte
JSR SFFD8 SAVE

JSR $FF8A Vektoren initialisieren
RTS

Das so abgespeicherte Programm solite nicht die Routine $FF8A
zum Zuriicksetzen des Autostart-Vektors nehmen, da damit auch
der STOP-Vektor wieder auf seinen urspriinglichen Wert
zuriickgesetzt wiirde. Mit dieser Methode kann man alierdings
nur Maschinenprogramme automatisch starten. Wollen Sie jedoch
ein BASIC-Programm selbsttitig anlaufen lassen, so missen Sie
eine Maschinenroutine mitabspeichern, die den RUN-Befehl des
BASIC-Interpreters aufruft. Dieses Programm sollte am besten
im freien Bereich $07E8 bis $07FF liegen. Die Sequenz fur
RUN sieht so aus:
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LDA #300
JSR $A871
JMP SATAE

Es gibt noch eine andere Méglichkeit, das Abspeichern zu orga-
nisieren. Man kann sein Programm inklusive den (unverinder-
ten) Vektoren in einen freien Speicherbereich verschieben, am
besten von $0324 beginnend nach $1324. Dann verindert man
das Betriebssystem in der oben beschriebenen Weise so ab, daB
ein abgespeichertes Programm in jedem Fall nach $0324 geladen
wird. Man kann nun ohne weiteres mit einem Monitor die Vek-
toren ab §$1324 nach Belieben umstellen, beispielsweise jetzt
auch den Vektor $0326/80327. Es ist auch maéglich, Programme
in den Bereich $133C bis $I7E7 einzubringen, die nach dem
Einladen in $033C bis $07E7 stehen, also im Bandpuffer oder
im Bildschirmspeicher. Andererseits besteht kein Zwang, bei
30324 zu beginnen. Genausogut kann man durchgehend den
Bereich von $02A7 bis zum Programmende nach $12A7 bringen
und von dort aus abspeichern. Dabei muB allerdings der IRQ-
Yektor bei $1314/31315 auf den Wert $F92C gesetzt werden.

Ein Nachteil dieser Schutzmethoden soli hier nicht verschwiegen
werden. Mit den gleichen Tricks, mit denen man einen Autostart
erzeugt, kann er auch wieder entfernt werden. Es ist fiir einen
Knacker sicherlich ein leichtes, eine Routine zu schreiben, die
ein selbsstartendes Programm einlidt und danach sofort alle
Vektoren initialisiert. Insofern ist es auch sicherer, die Vektoren
$0324/80325 und $0326/50327 dem Vektor $0302/%0303 vorzu-
ziehen, da letzterer nicht funktioniert, wenn das geschiitzte Pro-
gramm mit einem Monitor geladen wird.

Zum Schluf} noch ein Programm, das ein beliebiges mit RUN
startbares Programm mit einem Autostart versieht, Das Pro-
gramm benutzt die BASIC-Interpreterroutine $E1D4, welche die
Parameter fur LOAD und SAVE, also Filename, Geriteadresse
und Sekundiaradresse, aus der eingegebenen BASIC-Zeile holt.
Dadurch 1ifit es sich folgendermaBen bedienen: Tippen Sie
zuerst den abgedruckten BASIC-Lader ein und starten Sie ihn
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mit RUN. Danach laden Sie das zu schiitzende Programm.
Geben Sie dann bitte 'SYS 49152 "Filename™ ein. Thr Programm
wird nun zusammen mit einem Autostart auf Band gebracht.

BASIC-Lader:

100 FORI=1TOBSSTEP15:FORJ=0T014:READAS:B$=RIGHT$(A$,1)
105 A=ASC{A$)-4B:IFA>FTHENA=A-T

110 B=ASC(B%)-48:IFB>9THENB=B-7

120 A=A*16+BiC=(C+A)AND2S5:POKEAR1IST+1+d A
MEXT:READA:1FC=ATHENC=0:NEXT:END

130 PRINT"FEHLER IN ZEILE:"%;PEEK(63)+PEEK(64)*256:STOP
300 DATAAZ,12,BD,43,C0,9D,E8,07,CA, 10,F7,20,D4,E1,A9, 79
301 DATAD1,AA, A8, 20,84, FF,A9,93,20,D2, FF A9, EB,8D,24, 155
302 DATAO3,A9,07,80,25,03,A9,E1,8D,28,03,49,36,85,01, 15
303 DATAAD,24,85,FB,A9,03,85,FC,A9,FB,A6,2D A, 2E,20, 227
304 DATADE,FF,E6,01,4C,BA,FF A9,57,80,24,03,A9,F1,8D, 110
305 DATA25,03,A9,00,20,71,A8,4C,AE A7, A4, Ab A4, CC,CL, 39

Assemblerlisting:

benutzte Adressen:
$FB/$FC: Zeiger auf Startadresse flr SAVE

CO00 LDX #312 zahler fur Schleife auf $12 setzen
CO02 LDA $C043,X Start-Programm, welches RUN- Befehl
005 STA $O7E8,X ausfihrt, nach $07E8 verschieben
C008 DEX schon alle Bytes verschcben?

009 BPL $C002
C00B JSR $E1D4
COOE LDA #3201

verzweige, wWenn hein
Fitenamen holen
Filenummer = 1

€010 TAX Gerateadresse = 1
CO11 TAY Sekundaradresse = 1
C012 JSR $FFBA FILPAR

COf5 LDA #393 $03 ist ASCII-Wert flr 'CLR/HOME!'
C017 JUSR $FFD2 BASOUT, hier: Bildschirm ldschen
CO1A LDA #3EB $07E8

CO1C STA $0324 in den
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CO1F LDA #3307 BASIN-Vektor

€021 STA $0325 schreiben

C024 LDA #3E1 STOP-Vektor

C026 STA $0328 auf $FSET setzen

C029 LDA #$346 im Bereich $A000 bis $BFFF
CO2B STA %01 das RAM einschalten

C02D0 LDA #324 $0324 als
CO2F STA $FB Startadresse
C031 LDA #303 fir SAVE

C033 STA $FC
CO35 LDA #$FB

nach $FB/$FC

$FB ist der benutzte Zeiger

cO37 LDX $2D Pregrammendadresse LOW-Byte

C039 LDY $2E Programmendadresse HIGH:Byte

CO3B JSR $FFDB SAVE

CO3E INC %01 ROM wieder einschalten ($37 nach $01}
CO040 JMP $FFBA Vektoren initialisieren

Die folgende Routine wird nach $07E8 wverschoben, mitabge-
speichert und vom Autostart angesprungen,

C043 LDA #$57
CO45 STA 30324
CO48 LDA #3F1
CO4A STA $0325
C04D LDA #300
CO4F JSR BAEV1
C052 JMP $ATAE

BASIN-Vektor auf

seipen alten

Wert $F157

zuricksetzen

Zero-Flag setzen

RUN-Befehl aufrufen

zurlck zum BASIC-Interpreter

5.4 Der Kassettenpuffer

Der Kassetten- oder Bandpuffer ist ein Speicherbereich, der
zwel Bestimmungen hat. Zum einen enthilt er beim Laden und
Abspeichern den schon angesprochenen "Header" (engl. Head =
Kopf), also die Daten iiber Start- und Endadresse und den
Filenamen des Programms. Zum anderen wird er bei Datenfiles
dazu benutzt, den jeweils niichsten Datenblock aufzunehmen. Er



174 Das grofic Anti-Cracker-Buch

liegt normalerweise im Bereich $033C (=828) bis $03FF (=1023).
In seiner Funktion als Header-Speicher ist seine Aufteilung fol-
gende;

Hexadez. Dezimal Funktion

033C 828 Headertyp

033D/033E 829/ 830 Startadresse des Programmes
033F/0340 831/ 832 Endadresse des Frogrammes
0341-03FF 833-1023 Fjlename

Der Puffer muB nicht bei 828 beginnen, er kann auch verscho-
ben werden. Der Zeiger $B2/3B3 (178/179) weist auf seinen
Beginn. Durch Andern dieses Zeigers 148t sich aber kein wir-
kungsvoller Kopierschutz aufbauen, weshalb wir darauf auch
nicht eingehen werden.

Als erstes Byte des Kassettenpuffers ist der Header-Typ ver-
merkt. Folgende Werte haben dabei die folgende Bedeutung:

L: verschiebbar abgespeichertes Programm; bei Verwendung
der Sekundiradresse 0 wird das Programm nicht an die im
Header angegebene Startadresse geladen, sondern an die
vom Anwender Ubergebene. Beim BASIC-Befehl LOAD ist
das der Anfang des BASIC-Speichers $0801 (=2049).

2; dieser Block ist kein Header, sondern ein Datenblock. Er
enthiilt keine Adressen und keinen Filenamen, sondern nur
Datenbytes.

3 nicht verschiebbar abgespeichertes Programm; das Pro-

gramm wird in jedem Fall an die im Header angegebene
Adresse geladen.

4 Header eines Datenfiles
5: Header einer End-of-Tape-Markierung.

Die niichsten vier Bvtes beinhalten die Start- und Endadressen.
Probieren Sie doch beispielsweise folgendes aus: Laden Sie ein

R

=R
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auf einer Kassette abgespeichertes Programm bis zur Anzeige
der "TFOUND'-Meldung und betatigen Sie dann die STOP-Taste.
Durch 'PEEK(829) + PEEK(830) * 256" erhalten Sie dann die
Startadresse, durch 'PEEK(831) + PEEK(832) * 256 die
Endadresse des Programms.

Alle weiteren Bytes sind fir den Filenamen zustindig. Sie wer-
den sich vielleicht dariiber wundern, daf3 hier 191 Bytes frei
sind, obwohl der Filename Ja normalerweise nur 16 Zeichen lang
sein darf. In der Tat werden beim Laden auch nur maximal 16
Zeichen als Name angezeigt, In Wirklichkeit kann der Filename
jedoch wesentlich linger sein. Geben Sie zum Beispiel folgendes
ein:

SAVE MLANGER NAME n

Achten Sie bitte darauf, dafl das einzelne "Z" den 17, Buchstaben
bildet. Wenn Sie das so abgespeicherte Programm wieder einla-
den, erscheint als Meldung;

FOUND LANGER NAME

Das "Z" ist also nicht mehr zu sehen. Trotzdem erhalten Sie mit
"PRINT CHRS$(PEEK(849)y ein "Z" zuriick, das heif3t, der
Buchstabe steht an der richtigen Stelle im Bandpuffer. Dieser
Trick stellt schon einen eleganten Kopierschutz dar, sofern man
in seinem Programm einen Test auf die Korrektheit des Filena-
mens vornimmt. SchlieBlich kann ein Kopierer ohne genauere
Uberprijfung nicht feststellen, welchen Namen er dem Pro-
gramm geben mul}, damit es [duft.

Man kann das Spiel sogar noch weiter treiben, indem man auf
diese Weise ganze Programme im Kassettenpuffer unterbringt.
Es ist sogar moglich, dort eine komplette eigene Laderoutine
unterzubringen, wodurch der gesamte restliche Speicher fiir das
eigentliche Programm fret bleibt. Dazu gehen Sie folgender-
mallen vor: Schreiben Sie zuerst das Programm fiir den Puffer
beginnend bei $0351 (=849). Hier fingt nimlich der nicht sicht-
bare Teil des Filenamens an. Schieben Sie dann dieses Programm
direkt hinter den 16 Zeichen langen Filenamen, den Sie vorher
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in einem freien Teil des Speichers abgelegt haben.'Solite der
Filename weniger als 16 Zeichen besitzen, so fillen Sie die feh—
lenden Bytes mit Leerzeichen azuf. Beim Abspeichern rufen Sie
wie gewohnt die Routinen FILPAR, FILNAM unc! SAVE ‘auf (s.
Unterkapitel 2.2). Die Filenamenlinge geben Sl.e dabex_groB_
genug an, damit das gesamte Programm erfaBt wird. Damit bei
der Meldung SAVING ...', die sich im Gegensatz zur FO("II.\ID—
Meldung nicht auf [6 Buchstaben beschriinkt, ke_me unndtigen
Zeichen auf dem Bildschirm erscheinen, kénnen Sie vorhex: noch
die Speichersteile $9D (=137) auf Null setzen. Damiﬁt verhindern
Sie die Ausgabe der Betriebssystemmeldungen. Das im _Unterkg—
pitel 5.3 beschriebene Kassetten-Kopierschutz-System liefert ein
Beispiel fir dieses Vorgehen.

In Verbindung mit der Erstellung von Datenfiles war davon‘ die
Rede, da3 man Daten ohne Fiie-Endemarkierung schreiben
kann, Dazu muf3 man wissen, daB fiir diese Form de?r Daten-
speicherung der Bandpuffer von $O33C. (‘=828) bis §O3FB
(=1019) benutzt wird, Wenn man nun nur einige Daten mit dem
Befeh! 'PRINT#' in das File und damit an den Anfang des
Puffers schreibt, wird bei Aufruf des *CLOSE’-Befehls trotzdem
immer der gesamte Pufferinhalt aufs Band geschrieben. ther
lassen sich Werte in den Kassettenpuffer "poken”, die zwar‘mcht
mit einer Null abgeschlossen sind, aber trotzdem abgespeichert
werden, Das ganze sieht dann so aus:

OPEN 1,1,1
PRINTH1, "DATEN™
POKE 1010,123
CLOSE 1

Nach der 123 steht keine Null als File-Endekennzeichen. Das
Einlesen geschieht analog dazu:

OPEN 1,1,0
A=PEEK(1010)

A enthialt jetzt den Wert 123, sofern niemand den gescheiterten
Versuch unternommen hat, das Datenfile zu kopieren.
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5.5 Entwicklung eines eigenen Aufzeichnungsformats

5.5.1 Direkte Ansteuerung der Datasctten-Funktionen

Die wohl interessanteste und sicherste Schutzmethode ist die
Entwicklung einer eigenen Aufzeichnungs- und Laderoutine.
Neben der Tatsache, dal dieses Verfahren Kopierversuche ohne
Zuhilfenahme zweier Rekorder véllig sinnlos macht, spricht
noch ein anderer Grund fir diesen aufwendigen Schutz. Er
erlaubt nimlich, die Ladegeschwindigkeit betriachtlich zu erhd-
hen, was sich bei lingeren Programmen HuBerst angenehm
bemerkbar macht. Weiterhin bietet eine eigene Laderoutine meist
wesentlich mehr Moglichkeiten fiir einen guten Programmschutz
als die Originalroutine. Es ist zum Beispiel moglich, Programm-
teile in die gerade ablaufende Laderoutine hineinzuladen, ohne
die man die nachfolgenden Daten nicht lesen kann, Man kann
damit ein solches Yerwirrspiel treiben, daB auch hartnfickigste
Knacker nach einiger Zeit den Mut verlieren. Wir kommen
allerdings nicht darum herum, einige Grundlagen zu beschrei-
ben, damit Sie die weiteren Erklirungen verstehen.

Wie sieht prinzipiell das Schreiben und Lesen von Daten auf
Band aus? Man braucht eigentlich nur eine Technik, die es
einem erlaubt, einzelne Bits auf dem Band abzulegen. SchlieBlich
kann man sein Programm komplett in Bjts 'zerlegen’, die dann
beim Einladen wieder zu Programm-Bytes zusammengefigt wer-
den. Tatsichlich existiert auch cine Leitung, iber die ein LOW-
oder HIGH-Signal aufs Band geschrieben werden kann. Man
kann aber jetzt nicht hingehen und einfach jedes Bit, das man
schreiben will, auf diese Leitung legen. Wenn man namlich
mehrere gleichartige Bits hintereinander schreiben wiirde, lieBe
sich aufgrund der relativ hohen Gleichlaufschwankungen der
Datasette nicht mehr exakt unterscheiden, wieviele Bits sich auf
dem Band befinden. AuBerdem existiert keine Leitung, an der
man direkt das LOW- oder HIGH-Signal auf dem Band ablesen
konnte, Ein lesbares Signal stellt nur der Wechsel von HIGH
nach LOW dar, was als fallende beziehungsweise negative Flanke
bezeichnet wird. Um nun fesbare Daten auf eine Kassette zu
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bringen, verfihrt man wie folgt: Man unrersucht_ fall.enc_ie Flap—
ken nach unterschiedlichen Zeitabstinden, wobel beispielsweise
eine kleine Zeitspanne ein Null-Bit und eine grofle Zeitspanne
ein Eins-Bit bedeutet. Beim Einlesen mifllt man diese Zeitspanne
und kann dann daraus erkennen, ob ein Null- oder Eins-Bit auf
dem Band steht,

Timing bei n n Bils auf

LOW

f f ! f

Slgnak Signal Signai signa
Weachael von

HIGH nach LOW

St »

grosse Zellspannse: [ kl. Zollap.:—‘- gronss Zeltapanne:

1-Blt 0-Bit 1-Blt

Abb. §.5.1: Timing beim Lesen und Schreiben von Bits auf Band

Da sich zum Messen von Zeiten ein Chip im (C64 .besonde_rs
eignet, der sogar gleich zweimal vorhanden ist, soll dieser Chip
als allererstes beschrieben werden,

Die Rede ist vom ‘Complex Interface Adapter 6526°, kurz CIA.
Fiir unsere Zwecke reicht es, nur den ersten CIA zu betrachten.
Die Basisadresse dieses Chips liegt bei $DC00 (=56320). Die fir
uns interessanten Register sind die folgenden:

$0C04 (=56324): Timer A LOW-Byte
$0C05 (=56325): Timer A HIGH-Byte
$DCO6 (=56326): Timer B LOW-Byte
$DCO7 (=56327): Timer B HIGH-Byte
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$0COD (=56333): Interrupt-Kontrol!-Register (ICR)
$DCOE (=56334): Kontroll-Register Timer A (CRA)
$DCOF (=56335): Kontroll-Register Timer B (CRB)

Der CIA enthilt zwei 16-Bit-Timer, die von einem voreinge-
stellten Wert auf Null zuriickzihlen und dann einen Interrupt
auslésen konnen. Timer A wird vom Betriebssystem verwendet,
um in regelmiBigen Abstinden die Tastatur abzufragen. Man
sollte daher fir eigene Experimente Timer B verwenden,

Jeder der beiden Timer besteht aus einem Speicher fir den
Startwert und einem Zihler. Schreibt man in eines der Timer-
Register einen Wert, so gelangt dieser in den Startwertspeicher.
Liest man das Timer-Register aus, so erhilt man den aktuellen
Stand des Zihlers. Ob der Zihler gestartet, angehalten oder auf
den Startwert gesetzt werden soll, bestimmt man uber das zuge-
horige Kontrollregister. Ebenfalls tiber das Kontroliregister wird
die Timer-Triggerung festgelegt, das heifyt, das Signal, welches
das Herabzihlen um Eins auslést. Ublicherweise geschieht dies
durch den Sytemtakt oder auch durch externe Signalquellen. Es
besteht aber auch die Méglichkeit, Timer B zihlen zu lassen,
wie oft Timer A abgelaufen ist. Dadurch kann man die zwei 16~
Bit-Timer zu einem 32-Bit-Timer zusammenschalten. Hier nun
die genaue Beschreibung der Kontrollregister;

Kontrollregister A: $DCOE

Bit 0:  1=Timer A Start, O=Timer A Stop

Bit 1-2: nur fir exterme Signale Wwichtig

Bit 3: 1=Timer zahlt nur einmal vom Startwert auf Null,
dann wird der Startwert wieder in den Zihler
geladen und der Timer gestocppt.
O=Timer 23hit fortiaufend vom Startwert auf Null
und beginnt dann wieder von vorn.

Bit 4: 1=Startwert wird in Zshler Ubertragen, egat, ob
der Timer gerade liuft oder nicht.

Bit 3: O=Timer zihlt Systemtaktpulse,
1=Timer wird durch eine externe Signalquelle
getriggert.

Bit 6-7: flr unser Vorhaben uninteressant.
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Kontrollregister B: $DCOF

Bit 0-4: Diese Bits haben die gleiche Bedeutung wie die
Bits 0 bis & von Timer A, nur jetzt bezogen auf
Timer B.

Bit 5-6: 00=Timer zdhlt Systemtaktpulse.
07=Timer wird durch eine externe $Signalquelle
getriggert.
10=Timer B zahlt, wie oft Timer A abgelaufen ist.
11=Timer B zéhlt, wie oft Timer A abgelaufen ist,
aber nur, wenn ein externes Signal anliegt.

Bit 7:  fUr unser Vorhabenh uninteressant.

Uber das Interrupt-Kontroll-Register 140t sich festlegen, ob ein
bestimmtes Ereignis, wie zum Beispiel das Ablaufen eines
Timers, zu einem Interrupt (IRQ) am Prozessor fithren soll.
Auflerdem kann man (ber dieses Register feststellen, ob eines
dieser Ereignisse schon stattgefunden hat. Hier nun di_e Zuord-
nung der Bits dieses Registers zu den moglichen Ereignissen:

Interrupt-Xentroll-Register: $0COD

Bit O: 1=Timer A abgelaufen.

Bit 1: 1=Timer B abgelaufen.

Bit 2-3: fUr unser Vorhaben uninteressant,

Bit 4: 1=negative Flanke am Pin-FLAG aufgetreten. Da der
Pin-FLAG dieses Chips mit der Ausgangsleitung des
Kassettenrekorders verbunden ist, ldBt sich anhand
dieses Bits feststellen, ob ein Signal auf dem
Band aufgezeichnet wurde.

Bit 5-6: immer Null.

Bit 7:  1=Interrupt wurde durch eines der cben
aufgeflhrten Ereignisse ausgelist.

Wenn man in dieses Register einen Wert schreibt, beeinflufit
man den sogenannten Interrupt-Masken-Speicher, welcher
bestimmt, welche(s) Ereignis(se) zu einem IRQ fihren soll(en).
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Wenn Bit 7 des geschriebenen Wertes gesetzt ist, werden alle Bits
des Masken-Speichers gesetzt, die in diesem Wert auf Eins stan-
den. Entsprechend kann man die Bits des Masken-Speichers
ldschen, indem man Bit 7 auf Null setzt und alle zu ldschenden
Bits auf Eins. Dazu ein Beispiel:

LDA #381
STA $DCOD

setzt Bit 0 im Maskenspeicher, da $81=%1000000] ist. Nur Bit ¢
wird gesetzt, alle anderen Bits bleiben unbeeinflult.

LDA #$02
STA 3DCOD

loscht Bit 1, da $02=%00000010 ist. Ein gesetztes Bit im Mas-
ken-Speicher 1iBt das zugehdrige Ereignis einen Interrupt aus-
ldsen. Ein gesetztes Bit im Interrupt-Kontroll-Register dagegen
zeigt an, ob ein Ereignis stattgefunden hat, Diese Bits werden
automatisch geldscht, sobald man dieses Register ausliest, Es ist
allerdings auch notwendig, die Bits zu ldschen, wenn ein Inter-
rupt durch das entsprechende Ereignis stattfinden soll. Das
bedeutet insbesondere, daf eine regelmiBig  aufgerufene
Interrupt-Routine jedesmal durch einen Lesezugriff die Bits auf
Null setzen muB,

Theoretisch kénnten wir jetzt schon Daten vom Band lesen. Was
uns aber dazu noch fehlt, ist die Methode, wie wir Gberhaupt
Daten aufs Band bekommen. Wie gesagt, existiert eine Leitung,
deren LOW- oder HIGH-Signal direkt zur Datasette geschickt
wird. Diese Leitung ist mit dem Ein-/Ausgabe-Port des Prozes-
sors verbunden, das heift, sie Liflt sich Uber die Speicherstelle
Eins ansprechen. Uber diese Speicherstelle [iBt sich auch der
Motor der Datasette einschalten und testen, ob eine Taste des
Recorders gedriickt ist. Hier nun die Funktionen der einzelnen
Bits:
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ProZessor-Port: $01

Bit 3: Schreib-Leitung zur Datasette

Bit 4: O=Datasetten-Taste gedriickt, 1=nicht gedrickt
Bit 5: O=Motor ein, 1=Motor aus

Noch ein Hinweis, bevor wir zu Beispielen {ibergehen: Wie bei
allen zeitkritischen Operationen muf3 man vor Beginn unserer
Schreib- und Lesevorgiinge dafiir sorgen, daB der Prozessor
nicht von auBlen unterbrochen oder angehalten wird. Falls Sie
also keine eigene Interrupt-Routine fiir den Bandbetrieb ver-
wenden, benutzen Sie am Beginn lhres Programms den Befehl
SEIL. AuBerdem stoppt der Videocontrolier (VIC) bei eingeschal-
tetem Bildschirm den Prozessor von Zeit zu Zeit fiir 42 Takzyk-
len. Um den Bildschirm abzuschalten, 16scht man Bit 4 im
Register $D011 (=53265) beispielsweise s0;

LDA $D011
ANDWSEF
STA $DO11

Das Wiedereinschalten des Bildschirms sieht dann entsprechend
§0 aus:

LDA $DO11
ORA#3$10
STA 3D011

5.5.2 Signalerzeugung auf dem Band als Kopierschutz

Jetzt wollen wir endlich dazu {bergehen, das theoretisch
Besprochene in die Praxis umzusetzen. Wir werden ein Pro-
gramm entwerfen, das eine Reihe von Signalen in gleichen
Zeitabstinden aufs Band schreibt, Das dazu passende Lesepro-
gramm soll erkennen, ob die Abstinde zwischen den Signalen
stimmen oder nicht. Diese Aufzeichnung kann demnach schon
als Kopierschutz fungieren, indem man sie einfach hinter sein
abgespeichertes Programm setzt uad abfragt. Das eigentliche
Programm 1453t sich dann zwar kopieren, jedoch der ‘von Hand’
erzeugte Teil nicht. Hier also das Programm:
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benutzte Speicherstellen:
$FB/SFC : Zahler fiir die Anzah! geschriebener Signale

CO000 SE! Interrupts verhindern

CCG1 LDA $DO11 Unterbrechungen durch

CO04 AND #SEF den Videocontrol ler

CO06 STA $DO11 verhindern

CO09 LDA #310 Bit 4 von Speicherstelle 1 testen
COOB BIT 301 Datasetten-Taste gedrickt?
CO0D BNE $CO0B verzweige, wenn nein

COOF LDA 301 Speicherstelle 1 auslesen
COt1 AND #$DF Bit 5 ldschen (Mctor an}
€013 STA $01 Wert zurlckschreiben

C015 LDA #304 Zahler flr Zeitschieife
CO17 LDX #$00 Zahler fur zejtschleife

COi9 DEY abwarten, bis der Motor

CO1A BNE $C019 seine Arbeitsgeschwindigkeit
C01c DEX erreicht hat

CO1D BNE $C019 dabei gleichzeitig Abstand
CO1F SEC fOr die Leseroutine halten

C020 SBC #$01
£022 BNE $CO19

C024 STX $FB Zahler $FB/3FC

C026 LDA #$20 auf $2000 (=8192)

€028 STA $FC setzen

CO2A LDA $01 Bit 3 von Speicherstelle 1

CO2C AND #$F7 loschen

COZE STA $01 (Lou-signal auf dem Band erzeugen)
C030 LDX #$14 Zeitschleifenzdhler auf $14 (=20)
€032 DEX 20*3=100 Taktzyklen warten

C033 BNE $C032

CO35 ORA #%08 Bit 3 von Speicherstelle 1 setzen
CO37 sTA $01 (HIGH-Signal auf dem Band erzeugen)
C039 LDX A$3C Zeitschleifenzdhler auf $3C (=60)
CO3B DEX 60*5=300 Taktzyklen warten

CO03C BNE $CO3B

CO3E DEC $FB Zihler LOW-Byte verringern

CO40 BNE $CO02A veriweige, wenn noch nicht Null
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Zahler HIGH-Byte verringern
verzweige, wenn noch nicht Null
Bildschirm durch Setzen

von Bit &4 in 3DOU1

wieder einschalten

C042 DEC $FC
CO44 BNE $CO2A
CO46 LDA $DO11
C049 ORA #310
CO4B STA $DON
CO4E LDA 301
CO50 ORA #3%20
€052 STA %01
€054 STA 3CO
C056 CLI

CO57 RTS

Motor der Datasette

durch Setzen von Bit 5 in Adresse 1
abschalten

Motorsteuerflag ungleich Null
Interrupts wieder zulassen
Rlcksprung

Zuerst sperrt dieses Programm jegliche Unterbrechungsmdghch—
keiten. Dann fragt es Bit 4 von Speicherstelle Eins ab, um zu
sehen, ob schon eine Taste an der Datasette gedri'lc_kt wurde.
Sobald man RECORD und PLAY Detitigt hat, wird c'lurch
Ldschen von Bit 5 in Adresse Eins der Datasettenmotor einge-
schaltet. Man muf3 dem Motor etwas Zeit geben, bis er seine
volle Geschwindigkeit erreicht. Dazu reicht normalerweise die
oben verwendete Zeitschleife ab $C017 aus:

C017 LDX #300
€019 DEY

CO1A BNE $C019
€01¢ DEX

CO1D BNE $C019

Hier geben wir aber dem Motor sogar die vierf:_iche Zeit,"dam‘it
sphter beim Lesen der Daten ein gridfBBerer Smelra‘um far ‘dle
Hochlaufzeit vorhanden ist und der Anfang der Signale nicht
verpafit wird.

Als nachstes setzt das Programm den Zihler fiir die Anz:_ahl (I:Ier
zu schreibenden Signale auf $2000 (=8192). Dies sghgint ziemliich
groB, aber da der zeitliche Abstand zwischen zwei Signalen etwa
400 Taktzyklen betrigt, bendtigt die Auf‘zeichm'mg nur kna]?p
dreieinhalb Sekunden. Um ein Signal zu schreiben, wird fir
etwa 100 Taktzyklen die Schreibleitung der Datasette auf LOW
gelegt. Danach erhilt diese Leitung fiir ungefihr 300 Taktzyklen
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den Pegel HIGH. Der Abstand zwischen den Signalen betrigl
demnach 400 Zykien. Man sollte einen LOW- oder HIGH-Pege|
fiir mindestens 30 bis 40 Taktzyklen beibehalten, da aufgrund
der Gleichlaufschwankungen des Recorders sonst die Gefahr
besteht, dafi ein Signal beim Lesen nicht mehr erkannt wird.
Um die richtige Anzahl von Taktzyklen zwischen den Signalen
abzuwarten, verwenden wir folgende Form der Zeitschleife:

LDX #$Wert
Loop DEX
BNE LOOP

Wie Sie aus der Taktzyklentabelle dieses Buches entnehmen kén-
nen, bendtigt der Befehl "DEX’ zwei, der Befehl 'BNE’ {wenn
die Verzweigung ausgefuhrt wird) drei Zyklen. Die obige
Befehlisfolge bendtigt demnach ziemlich genau "Wert * 5' Takt-
zyklen (eigentlich: Wert * 5 + 1),

Nachdem alle Signale geschrieben wurden, wird der Motor der
Datasette abgeschaltet, der Bildschirm wieder eingeschaltet und
der Wert der Speicherstelle $C0 (=192) ungleich Null gesetzt.
Diese Speicherstelle wird vom Betriebssystem dazu verwendet,
um zu bestimmen, ob bei gedriickter Rekorder-Taste der Motor
gestartet werden soll oder nicht. Falls man djese Speicherstelfe
auf dem Wert Null lieBe, so wiirde nach dem Befeh! *CLI’ die
Datasette, trotz vorherigem Setzen des Bits 5 der Speicherstelle
Eins, weiterlaufen.

Zu diesem Programm bendtigt man ein zweites, welches die
Daten wiedererkennt:

benutzte Speicherstellen: siche oben

€000 sEI

€001 LDA $DO11
C004 AND #3EF

CO06 STA $DO11Y
COGP LDA #$FF

€008 STA $DCO6

Interrupts verhindern
Unterbrechungen durch
den Videocontroller
verhindern

Startwert flr Timer $FFFF
Timer LOW-Byte setzen
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COOE STA $DCO7 Timer HIGH-Byte setzen

011 LDA #$10C Bit 4 von

Co13 BIT M Speicherstelle 1 testen

C015 BNE $CO13 verzweige, wenn Bit gesetzt

CO017 LDA $01 Speichersteite 1 auslesen

C019 AND #3DF Bit 5 ldschen (Motor einschalten)
c01B STA %01 und zurtckschreiben

CO1D LDX #$00 Zahler flir Zeitschleife

CG1F DEY Motor Zeit bis

C020 BNE 3COTF zum Erreichen der

€022 DEX Arbeitsgeschwindigkeit

C023 BNE $COTF geben

€025 LDA #%$10 Bit 4 des ICR testen

027 BIT $DCOD Signal vom Band (HIGH/LOW-Wechsel)?
CO2A BEQ $C027 verzweige, wenn nein

co2c DEX schon 256 Signale empfangen?
C02D BNE $C027 verzweige, wenn hein

CO2F STX $FB Zeiger fir Anzah! zu lesender Signale
C031 LDA #$18 auf $1800 (=6144) setzen

C033 STA $FC

C035 LDA #8319 Timer auf Startwert setzen und
C037 STA $DCOF starten

CO3A LDA #810 Bit 4 des ICR testen

CO3C BIT $DCOD signal vom Band?

CO3F BEQ $CO3C verzweige, Wenn nein

C041 LDA #308 Timer anhalten

C043 STA $DCOF

C046 LDA $DCOS Timer LOW-Byte lesen

C049 LDX $DLOT Timer HIGH-Byte lesen

CO4C LDY #$19 Timer wieder starten

CO4E STY 3DCOF

C051 EQR ¥$FF Timer-Bits invertieren,

c053 TAY um Anzahl der Taktzyklen

CO54 TXA seit letztem Signal

CO55 EOR #$FF zu erhalten

CO37 TAX

C058 CPY #3C8B Timer-Wert mit

COSA SBC #$00 200 (=%C8) vergleichen

cU5C BCC $C0&5 verzweige, wenn kleiner

COSE

CPY #$58

Timer-Wert
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CO60 TXA mit 600

C061 SBC #%02 (=%0258) wvergleichen
CO63 BCC $C0&68 verzweige, wenn kleiner
CO0&5 JMP $FCE2 falls gréser, Sprung nach RESET

C0&8 DEC $FB Zahler fur
COSA BNE $CO3A Anzah! zu lesender Signale
CO&C DEC $FC vermindern

CCSE BNE $CO3A
CO70 LDA #308
CO72 STA $DCOF
CO75 LDA $D011
CO78 ORA #3$10
CO7A STA $DO11
CO7D $TA $CO
CO7F LDA $01
CO81 ORA #8320
COB3 STA $01

co85 cLI Interrupts wieder zulassen
C086 RTS

verzweige, wenn ungleich Null
Timer anhatten

Bildschirm

wieder einschalten

Motorsteuer-Flag ungleich Null
Speicherstelle Eins lesen

Bit 5 setzen (Motor anhalten)
Wert zurlckschreiben

Ricksprung

Dieses Programm demonstriert zum erstenmal die Benutzung der
Timer. Der Programmbeginn ist der gleiche wie beim ersten
Programm,; alle Unterbrechungen werden ausgeschaltet, und der
Motor wird eingeschaltet, sobald eine Recordertaste gedriickt
wird (hier sollte es die PLAY-Taste sein). Auflerdem lift man
dem Motor wieder Zeit zum Anlaufen.

Vorher ist aber schon der Startwert fiir den Timer auf $FEEF
(=65535), also auf den Maximalwert, gesetzt worden. Um Zeiten
zu messen, braucht man bloB den Zihler des Timers auszulesen
und alle Bits dieses Wertes zu invertieren. Man erhilt dann die
abgelaufene Zeit plus Eins. Die 'plus Eins' kénnen wir aber
getrost vergessen, da es aufgrund der Ungenauigkeit der Data-
sette auf einen Taktzyklus mehr oder weniger nicht ankommt.

Sobald das Band lauft, werden erst einmal 256 Signale abgewar-
tet, damit nicht die Gefahr besteht, dafi zufilligerweise einige
Signale, die gar nicht zur geschriebenen Signalfolge gehdren, auf
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ihren zeitlichen Abstand getestet werden. So!che_ Signale kdnnen
beim Einschaltvorgang der Datasette unbeabsichtigt auftreten.

Das Erkennen eines Signals erfolgt folgendermalen: Wir tqsten
Bit 4 des Interruptkontrollregisters (ICR, $DCOD). So_bald dieses
Bit den Wert Eins annimmt, lag ein Signal (e;_ne negam‘fe Fianl_ce(i
auf dem Band vor. Durch das Auslesen dle-ses Reglf.ter w1rd
automatisch das entsprechende Bit im ICR wieder geldscht un
man kann direkt auf das nichste Signal warten,

Jetzt kann die eigentliche Kopierschutngfrage !Jegmnen. Ig)gé
Zihler SFB/SFC fur die Anzahl der Signale wird auf %)lt
(=6144) gesetzt. Wir haben zwar an‘fangs $2000 (=81?2) aden
aufs Band gebracht, falls aber aus irgendwelchen Grugdenh' ef
exakte Beginn der Aufnahme verpaf3t werden sollte, ist hier
durch ein ausreichender Spielraum gegeben,

Als nichstes wird der Timer gestartet:

c035 LDA #$19 =%00011001 ‘
CO37 STA $DCOF ins Kontrcllregister schreiben

Falgende Bits im Timer-Kontrollregister werden so gesetzt:

Bit 0: Timer wird gestartet,
Bit 3: Timer halt nach Ablauf an.
Bit 4: Startwert wird in den 2Zahier geladen.

AuBerdem sind die Bits 5 und 6 auf Null, das bedeutet, der Ti-
mer zihlt Systemtakte.

Sobald der Timer lauft, wird auf ein‘Signal vom Barlld gewarteii
Kommt das Signal, halten wir den _Timer an, lesen 1h_n aus un

starten ihn neu. Dann invertieren wir den gelesenen Tunler—WZert':;
um die vergangene Zeit in Taktzyklen zu erhalten. Dxeseb ei
betrug beim Schreiben 400 Zyklen und sollte demr}acp] me
Lesen auch etwa diesen Wert betragen. In unserem Beispiel rAu-

Kopierschutz mit der Darasette 189

men wir dem Signal einen Spielraum von 200 Zyklen nach oben
und unten ein. Sollten also zwei Signafe in kiirzerem Abstand als
200 Taktzyklen oder in lingerem Abstand als 600 Taktzyklen
aufeinander folgen, so gilt der Kopierschutz als nicht erkannt. In
diesem Falle springt das Programm zur RESET-Routine, die den
Rechner in den Einschaltzustand versetzi,

Sobald das Programm alle Signale richtig erkannt hat, macht es
das gleiche wie die Schreibroutine bet ihrem AbschluB; Der
Motor wird aus-, der Bildschirm eingeschaltet und Interrupts
werden wieder zugelassen. Diese Abfrage wird also nur dann
richtig beendet, falls der Kopierschutz erkannt wurde. Ande-
renfalls wird entweder ein RESET ausgelost, oder, fails iber-

haupt keine Signale auf dem Band sind, die Warteschleife nicht
verlassen,

Falls Sie dieses Programm selber als Kopierschutz verwenden
wollen, so sollten Sie daran denken, daB jeder, der ebenfalls das
Programm aus diesem Buch besitzt, ohne weiteres dje
Schutzaufzeichnung reproduzieren kann, wenn Sie das Programm
unverdndert Obernehmen, Sie kénnen allerdings auch Anderun-
gen vornehmen, die dieses Problem ausschliefien. Es bieten sich
dabei zum Beispiel die Anzahl und der Abstand zwischen den
Signalen an. Wie weit Sie bei solchen Anderungen gehen wollen,
bleibt IThnen selbst iiberlassen.

Nun zur Handhabung des Programms. Bringen Sie die
Erkennungsroutine in dem zu schiitzenden Programm unter.
Falls Sie ein BASIC-Programm schiitzen wollen, so kénnen Sie
das nachfolgende DATA-Listing dort einbaven. Zum Starten des
Programms dient dann der Befehl °SYS 49152’. Die Erken-
nungsroutine laBt sich aber auch leicht in ein Maschinenpro-
gramm packen, da sie vollig relokatibel ist, Egal, mit welchem
der beiden Fille Sie es zu tun haben, Sie sollten Ihr Programm
codieren und mit einem Autostart versehen, eventuell sogar
gegen einen RESET schiitzen und die Erkennungsroutine nach
ihrem Ablauf zerstéren. Geniigend Anregungen dazu finden Sie
in den Kapiteln zum Programmschutz.
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Nachdem sich Thr Programm nun auf dem Band befindet, laden
Sie (am besten von einer anderen Kassette) die Schreibroutine.
Wenn diese Routine als DATA-Listing vorliegt, so starten Sie sie
noch mit 'RUN’, Legen Sie nun wieder die Kassette mit L[hrem
Programm ein, starten Sie die Schreibroutine mit 'SYS 49152
und betitigen Sie RECORD/PLAY am Recorder. Drei bis vier
Sekunden spiter erscheint der Bildschirm wieder, und Sie sind
fertig.

Spulen Sie nun die Kassette bis zum Anfang lhres Programms
zuriick und laden Sie es. Falls Ihr Programm einen Autostart
besitzt, geschieht alles weitere automatisch. Falls nicht, starten
Sie es, aber lassen Sie am besten die PLAY-Taste gedriickt. Die
Leseroutine solite nun den Kopierschutz erkennen.

Hier nun die DATA-Listings der beiden Schutzprogramme:
Leseroutine: Bereich $C000 bis $C086

100 FOR1=1TD1355TEP15: FORJ=0TO14 :READAS :B$=RIGHTS(AS, 1)
105 A=ASC(A$)-48:1FA>OTHENA=A-T

110 B=ASC(BS$)-48:1FB>9THENB=B-7

120 A=A*16+B:C=(C+AYANDZ55 1 POKEGS151+1+, A

sNEXT :REAGA: | FC=ATHENC=0:NEXT : END

130 PRINTWFEHLER IN ZEILE:";PEEK(&3)+PEEK(64)*256:8T0P
300 DATATS,AD,11,D0,29,EF,80,11,00,A9, FF,80,06,0C,8D, 4B
301 DATAO7,DC,A9, 10,24,01,00, FC,A5,01,29,0F,85,01,A2, 99
302 DATAQD, 88,00, F0,CA,DO, FA,A9,10,2C,0D,DC, FC, FB,CA, 108
303 DATADO, F8,86,FB,A9, 18,85, FC,A9, 19,80,0F,0C,A%,1C, 126
304 DATA2C,OD,DC,FQ,FB,A9,08,8D,0F,DC, AD,06,DC, AE, 07, 109
305 DATADC,AQ,19,8C,0F,DC,49, FF,A8,84,49, FF,AA,C0,C8, 0
306 DATAE®,00,90,07,C0,58,84,E9,02,90,03,4C,E2,FC,C6, 144
307 DATAFB,DO,CE,Cé,FC,D0,CA,A9,08,80,0F,0C,AD, 11,00, 172
308 DATAO9,10,8D,11,D0,85,C0,A5,01,09,20,85,01,58,60, 217
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Schreibroutine: Bereich $C000 bis $C057

100 FORI=1TOBBSTEP15: FORJ=0TO14:READAS:BS=RIGHTS(AS, 1)
105 A=ASC(A$)-48:IFA>9THENA=A-7

110 B=ASC(B$)-48:1FR>9THENB=B-7

120 A=A*16+B:C=(C+A)ANDZ5S :POKE4D1S 14144, A

NEXT :READA: 1 FC=ATHENC=0:NEXT : END

130 PRINT#FEHLER [N ZEILE:";PEEK(63)+PEEK(64)%256:STOP
300 DATA78,AD,11,D0,29,EF 8D, 11,00,4%, 10,24,01,00, FC, 54
301 DATAAS,01,29,DF,85,01,A9,04,A2,00,88,00, FD,CA,D0, 114
302 DATAFA,38,E9,01,D0,F5,86,FB8,A9,20,85,FC,A5,01,29, 123
303 DATAF7,85,01,A2,14,CA,D0,FD,09,08,85,01,A2,3C,CA, 9
304 DATADO, ¥D,C6,FB,DO,E8,C6,FC,D0,E4,AD, 11,00,09,10, 99
305 DATA8D,11,D0,A5,81,09,20,85,01,85,C0,58,60, A6, A4, 8

Diese Art des Schutzes ist zwar an sich schon sehr wirkungsvoll,
birgt aber noch den Nachteil in sich, daB sie die geringe
Ladegeschwindigkeit beibehilt. Unser nichstes Ziel wird dem-
nach sein, ein eigenes, schnelleres Aufzeichnungsformat zu ent-
wickeln,

Ganz zu Anfang haben wir die Behauptung aufgestellt, es lasse
sich kein allgemeines Kopierprogramm schreiben. Jetzt wird es
Zeit, diese Behauptung zu rechtfertigen. Aufgezeichnete Daten
bestehen aus Signalen, die sich in unterschiedlichen Zeitabstin-
den auf dem Band befinden. Da ein Kopierprogramm nicht
"weifl" (und aufgrund der Gleichlaufschwankungen auch nicht
feststellen kann), ob dieses Aufzeichnungsformat zwei oder mehr
unterschiedliche Signalabstinde verwendet, kann es prinzipiell
nur eines machen, nimlich jedesmal die Zeit von einem Signal
bis zum nichsten zu messen und abzuspeichern. Diese Methode
bendtigt zwangsliufig wesentlich mehr Speicherplatz, als das
Programm nach dem normafen Einladen wirklich belegt. Ein
Beispiel: Ein Aufzeichnungsformat arbeitet mit zwei verschieden
Zeiten fir ein Null- und ein Eins-Bit. Zusitzlich wird noch
nach jedem achten Bit ein weiteres Signal (mit anderen mégli-
chen Zeiten) geschrieben. Fir eine gute Zeitmessung bendtigt
man pro Signal zwei Bytes. Wenn das zu kopierende Programm
vier Kilobyte belegt, wiirden demnach 4096 * (8+1) = 36864
Signale auf dem Band sein. Das Kopierprogramm wiirde dem-
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nach 2 * 36864 = 73728 Byte an Speicherplatz bendtigen, alsp
wesentlich mehr, als der C64 zur Verfigung hat. Man kann .dle
Aufnahme auch nicht in mehrere Teile aufsplitten, da eine
zusammenhingende Datenfolge auch zusammenhingend
geschrieben werden mull,

Man kénnte annehmen, dal es eventuell sinnvoll wire, ein
Kopierprogramm fir sehr kurze Programn}e zu schr&;iben oder
eine Speichererweiterung zu verwenden. Sicherlich koFmte man
so tatsichlich Kopien anfertigen, die allerdings das glclche Pro-
blem beinhaiten wiirden, als wenn man mit einem Uberspielka-
bel arbeiten wirde. SchlieBlich sind die gelesenen Zeitabstﬁnc!e
wegen der vielzitierten Gleichlaufschwanl.\'ung.en nich.t exakt d{e
gleichen wie die geschriebenen. Daher wird jede weitere Kopie
ein wenig schlechter sein wie ithr Vorginger,

Um also sinnvoll Kopien anfertigen zu kdnnen, ‘muB__das
Kopierprogramm die Lese- und Schreibzeiten des Jewel!lge:n
Formates kennen und kann demnach nicht mehr fiir alle mdgli-
c¢hen Formate verwendbar sein,

5.8.3 Ein neues Aufzeichnungsformat am Beispiel des "KKS"
Wir haben uns zum Ziel gesetzt, in diesem Kapitgl ein eig_enes
Aufzeichnungsformat fiir Bandaufnahmen zu entwickeln. Dieses

Programm soll den Namen "KKS" (KassettemKopiers_chutz-
System) tragen. Das KKS muf3 folgende Eigenschaften besitzen:

1. nicht mit diversen Kopierprogrammen zu kopieren

g

héhere Aufzeichnungsgeschwindigkeit

3. automatisches Starten der schnellen Laderoutine und auto-
matisches Starten des nachgeladenen Programms.

4, einfache Handhabung far Leser, die sich nicht im Detail
mit dem Programm auseinandersetzen wollen,

Kopierschutz mit der Datasette 193

Y,

3. speichern aus dem RAM-Bereich unter dem BASIC-Inter-
preter

6. Option zum Laden in andere Speicherbereiche, als die, aus
denen abgespeichert wurde.

Prinzipiell sieht das Programm so aus: Zuerst wird der Vektor
der SAVE-Routine des Betriebssystems auf die eigene Routine
umgestellt. Gibt man jetzt den Befehl 'SAVE "Programmname"
ein, wird zuerst ein Teil der Laderoutine nach $02A8 (=680)
geschoben. Der andere Teil befindet sich im Filenamen und
gelangt demnach beim Einladen in den Kassettenpuffer, Die
Laderoutine wird dann ganz normal, "langsam" und inklusive
Autostart abgespeichert, Danach wird das eigentliche Programm
unter dem neuen Format abgelegt.

Beim Einladen gibt man wic gewohnt 'LOAD’ ein und betatigt
die PLAY-Taste. Das Betriebssystem {3dt und startet die neue
Laderoutine automatisch. Diese lidt und startet nun das Haupt-
programm.

Wie sieht das neue Aufzeichnungsformat aus? Zuerst wird eine
sogenannte "Synchronisations-Markierung” geschrieben, die zum
Erkennen des Programmanfangs dient. Genaueres dazu erfahren
Sie im Ubernichsten Absatz. Als nichstes folgen die Start- und
Endadresse des zu ladenden Programms., Danach steht dann das
Hauptprogramm. Ganz am Ende kommt noch ein Byte als Priif-
summe, welches das Erkennen von Ladefehlern ermoglicht. Die
Prifsumme wird gebildet, indem alle Bytes mit dem Befehl
'EOR’ verkniipft werden. Wenn die abgespeicherte Priufsumme
mit der beim Laden gebildeten nicht ibereinstimmt, kénnen die
geladenen Daten nicht die gleichen sein wie die urspriinglich
abgespeicherten,

Der oben beschriebene Vorgang setzt voraus, dal die Mbglich-
keit besteht, Bits und Bytes aufs Band zu bringen. Wir gehen
dabei so vor, daB ein Eins-Bit als langer und ein Null-Bit als
kurzer Abstand des vorhergehenden Signals vom nichsten
codiert wird. Die hier verwendeten Zeiten sind 388 Taktzyklen
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fir die Null und 643 Zyklen f{ir die Eins. Dementsprechend
werden dann je acht gelesene Bits zu einem Byte zusammenge-
faft.

Die Laderoutine steht zuniichst einmal vor dem Problem, erken-
nen zu missen, welches das erste Bit ist, das zu den aufgezeich-
neten Daten gehdrt. Dieses Problem wird rnut Hilfe der schon
angesprochenen Synchronisationsmarkierung geldst. Diese Mar_-—
kierung besteht aus einer Folge gleicher Bytes, deren Bitkombi-
nation so beschaffen ist, dall es eindeutig ist, welches Bit an
welcher Stelle eines Bytes steht. Beispielsweise ist eine Folge von
$55-Bytes ($55=%01010101) dafiir nicht geeignet, da die Bit-
kombination mehrerer hintereinander liegender Bytes so aussieht:

...010101010101010101010101010101....

Hier ist nicht unbedingt klar, da3 das erste Bit der Folge
tatsfichlich das erste Bit in einem Byte der Sync-Markierung ist.
Es kénnte genauso gut das dritte oder das fiinfte Bit sein, Dage-
gen schlieft zum Beispiel eine $03-Byte-Folge ($03=%00000011)
alle Mehrdeutigkeiten aus:

...011000000110000001100000G11000. .,

Diese Folge kann nur auf eine Weise wieder in $03-Bytes zerlegt
werden:

..-.011 00000011 0OODOO11 GOGOOOMY 00, ..

Die Synchroaisationsmarkierung wird meistens noch durf:h ein
oder mehrere Bytes erginzt, welche die Wahrscheinlichkeit ver-
ringern, eine solche Markierung mit einer Bytefolge einer a_ndg-—
ren Bandaufzeichnung zu verwechseln, Bei unserem Beispiel
verwenden wir ein Byte mit dem Wert $48.

Wie erreicht man nun das genaue Timing beim Schreiben und
Lesen? Am einfachsten geht es mit einer Interruptroutine., Beim
Schreiben wird der CIA-Timer als Interruptquelie verwendet.
Dieser Timer bleibt auf einem konstanten Wert. Beim Ausldsen
eines Interrupts wird getestet, ob das nichste zu schreibende Bit
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ein Null-Bit ist, Falls ja, so wird sofort ein Signal auf dem Band
erzeugt, falls nein, so wird varher noch eine Zeitschleife ausge-
fithrt. Danach startet man den Timer neu.

Beim Lesen wird ebenfalls der Timer benutzt. Diesmal aber
erzeugt nicht er einen IRQ, sondern das Signal von der Kassette.
Das Bit, welches den Ablauf des Timer-Zihlers anzeigt, wird
damit gleichzeitig zum gelesenen Bit, da es genau dann eins
wird, wenn der Abstand zweier Signale einen bestimmten Wert
Uiberschreitet,

Der Zeitablauf beim Lesen und Schreiben errechnet sich beim
KKS wie folgt: Bei Verwendung des IRQ-Vektors $0314/50315
liegt zwischen dem Auslosen des Interrupts und dem Erreichen
der eigenen Interruptroutine eine Zeitspanne von durchschnitt-
lich 39 Taktzyklen. Bei der Schreibroutine vergehen bei einem
Null-Bit noch 16 Zyklen, bis das Signal auf die Leitung gegeben
wird, und noch einmal sechs Zyklen, bis der Timer neu gestartet
wird. Wenn man den Timer auf einen Wert von 327 (=$0147)
Zyklen setzt, so ergibt sich die Zeitdauer fur ein Null-Signal
folgendermafRen:

Starten des Timers: & Zyklen
Zeit bis zum IRQ : 327 Zyklen
Zeit bis zum Erreichen der eigenen IRQ@-Routine: 3¢ Zyklen
Zeit bis zum Andern der Signal-Leitung: 16 Zyklen
Gesamtzeit: 388 2yklen

Fir ein Eins-Bit kommen zusitzlich durch die Zeitschleife noch
einmal 255 Taktzyklen hinzu, wodurch sich der Abstand zum
vorhergehenden Signal auf 255 + 388 = 643 Taktzyklen erhdht.

Egal, ob ein Null- oder Eins-Bit geschrieben wird, die
Schreibleitung bleibt fir ca. 80 Taktzyklen auf LOW, was aber
fiir die eigentliche Zeitberechnung unwichtig ist.
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Beim Einlesen der Daten muf} der Timer so eingestellt werden,
dafl er bei einem kurzen Bandsignal in der Zeit bis zum Ausle-
sen des Interrupt-Kontroll-Registers mit Sicherheit noch nicht
abgelaufen ist, dagegen bei einem langen Bandsignal das Timer~
Bit im ICR mit Sicherheit auf Eins steht. Fiir ein Null-Bit 143t
sich folgende Zeitberechnng anstellen:

Beginn: negative Flanke 16st Interrupt aus

2eit bis zum Erreichen der Interrupt-Routine: 39 Zyklen

2eit zum Lesen des ICR: 4 Zyklen
2eit bis zum Start des Timers: 6 Zyklen
Gesamtzeit: 49 Zyklen
Zeit bis zum nichsten Signal: 388 - 49 = 339 Zyklen
Zeit bis rum Lesen des ICR: 39 + 4 = 43 Zvklen
Gesamtzeit: 382 zyklen

Die gleiche Rechnung fiir ein Eins-Bit liefert als Ergebnisl 637
Zyklen. Der Startwert fiir den Timer sollte demnach mbghchst
genau zwischen diesen beiden Werten liegen, also bei 510
(=$01FE) Zyklen.

Wie gelangen jetzt die Bytes aus dem Speicher auf das Band?
Die Interruptroutine fur das Abspeichern schreibt immer genau
ein Byte. Dazu benutzt sie vier Adressen:

- ein Schieberegister, aus welchem immer das nichste zu
schreibende Bit geschoben wird

- ein Bitzihler, der festhilt, wieviele Bits schon aus dem Schie~
beregister herausgeschoben wurden .

- ein Zwischenspeicher fiur das nachste Byte, welches ins
Schieberegister ibernommen wird

- ein Speicher, der anzeigt, ob der Zwischenspeicher schon von

der Interruptroutine ausgelesen wurde

Py — s s
——
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Das neben der Interruptroutine laufende Hauptprogramm wartet,
bis die Interruptroutine das vorherige Byte aus dem Zwischen-
speicher geholt hat, und schreibt dann das nichste Datenbyte
dorthin. Der Speicher, an dem das Hauptprogramm erkennt, daf
der Zwischenspeicher frei ist, wird zunichst von der Interrupt-
routine auf $80 (=128) gesetzt. Wenn das Hauptprogramm den
Zwischenspeicher wieder belegt hat, ersetzt es die 128 durch
eine Null. Sobald durch die Interruptroutine die letzten acht Bits
aus dem Schieberegister auf das Band gebracht wurden, holt sie
das Byte aus dem Zwischenspeicher ins Schieberegister, wodurch
sich der Kreis schlief3t.

Die Lese-Interruptroutine arbeitet genau umgekehrt, wobei wie-
der die gleichen vier Register verwendet werden. Jedes eingele-
sene Bit gelangt zunichst ins Schieberegister. Jeweils nach acht
Bits wird der Inhalt des Schieberegisters in den Zwischenspei-
cher Gbertragen. Die Ubergabe der Bytes an das Hauptprogramm
vollzieht sich genauso wie die Ubergabe von Bytes beim Schrei-
ben. Der einzige noch zu betrachtende wichtige Fall ist die
Synchronisation, also das Erkennen, bei welchem Signal die
gespeicherten Daten anfangen. Hierzu Jift das Hauptprogramm
die Interruptroutine arbeiten, ohne Daten aus dem Zwischen-
speicher zu iibernehmen. Es fragt stattdessen das Schieberegister
ab, ob es den Wert $03 (von der Synchronisationsmarkierung)
annimmt. Sobald dieser Fall eintritt, wird noch vor der nichsten
IRQ-Anforderung der Zihler fiir die Anzahl der gelesenen Bits
auf den Maximalwert sieben gesetzt. (Der Zihler wird immer
von sieben auf null heruntergezihlt.) Jetzt kénnen regulir Bytes
iiber den Zwischenspeicher eingelesen werden.

Zu Beginn dieses Unterkapitels haben wir sechs Bedingungen an
unser KKS gestellt, auf deren Erfilllung wir nun zu sprechen
kommen. Der erste Punkt, die schwere Kopierbarkeit, wird
allein dadurch erreicht, dafl wir ein neues Aufzeichnungsformat
benutzen.

Der zweite Punkt, die héhere Aufzeichnungsgeschwindigkeit,
ergibt sich durch die gewiihlten Zeiten zwischen den Signalen.
Die durchschnittliche Zeitspanne betrigt hier 516 Taktzvklen.
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Bei einer Taktfrequenz von 0.98 Megahertz ergib_t sich eine
Aufzeichnungsrate von etwa 1900 Bit/Sekunde. Das ist mehr als
sechsmal so schnell wie Dei dem Aufzeichqungsformgt c_ies
Betriebssystems. Wenn Sie wollen, koénnen Sie die (}esc_hwmd;g—
keit noch erhdhen. Die nétigen Anderungen daz_u sind im nach-
folgend abgedruckten Assemblerlisting an drei Stellen durch-
zufthren:

$C0C9 Startwert des Timers beim Schreiben _
$C148 Zeitschleife fiir Differenz zwischen null und eins
$037D Startwert des Timers beim Lesen

Bedenken Sie aber, daB eine hohere Geschwindigkeit immfar eiqe
Verringerung der Datensicherheit zur Folge hat und dal sich die
Aufzeichnungsrate wegen der Gleichlaufschwankgng_en c!er
Datasette nicht beliebig steigern laBt. Sollten Sie belsplelsxyelse
keine Datasette, sondern einen Hi-Fi-Rekorder mit einem
Interface zum Anschlufll an den C64 besitzen, so kdénnen Sie die
Geschwindigkeit wesentlich hdher ansetzen,

matische Starten der neuen Laderoutine wird durch
E?\Sdearlﬁtodes BASIC-Eingabe-Vektors $0302/$0303 (=770/7?‘1)
erreicht. Das automatische Starten des Hauptprogramms lﬁ.B't sich
durch Aufruf der BASIC-Interpreterroutine RUN realisieren,
wie es schon in Teil 3 beschrieben wurde:

LbA #300
JSR $AB71
JMP SATAE

Soll Thr Programm nicht durch den Befehi RUN, sgndern d'urch
den Befehl SYS gestartet werden, 50 erset.zen Sie emfac,h dle’sen
Aufruf durch einen direkten Einsprung mit dem Befehl *JTMP".

' i des
Das Umstellen des SAVE-Vektors macht die Handhabu’ng ‘
KKS relativ einfach. Nicht nur der BASIC-Befehl S.AVE
arbeitet mit dem Programm zusammen, sondern auch diverse

Maschinensprachemonitore.

¥
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In diesem Zusammenhang kénnen wir jetzt auch auf die Bedie
nung des KKS zu sprechen kommen. Tippen Sie einfach den
nachfolgend abgedruckten BASIC-Lader ab und geben Sie
'RUN" ein. Nach Ablauf dieses Programms muB das KKS mit
'SYS 49152" gestartet werden. Mochten Sie eines Ihrer eigenen
Programme schiitzen, laden Sie es ein und speichern Sie es ganz
normal mit "SAVE "Programmname™ ab. Wenn Sie nicht jedes-
mal den BASIC-Lader einladen und starten wollen, um das
Kopierschutz-System benutzen zu koénnen, so kénnen Sie das
Maschinenprogramm auch nach Ablauf des Laders direkt
abspeichern. Entweder verwenden Sie dazu einen Maschinen-
sprache-Monitor oder folgende Befehlszeilen:

POKE 43,0:PCKE 44,192:POKE 45,106 :POKE 46,194 :POKE 56,208 :CLR
SAVE"KKS", 1,1

Jetzt kénnen Sie das KKS mit 'LOAD "KKS" laden und sofort
mit dem obigen SYS-Befehl installieren. Es empfiehlt sich,
danach '"NEW’ einzugeben, damit alle BASIC-Zeiger auf einen
sinnvollen Wert gesetzt werden, (Das Maschinenprogramm wird
dadurch selbstverstindlich nicht geldscht) Achtung: Das Pro-
gramm verstellt den SAVE-Vektor, der durch Betitigen von
STOP/RESTORE wieder auf seinen alten Wert zuriickgesetzt
wird. Sollten Sie also diese Tastenkombination benutzt haben,
missen Sie erst noch einmal 'SYS 46152 eingeben, um das KKS§
wieder verwenden zu kdnnen,

Um Programme aus dem RAM-Bereich unter dem BASIC-Inter-
preter abzuspeichern, schreibt das KKS vor Beginn des Spei-
chervorgangs den Wert $06 in die Speicherstelle 1. Hinterher
erhiilt diese Speicherstelle wieder ihren ursprilnglichen Wert.
Haben Sie ein Programm in den Speicher geladen, dessen Linge
38 KBytes (154 Blocke auf einer Diskette) iiberschreitet, und
wollen Sie es nun mit dem KKS§ abspeichern, so klappt das nur,
wenn Sie keinen Filenamen angeben. Anderenfalls erhalten Sie
die Fehlermeldung '‘OUT OF MEMORY ERROR’'. Hjer kann
man sich mit einem Trick helfen, indem man nimlich 'POKE
56,208:CLR’ eingibt. Dadurch kann der BASIC-Interpreter seine
Zeichenketten in einem freien Speicherbereich ablegen. Wollen
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Sie nach dem Abspeichervorgang ein BASIC—Prog.ramm abla'ufen
lassen, dann bringen Sie die Speicherstelle 56 wieder auf ihren
alten Wert; "POKE 56,160:CLR".

Der sechste der genannten Punkte, das Laden in a_ndere
Speicherbereiche als die, aus denmen die Daten abgespeichert
wurden, liBt sich durch eine einfache Anderung am KKS ver-
wirklichen. Da das KKS einen Unterschied zwischen der .Lade—
anfangsadresse und der Anfangsadresse beim_ A.bspelchern
macht, kann man diesen Adressen auch unterschiedliche Werte
geben. Dazu haben wir im KKS an zwei Stellen durch "NOP’-
Befehle Platz gehalten. Um also eine andere Ladeadr.esse zu
erhalten, ersetzen Sie mit einem Maschinensprachemonitor die
"NOP*'s" durch folgende Befehle:

CO7E LDA H#$HIGH-Byte der Ladeadresse
CO85 LDA #¥$LOW-Byte der Ladeadresse

Diese Anderung ist in zweierlei Hinsicht niitzlich. Einmal lassen
sich damit Programmteile, die in Bereiche geladen werden so@-
len, aus denen man nichts abspeichern kann, trotzde_rn abspei-
chern. Zu diesen Speicherbereichen zihlen der Bereich SCQOO
bis $C269 (weil dort das KKS selbst liegt) und_der Berexc|h
SE000 bis SFFFF (weil dort das Betriebssystem liegt). Da die
Laderoutine komplett im Kassettenpuffer liegt und oberhalb von
$0400 (=1024) keinen Speicherplatz beansprucht, kann man pro-
blemlos in diese Bereiche Programme laden. Haben.Sw bei-
spielsweise ein Programm, das im Bereich von $CQOO ‘b1s $CFFF
liegt, so verschieben Sie dieses Programm zuerst in einen ande.-
ren Bereich, zum Beispiel $2000 bis $2FFF (am besten mit
einem Monitor). Laden Sie dann das KKS und nehmen folgende
Anderung vor:

CO7E LDA #3CO HIGH-Byte von $C000
CO85 LDA #300 LOW-Byte von $C000

Als nidchstes starten Sie das KKS mit 'SYS 4915?‘. Jetzt kbnqen
Sie das Programm von 32000 bis $2FFF abspelchern_. Es wird
dann so eingeladen, als hiitten Sie es aus dem Bereich $C000
abgespeichert.
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Es war davon die Rede, daB die gerade besprochene /"\nderungs-
option noch zu einem anderen Zweck genutzt werden kann. Man
kann damit nimlich einen interessanten Programmschutz auf-
bauen, der sich normalerweise nur bei einem Diskettenprogramm
realisieren 14Bt. Die Speicherstellen }AC/SAD werden beim
Einladen als Zeiger auf das Jeweils nichste Byte verwendet
(sieche Assemblerlisting). Wenn man dort Werte hineinlddt, gelan-
gen die nachfolgenden Bytes an eine véllig andere Stelle. Vor-
sicht ist dabei geboten, wenn man durch die Speicherstelle $9B
hindurchlidt. Sie enthilt nimlich die Prifsumme iber die
geladenen Daten, Falls diese beij Beendigung des Ladevorgangs

nicht stimmt, so nimmt das KKS an, die Daten seien fehlerhaft,
und 16st einen RESET aus.

Legen Sie beispielsweise folgende Bytefolge im Speicher ab:

1098 31 00 00 00 00 00 00 0O
10A3 00 00 00 00 00 00 0O QO
10AB 00 AC 7F OC OC QD 00 0O

1100 74 A4 74 A4 C3 €2 CD 38
1108 30 00 00 00 00 00 00 00

Speichern Sie dann den Bereich von $109B bis $1109 so ab, daB
er nach $009B geladen wird. Beim Einladen wird zuerst die
Priifsumme zerstért, was hier aber durchaus beabsichtigt ist. Die
folgenden Null-Bytes bewirken gar nichts. Erst das Byte $AC,
welches nach $00AC kommt, ist von Bedeutung. Das KKS
schreibt also den Wert $AC nach $00AC und inkrementiert dann
diesen Zeiger. Das nichste Byte, $7F, kommt dann nach $00AD,
wodurch der Zeiger nach dem nichsten Inkrementieren auf
$7FAE steht. Dorthin werden dann alle foigenden Bytes geladen.
In 38000 steht dann die bekannte 'CBMB80’-Erkennung. (Ge-
naueres dazu finden Sie unter dem Kapitel "Programmschutz".)
Sobald der Ladevorgang abgeschlossen ist, priift das KKS die
Korrektheit der Prifsumme. Da diese aber nicht mehr stimmt,
kommt es zu einem RESET. Durch das 'CBMS0’ springt der
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Prozessor aber nach $A474, also in den BASIC-Interpreter. Sie
kénnen diese Einsprungadresse selbstverstindlich so umindern,
dafB3 dadurch Ihr eigenes Programm gestartet wird,

Wir wollen hier nicht auf weitere Details dieses Programm-
schutzes eingehen, da es sich an dieser Stelle nur um eine Anre-
gung handeln soll. Sie finden allerdings eine Ahnliche Version in
dem Programmschutztei] dieses Buches, die sich dort aber nur
auf die Diskettenstation bezieht.

Damit wiren wir schon fast am Ende dieses Kapitels angelangt.
Es folgen nur noch die beiden Programmlistings und eine Auf-
listung der in diesem Zusammenhang interessanten Systemadres-
sen und -routinen. Wir hoffen, Ihnen hiermit ein Werkzeug an
die Hand gegeben zu haben, mit dessen Hilfe Sje sich selbst
einen Kopierschutz sozusagen "nach Mafl" zusammenstellen kon-
nen. Vielleicht schafft es Jja eines Tages doch Jemand, den "un-
kopierbaren" Kopierschutz zu entwickeln,

Das Kassetten—Kopierschutz—System KKS (Assemblerlisting)
verwendete Adressen:

$9B i Prufsumme des geladenen/gespeicherten Programms

39C T Wenn negativ: Byte wurde geschrieben/gelesen

BAC/SAD: Zeiger auf aktuelles Byte
$AE/SAF: Zeiger auf Endadresse+1

$B4 : Zdhier fir Anzahl gelesener/geschriebener 8its
$BE : aktuelles Byte
$BF t Schieberegister fir zu schreibendes/lesendes Byte

$C1/3C2: geschriebepe Ladeanfangsadresse
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Assemblerlisting:

SAVE-Routine:

cooo
conz
co05
coor
CO0A
CO0B
coop
COOF
con
Co14
cos
o019
coic
coip
CO1F
co21
co23
€025
cozy
coz29
cozc
co2p
CO2F
coxt
co33
€035
co3y
CG3A
€038
CO3E
Co40
Co41
Co42
CO45
Co47

LDA
STA
LDA
STA
RTS
LDA
CMP
BEQ
JMP
LDX
LDA
STA
1NX
cPX
BNE
LDY
CPY
BEQ
LDA
STA
INY
CPY
BNE
CcPY
BEQ
LDA
STA
INY
JMP
LDA
TAX
TAY
JSR
LDA
LbX

#%08
$0332
#3C0
$0333

$BA
#$01
$C014
$FSED
#$00
$C23E, X
$02A8, X

#348
$C016
#$00
$87
$c031
(388),Y
$C183,Y

#3$10
$C023
#3510
$CO3E
#$20
£C183,Y

$Co31
#%01

$FFBA
#$BC
383

CO49 LDY #sC1

SAVE-Vektor andern: LOW-Byte von $C00B
hach $0332: LOW-Byte des SAVE-Vektors
HIGH-Byte von $C00B

hach 30333: HIGH-Byte des SAVE-Vektors
Rdcksprung

Gerateadresse

=1 (Kassette)?

wenn ja, weiter

wenn nein, normale SAVE-Routine
Verschiebeschleife vorbereiten

Teil der Laderoutine

nach $02A8 verschieben

Zahler erhdhen

schon alle Bytes verschoben?
verzweige, wenn nein

Zeiger auf Filenamen varbereiten
schon kompletten Filenamen verschaben?
verzweige, wenn ja

Filenamensbyte halen

und vor Ladeprogramm setzen

Zeiger erhéhen

schon 16 Zeichen verschoben

Verzweige, wenn nein

schon 16 Zeichen verschoben?
verzweige, wenn ja

Wenn nein, mit Leerzeichen auffillen
Leerzeichen hinter Filenamen setzen
Zeiger erhdhen

unbedingter Sprung

Filenurmer

Gerdteadresse=|

Sekunddradresse=1 ¢nicht verschieblichy
FILPAR

Filenamenlange incl. Laderoutine
Filenamenbeginn

bei $C183
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CO4B JSR $FFBD
CO4E LDA $AE
C050 PHA

€051 LDA SAF
C053 PHA

CO54 LDA $C1
€056 PHA

C057 LDA 3C2
CO59 PHA

COSA LDA #3A8
COSC STA $C1
COSE LDA #$02
CO&0 STA $C2
C062 LDA #304
C064 STA $AE
C066 LDA #303
CO68 STA $AF
COSA LDA #3D3
CO6C STA $0302
CO6F LDA #$02
CO71 STA $0303
€074 LDA #300
CO76 STA $%D
CO78 JSR BFSED
CO7B PLA

CO7C STA $AD
CO7E NOP

CQ7F NOP

COBCG STA $C2
o082 PLA

CO83 STA $AC
C0B5 NOP

CoB& NOP

COB7 STA $C1
C083 PLA

COBA STA SAF
co8C PLA

CO8D STA $AE
COBF JSR $E453
co92 SEI

FLLNAM

LOW-Byte Endadresse

auf Stapel retten
HIGH-Byte Endadresse
retten

LOW-Byte Anfangsadresse
retten

HIGH-Byte Anfangsadresse
retten

$02A8

gls neue Anfangsadresse
nach $C1/%C2

$0304
als neue Endadresse
nach $AE/3AF

Startadresse
fir Autostart
nach $0302/%30303 bringen
(BASIC-Vektor fir Eingabe einer Zeiie)
0 nach $9D0 bringen (verhindert Anzeige
des verlangerten filenamens)
normale SAVE-Routine aufrufen
HIGH-Byte Anfangsadresse
zurickholen

(Platz flr Anderungen)

(Platz flir Anderungen)
gleich HIGH-Byte flr Ladeanfangsadresse
LOW-Byte Anfangsadresse
zuriickholen

(Platz flr Anderungen)

(Platz fir Anderungen)
gleich LOW-Byte fur Ladeanfangsadresse
HIGH-Byte Endadresse
zurlickholen
LOW-Byte Endadresse
zuriuckholen
BASIC-Vektoren wieder zurlcksetzen
Interrupt verhindern
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C093 LDA $0011
CO%6 AND #BEF
CO98 STA D011
CO9B LDA #344
CO9D STA $0314
COAQ LDA #3C1
C0A2 STA $0315
COAS LDA $01
COA7 PHA

COAB LDA #3056
COAA STA $01
COAC STA $CO
COAE LDA #$03
COBO LDY #3800
C0B2 STY $98
COB4 DEX

COBS BNE $COB4
COBY DEY

COB3 BNE $COB4
COBA SEC

COBB SBC #301
COBD BNE $C0B4
COBF LDA #37F
COC1 STA $DCOD
COC4 LDA #382
COC6 STA $DCOD
COCY LDA #$47
COCB STA $DCOS
COCE 1NX

COCF STX $DCO7
COD2 LDA #307
COL4 STA $B4
COD6 LDA #$19
CODB STA $DCOF
CCDB LDA $DCOD
CODE CLI

CODF LDA #303
COET JSR 3C17A
COE4 DEY

COES BNE $CODF

Unterbrechungen vom VIC

durch Abschalten des Bildschirms
unterbinden

Interruptvektor

auf $C144

flr SAVE-Routine

verbiegen

Speicherkonfiguration

auf Stapel retten

eigene Konfiguration einstellen
dabei gleichzeitig Datasettenmotor an
Motorsteuerflag ungleich Null
Zeitschleife vorbereiten

Prifsumme auf 0

Zeitschleife fir Hochlaufzeit
des Motors

(dreimatl

50 lang

wWie

beim

Laden)

alle Interruptmiglichkeiten der CIA 1
abschalten

Interrupt durch Timer B
zulassen

Timer B

auf Wert

$0147

stellen

Bitzdhler auf

Anfangswert sieben stellen
Timer starten

Interruptregister ldschen
Interrupts zulassen

Wert Drei zur Synchronisation
auf Band schreiben

schon 256mal geschrieben?
verwweige, wennh hein
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COE7 LDA S4B $48 als Prygrammbeginnkennzeichnung
COE? JSR $C17A auf Band schreiben
COEC LDA $C1 LOW-Byte Anfangsadresse
COEE JSR $C17A auf Band schreiben
COF1 LDA $C2 HIGH-Byte Anfangsadresse
COF3 JSR $C17A auf Band schreiben
COF6 LDA SAE LOW-Byte Endadresse im Speicher
CCF8 SEC
COF® SBC $AC minus LOW-Byte Anfangsadr. im Speicher
COFB PHA retten
COFC LDA $AF HiGH-Byte Endadresse im Speicher
COFE SBC $AD minus HIGH-Byte Endadresse im Speicher
C100 TAX retten
c101 PLA LOW-Byte Programmlinge
c102 CLC
€103 ADC $C1 plus LOW-Byte Anfangsadr. fUr Ladeprg.
C105 ISR $C17A auf Band schreiben
C108 TXA KH1GH-Byte Programmlange
€109 ADC $C2 plus KIGH-Byte Anfangsadr. flr Ladeprg.
C10B JSR $C17A auf Band schreiben
C10E LDA (SAC),Y Programm-Byte holen (Y=0)

C110 TAX zwischenspeichern
C111 EOR %98 Prifsumme bilden
CH13 STA $9B und wegspeichern
C115 TXA Programm-Byte zurlckholen
C116 JSR $C17A auf Band schreiben
€119 JSR $FCDB taufender Prg.-zeiger $AC/$AD erhdhen
C11C JSR $FCDY schon Endadresse SAE/SAF erreicht?
C11F BNE $C10E verzWeige, wenn nein
€121 LDA 3$9B Prufsumme holen
C123 JSR $C17A auf Band schreiben
C126 JSR 3C17A Warten, bis letztes Byte
Ci29 JSR $C17A vollstandig geschrieben worden ist
€12¢ SEI Interrupt sperren
c12D PLA Speicherkonfigurationswert holen
C12E ORA #$20 Motor aus
C130 STA %01 alte Konfiguration Wieder herstellen
£132 JSR $FD15 Interruptvektor zuriicksetzen
C135 JSR $FDA3 CIAs wieder auf alten Interruptbetrieb
C138 JSR $FC93 Motor aus, Bildschirm an
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C13B LDA #$COE Randfarbe des Bildschirms
C13D STA $DD20 wieder auf Standartwert
Ci40 CLI Interrupts wieder zulassen
C141 JMP $ALT74 zurdck zum BASIC-Interpreter

Interruptroutine fiir Band schreiben:

C144 ASL $BF Bit aus Schieberegister holen
C146 BCC $C14D verzweige, wenn Bit gleich Null
C148B LDX #3$33 Zeitschleife:

C14A DEX ca, $33%5 (=255) Taktzykien warten
C14B BNE $C14A verzWeige, wenn noch nicht fertig
C14D LDA 01 Portbyte holen

C14F AND #$F7 Bit 3 auf Null

C151 STA 301 Signal auf Band schreiben

C153 LDX #%19 Timer neu starten

C155 STX $DCOF

C158 LDX #$10C Zeitschleife:

C15A DEX ca. $10*5 (=80) Taktzvklen warten
C15B BNE $C15A verzweige, wenn nech nicht fertig
C150 ORA #%08 Bit 3 auf Eins

C15F STA %01 Signal wieder zuricksetzen

C161 INC $D020 Kontrolie durch Andern der Randfarbe
€164 DEC $B4 schon komplettes Byte geschrieben?
C166 BPL $C174 verzweige, wenn nein

C168 LDA #%07 Bitzéhler wieder auf 7

CT6A STA 3B4 setzen

C16C LDA $BE nichstes zu schreibendes Byte

C14E STA $BF ins Schieberegister

C170 LDA #380 Ftag fur Byte geholt

C172 STA $%9C setzen

C174 LDA $DCOD Enterrupt-Port freimachen

C177 JMP $FEBC Interrupt-Ende

Ein Byte schreiben

C17A BIT $%C letztes Byte schon geholt?
C17C BPL $C17A verzweige, wenh nein
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C17E STA $BE 7 nichstes Byte Ubergeben
C180 STY 39C 'Byte geholt!'-Signal Lléschen
€182 RTS Ricksprung

€183 bis C192: Platz fUr Filenamen

Die nun folgende Laderoutine liegt im Speicher ab $C193, wird
aber beim Einladen nach $0351 verschoben.

0351 SEI Interrupts verhindern

0352 LDA #%08B Unterbrechungen vom VIC durch
0354 STA $D0M1 Abschalten des Bildschirms verhindern
0357 LDA #$A8 Interruptvektor

0359 STA $0314 auf $02AB

035C LDA #3802 fur Laderoutine

035E STA $0315 verbiegen

0361 LDA $01 Port-Byte helen

0363 AND #31F Bit fur Datasettenmotor auf Nnull
0365 STA %01 Motor starten

0347 STA $CO Motorsteuerflag ungleich Null
0349 LDY #%00 Zeitschleife vorbereiten

036B STY $%8B prifsumme auf Null

034D DEX Zeitschleife, um

036E BNE $036D Motor Zeit

0370 DEY zum Anlaufen

0371 BNE $036D zu geben

0373 LDA #37F interrupts durch CIA 1

0375 STA $DCOD verhindern

0378 LDA #390 Interrupt durch Signal am Pin FLAG
037A STA $DCOD zulassen

037D LDA #H$FE Timer B

037F STA $DCO& von CIA 1

0382 LDA #3501 auf $01FE

0384 STA $DCO7 setzen

0387 LDA #319 Timer starten

0389 STA $DCOF

038C LDA $DCOD Interrupt-Bits ldschen

038F CLI Interrupts wieder zulassen

0390 LDA $BF Schieberegister auslesen
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0392 cMP #$03 Drei gefunden?
0394 BNE $0390 verzweige, wenn nein
0396 LDA #307 Bit-2ahler auf Sichen
0398 STA $B4 setzen
0394 LDX #$10 23hter flr Synchronisationsmarkierung
039C STX $9C Signal fur 'Byte gelesen' ricksetzen
039 JSR $02CA Byte lesen
03A1 CHP #303 gleich Drei?
03AZ BNE 30390 veriweige, wenn nein
03A5 DEX schon $10 mal das Byte Drei gefunden?
03A6 BNE $03%E verzweige, wenn nein
0348 JSR $02CA Byte lesen
03AB CMP #$03 gleich Drei?
03AD BEQ $03A8 verzweige, wWennh ja
O3AF CMP #348 gleich $487
0381 BNE %0390 verzweige, wenn nein
0383 JSR 302CA Schleife: Anfangs-, EndadreB-Bytes lesen
0386 STA $AC,X nach $AC bis $AF bringen
0388 INX Zeiger erhdhen
03B9 CPX #304 schon vier Bytes geholt?
03BB BNE $03B3 verzweige, wenh nein
03BD JSR $02CA Programm-Byte lesen
03C0O STA ($AC),Y in Speicher schreiben
03C2 EOR $%B Priifsumme bilden
03C4 STA $98B und speichern
03C6 JSR $FCDB $AC/SAD erhdhen
03C% JSR $FCD1 schon Endadresse $AE/AF erreicht?
03CC BNE $03BD verzweige, wenn nein
03CE JSR s02CA Prifsumme lesen
0301 CMP 9B mit gebildeter Prifsumme vergleichen
0303 BEQ $03D8 verzweige, wenn gieich
03D5 JMP $FCEZ2 sonst RESET
0308 SEI Interrupts verhindern
0309 JSR $FD15 Interruptvektor zuricksetzen
030C JSR $FDA3 CIAs wieder auf alten Interruptbetrieb
03DF JSR $FC93 Motor aus, Bildschirm an
03£2 LDA #$CE Randfarbe des Bildschirms
03g4 STA $D020 wieder auf Standardwert
03E7 LDX RAE LOW-Byte der Endadresse
03EQ LDY $AF HIGH-Byte der Endadresse
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03EB CL1I Interrupts zulassen Einsprung fic Autostart;
03EC JMP $02D9 Endadresse in BASIC-Programmendezeiger : '
03EF LDA #SE1 $E1 nach LOW-Byte des STOP-Vektors : 0203 JSR 3E453 BASIC-Vektoren riicksetzen
03F1 STA $0328 und o STOP sperren ; 0206 JMP $0351% Sprung zur Laderoutine
03F4 LDA #£00 : 0209 STX $2p BASIC-Ende LOW-Byte setzen
03F6 JSR $A871 RUN-Befeh| fir Autostart 0208 sTY $2E BASIC-Ende HIGH-Byte setzen
03F9 JMP SATAE zurlck zur Interpreterschleife U2DE ISR $A569 CLR
02E1 JSR $A533 Programmzeilen binden
02E4 JMP $O3EF unbedingter Sprung
Der nichste Teil der Laderoutine beginnt im Speicher bei
; o)
SC23F, wird aber zum Ablauf nach 50248 geladen. Das Kassetten-Kopierschutz-System KKS (BASIC-Lader):
Interruptroutine fiir Laden:
100 FORI= TFOS36STEP15: FORU= 0TO14:READAS :BB= RIGHTS(AS, 1)
G2A8 LDA $HCOD Interruptregister lesen 105 A=ASC(AS)-48:1FA>9THENA= A-7
02AB LDX #319 Timer neu starten 110 B=AsC(BS)- 48:1FB>9THENB=B-7
024D STX $DCOF 120 A=A*16+B:C=(C+A)AND255:POKE49157+1+J,A
0280 LSR Bit fiir Timer 8 :NEXT:READA:[FC=ATHENC=G:NEXT:END
0281 LSR ins Carry-git schieben 130 PRINT"FEHLER IN ZEILE:": PEEK(63)+PEEK(66)*256 STOP
02B2 ROL 3$BF als gelesenes Bit ins Schieberegister 300 DATAA9, 0B +80,32,03,49, cq, 80,33,03,60,45 +BA,C9,01, 43
0284 INC $0020 optische Kontrolle 301 DATAFD,03,4C,ED, F5 +A2,00,BD, 3, €2,90,A8,02,E8,E0, 143
0287 DEC $54 schon komplettes Byte gelesen? 302 DATA48,D0, F5,A0,00,C4,87,£0,04,81,88,99, 83,1, c8, 51
0289 BPL $02c7 verzweige, wenn nein 303 DATACO,10,D0,F2, €0, 10,F0,09,49,20,99, 83,1, 08, 4¢. 21
028B LDA #307 Bit-Zahler auf Sioben 304 DATA31,C0,A9,01,A4,A8,20,BA, FF A9, BC, A2, 83,40, 01, 177
028D STA $84 setzen 305 DATA20,8D, FF, A5, AE 48,5, AF 48, A5, C1, 48,45, C2, 48, 112
02BF LDA 3BF Schieberegister nach 306 DATAAY, A8, 85 LC1,A9,02 ,85,c2 A9, 04,85, AF (A9,03,85, 154
02C1 STA $BE 2wischenspeicher fir gelesenes Byte 307 DATAAF A9,D3,80,02,03 ,A9,02,8D ,03,03,49 ,00,85,90, 198
02C3 LDA #380 Signal 'Byte gelesen! 308 DATAZ20,ED, F5 +68,85,AD EA,EA, 85 (€2,68,85,AC, EA,EA, 36
02C5 STA $9¢ setzen ) 309 DATABS,C1 ,68,85,AF 68,85 AE, 20 +33,E4,78,AD, 11 .00, 218
02C7 JMP $FEBC Interrupt-Ende ; 310 DATA29,EF, 80,11,00,4A9, 44,80, 14,03, 49, Ci,80,15,03, 38
; 311 DATAAS, 01 /48,49 06,85 ,01,85,c0,A%,03 ,A0,00,84,98, 211
f 312 DATACA,DO, FD,88,D0,FA,38, E?,01,00,F5,A9,7F ,8D,0D, 146
gelesenes Byte holen: : 313 DATADC,A9,82,80,0D,DC, A9, 47,80,06,0C,E8,8E,07,0C, 53
314 DATAAS, 07,85,84, A9,19,80D,0F, DC,AD,0D,DC,58, A%,03, 189
02CA BIT $9C Byte schon gelesen? 315 pATAZO, 7A,C1,88,00, F8,A9,48,20,7A ,E1,A5,C1,20, Th, 247
02CC BPL $02CA verzweige, wenh nein 316 DATACY,A5,¢2, 20, 7A,C1,A5,AE,38, E5,AC,48,A5,AF,E5, 32
02CE STY 39¢ 'Byte gelesen'-Signal (dschen 317 DATAAD +AA,68,18,65,c1,20,74 (C1,8A,65,£2,20, 7A,C1, 100
0200 LDA $BE Byte holen 318 DATAB1,AC JAAL 45 9B 85 ,9B,84,20, 7A,C1,20, DB,FC,20, 3

0202 RTS RUcksprung 319 DATADI, FC +OC,ED,A5,9B,20,74,C1 (20,74,01,20,74 ,C1, 219
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320 DATATS,68,09,20,85,0%,20,15,FD,20,A3,FD, 20,93, FC, 48
321 DATAA9,OE,8D,20,D0,58,4C, 74, A4, 06, BF ,50,05,42,33, 31
322 DATACA,DO,FD,A5,01,29,F7,85,01,42,19,8E,0F,DC,A2, 185
323 DATA10,CA,DO,FD,09,08,85,01,EE,20,00,C6,B4,10,0C, 178
324 DATAA9,07,85,84,A5,8E,85,BF,A9,80,85,9C,AD,00,0C, 112
325 DATA4C,BC,FE,24,9C, 10, FC,85,BF, B4, 9C,40,20,20,20, 245
326 DATA20,20,20,20,20,20,20,20,20,20,20,20,20,78,A9, 193
327 DATACB,8D,11,00,A9,A8,80,14,03,A9,02,8D,15,03,A5, 99
328 DATAD1,29,1F,85,01,85,C0,A0,00,84,93,CA,D0, FD, B8, 242
329 DATADO,FA,A%,7F,80,0D,0C,A9,90,8D,00,0C, A9, FE, 8D, 75
330 DATA06,DC,A9,01,8D,07,DC,A9,19,80,0F,DC,AD,0D,DC, 204
331 DATAS8,AS,BF,C9,03,D0,FA,A9,07, 85,84 ,A2, 10, 86,9C, 15
332 DATA20,CA,02,C9,03,00,E8,CA,D0, F6,20,CA,02,C9,03, 187
333 DATAFO,F9,(9,48,00,00,20,C4,02,95,AC,E8,E0, 04,00, 112
334 DATAF6,20,CA,02,91,AC,45,98,85,98,20,08, FC,20,01, 7
335 DATAFC,DO,EF,20,CA,02,C5,98,F0,03,4C,E2,FC,78,20, 188
336 DATA15,FD,20,A3,FD,20,93,FC, A9, OE,BD, 20,00, A6, AE,
337 DATAAG,AF,58,4C,09,02,A9,E1,80,28,03,49,00,2C,71, 78
338 DATAAB,4C,AE,A7,AD,0D,DC,A2,19,8E,0F, DC,4A,4A,26, 205
339 DATABF,EE,20,D0,£6,84,10,0C,A9,07,85,B4, A5, BF, 85, 5
340 DATABE,A9,80,85,9C,4C,BC, FE, 24,9C, 10,FC, B4,9C, A5, 159
341 DATABE,60,20,53,E4,4C,51,03,86,20,84, 2E, 20,59, A6, 153
342 DATA20,33,A5,4C,EF,03,A4, A6, Ak AL, AL AG, AL, AL A, 250

5.5.4 Wichtige Betriebssystemadressen und ~routinen

Im KKS werden einige Adressen und Unterroutinen des
Betriebssystems verwendet. Diese und noch einige andere kén-
nen beim Erstellen von Kopierschutzverfahren und 4hnlichen
Programmen fur die Datasette duBerst hilfreich sein. Aus diesem
Grunde sind die wichtigsten im folgenden aufgelistet:

Zeropage-Adressen:

Hexadez. Dezimal Funktion

$28/%2C 43/ 44 Anfang des BASIC-Speichers

$2D/$2E 45/ 46 Ende des BASIC-Speichers

$50 144 Status (entspricht Variable ST in BASIC)
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$93
$9D

$AS

147 Flayg flr LOAD ($00) oder VERIFY (3%01)

157 Flag fur Direktmodus $80 oder Programm $00
($C0 lant Ausgabe aller Fehlermeldungen,
also auch die des Betriebssystems, zu; $80
nur die des BASIC-Interpreters; %00
Uberhaupt keine)

166 Anzahl der schon aus dem Bandpuffer
gelesenen oder in den Puffer
hineingeschriebenen Bytes

SAC/SAD 172/173 laufende Adresse fir LOAD/SAVE
$AE/SAF  174/175 Zeiger auf Endadresse + 1 fir LOAD/SAVE
$82/3B3 17B/179 Zeiger auf Beginn des Bandpuffers

$B7
$B88
$B8%
$BA

183 Ldnge des Filenamens
184 logische Filenummer
185 Sekundiradresse

186 Gerateadresse

$BB/$BC 187/188 Zeiger auf Filenamen

$C0

192 Wenn bei gedriickter Datasetten-Taste der
Inhalt dieser Speicherstelle ungleich null
ist, so wird der Motor nicht eingeschaltet

$C1/%C2 1937194 Startadresse flr Ein-/Ausgabe
$C3/3C4  195/196 Endadresse fur Ein-/Ausgabe

Betriebssystem- und BASIC-Interpreter-Routinen:

$ALT4L
$A533
$A659
$ATAE
$ABT1
$E17A
SE104
$BELS3
$FE68F
$F750
$F80D
$F817
$F838
$FCO3

Einsprung in Eingabeschleife des BASIC-Interpreters
Programmzeilen neu binden

CLR-Befehl

Befehlsausflhrungsschleife des BASIC-Interpreters
RUN-Befeht

Ladefehler testen und ggf. anzeigen, dann wie $E1A1
Filename, Sekundar-, Gerateadr. aus BASIC-Text holen
Zurticksetzen aller BASIC-Interpreter-Vektoren
TSAVING "Filename'"' ausgeben

Ausgabe FFOUND "“Filename"', wartet auf fC=!
Bandpufferzeiger $A6 erhohen

Wartet auf Bandtaste, Ausgabe "PRESS PLAY ON TAPEY
Wartet auf Bandtaste, "PRESS RECORD AND PLAY ON TAPE¥
Rekorderbetrieb beenden
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$FCD1
$FCDB
$FCE2
$FDA3
$FEBC
$FFBA
$FFBA
$FFBD
$FFCO
$FFC3
$FFCH
$FFCY
$FFCC
$FFCF
$FFD2
$FFD5
£FFD3
$FFE7

Vergleich von $AE/8AF mit $AC/AD

$AC/$AD inkrementieren

RESET, Rechner in Einschaltzustand versetzen
CIAs initiatisiern

Abschluf der IRQ-Routine

Zurlcksetzen aller Betriebssystem-vVektoren
FILPAR, setzt Geridte-, Sekundiradresse, Filenummer
FILNAM, .setzt Filenamen-Parameter

CPEN

CLOSE

CHKIN, Eingabegerit setzen

CHKOUT, Ausgabegerat setzen

CLRCH, Ein-, Ausgabe zuricksetzen

BASIN, Eingabe eines Zeichens

BASOUT, Ausgabe eines Zeichens

LOAD (bzw. VERIFY)

SAVE

CLALL, alle offenen Kanidle schlielen

e
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6. Diskettenkopierschutz

Wie arbeitet ein solcher Diskettenkopierschutz? Wie und wofiir
kann ich ihn selber benutzen? Das sind die Fragen, die in dem
folgenden Kapitel beantwortet werden sollen.

Wofir Sie einen Kopierschutz brauchen, ist einfach zu beant-
worten. Sie kénnen mit Hilfe eines solchen Schuizes sicherstel-
len, dal Thr milthsam geschriebenes Programm nicht ohne Thr
Wissen weitergegeben werden kann. Diese in diesem Buch
erliuterten Schutzverfahren sind auch ohne weiteres dazu
geeignet, professionelle Software zu schiitzen. Sie entsprechen
nicht den in einigen Zeitschriften oder #hnlichem beschriebenen
Verfahren, die mit jedem drittklassigen Kopierprogramm kopiert
werden kénnen,

Selbst wenn Sie kein Interesse haben, Ihre Software zu schitzen,
ist dieses Kapitel auch im Hinblick auf die interessante Floppy-
Programmierung sehr zu empfehlen.

Auf die Frage, wie ein solcher Kopierschutz arbeitet, ist allge-
mein zu sagen, daB es sich hierbei um eine Manipulation auf der
geschiltzten Diskette handelt, die nicht ohne weiteres von einem
Kopierprogramm kopiert werden kann. Wie dieses im einzelnen
aussieht, wird im Laufe dieses Buches noch besprochen.

Leider miissen wir zum Verstindnis der folgenden Programme
ein recht gutes Wissen tiber das Arbeiten der Floppy sowie
Kenntnisse der Programmierung in Maschinensprache voraus-
setzen, da derart weitreichende Einfithrungen den Rahmen die-
ses Buches sprengen wirden. Fiir diejenigen, die diese Kennt-
nisse nicht haben, ist dieses Kapitel dennoch interessant, weil
alle Schutzsysteme auch in Form eines BASIC-Loaders vorliegen
und somit fiir jeden nutzbar sind.

6.1 Unser "Handwerkszeug"

Bevor wir wuns intensiver mit der Programmierung eines
Kopierschutzes befassen, wollen wir zuvor niher auf das "In-
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nenleben" der Floppy eingehen, um Ihnen das Verstindnis der
zu besprechenden Kopierschutzsysteme zu ermdglichen. Wenn
Sie uber dieses Wissen bereits verfiigen, kdnnen Sie sich sofort
dem Auftragen eines Kopierschutzes widmen und die Kapitel
bis 6.2 iiberspringen.

An dieser Stelle nun die Ubersicht iiber die Speicheraufteilung
der Floppy und eine Ubersicht iiber die Nutzung der Puffer der

Floppy.

VIA 1 ist der Baustein, der den Datenaustausch zwichen Com-
puter und Rechner herstelit. Er verwaltet den Serielle-Bus.

VIA 2 wird ausschlieBlich fiir den Datenaustausch zwischen
Floppy und Diskette verwendet.

Es ist noch wissenswert, daBl das RAM der Floppy ab $8000
gespiegelt ist, was bedeutet, das die Speicherstellen ab $8000 die
gleichen Werte und auch die gleiche Bedeutung wie die Spei-
chestellen ab $0000 haben,

1S -

o
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SPEICHERAUFTEILUNG
65535 $FFFF
DOS
49408 | $C100
RAMBELEGUNG
$Q7FF
BAM h
7183 $1COF $0700
DIRECTORY
VIA 2 ————— | $0600
USER
7168 $1C60 —! $0500
USER
$0400
USER
$0300
6159 $180F PAGE 2
—1{ 30200
VIA 1 STACK
- $0100
6144 $1800 ZEROPAGE
$0060
2047 [ $07FF
RAM
o | $00G0
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6.1.1 Die Arbeitsweise des DOS

Die YC1541 ist ein intelligentes Diskettenlaufwerk mit eigenem
Mikroprozessor und Betriebssystem (Disk Operating System,
DOS). Dadurch wird kein Speicherplatz und keine Rechenzeit
des angeschlossenen Rechners bendtigt. Der Rechner braucht der
Floppy lediglich Befehle zu iibermitteln, die diese dann selbstti-
tig ausfithrt,

Die Floppy hat damit drei Aufgaben gleichzeitig zu erledigen:
Zum einen mul sie den Datenverkehr vom und zum Rechner
durchfithren. Die zweite Aufgabe ist die Interpretation der
Befehle, die Verwaltung von Dateien, der zugeordneten Uber-
tragungskanile und der Blockpuffer. Die dritte Aufgabe ist die
hardwaremifBige Bedienung der Diskette; dazu gehdrt das
Schreiben und Lesen einzelner Blocks auf der Diskette sowie das
Formatieren von Disketten.

Diese Aufgaben mulBl bei der VC1541 ein 6502-Mikroprozessor
gleichzeitig durchfithren. Dies ist nur mit Hilfe der Interrupt-
Technik méglich. Nur so kénnen drei Programme quasi gleich-
zeitig ablaufen,

Nachdem wir schon etwas nfiher auf den Aufbau der Diskette
eingegangen sind, wollen wir uns einmal ansehen, wie das DOS
alle seine Aufgaben realisiert. Dies ist besonders dann wichtig,
wenn man selbst Programme in der Floppy schreiben will, wie
beispielsweise seinen eigenen Kopierschutz.

Beim Schreiben von Programmen im Floppypuffer kann man
selbstverstindlich auch viel vom Betriebssystem der Floppy
Gebrauch machen, das fiir die meisten Aufgaben schon Routi-
nen parat hat. Doch in der Floppy ist dies nicht so problemlos
wie im C64. Das Betriebssystem der Floppy kann man in zwei
Teile unterterlen. Der erste Teil ist das Hauptprogramm, das in
einer Endlosschleife liuft., Yon diesem Programm aus wird
hauptsichlich der serielle Bus verwaltet. Fast alle Unterpro-
grammaufrufe werden mit absoluten Spriingen realisiert und
miissen somit auch mit einem JMP-Befehl zuriick ins Hauptpro-
gramm abgeschlossen werden. Diese Routinen kdnnen deswegen
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kaum fir die eigene Arbeit verwendet werden, da sie nach ein-
maligem Aufruf sofort ins Hauptprogramm springen. Sie miissen
solche Routinen also selbst schreiben und kénnen nicht auf die
vorhandenen Routinen des Betriebsystems zuriickgreifen.

Der zweite Teil des Betriebsystems ist dafiir um so besser fiir
eigene Programme zu verwenden. Es handelt sich hierbei um ein
Interrupt-Programm, die sogenannte 'Jobschleife’.

Dieses Programm uibermimmt die Lese- und Schreiboperationen
auf und von Diskette. Bei jedem Interrupt werden die Speicher-
stellen $00 bis $05 der Zeropage, die die ’Schnittsteile’ zwischen
dem Hauptprogramm und Interruptprogramm herstellen, auf ihre
Werte Uberprift. Werte, die gréfer oder gleich $80 (128) sind,
werden als Befehle (Jobs) erkannt und daraufhin ausgefiihrt.
Jede dieser Speicherstellen (Job-Speicher) bezieht sich auf einen
bestimmten Speicherbereich. Zusitzlich gehdren zu jedem Job-
Speicher noch zwei Speicherstellen, die den Track und den Sek-
tor angeben, auf die sich der Job (Befehl) bezieht.

Nachfolgend eine Tabelle, welche den Job-Speichern ihre Track
und Sektorangabe sowie ihren Speicherbereich zuordnet:

JOB TRACK SEKTCR SPEICHERBEREICH

$00 %06 307
$01 %08 $09
$02  $0A $0B
303 $0C $0D 30600 - $06FF
$04  SOE $OF $07C0-$07FF
$05 310 $11 kein RAM

$0300-$03FF
$0400-$04FF
$0500-$05FF

AnschlieBend folgt eine Tabelle, die die Job-Codes und ihre
Bedeutung zeigt.
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JOB-CODE  BEDEUTUNG

$80 128 Sektor lesen

$90 144 Sektor schreiben

$A0 140 Sektor verifizieren

$B0 176 Sektor suchen

$C0 192 Bump, Kopfanschlegen

$D0 208 Programm im Puffer ausfihren

$EQ 224 Programm im Puffer ausfihren, vorher
Laufwerksmotor einschalten und Kopf
positionieren

Machen wir uns die Verarbeitung der Job-Codes anhand eines
Beispiels besser verstindlich:

Wenn vom BASIC aus durch einen U1’ Befehl ein Block gelesen
werden soll, so nimmt das Hauptprogramm diesen Befehl entge-
gen, erkennt ihn und veranlaf3t, dall der entsprechende Block
gelesen wird., Diese Veranlassung sieht jetzt so aus, daB die
Track und Sektornummer in die Speicherspellen, die im Zusam-
menhang mit dem angegebenen Puffer stehen, geschrieben wer-
den. Daraufhin wird der Job-Code 380 (Sektor lesen) in den
entsprechenden Job-Speicher geschrieben.

Nehmen wir an, zum Lesen dieses Blocks wire Puffer 2 reser-
viert worden; dann wire die Track- und Sektornummer in die
Speicherstellen $0A und $0B geschrieben worden. Der Job-Code
380 wire danach in den Job-Speicher $02 geschrieben worden.
Nach diesen Arbeitsgingen beginnt die Aufgabe der Jobschleife.
Diese {berprift jetzt die Job-Speicher, findet im Job-Speicher
die $80 und holt sich aus $0A und $0B die Track- und Sektor-
nummer des zu lesenden Sektors. Daraufhin wird der Kopf
positioniert und der Sektor gelesen. Die gelesenen Daten werden
im Puffer 2 ($0500-305FF) abgelegt.

Das Hauptprogramm befindet sich wihrend dieser Zeit in einer
Wartestellung. Es wartet auf die READY-Meldung des Jobs.
Diese Rickmeldung wird in den selben Job-Speicher geschrie-
ben, in den auch der Befehl geschrieben wurde. Die Riickmel-
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dungen unterscheiden sich von den Job-Codes dadurch, daB bei
den Job-Codes das héchstwertige Bit gesetzt und bei den Riick-
meldungen geldscht ist. Das Hauptprogramm iiberprift immer
das hdchstwertigste Bit und beginnt, sobald die Riuckmeldung
kommt, diese auszuwerten.

Bevor wir auf die Rickmeldungen eingehen, noch ein Hinweis
zu den Job-Codes, die ein Programm im Puffer ausfithren. Der
Job-Code $DO0 startet ein Programm bei der Anfangsadresse des
jeweiligen Puffers. Der Befehl $EO0 fahrt den Laufwerkmotor
zuvor noch hoch, positioniert den Kopf und fiihrt dann wie $D0
das Programm im angegebenen Puffer aus.

Wollen wir also den Inhalt von Track 24, Sektor 8 in den Puffer

#0 (3300 - 3$3FF) lesen, kann dies durch folgende Routine
geschehen:

100 OPEN 1,8,15

110 TRACK = 24: SECTOR = B: LESEN = 128

120 PRINT#1, YM-WMCHR${S)CHRS(D)ICHRS(2)CHRS (TRACKICHRS(SECTOR)
130 PRINT#1, "M-WMCHRS(D)CHRS(D)CHRS(1)CHRS(LESEN)

140 PRINT#1, "M-RMCHR$(O)CHRS(0)

150 GETH1, AS$:IF A$="" THEN A$=CHR$(0)

160 IF ASC(A$)>127 THEN 140

170 PRINT "FEHLERCODE ="; ASC(AS%)

180 CLOSE 1

In Zeile 120 werden Track- und Sektornummer fiur Puffer #0
ibergeben, in Zeile 130 der Befehl zum Lesen. Die Programm-
schleife in Zeile 140 bis 160 wartet das Ende des Jobs ab. In

Zeile 170 wird der Fehlercode ausgeben. Diese Codes haben fol-
gende Bedeutung:
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Code BEDEUTUNG posS-Fehlermeldung

$01 alles ok 00, 0K

$02 Headerblock nicht gefunden 20, READ ERROR

$03 SYNC nicht gefunden 21, READ ERROR

$04 Datenblock nicht gefunden 22, READ ERROR

$£05 Checksummenfehler im 23, READ ERROR
bDatenblock

307 Verify-Fehler 25, WRITE ERROR

$08 Diskette schreibgeschitzt 26, WRITE PROTECT OW

$09 Checksummenfehler im 27, READ ERROR
Headerblock

$0B Falsche ID gelesen 29, 1D MISMATCH

$0F Diskette nicht eingelegt 74, DRIVE NOT

READY

Die im Floppyhandbuch aufgefithrten Fehlermeldungen 24,
READ ERROR’ {(GCR-Kodierung wird nicht erkannt) und '28§,
WRITE ERROR' treten bei der VCI1541 nicht auf. Zur Bedeu-
tung der Fehlermeldungen sehen Sie bitte im Anhang nach.

Zur Benutzung der Disk-Controller-Routinen sei noch folgendes
vermerkt: Wenn Sie einen Block mit dem 'Ul’-Befehi lesen, so
wird der Befehl 'Lese Block' an die Disk-Controller iibergeben.
Wird von diesem nun ein Fehler gemeldet, so veranlassen die
'logischen DOS-Routinen’ (das Hauptprogramm) weitere Lese-
versuche jeweils eine halbe Spur links und rechts vom Track.
Hat auch dies keinen Erfolg, wird ein *Bump’ durchgefithrt (der
Kopf geht nach Track 1 und gibt die typischen Gerfiusche bei
einem Lesefehler von sich) und das ganze wird nochmal ver-
sucht. Normalerweise werden vom DOS 5 Leseversuche gemacht,
ehe endgiltig ein Fehler gemeldet wird. Diesen Mechanismus
umgehen wir, wenn wir direkt die Disk-Controller-Routinen
ansprechen. Fir normale Schreib- und Leseoperationen sollten
daher weiterhin die 'Ul’ und 'U2'-Befehle benutzt werden.

o
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6.1.2 Das Disketten- Aufzeichnungsverfahren

In diesem Kapitel versuchen wir, Thnen niher zu bringen, wie
die Bits auf die Diskette kommen und von dort wieder gelesen
werden kdnnen. Wie Sie bereits wissen, ist die Diskette in 35
Spuren oder Tracks unterteilt, die als konzentrische Ringe auf
der Diskette angeordnet sind, Die #uBerste Spur erhialt die
Nummer 1, und Track 35 ist die innerste Spur. Um die einzel-
nen Spuren anzusteuern, hat das Laufwerk einen Schritt- oder
Steppermotor, mit dem der Schreib/Lesekopf iiber jeden Track
positioniert werden kann, Die Aufzeichnung der Daten geschieht
nun bitweise. Dabei wird jedes '1’-Bit durch einen Wechsel der
Magnetisierungsrichtung gekennzeichnet, wihrend bei einem '0’-
Bit nichts passiert. Die Bits werden in einem festen Takt
geschrieben, der ca. 250000 Bits/s betrigt.

Wenn wir nun Daten nach diesem Verfahren auf eine Spur
schreiben, sind wir anschlieBend nicht mehr in der Lage, die
Daten korrekt wieder zu lesen. Da sich die Diskette fortlaufend
dreht, die Spuren also keinen Anfang und kein Ende haben,
kénnen wir den Beginn unserer Aufzeichnung nicht ermitteln.
Doch selbst wenn wir den Anfang der Spur feststellen kénnten,
wilrden wir Probleme haben, den Beginn jedes Bytes festzustel-
len. Theoretisch ist durch den Beginn der Aufzeichnung auch
der Beginn jedes einzelnen nachfolgenden Bvtes bestimmt, Dies
setzt jedoch voraus, dafl die Umdrehungsgeschwindigkeit der
Diskette immer absolut gleichbleibend ist, auch von einem Drive
zum anderen. Diese Forderung ist jedoch illusorisch, und man
hat sich eine andere M#dglichkeit iiberlegt, wie man den Beginn
der einzelnen Bytes sicher erkennen kann,

Zuerst unterteilt man einen Track in mehrere Sektoren. Da auf
einer Spur bei der oben genannten Bitrate mehr als 6000 Bytes
untergebracht werden kdnnen, braucht man zum einen einen
Pufferspeicher dieser GréfBe in der Floppy. Ein weiterer Nach-
teil whre es, dafl nur maximal 35 Dateien abzuspeichern wiren.
Wenn wir ein Programm von 1 KByte Linge abspeichern wiir-
den, so whren 5 KByte verschenkt, die Ausnutzung der Diskette
also sehr undkonomisch., Da die Tracks von auBen nach innen
schmaler werden, werden die JuBeren Tracks in mehr Sektoren
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unterteilt als die inneren. Dazu mul} die Bitrate nach auflen hin
gesteigert werden. Die folgende Tabelle enthilt die entsprechen-
den Daten,

TRACK  BITRATE  BYTES PRO TRACK

1-17 307692 7692
18-24 285714 7143
25-30 266667 6667
31-35 250000 6250

Doch damit hat sich unserer Problem nur vergriBert: Wie erken-
nen wir den Beginn der Sektoren auf dem Track? Wir miissen
also bestimmte Bitkombinationen bevorzugt erkennen kdénnen,
die als Daten-Bytes nicht vorkommen k&nnen. Mit acht Bit las-
sen sich 256 Kombinationen darstellen, die es auch alle als
Daten-Bytes kann. Der Schliissel zur Lésung liegt darin, ein Byte
nicht durch 8, sondern fiir die Diskettenaufzeichnung durch
mehr Bits darzustellen. Damit sind wir schon beim Group Code
Recording, wie es von Commodore verwendet wird.

Wir benutzen als sogenanntes Synchron- oder SYNC-Zeichen die
Bitkombination %I11111111 oder $FF. Die Daten-Bytes miissen
nun so verschliisselt werden, dafl niemals 8 ’1’-Bits hintereinan-
der vorkommen. Das Group Code Recording, kurz GCR
genannt, bildet nun jeweils 4 Bits auf 5 Bits ab. Die 5-Bit-
Kombination ist so gewfhlt, dafl die obige Forderung erfillt ist.
Eine zusitzliche Forderung besteht noch darin, dafiir zu sorgen,
daB auch niemals mehr als zwei *0’-Bit hintereinander folgen, da
dabei ja kein Wechsel der Magnetisierungsrichtung erfolgt und
es dadurch Probleme beim Lesen der Daten geben kann, Die
Tabelle gibt nun an, wie jeweils 4 Bits verschliisselt werden.
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ORIGINALDATEN  GCR-CODE

$0 0000 31010
$1 o001 01011
$2 0010 10010
3 0011 10011
% 0100 01110
$5 0101 ot
$6 0110 10110
7 01 1011
$8 1000 01001
$9 1001 11001
$A 1010 11010
B8 1011 11611
$C 1100 o1
$ 1101 11101
$E 1110 17110
$F 111 10101

Durch beliebiges Aneinandereihen des GCR-Codes kann also
niemals ein Bitmuster entstehen, das mehr als 8 aufeinanderfol-
gende '1’-Bits oder mehr als zwei *0’-Bits enthilt. Wir kénnen
also jetzt den Beginn eines Sektors durch SYNC-Bytes markie-
ren, die durch eine Digitalschaltung erkannt und gemeldet wer-
den. Doch wie wissen wir, welcher Sektor nach einem SYNC-
Byte folgt? Dazu steht vor jedem Sektor ein sogenanntes Block-
headerfeld (Sektorkopf), das Track- und Sektornummer sowie
zusitzlich noch die Identifikation der Diskette enthilt {das sind
die zwei Zeichen, die Sie beim Formatieren der Diskette mit
angeben). Der nachfolgende eigentliche Sektorinhalt wird wieder
durch vorausgehende SYNC-Bytes eingeleitet. Damit man Block-
header und Datenblock unterscheiden kann, folgt nach dem
SYNC-Zeichen ein Kennbyte. Ein Headerblock wird durch eine
8 identifiziert, ein Datenblock durch eine 7. Damit Lesefehler,
die z.B. durch eine verschmutzte oder zerkratzte Diskette entste-
hen k&nnen, erkannt werden, enthilt jeder Block noch eine
Checksumme ber alle Bytes. Ein Blockheader hat damit folgen-
den Aufbau:
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SYNC-ZEICHEN
HEADERBLOCKKENNZEICHEN ($0B)
CHECKSUMME UBER ALLE BYTES
SEKTOR - NUMMER

TRACK - NUMMER

D2

D1

ABSCHLUSSBYTES ($0F)
FULLBYTES ($55)

0 M) — — 3 ok o.a = A

Bis auf die SYNC-Zeichen ($FF, %11111111) und die 8 Full-
bytes ($55 %01010101) werden alle anderen Bytes in GCR-Code
umgewandelt. Die Fillbytes sind erforderlich, da immer nur eine
durch 4 teilbare Anzahl Bytes in GCR~Code umgewandelt wer-
den kann. Aus einem Byte (8 Bits) werden nach der Umwand-
lung 10 Bits, 4 Bytes (32 Bits) werden in 40 Bits umgewandelt,
was gerade 5 Bytes entspricht. Das folgende Schema soll deutlich
machen, wie die Umwandlung vonstatten geht,

CRIGINALDATEN 11112222 33334444 55556666 77778888
GCR-DATEN 11111222 22333334 44445555 56666677 7778888

Eine Zifferngruppe soll dabei ein Nibble (4 Bits) darstellen. Die
Umwandlung geschieht von einer DOS-Routine mit Hilfe der
GCR-Code-Tabelle, die ab Adresse $F77F im ROM steht,

Doch jetzt zum Aufbau des Datenblocks.

5  SYNC-ZEICHEN
T  DATENBLOCKKENNMZEICHEN (%07}
256  DATEN-BYTES
CHECKSUMME
2 ABSCHLUSSBYTES (300)
MIN. 4  FULLBYTES (355}
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Der Block wird wieder mit 5 SYNC-Zeichen eingeleitet, dann
folgen im GCR-Code das Kennzeichen fiir den Datenblock, eine
7, dann die 256 Daten-Bytes. Zur Fehlererkennung folgt eine
Ein-Byte-Checksumme (Exklusiv-Qder-VerknlOpfung aller
Bytes) und zwei Nullbytes als AbschluBbytes. Die Anzahl der
Fillbytes bis zum Beginn des nichsten Headerblocks ist variabel
und wird bei der Formatierung aus der Gesamtkapazitit des
jeweiligen Tracks ermittelt.

Ein kompletter Sektor auf Diskette enhilt also 8 (Headerblock) +
260 (Datenblock) Bytes, die in GCR-Code gewandelt 335 Bytes
ergeben, sowie 10 SYNC-Zeichen und mindestens 12 Fullbytes.
Damit besteht ein Sektor aus mindestens 357 Bytes im Verhiltnis
zu 256 Nutzbytes. Es gehen also ca. 28% der gesamten Disket-
tenkapaczitit fir die Datenorganisation verloren.

Das Beschreiben der Diskette geschieht bereits komplett beim
Formatieren, Sehen wir uns jetzt einmal an, wie die Floppy
einen Sektor liest.

1. Laufwerksmotor einschalten.
2. Schreib/L.esekopf {iber Track bringen.
3. Headerblock fir gewiinschten Track und Sektor er-

zeugen und in GCR-Code umwandeln,
4. SYNC-Zeichen abwarten.

5. Die nichsten 8 Bytes lesen und mit dem oben er-
zeugten GCR-Code vergleichen.

6. Falls keine Ubereinstimmung: zuriick zu Schritt 4.

7. Der richtige Sektorheader wurde gefunden, jetzt

SYMNC-Zeichen des Datenblocks abwarten,
8. Datenblock lesen und GCR-Code decodieren.

Dies sind, vereinfacht dargestellt, die Schritte, die beim Lesen
eines Sektors durchlaunfen werden. Nicht beriicksichtigt wurde
dabei, was im Fehlerfall passiert, z.B. falls ein Checksummen-
fehler festgestellt wurde oder falls schon der Headerblock nicht
korrekt gelesen werden kounnte,
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Das Schreiben eines Blocks verliuft &hnlich. Auch hier muB
zuerst der korrekte Headerblock gefunden werden, ehe man den
alten Datenblock mit den neuen Daten Uiberschreiben kann.

Laufwerksmotor einschalten.

Schreib/Lesekopf Giber Track bringen.

Datenblock in GCR-Code umwandeln.

Headerblock fiir gewiinschten Track und Sektor er-
zeugen und in GCR-Code umwandeln.
SYNC-Zeichen abwarten.

Die nichsten 8 Bytes lesen und mit dem oben er-
zeugten GCR-Code vergleichen.

Falls keine Ubereinstimmung zuriick zu Schritt 5.

8 GAP-Bytes Giberlesen.

5 SYNC-Zeichen schreiben.

GCR-Daten schreiben.

Geschriebenen Sektor lesen und mit den Daten im
RAM vergleichen (Verify).

R N

—_ e O 00 -
= sl

Beim Schreiben eines Blocks wird also nur der Datenblock mit
den zugehdrigen SYNC-Bytes geschrieben, Der Blockheader
bleibt unverindert, er wird nur einmal bei der Formatierung
erzeugt,

6.1.3 Einfiihrung in die Lese- und Schreibtechnik

Bevor wir dazu fibergehen, die einzelnen Kopierschutzverfahren
zu erliutern, sollte erst grundlegend die Methodik des Lesens
und Speicherns von Daten auf Diskette besprochen werden.

Die zur Floppy-Steuerung interessantesten Register sind die
Register 1 und 2 des VIA 2. Es sind die Adressen $1C00 und
$1COL, wobei $1C00 hauptsichlich zur Ansteuerung der
Laufwerk-LED und der Motoren und $1C0l zum Lesen und
Schreiben der Daten bendétigt werden,
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Erlduterung der Bitfunktionen der Adresse $1C00

Bit

Steppermotorsteuerung

Steppermotorsteuerung

Laufwerksmotor; Bit=0: Motor aus

Laufwerk-LED; Bit=0: LED aus

Schreibschutz; Bit=0: Lichtschranke unterbrochen
Zur Einstellung der Bitrate zum

Tonkopf (Speedflag)

Bedeutung wie Bit 5

SYNC-Signa! beim Lesen gefunden; Bit=0: SYNC gefunden

Vi W s O

~ O

Zum Lesen und Schreiben von Daten wird, wie schon gesagt,
$1CO1 benutzt. Schreibt man einen Wert in dieses Register, so
wird dieser, sofern zuvor auf Schreiben umgestellt wurde, dieses
Byte auf die Diskette geschrieben. Doch wie kann der Program-
mierer feststellen, wann das Byte vollstindig geschrieben oder
gelesen wurde? Um dies feststellen zu kodnnen, existiert eine
BYTE-READY-Leitung, die mit dem OVERFLOW-Flag des
Prozessorstatusregisters verbunden ist. Sobald ein Byte vollstin-
dig uUbertragen wurde, wird aufgrund dieser Leitung das
OVERFLOW-Flag gesetzt. Dieses Flag wird von dieser Leitung
zwar gesetzt, jedoch nicht wieder geldscht. Dies mufl der Pro-
grammierer mit Hilfe des CLV-Befehls 'von Hand' erledigen,
damit er nicht stindig die Ready-Meldung fiir ein verarbeitetes
Byte erhilt. Die Zeit, in der ein Byte von Diskette gelesen oder
auf Diskette geschrieben wird, liegt zwischen 26 und 32 Mikro-
sekunden, je nach Einstellung der Speed-Fiags.

Zum Starten von Programmen in der Floppy gibt es grundsitz-
lich zwei Madglichkeiten. Zum einen kénnen Sie Ihre Programme
iber die Jobcodes $EQ und $DO als Interrupt-Programm starten,
zum anderen ist es auch moglich, die Programme direkt zu star-
ten.

Wir werden uns erst das Starten von Programmen mit Hilfe der
Jobcodes ansehen.
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Beispiel fiir das Laden eines Bytes:

0500 BVC $0500
0502 cLv
0503 LDA $1C01

In der ersten Zeile wird so lange gewartet, bis das V-Flag
(BYTE-READY) auf HIGH gesetzt wird als Zeichen, daf ein
Byte anliegt. Das V-Flag wird daraufhin ’von Hand' wieder auf
LOW gesetzt. Anschliefend wird das geladene Byte in den Akku
geholt.

Beispiel fiir das Speichern eines Bytes:

0500 STA $1c01
0503 BVC %0503
0505 CLV

Das Speichern eines Bytes liuft, wie Sie sehen, analog dazu ab.
Das Byte wird gespeichert, worauf auf BYTE-READY gewartet
wird, AbschiieBend wird das V-Flag wieder geldscht.

Yor dem Speichern mufl man der Floppy noch mitteilen, daB dje
Daten, die in die Adresse $1C0l geschrieben werden, auch
wirklich gespeichert werden. Dies erledigt das folgende kleine
Programm.

LDA $1COC

AND #31F PCR auf Schreibbetrieb umschalten
ORA #8CO

STA $1COC

LDA #$FF Port fiur Schreib-/Lesekopf

STA $1C03  auf Ausgang
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Natiirlich gibt es auch eine Routine zum Umschalten auf Lesen:

LDA $1cOc

ORA #SED PCR auf Lesebetrieb umschalten
STA $1C0C

LDA #£00 Port fir Schreib-/Lesekopf

STA $1C03  auf Eingang

Diese Routine existiert auch in dieser Form im Betriebssystem
der Floppy und 1iBt sich aufrufen mit:

JSR $FEOQ

Um Daten gezielt auf Diskette schreiben und auch wieder von
dort lesen zu kénnen, wird es hdufig nétig sein, auf eine SYNC-
Markierung zu warten. Auch fiir diesen Fall stellt das Betriebs-

system der Floppy eine Routine zur Verfiigung. Sie 1aBt sich
aufrufen mit;

JSR $F556

Die Routine wartet 20 ms auf ein SYNC-Signal. Wird dieses
nicht gefunden, wird eine entsprechende Fehlermeldung ausge-
geben. Hier liegt auch der Nachteil im Benutzen der Routine,
Der Programmierer hat keine Maglichkeit, selber auf ein even-
tuelles Nichtauffinden der SYNC-Markierung zu reagieren, da
kein Riicksprung auf den Unterprogrammaufruf folgt.

Die Lésung ist einfach. Sie ubernehmen die Routine in Thr Pro-
gramm und kdnnen somit bei negativer Abfrage zu lhrer eigenen
Routine verzweigen. Wenn Sie sicher sind, daB eine SYNC-Mar-
kierung gefunden wird, k8nnen Sie das entsprechende Bit auch
ohne Fehlerabfrage direkt abfragen.

0500 BIT $1cO0 Port abfragen
0502 BMI $0500 verzweige, wenn SYNC nicht gefunden

Das folgende Programm arbeitet selber mit Jobcodes und wird
daher mit einem M-E-Befehl aufgerufen. Es erzeugt einen 22
READ-ERROR auf dem eingestellten Track und Sektor,
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0600 LDA #$01 Nummer des zu ladenden Tracks

0602 STA $0A in Trackspeicher fir Puffer 2 schreiben
0604 LDA #$00 Nummer des zu ladenden Sektors

0606 STA $0B in Sektorspeicher fUr Puffer 2 schreiben
0608 LDA #$80 Jobcode fir Track/Sektor lesen

Q0&60A STA 302 in Jobspeicher des Puffer 2 schreiben
060C LDA $02 Jobspeicher lesen

040t BMI $060C warten, bis Job abgearbeitet ist

0610 LDA #$09 eigenes Erkennungszeichen fur Datenblock
0612 STA $47 in die entsprechende Adresse schreiben
0614 LDA #890  Jobcode flr Block speichern

0616 STA $02 in Jobspeicher fur Puffer 2 schreiben
0618 LDA %02 Jobspeicher lesen

061A BMI 30618 warten, bis Job abgearbeitet ist

061C LDA #$07 normales Datenblock-Erkennungszeichen laden
061E STA $47 und speichern (riicksetzen)

0620 RTS : Ricksprung

In unserem Fall wird die Erkennungsziffer 7 durch die Ziffer 9
ersetzt. Der Daten-Header kann somit nicht mehr gefunden
werden. Bei diesem ERROR handelt es sich um einen SOFT-
ERROR, da die Daten des zerstdrten Blocks sich trotz einer
Fehlermeldung im Speicher der Floppy befinden. Vom BASIC
oder von einem gewdhnlichen Diskmonitor aus ist es nicht mdg-
lich, diesen Block, ohne Umstellung der Speicherzelle $47 (71)
auf 9, zu lesen.

Falls Sie diesen Block wieder reparieren wollen, reicht es aus,
0610 LDA #3%09 durch 0610 LDA #%07 zu ersetzen und das
Programm erneut zu starten. Sie speichern somit die Orginal-
kennzahl 7 mitsamt dem Block wieder ab.

Als nichstes stellen wir eine Routine vor, die den Tonkopf um
beliebig viele Halbspuren nach innen oder aufBlen bewegt. In
diesem Beispiel wird der Tonkopf 16 Spuren nach aufBlen und
danach wieder nach innen gefahren. Es ist ratsam, die Diskette
vor dem Ausprobieren dieser Routine zu initialisieren, damit der
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Tonkopf nicht anstofien kann. Fiir die Beobachtung des Ton-
kopfes bei diesem Beispiel und bej eigenen Experimenten ist es
von Vorteil, die vier Schrauben an der Unterseite der Floppy zu
lésen und den Deckel vorsichtig abzunehmem. Unserer Meinung
nach iiberwiegen die Vorteile beim Arbeiten mit einer gedffne-
t'en Floppy im Gegensatz zu einer geschlossenen. Jetzt aber end-
iich das erwihnte Programm,

0500 SEI Interrupt sperren

0501 LDA %1C00 Control-Register laden

0504 ORA #804 Bit fur Laufwerksmotor setzen

0506 STA $1C00 und wieder schreiben

0509 LDX #$30 Warteschleife

0508 STX %4B um dem

050D DEC $4B Motor Zeit

O50f BNE $050D zum Hochfahren

0511 DEX U geben

0512 BNE $150D verzWeige, wenn Zeit nicht abgelaufen
0514 LDY #810  zshter fur Stepanzahl auf $10 setzen
0516 JSR $0530 Kopf um eine Halbspur nach auBen schieben
0519 DEY Zdhler verringern

051A BNE $0516 verzweige, wenn noch nicht abgezihlt

051C LDY #$10  Zahler erneut setzen

O51E JSR $0537 Kopf um eine Helbspur nach innen schieben
0521 DEY Zdhler verringern

0522 BNE $051E verzweige wenn noch nicht abgezihlt

0524 (DA $1CDO Control-Register laden

0527 AND #3FB  Bits 0 bis 2 tdschen, um Motor zu stoppen
0529 STA $1C00 und wieder schreiben

052c cL1 Interrupt wieder erméglichen
052D RTS Riicksprung

052E NOP

052F Nop
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Routine zur Kopfsteuerung

0530 LDX $1C00 cControl-Register laden

0533 DEX verringern, um Kopf nach auBen zu schieben
0534 CLC Carry-Flag setzen

0535 BCC $053B unbedingter Sprung

0537 LDA 31C00 Control-Register laden

053A INX erhdhen fir Kopfbewegung nach aufen
0538 TXA Wert in Akku schieben

053C AND #$03  ersten zwei Bits isolijeren

053E STA $4B und zwischenspeichern

0540 LDA $1C00 Control-Register erneut laden

0543 AND #$FC  Bits 0 und 1 Léschen

0545 ORA $4B und mit den errechneten Bits verknlpfen
0547 STA $1C00 und speichern

054A LDX #$0% 309 ist Zahler fir

054C STX $4B die Warteschleife,

054E DEC $4B um dem Tonkopf

055G BNE $S054E genlgend Zeit

0552 DEX zu geben,
0553 BNE $Q54E positioniert zu werden
0555 RTS Ricksprung

Sie werden sich sicher fragen, wie es méglich ist, daB3 sich der
Tonkopf mittels dieser Routine bewegt. Fir diese Bewegung
sind die Bits 0 und 1 des Control-Registers zustindig. Der Kopf
bewegt sich durch systematische Verinderung dieser Bits, wenn
zusitzlich der Laufwerksmotor (Bit 3) eingeschaltet ist. Durch
eine Yerinderung der beiden Bits in der Folge 00/01/10/11/00
bewegt sich der Kopf nach innen, durch die Folge
00/11/10/01/00 bewegt er sich nach aullen.

Hier ein Beispiel zum besseren Verstindnis, Sind die Bits 0 und
1 wie in unserem Beispiel geldscht und wird dann das erste Bit
gesetzt, was der Bitfolge 01 entspricht, so bewegt sich der Kopf,
wenn man ihm genug Zeit 1ABt, um eine Halbspur nach innen.
Durch das Setzen beider Bits bewegt er sich nach auflen. Wie Sie
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sicher festgestellit haben, wird dieses Programm nicht {ber die
Jobcodes, sondern direkt gestartet und liuft folglich auch nicht
als Interrupt-Programm.

lelm SchluB noch ein Beispiel fiir das Starten eines Programms
mittels des Jobcode $EOQ.

Das folgende Programm f#hrt den Tonkopf auf den eingestellten
Track und liest dort den ersten Blockheader, den es findet. Die
gglesenen Daten werden aus dem GCR-Format in die normalen
Bitwerte gewandelt und in den Adressen $16 bis $1A gespei-
chert. Die Speicherung geschieht in der Reihenfolge:

$16 - Erste ID auf Diskette

$17 - Zweite ID auf Diskette

$18 - gelesener Track

$19 - gelesener Sektor

$1A - Prifsume Uber den Blockheader

Die GCR-Daten des Headers stehen ab $24

0500 JMP $0503 Sprung fir den ersten Durchiauf unbedeutend
0503 LDA #819  LOW-Byte der Einsprungadresse

0505 STA $0501 in den JMP-Befehl schreiben (JMP $0519)
0508 LDA #$01 Track, auf dem ausgeflhrt werden soll

050A STA $0A in Speicher fir Puffer zwei speichern
D50C LDA #$00  Sektornummer (unerheblich)

050E STA %08 speichern

0510 LDA #$EQ  Jobcode $E0 (Programm im Puffer ausflhren)
0512 STA 302 in Jobspeicher fUr Puffer zwei schreiben
0514 LDA %02 Jobspeicher lesen

0516 BMI $0514 verzweige wenn nicht beendet

0518 RTS Rlicksprung
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Das auszufithrende Interruptprogramm

0519 LDA #3803 Einspung wieder

051B STA $0501 normatisieren (JMP $0503)

051E LDX #$5A 90 Leseveruche

0520 STX $4B im 28hler speichern

0522 LDX #3%00 Zeiger auf 0O setzen

0524 1.DA #352 GCR-Codierung $08 (Keaderkennzeichen)
0526 STA $24 in Arbeitsspeicher speichern

0528 JSR $F556 auf SYNC warten

0528 BVC $052B auf BYTE-READY beim Lesen warten
0520 CLV BYTE-READY wieder léschen

052E LDA $1C01 gelesenes Byte vom Port holen

0531 CMP $24 mit gespeichertem Header vergleichen
0533 BNE 30548 verzweige, wenn kein Blockheader gefunden
0535 BYC $0535 sonst auf BYTE-READY warten

0537 CLv Leitung ricksetzen

0538 LDA $1C01 gelesenes Byte holen

053B STA $25,x und in Arbeitsspeicher schieben

053D INX Zeiger erhdhen

053E CPX #307 schon ganzen HEADER geleser?

0540 BNE $0535 verzweige, wenn noch nicht alle Zeichen
0542 JSR $FA97 GCR-BYTEs in Bitform wandeln

0545 JMP $FDYE Rucksprung aus dem Interrupt (ok)

0548 DEC $4B Zdhler fUr Fehlversuche verringern

054A BNE 30522 verzweige wenn wejtere Versuche

054C LDA #302  Fehlermeldung ($02=Blockheader nicht
054E JMP $F96% gefunden) ausgeben und Programm beenden

Das Programm wird ab $0500 gestartet und stellt den JMP $0503
auf IMP $0519 um. Daraufhin wird die Tracknummer iiberge-
ben und der Jobcode $EO in den Jobspeicher $02 (Pufffer 2 -
$0500) ibergeben. Dieser Code wird nun von der interruptge-
steuerten Jobschleife erkannt, die mit der Bearbeitung des Codes
anfingt. Als erstes wird der Tonkopf auf den entsprechenden
Track positioniert und das auszufithrende Programm ab $0500
(fur Puffer 2) gestartet. Da der erste Befehl jedoch IMP $0519
ist, wird der Programmteil, der vom Benutzer gestartet wurde,
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Ubersprungen und der JMP Befehl wieder auf JMP $0503
zuriickgesetzt, Das jetzt arbeitende Programm l4uft interruptge-
steuert. Das Hauptprogramm wartet bei $0514 bis $0516 darauf,
daB3 eine Rickmeldung vom Interruptprogramm ankommt, Dus
Hauptprogramm muB immer mit einem RTS abgeschlossen wer-

den, da sonst keine Meldung an den Computer geht und die
Floppy sich aufhingt.

Das Interruptprogramm darf nicht mit einem RTS abgeschlossen
werden. Am Ende dieses Programms muB} wieder in die Job-
schieife zuriickgekehrt werden, welche die im Akku enthaltene
Rickmeldung an den Jobspeicher Ubergibt. Nachdem das
Hauptprogramm die Rickmeldung erhilt, wird es mit dem RTS
beendet. Mit $0545 JMP $FDSE wird eine $01 in den Akku

geladen und danach ebenfalls mit JMP $F969 in die Jobschleife
gesprungen,

Einer kleinen Erklirung bedarf es wohl noch bei

$0524 LDA #3852

Die $52 stelit die ersten 8 Bits einer im GCR-Format geschrie-
benen $08 dar, die bekanntlich fiir dag Kennzeichen des
Anfangs eines Blockheaders steht. Normalerweise kann nach dem
Auffinden einer SYNC-Markierung nur eine $08 (Blockheader)
oder $07 (Datenheader) gefunden werden. Da die GCR-Daten
der beiden Zahlen sich jedoch schon nach den ersten 8 Bits
unterscheiden, reicht es aus, nur diese zu vergleichen.

HEX BIN GCR
7 00000111 01010101 11 = $55+%11
8 00001000 01010010 01 = $52+%01

Wenn wir schon von GCR-Codierung sprechen: Wie kann man
Daten, die man auf Disk schreiben will, in das GCR-Format
und umgekehrt wieder ins Binirsystem wandeln? Fiir diese Fille
gibt es einige Routinen im DOS der Floppy.
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$F78F Diese Routine wandelt den gesamten aktiven Puff_er
ins GCR-Format. Da bei der Codierung von 4 1_31ts
zu 5 Bits selbstverstindlich mehr Platz bendtigt wird,
werden die ersten GCS-Daten in dem Auswelc}}puf—
fer vom $01BB bis $0IFF geschrieben. Die restlichen
Daten stehen im aktiven Puffer.

$F5F2 Die Routine wandelt die GCR-Daten, die im l_ﬁ&us-
weichpuffer und im aktuellen Puffer stepen, w1ed‘er
in den Binircode zuriick und speichert die Werte 1m
aktuellen Puffer.

$F934 Wandelt den Blockheader, dessen _Werte in den
Speicherstellen $16 bis $1A stehen, in GCR-Daten
um und speichert sie ab $24.

$F497 Wandelt den gelesenen Blockheader in Binfrcode um.
Die GCR-Daten stehen hierbei ab $24 und die
Bindrwerte ab $16 (siehe Beispielprogramm).

Das sollte als Einfiihrung in die Programmierung der. Fioppy
reichen. Zum AbschluB} noch eine Beschreibung der R_eglster der
VIA 2, die von groBem Interesse fur die Programmierung der
Floppy ist.

Wie funktioniert die Formatroutine?

Jeder von Thnen wird schon Erfahrung mit der Ij'om}atro-utme
der Floppy gemacht haben, doch hier wollen wir sie einmal
nicht aus der Sicht des Anwenders, sondern aus der Sicht des
Programmierers betrachten.

Die Formatroutine, die bei $FAC7 beginnt, wird von de_r Rou-
tine ab $C8CH mit dem Jobcode $EO aufgerufe_an. Dazu W"lrd' von
dieser Routine in die Speicherstellen $0600 bis 30602 ein 'JMP
$FACT geschrieben und dieser mit dem $EQ-Befehl gestartet.

Ab jetzt beginnt die eigentliche Formatroutine. Sie pruft _die
Speicherstelle $51, die den Track angibt, der gerade formatiert
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wird. Sollte der Wert dieser Speicherstelle $FF sein, so erkennt
das Programm, daf die Formatierung gerade begonnen wurde,
und fithrt einen BUMP (Anschlag des Kopfes) aus. Im folgenden
wird der Track genau vermessen, und aufgrund dieser Messung
werden die Abstinde zwischen den Sektoren festgelegt. Diese
Messung ist auch der Grund dafiir, daB das Formatieren einer
Diskette so lange dauert. Die Sektoren werden nun mitsamt
thren Headern aufgetragen, womit auch schon die Formatierung
eines Tracks beendet ist. Nun wird die aktuelle Tracknummer
mit 36 verglichen. Sollte sie kleiner sein, verzweigt das Pro-
gramm zur Trackpositionierung, von wo aus wieder in dje
Jobschleife gesprungen wird. Die Jobschleife priuft erneut, ob
ein Jobbefehl ausgefiihrt werden soll, und erkennt den $EO-Job,
der sich immer noch in $03 (Job-Speicher fiir Puffer 3) befin-
det. Das fithrt dazu, daB das Formatierungsprogramm ab $FAC7
durch den *JMP'-Befehl ab $0600 erneut aufgerufen wird. Wenn
man in die Formatroutine eingreifen will, reicht es aus, ab
$0600 eine eigene Routine einzusetzen.

Das solite als Einfihrung in die Programmierung der Floppy
reichen. Viele weitere Erfahrungen und Anregungen kdnnen Sie

durch h#ufiges und intensives Studium der DOS-Listings erhal-
ten,

Zum Abschluf3 noch die Registerbeschreibung der Drive Con-
trol-Register.

6.1.4 Registerbeschreibung der VIA 2

$1C00 Drive-Control-Bus

Bit 0 Steppermotorsteuerung
Bit 1 Steppermotorsteuerung
Bit 2 Laufwerksmotor; Bit=0: Motor aus
Bit 3 Laufwerk-LED; Bit=0: LED aus
Bit 4 Schreibschutz; Bit=0: Lichtschranke unterbrochen
Bit 5 Zur Einstellung der Bitrate zum Tonkopf
(Speedflag)

Bit 6 Bedeutung wie Bit 5
Bit 7 SYNC-Signal beim Lesen gefunden; Bit=0: SYKC gefunden
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$1c01

$1c02

$1c03

$1C04

$1C05

$1C06

$1C07

$1c08

$1C09

$1C0A

$1C0B

Port A Ein-/Ausgaberegister - Datenbus zum R/W-Kopf
Datenrichtungsregister Port B
Datenrichtungsregister Port A

Timer 1 (LOW)

Timer 1 (HIGH)

Timer 1 ¢(LOW Latch)

Beim Schreib- oder Lesezugriff bleibt der Wert des
Timers unveréndert. Der Wert wird in diesem
Iwischenspeicher gespeichert und im FREE-RUNNING-
MODE ($1C11 Bit 6=1) bei jedem Null-Durchgeng in den
Zidhler automatisch Gbernommen.

Timer 1 (HIGH Latch)
Siehe $1C06

Timer 2 (LOW)
Timer 2 (HIGH)
Schieberegister

Hilfssteuerregister

Bit 0 PA (Latch-Enable-Disable)

Bit 1 PB (0=Disable 1=Enable Latching)

Bit 2 Schiebesteuer-Bit

Bit I Schiebesteuer-Bit

Bit 4 Schiebesteuer-Bit

Bit 5 T2 Timercontrol (0=Zeitlicher Interrupt
1=Abwilirtszéhlen mit Signal am AnschuB PB&)

Bit & T1 Timercontrol

Bit 7 71 Timercontrol
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$1COC Peripheristeuerregister (PCR)

$1C0D

$1C0E

$+1COF

6.2

Bit 0 CA1 Interruptsteuerung (0=Negative Flanke deg
Signels/1=Positive Flanke)

Bit 1 CA2 Control
Bit 2 CA2 Control
Bit 3 CAZ Control
Bit 4 CB1 Interruptsteuerung siehe Bit 0
Bit 5 CBZ Control
Bit 6 CBZ Controt
Bit 7 CB2 Control

Interrupt-Flag-Register
Dieses Register signalisiert das Eintreffen von

Ereignissen durch setzen des entsprechenden Bits
dieses Registers.

Bit 0 Aktive Flanke an CA2

Bit 1 Aktive Flanke an CA1

Bit 2 acht Schiebeimpulse von SR ($1COA)

Bit 3 Aktive Flanke an CBZ

Bit 4 Aktive Flanke an CB1

Bit 5 Timer-Unterlauf von Timer 2

Bit 6 Timer-Unterlauf von Timer 1

Bit 7 Wird gesetzt wenn eines der Bits sowohl in
diesem Register, als auch in $1COE gesetzt jst,

Interrupt Enable Register

Die Bits dieses Registers ksrrespordieren mit den
Bits aus $1COD. Ist in diesem Register ein Bit
gesetzt und der entsprechende Zustand, der in $1COD
angezeigt wird, erfillt, wird ein IRQ ausgefihrt.

Datenregister A

Pieses Register spiegelt den Inhalt aus $1C00, jedoch
ohne Handshake-Betrieb.

Die Formatroutine

Durch Anderung der Formatroutine lassen sich einige gut zu
gebrauchende Effekte erzielen. Es ist mdglich, einen einrzelnon
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Track oder die Spuren 36 bis 41 zu formatieren sowie simtliche
Blockheader-Parameter zu veriindern.

6.2.1 Formatieren eines einzelnen Tracks

Im Kapitel 6.1.3 wurde schon allgemein auf die Arbeitsweise der
Formatroutine eingegangen. Dort haben Sie erfahren, dall die
Formatroutine vor der Formatierung eines Tracks jedesmal neu
iiber den 'JMP SFACT bei $0600 aufgerufen wird. An dieser
Stelle greifen wir nun ein und zwingen die Routine, nur einen
Track zu formatieren. Fir dieses Yorhaben reicht das folgende
kleine Programm, das mit dem Job-Code 'EO0’ im Job-~Speicher
$03 aufgerufen werden mufl.

0600 JMP $0403  Der JMP wird vom Programm noch veréndert

0603 LDA $0C Nummer des zu formatierenden Tracks holen

0605 STA $51 urnd Ubergeben

0607 LDA #$0F JMP-Befeh!l auf $060F zeigen lassen

D409 STA $0601  um beim erneuten Aufruf die Formatierung
zu beenden

080C JMP $FAC7  zur Formatroutine springen

040F JMP $EDPE  beim zweiten Aufruf Programm beenden

Hier wird das Programm mit einem 'B-E’-Befehl gestartet

0612 LDA #301 Nummer des zu formatierenden Tracks laden
0614 STA $0C und an den Job Ubergeben

0616 LDA #SEG Job-Befehl EQ (Programm aufflhren) laden
0618 STA $03 und in den Job-Speicher schreiben

061A RTS Riicksprung

Als nichstes folgt ein BASIC-Programm, das es erlaubt, die
entsprechende Nummer des zu formatierenden Tracks einzuge-
ben. Zu Beginn des Programms wird initialisiert, damit die For-
matroutine den Track auch mit der richtigen ID formatiert.
Sollte dies nicht der Fall sein, 148t sich ein Block auf diesem
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Track l'llicht mehr ohne eigene Software lesen. Fin so "zerstirter”
Tr_ack st jedoch fiir Kopierprogramme des heutigen Standards
kein Problem. Er kann lediglich genutzt werden, um Knackern
den Zugriff auf den Block, auf dem die Kopierschutzabfrage
steht, zu erschweren. Jetzt aber das angekiindigte Programm.

OPEN1,8, 15,00

20 READ X:1F X=-1THEN 100

30 PRINT#1,"M-WMCHRS (NICHRS (6)CHRS(1)CHRSCX)

40 N=N+1:GOTO 20

100 INPUT “WELCHER TRACK";T

110 1F T >35 OR T<1 THEN10O

120 PRINTH1, "M-WICHRS(19)CHR$(6)CHRSC 1 }CHRS(T)
130 PRINTH1,"M-EMCHRSC18)CHRS(S)

140 PRINT#1,"M-R"CHR$(3)CHR$(0)CHRS( 1)

150 GET#1,A$:A=ASC (AS+CHRS(D))

160 1F A>127 THEN130

170 IFA =1 THENPRINT"FORMATING OK':END

180 PRINT™FORMAT ERROR":END

302 DATA 76, 3, 6,165, 12,133, 81,169, 15,141, 1, 6, 76,199,250, 76,
158,253

304 DATA169, 1,133, 12,169,224,133, 3, 96, -1

\V.Je schon gesagt, wird als erstes initialisiert. Daraufhin werden
die Daten in die Floppy ab $0600 geschickt. Nachdem die
Track-Nummer eingegeben wurde, wird sie ebenfalls zur Floppy
geschickt und das Programm ab $0612 mit dem 'M-E’-Befehl
gestartet. Imn Anschlu3 daran wird auf die Rickmeldung im
Job-Speicher $03 gewartet und nach ihrem Erhalt die entspre-
chende Meldung ausgegeben.

Es ist nicht még]i_ch, mit diesem Programm die Spuren oberhalb
von 35 zu formatieren, was nicht von der Abfrage in Zeile 110,
sondern von dem DOS der Floppy abh&ngt.

Will man Track 18 formatieren, so st8B3t man auf etwas griflierc
P.robleme. War dieser vor der Formatierung zerstdrt, so dal} es
nicht mdglich ist zu initialisieren, muB vor der Formatierung die
ID ’per Hand’ angegeben werden. Fiir diesen Zweck miissen Sie
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mit dem 'M-W'-Befehl die ID in die Floppy-Speicherstetlen $12
(18) und $13 (19) schreiben. Sie werden sich vielleicht fragen,
wie Sie die ID Ihrer Diskette erfahren sollen, falls Sie das
Directory nicht mehr laden kénnen. Fur diesen Fall kénnen Sie
das im vorherigen Kapitel beschriebene Programm verwenden,
das den nichsten Blockheader, den es findet, liest und decodiert.
Die ID des Blockheaders steht dann in Speicherstelle $16 (22)
und $17 (23), von wo Sie sie ohne weiteres auslesen kdnnen.

Nach dem Formatieren des Tracks 18 kann man jedoch nicht
gleich Programme auf der Diskette speichern. Zuvor mufl noch
die BAM und das Directory erstellt und auf Diskette gespeichert
werden. Dies erledigt fiir uns zum gréfiten Teil eine Routine im
DOS der Floppy. Wir missen ihr lediglich den Namen unserer
Diskette ibergeben. Es ist nicht mdglich, die Diskette 'soft’ zu
formatieren (Formatierungsbefehl ohne ID-Angabe), da dieser
Befehl nur angewendet werden kann, wenn die BAM schon vor-
her vorhanden war. Das folgende Programm wird in der Floppy
ab $0400 mit einem 'M-E'-Befehl gestartet. Die Daten fiir den
Diskettennamen miissen in diesem Fall ab $0420 im Speicher
stehen und mit einem Komma abgeschlossen werden.

0400 LDX #$10 16 Buchstsben des Hamens

0402 LDA $0420,x vom $0420 in den

0405 STA $0200,x Befehlspuffer schieben

0408 DEX Zahler verringern

0409 BPL $0402 verzweige, wenn hoch nicht fertig
040B LDA #$10 16 Buchstaben flr den Namen

040D STA $0274  in Puffer zulassen

0410 JMP $EE4D0 Befehl ausfihren, Ricksprung

Das folgende BASIC-Programm erledigt alle Aufgaben fir Sie.
Der Name wird der Floppy iibergeben, und daraufhin wird das
Programm ausgefiihrt.

T
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0 OPEN1,8,15,n]n

20 READ X:IF X=-1THEN 100

30 PRINT#1, "M-WICHRS (NICHRS (4 )ICHRS( 1)CHRS (X )

40 N=N+1:GOTO 20

100 INPUT “DISKNAME";N$:N$=N$+n n

110 FORN=0TO LEN(N$)-1

120 PRINT#'I,"M-H“CHRS(32+N)CHR$(4)CHR$(1)HIDS(N$,N+1,1): NEXT

130 PRINTR1,"K-E"CHRS (D)CHRS (4}

302 DATA162, 16,189, 32, 4,157, ©, 2,202, 16,247,169, 16,141,116, 2
76, 64 A

304 DATA238, -1

Das Programm figt selbststindig das Komma am Ende des
Namens an. |

Mit diesen Programmen ist es Ihnen also méglich, einen einzel-

Fen Track zu formatieren, solange er micht oberhalb von Spur 35
legt.

6.2.2 Formatieren der Spuren 36 bis 41

E_s 15t der Floppy ohne weiteres moglich, ihren R/W-Kopf auf
dfe Spuren oberhalb der Spur 35 zu positionieren. Wollen Sie
diese Spuren fur die Ablage von Daten verwenden, so stoflen Sie
noch auf ein Problem. Sie kénnen den R/W-Kopf zwar ohne
P'robleme auf die Spuren oberhalb von 35 fahren. dort jedoch
nicht o.hne weiteres lesen, denn die Tabelle, aus’der sich das
DOS die Anzahl der Sektoren pro Track und den Speed de;’
entspre_:chenden Spur holt, gilt nur fiir die Spuren unterhalb von
%6. V\.hr miissen deswegen sowohl beim Lesen als auch beim
Schrelben.den Speed und die Anzahl der Sektoren selber itherge-
ben. I?amlt steht dem Formatieren der Spuren 36 bis 41 nichts
mehr im Wege. Zu beachten ist lediglich, daB die Formatroutiné
nach der Formatierung eines Tracks erkennt, daB sie sich ober-
ha}b von Spur 35 befindet und den Yorgang daraufhin abbricht.
chf. missen somit diese Routine vor der Formatierung eincs
weiteren Tracks erneut starten, was bei der Formatierung untcr;
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halb von 36 nicht gemacht werden mufite. Im folgenden zeigen
wir das Programm, das diese Spuren formatiert. Es wird in der
Floppy mit dem "M-E'-Befehl ab $0415 gestartet.

0400 LDA #3811 Anzahl der Sektoren fir die

0402 STA $43 Spuren Uber 35 (jbergeben

0404 LDA $1C00  Control-Port laden

0407 AND #$9F und Speed fir diese Tracks

0409 ORA #$00 einstellen (kann hier gedndert werden)
0408 STA $1C00  Wert speichern

040E LDA %08 Track-Nummer laden

0410 STA %51 und die Nummer (bergeben

0412 JMP SFACT  Formatroutine anspringen

Das Programm wird hier gestartet

D415 JSR $D042  initialisieren

0418 LDA #$24 Track, bei dem die Formatierung beginnt
041A STA $37 laden $24 (36} und zwischenspeichern
041C STA $08 Track-Nummer an Job Ubergeben

041E LDA H$EQ Job-Code EO fUr Programm ausfihien
0420 STA $01 in Job-Speicher schreiben

0422 LDA %901 Rlckmeldung erwarten

0424 BMI %0422  verzweige, wenn Job nicht abgearbeitet
0426 CMP #302 Rickmeldung suf Fehler prifen

0428 BCS $0432  verzweige, wenn Fehler aufgetreten
042A INC $37 Track-Nummer erhthen

042C LDA $37 und vergleichen,

O42E CMP #32A ob Spur 41 schon iberschritten

D430 BNE $04TA  wenn nicht, néchsten Track formatieren
0432 RTS Ricksprung

Im folgenden ein BASIC-Programm, das IThnen die Eingabe des
Anfangs- und des End-Tracks erlaubt. Der End-Track sollte
nicht hoher als Spur 42 liegen, da der R/W-Kopf sonst anschligt
und sich dadurch das Laufwerk dejustieren kann. Track 42
schaffen die meisten Floppys noch gerade zu formatieren, sofern
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eine qualitativ hochwertige Diskette verwendet wird. Diesen

Track erreicht bis heute kein von uns bekanntes Kopicrpro.
gramm.

10 OPEN 1,8,15,n1n

20 READ X:IF X=-1THEN 100

25 SU=SU+

30 PRINTH1, "M-WICHRS (N)CHRS (4 )CHRS (1) CHRS (X)

40 N=N+1:GOTO 20

100 1F sU <> 5381 THENPRINT"FEHLER IN DATAS":STOP
102 INPUT USTATRTRACK >35 n:s

105 INPUT “ENDTRACK <42 u;E

120 PRINTH#1, "M-WICHRS (25 )CHRS (4 )CHRS (1 )CHRS(S)
125 PRINTH1, "M-WICHRS (47)CHRS (4 )CHRS (1)CHRS(E+1)
130 PRINTH1,"M-ENCHR$ (24 )CHRS (4)

140 PRINTH1, “M-RUCHRS(1)CHR$(0)CHRS (1)

150 GETH#1,AS:A=ASC (AS+CHR$(0))

160 IF A>127 THEN140

170 TFA =1 THENPRINT"FORMATING OK":END

180 PRINTMFORMAT ERROR':END

302 DATA169, 17,133, 67,173, 0, 28, 41,159, 9, 0,141, 0, 28,165, 8,
133, 81

304 DATA 76,199,250, 32, 66,208,169, 36,133, 55,133, 8,169,224,133, 1
165, 1 '

306 DATA 48,252,201, 2,176, 8,230, 55,165, 55,201, 42,208,232, 96, -1

\Yir kénnen uns jetzt mit Hilfe dieses Programms die Spuren 36
bis 41 formatieren und sie somit fiir die Speicherung von Daten
vgrbereiten. Doch die Speicherung und das Laden von Daten auf
diesen Spuren ist nicht so leicht wie auf den normal verwende-
ten Tracks. Wie schon gesagt, kann das DOS fiir diese 'illegalen’
Spuren den Speed und die Sektorenanzahl nicht richtig bestim-
men. Aus diesem Grund kann man weder mit den USER-
Befehlen 'U1’ (Block laden) und 'U2' (Block speichern) noch mit
den 'Job—Codes '80" (Block laden) sowie 'S0’ (Block speichern)
arbeiten. Die einzige Méglichkeit, die uns bleibt, ist, tiber don
Job-Code 'EQ’ ein Programm aufzurufen, das den Speed und dip
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Anzahl der Sektoren setzt und danach die Block-Lese- oder
Schreibroutine anspringt. Das Programm, das einen Block liest,
sieht dann folgendermafen aus:

0600 LDA $1C00  Control-Port laden

0603 AND #39F Bits flr Speed ldschen

D605 ORA #$00 und mit neuem Speed verknlpfen

D607 STA $1C00  Wert wieder speichern

060A LDA #3$11 Anzaht der Sektoren lLaden

060C STA $43 urxd dbergeben

060E LDA #305 HIGK-Byte der Pufferadresse, in den
0610 STA %31 geladen werden soll, angeben.

0612 JMP $F4D1 zur Laderoutine springen

Das Programm wird hier gestartet

0615 LDA #$24 zu ladenden Track flr

0617 STA $0C den Job Ubergeben

0619 LDA #800 Sektor-Nummer an

061B STA $0D den Job Ubergeben

061D LDA #$EQ Job-Code fir Programm ausflhren in den
061F STA $03 Job-Speicher schreiben

0621 LDA %03 Rickmeldung abwarten

0623 BMI $0621 verzweige, wenn noch nicht fertig

0625 RTS Riicksprung

Das Programm wird ab $0615 mit dem 'M-E'-Befehl gestartet
und 14dt den angegebenen Sektor in Puffer 2 ($0500). Auch hier
mufl vor dem Laden des Blocks der Speed und die Anzahl der
Sektoren f{ibergeben werden, worauf die Routine zum Lesen
eines Blocks angesprungen wird. Wenn Sie einen Block auf die
oberen Spuren sichern wollen, so reicht es aus, den 'JMP $SF4D1’
bei Adresse $0612 in ein *JMP $F575 zu fndern. Das nachfol-
gende BASIC Programm erlaubt Ihnen die Eingabe des Tracks
und des Sektors, von dem Sie laden wollen.
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10 OPEN1,8,15, 1

20 READ X:IF X=-1THEN 100

25 SU=SU+X

30 PRINT#1,"H-H“EHRS(N)CHRS(é)CHRs(1)CHR$(X)

40 N=N+1:60%T0 20

100 IFSU <> 3508 THEN PRINTHERROR [N DATAS":STOP

105 INPUT "WELCHER TRACK";T

110 INPUT "WELCHER SEKTOR":S

120 PRINT#I,“M-H“CHRS(22)CHR$(6)CHR$(1)CHRS(T)

125 PRINT#T,"M-H“CHRS(Zé)CHRS(G)CHRS(1)CHRS(S)

130 PRINT#1,"M-E"CHRS(21)CHRE(&)

135 FORN=1T0 S00:NEXT

140 PRINT#1,"M-R“CHR$(3)CHR$(0)CHR$(1)

150 GET#1,A$:A=ASC (AS+CHR$(0))

160 1F A>127 THEN130

170 IFA =1 THENPRINT"OK":END

180 PRINTMERROR":END

302 DATAT7S, 0, 28, 41,159, 9, 0,141, 0, 28,169, 17,133, 67,169, 5,

133, 49

304 DATA 76,209,244,169, 36,133, 12,169, 0,133, 13,16%,224,133, 3,165,
3, 48

306 DATA25Z, 96, -1

Der gelesene Block wird, wie schon gesagt, in Puffer 2 ($0500)
geschrieben, von wo aus er in den Computer geholt werden
kann. Um mit diesem Programm einen Block zu schreiben, ist es
notwendig, die Zeile 304 und die Priifsumme tiber die Daten A
dndern. Anstatt 304 DATA 76,209,244 ... muB hier 304 DATA
76,117,245 ... stehen. Die Prifsumme in Zeile 100 mull dann
*3517" anstelle von ’3608' lauten. Die Daten, die auf den einge-
gebenen Track und Sektor geschrieben werden, werden natiirlich
auch wieder aus Puffer 2 (30500) geholt. Es ist nicht mdglich,
mit diesem Programm Bldcke auf den Tracks unterhalb von

Track 31 zu schreiben, da diese Tracks mit einem anderen Speed
beschrieben werden.
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6.2.3 Doppelte Spuren

Ein Kopierschutzsystem, dafl sich weniger durch seine Kompli-
ziertheit als durch seine Raffiniertheit auszeichnet, soll nun
beschrieben werden. Es ist schwer auszumachen, weil keine
Fehler auf der Diskette zu erkennen sind, Bei diesem Kopier-
schutz nandelt es sich auch, wie Sie sich sicher denken kénnen,
um eine Anderung der Formatroutine. Der Gedanke, der hinter
diesem Kopierschutz steckt, ist recht einfach. Die unteren Spu-
ren werden doppelt angelegt. Das heil3t, daB die Tracks auf Dis-
kette anstelle der gewohnten Reihenfolge Track 1, Track 2,
Track 3 usw. die Folge Track 1, Track 2, Track 1, Track 2,
Track 3, Track 4, Track 5 usw. aufweisen. Sie erkennen, daB
der Track 1 und Track 2 doppelt auf Diskette vorhanden sind.

Sie werden sich vielleicht fragen, was das in Hinblick auf
Kopierschutz bedeutet. Die Antwort ist einfach, wenn man sich
daran erinnert, wie das DOS auf die einzelnen Tracks zugreift.
Als erstes wird "nachgesehen", auf welchem Track sich der
R/W-Kopf gerade befindet. Danach wird die Differenz zwi-
schen der jetzigen und der zu ereichenden Spur errechnet und
der R/W-Kopf um die entsprechende Anzahl von Spuren ver-
schoben. Der Kopf erreicht nach diesem Prinzip somit nie auf
normalem Wege die gedoppelten, unterhalb der echten liegenden
Tracks 1 und 2. Nach genau diesem Prinzip arbeitet auch die
Positionierung des R/W-Kopfes bei den Kopierprogrammen. Fiir
diese ist es nicht erkennbar, daB unterhalb des gefundenen
Track 1 sich noch 1, 2 oder mehr Tracks befinden. Es gibt keine
Probleme beim Arbeiten mit der Diskette, auch wenn der Kopf
einmal einen 'Bump’ (Anschlag des Kopfes) machen sollte, denn
er fihrt zu der vor dem Anschlag errechneten Spur, erkennt,
dall er sich noch um einige Spuren zu tief befindet, und fihrt
den Kopf an die richtige Position.

Wie schon anfangs gesagt, ist es sehr einfach, eine Diskette der-
art zu formatieren. Man muf nur vorher den Kopf um die ein-
gestellte Anzahl von Spuren nach innen verschieben. Von dieser
Verschiebung merkt das DOS nichts und "denkt", es wiirde den
Kopf auf Spur 1 fahren. Stattdessen beginnt es jedoch die For-
matierung einige Spuren hdher.
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Nac}} der ausfithrlichen Erklirung des Prinzips wollen wir zur
Praxis iibergehen und ein solches Programm ausprobieren. Dax
folgende Maschinenspracheprogramm, das wie immer in der
Flpppy gestartet wird, erfillt diesen Zweck. Es wird ab $0450
mit einen 'M-E'-Befehl gestartet

0400 JMP 30403  fir ersten Aufruf belanglos

0403 LDA #$17 LOW-Byte flr die Anderung des 'JMp1
0405 STA $0401 LOW-Byte des 'JMP! auf $0417 dndern
0408 LDA #$04 Anzahl der Halbspuren, die verschoben
D40A STA $37 werden, zwischenspeichern

040C JSR S04TA  Kopf um eine Halbspur verschieben
040F DEC $37 Zéhter verringern

0411 BNE $040C verzweige, wenn nicht genug verschoben
0413 LDA #3071 Nummer des Tracks, ab dem formatiert
0415 STA $51 Werden sall, {bergeben

0417 JMP $FAC7  zur Formatroutine springen

Kopf-Verschieberoutine

041A LDX $1C0C  Control-Port laden

041D INX erhdhen fiir Kopfbewequng nach innen
041E TXA Wert in Akku schieben

041F AND #$03 erste zwei Bits isoliern

0421 STA $48 und zWwischenspeichern

0423 LDA $1C00  cControl-Port laden

0426 AND #3FC Bit 0 und 1 léschen

0428 ORA $48 mit den errechneten Bits verknipfen
G42A STA $1C00  und Speichern

042D LDX #%00 Zahler fir Warteschleife setzen, um
042F LDY #%05 dem Kopf genigend Zeit zu lasgen

0431 DEX positioniert zu werden
0432 BNE 30431 verzueige, wenn LOW-Byte nicht abgelaufen
0434 DEY HIGH-Byte verringern

0435 BNE $0431  springe, wenn HIGH-Byte nicht abgelaufen
0437 RTS Riicksprung
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Das Programm wird hier gestartet

0438 LDA #%12 Track 18 flr Job

043A STA $08 Gbergeben

043C LDA #SEC Job-Code VEQ' laden

043E STA $01 und in Job-Puffer schreiben

0440 LDA 301 Rickmeldung holen

D442 BMI $0440  verzweige, wenn noch nicht fertig
0444 CMP #3802 Rickmeldung suf Fehler priifen

0446 BCS $0459  verzweige, wenn Fehler erkannt

0448 LDX #%10 Disknamen fir BAM 16 Buchstaben erlauben
D44A STX %0274  Anzahl Ubergeben

044D LDA $0480,X Namen von $04B80 in

0450 S$TA $0200,X den Befehls-Puffer schreiben

0453 DEX Zdhter verringern

0454 BPL $044D  verzweige, wenn hicht alle Buchstaben
0456 JMP $EE40  BAM schreiben, Ricksprung

0459 RTS Ricksprung bei Fehler

Im AnschluB an dieses Programm folgt ein BASIC-Progr-amm:
das uns die Eingabe der Anzahl der Tracks ermdglicht, c@e bei
der Formatierung doppelt anglegt werden. Um diese Spezialfor-
matierung nicht zu auffillig zu machen, sollte man nicht meh_r
als zwei Tracks hdéher mit der Formatierung beginnen. Damit
disses Programm richtig arbeitet, miissen die zu pehanflelnden
Disketten schon fehlerfrei formatiert gewesen sein. Die neue
Diskette wird mit der gleichen ID formatiert, mit der sie znvor
formatiert wurde. Doch nun zu dem angekindigten BASIC-Pro-
gramm, das das Maschinensprachprogramm als erstes zur Floppy
schickt, um es nach der Eingabe der Parameter dort zu starten.

10 OPEN1,8,15,0]¢
20 READ X:IF X=-1THEN 100

25 SU=SU+X

30 PRINTH#1,"M-W'CHRS(N)ICHRS(4)ICHRS (1 )CHRE(X)

40 N=N+1:GOTO 20

100 IF SU <> 9284 THENPRENT'"FEHLER IN DATAS":STOP
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102 INPUT "WIEVIELE TRACKS VERSCHIEBEN <8 : - AN

104 INPUT "DISKNAME"; NS :NS=N$+!, 0

106 FORN=0TO LEN(NS)-1

108 PRINT#1,"M-WYCHRS (128+N)CHRS(4)CHRS(1)MIDS(NS, N+1,13:  NEXT
120 PRINT#1,"M-WNCHRS(9)CHRS (4 ICHRE( 1 YCHRS (AN*2)

130 PRINTH1,5M-ENCHRS(56 )CHR$(4)

140 PRINT#1,“H-R“CHR$(1)CHR$(0)CHR$(1)

150 GET#1,A$:A=ASC (AS+CHRS(0))

160 IF A>127 THEN140

170 IFA =1 THENPRINT"FORMATING OK';END

180 PRINTYFORMAT ERROR™:END

402 DATA 76, 3, 4,169, 23,141, 1, 4,169, 4,133, 55, 32, 26, 4,198,
55,208

404 DATA249,169, 1,133, 81, 76,199,250,174, 0, 28,232,138, 41, 3,133,
75,173

406 DATA 0, 28, 41,252, 5, 75,141, 0, 28,162, 0,160, 5,202,208,253,
136,208

408 DATA250, 96,169, 18,133, 8,169,224,133, 1,165, t, 48,252,201, 2,
176, 17

410 DATA162, 16,142,116, 2,189,128, 4,157, 0, 2,202, 16,247, 76, 64,
238, 96

412 DATA -1

Nachdem wir uns mit dem Auftragen des Kopierschutzes
beschiftigt haben, wollen wir uns um die Abfrage desselben
kilmmern. Natirlich kann man nicht einfach mittels eines "(J1'-
Befehls der Floppy mitteilen, da man gedenkt, einen Block auf
Track 1 zu lesen, der unterhalb des vermuteten Track | liegt.
Um dieses zu kdnnen, ist es wieder notwendig, mit einem
Maschinensprachprogramm in der Floppy zu arbeiten. Dieses
Programm fAhrt den R/W-Kopf auf den "normalen" Track 1,
verschiebt mit Hilfe der schon verwendeten Routine den Kopf
der Floppy um eine Spur nach auRen und sucht erneut die Spur
1. Das erneute Suchen ist wichtig, da das DOS "denkt”, es wiirde
sich noch auf Track 1 befinden. Wiirde man einen anderen
Track suchen lassen, wiirde der Kopf auf diese Spur fahren, die
jedoch nicht unserer doppelten entspricht. Sucht man jedoch die
Spur 1, auf der sich der Kopf vermeintlich befindet, so stallt
das DOS fest, sofern mehr als eine Spur héher formatiert wurde,
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dafl der Kopf sich auf einer héheren Spur befindet, und fihrt
den Kopf noch weiter nach unten, bis er die doppelte Spur 1
findet und sie als die richtige erkennt.

Nach dieser Prozedur kann man ohne Probleme die Blocke auf
diesen doppelten Spuren mit dem 'Ul’-Befehl lesen oder schrei-
ben. Das folgende Maschinensprachprogramm leistet das gerade
besprochene. Es wird ab $0627 in der Floppy gestartet.

0600 JSR %0609  R/W-Kapf um eine
0603 ISR 30609  Spur verschieben (2 mal eine Halbspur)
0606 IMF $FD9E  Riicksprung

0609 LDX $1C00  Control-Register {aden

060C DEX verringern, um Kopf nach aulen zu fahren
050D TXA Wert in Akku schieben

060E AND #303 und die ersten zwei Bit isolieren
0610 STA $4B Wert zwischenspeichern

0612 LDA $1C00  Control-Register laden

0615 AND #$FC Bit 0 und 1 léschen

0617 ORA $4B mit gespeichertem Wert verkniipfen
0619 STA $1CG0  und Bewegung ausfihren

0561C LDX #300 Werte fir die

061E LDY #305 Zeitschleife laden

0620 DEX Zahler verringern

0621 BNE $0620 verzweige, wenn nicht abgelaufen
0623 DEY HIGH-Byte des Zahlers verringern
0624 BNE $0620 verzweige, wenn nicht abgelaufen
0626 RTS Ricksprung

Das Programm wird hier gestartet

0627 JSR D042 Disk initiatisieren

062A LDA #%$01 Track auf den der Kopf gefahren wird
062C STA $0C Ubergeben

062E LDA #3EQ Job-Code 'ED' laden

0630 STA $03 und in Job-Speicher schreiben

0632 LDA 303 Rickmeldung erwarten

0634 BMI 30632 verzweige, wenn noch keine Riickme Ldung

Diskettenkopierschutz 255

0636 LDA #301 Nummer flr doppelten Track 1 laden
0638 STA $0A und Ubergeben

053A LDA #300 Sektor 0 taden

083 STA %08 und Ubergeben

U63E LDA #880  Job-Code '80' (Block lesen) Laden
0640 STA $02 und Ubergeben

0642 LDA $02 auf Ruckmeldung warten
0644 BMI $0442 verzweige, wenn keine Riickme [dung
0646 RTS Ricksprung

Sie k(‘inngn anhand des Programms das Prinzip noch einmal
nachvollziehen, Dag Programm l4dt Block 1 des doppelten (un-

teren} Tracks automatisch in Puffer 2 ($0500). Hier nun der
dazugehérige BASIC-Loader,

10 OPEN1,8,15,41n

20 READ X:1F X=-1THEN 100

30 SU=SU+X:PRINTH1, "M-WICHRS (N)CHRS (6)CKRS ¢ 1)CHRS (X)
40 N=N+1:G0TO 20

100 IF SU<>7037THENPRINT"FEHLER IN DATASY:STOP

130 PRINT# ,"H-E"CHR$(39)CHRS(6)

302 DATA 32, 9, 6,32, 9, &, 76,158,253, 174, 0, 28,202,138, 41, 3
133, 75 '

304 DATAI73, 0, 28, 41,252, 5, 75,141, o, 28,162, 0,160, %,202,208
253,136 '

306 DATA208,250, 96, 32, 66,208,169, 1,133, 12,169,224,133, 3,165, 3
48,252 T

308 DATA169, 1,133, 10,169, 0,133, 11,169,128,133, 2,165, 2, 48 252
96, -1 o

er schon erw#hnt, kdnnen Sie nach dem Aufruf des Programms
mit den normalen Block-Lese- und -Schreibbefehlen auf die
Blécke der unteren Tracks zugreifen. Wollen Sie nach Beendig-
ung qer Kopierschutzabfrage wieder auf die "richtigen" Tmcli.';
zugreifen, reicht es aus, die Diskette zZu initialisieren oder cinen
nicht doppelt vorhandenen Track zu lesen.
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6.2.4 Anderung der Headerparameter: Read-Errors

Ein weiteres sehr sicheres Kopierschutzsystem 148t sich auch mit
einer anderen Anderung der Formatroutine erreichen. In diesem
Fall handelt es sich um die Anderung der Blockheader-Parame-
ter. Wenn Sie schon etwas iiber die Anderung der Header-Para-
meter gelesen oder es schon selbst gemacht haben, werden Sie
wahrscheinlich sehr skeptisch sein, ob man mit einem solchen
Eingriff einen wirklich guten Kopierschutz erstellen kann. Aber
lassen Sie sich fiberraschen.

Die einfache Blockheader-Manipulation dient nur dem Zweck,
Daten fiir den Knacker schwerer zuginglich zu machen, was
auch nicht zu verachten ist. Den Kopierprogrammen heutigen
Standards ist es jedoch ein leichtes, diese Bldcke zu kopieren.

Bevor wir besprechen, wie man diese verinderten Parameter auf
Diskette auftrigt, wollen wir Sie jedoch erst noch weiter in die
Arbeitsweise der Formatroutine einfithren um die nachfolgenden
Programme auch verstehen zu kénnen.

Wir hatten schon gesagt, dafl die Formatroutiene bei $FAC7 im
Speicher der Floppy beginnt und auch dort aufgerufen wird.
Nachdem der R/W-Kopf auf dem angegebenen Track positio-
niert wurde, wird die Spur genau vermessen, um festzustellen,
wie grof} die Liicke zwischen den einzelnen Sektoren sein soll.
Diese Zahl darf nicht kleiner als 4 sein. Nach der Errechnung
wird die Linge der Liicke in $0626 zwischengespeichert. Nach
dieser Speicherung beginnt der zweite Teil der Formatroutine ah
$FC36. Hier werden jetzt die Blockheader fiir die zu formatie-
renden Sektoren vorbereitet, Zu diesem Zweck werden die
Parameter aus der Zeropage der Floppy geholt. Der Block-
header-Code $08 steht in $39, die Track-Nummer wird aus der
Adresse $51 geholt. Die ID steht in $12, $13, und die zwei
Lickenwerte sind $0F, Sie werden direkt geladen und sind, wie
auch die Track-Nummer und die Sektornummer, nicht verin-
derbar. Daraufhin wird die Priifsumme fitr den Blockheader
berechnet.
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Diese 8 Daten werden ab $0300 hintereinander liegend fur jeden
Header abgelegt und gemeinsam in das GCR-Format umgerech-
net. Die Anzahl der Sektoren wird beim Erstellen der Block-
header in $0628 gespeichert. Vor der Umrechnung steht im Y-
Register die Anzahl der Bytes, die zu den Blockheadern gehdren.

Nach dieser Arbeit beginnt erst die eigentliche Formatierung,
was bedeutet, dal die Bldcke mit jhren Blockheadern und alle
SYNC-Markierungen auf Diskette geschrieben werden. Nach der
Formatierung des Tracks wird die sich in $51 befindende Track-
Nummer aberpriift. Sollte sie hdher oder gleich 324 (56) sein,
wird die Formatierung beendet. Soweit die nihere Erliuterung

der Formatroutine, die jedoch zum Verstindnis des folgenden
Programms ndtig ist.

Um die Header-Parameter zu dndern, wollen wir diese nicht von
der Formatroutine erstellen lassen, sondern sie selber im Com-~
puter erstellen und dann an die richtige Stelle in der Floppy
schreiben. Natirlich diirfen wir dann die Formatroutine nicht
von Anfang an starten, sondern erst dort einspringen, wo die
Routine die Header-Parameter in das GCR-Format wandelt. Um
die Formatroutine dort starten zu kénnen, miissen auch die
richtigen Parameter an die Routine libergeben werden, die sonst
bis zu diesem Punkt von der Formatroutine selbst errechnet
worden wéren, wie beispielsweise die Linge der Liicke zwischen
den Sektoren.

Alle diese Aufgaben erledigt fiir Sie das folgende etwas lingere
Programm. Mit ihm ist es auf komfortable Weise mdglich simt-
liche Blockheader-Parameter zu 4indern und somit einzelne Sek-
toren vor dem Zugriff anderer zu schiitzen oder einen guten
Kopierschutz aufzutragen.

10 A=49152

20 READ X:1F X=-1 THEN4O

30 POKEA, X:A=A+7:SU=SU+X :60TO20

40 IF SU <> 17072 THENPRINT"FEHLER IN DATASY:STOP
50 PO=29:PRINTCHRS(147):PRINT:PRINT:PRINT

60 PRINTM SPEZIALFORMATIERUNG EINES TRACKSH
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70 PRINT:PRINT:INPUT ® GEBEN SI1E DEN TRACK ANV T

80 SE=21:L=9:5p=3

90 IF T>17 THENSE=19:L=9:5p=2

100 IF T>24 THENSE=18:L=10;%P=1

110 IF T>30 THENSE=17:1=11:5P=0

120 IF T<t OR T>41 THEN PRINTCHRs(145)CHR$(145)CHR$(T45);: GOTO70

130 PRINT:PRINT" BITYE LEGEN SIE DIE DISKETTE EINM

140 GET A$:IF AS=WHTHEN140

150 OPEN1,8,15,u]n

160 pRINT#1,"M'R"CHR$(1B)CHR$(0)CHR$(2)

170 GETH#1,11%,12%

180 PRINT:PRINT™ ID 1 DER DISKETTE IST HIASCCI1S+CHRS (D))

190 PRINT:PRINTH ID 2 DER DISKETTE IST " ASC{I2%+CHRS(0))

200 PRINT:PRINT™ NEUE ID 1 FUER DEN TRACK "-ASC C(I11$+CHR$(0) ) : GOSUB
B40

210 POKEZ49,EI

220 PRINT:PRINTM NEUE ID 2 FUER DEN TRACK ";ASCCI28+CHRS( ) ); : GOSUBS
40

230 POKER250,E1

240 POKE248,T:POKE 49285,T

250 POKE251,$E:POKE 49257,SE

260 POKE 49264,L

270 POKE4D249, SE*8

280 SYS49216

290 PRINT:PRINTM HEADER-MANTPULATION (.J/N)?n

300 GET A$:IFAS=""THEN300

310 1IF AS=VNUTHEN&3O

320 PRINTCHRS(147);

330 PR]NTCHRS(19)CHR$(1?)CHR$(17);" WELCHER HEADER 0 -".SE-1; : INPUTH
340 IF H<0D OR H» SE-1 THEN 3390

350 X=49664+H*8

360 PO=20:PRINT:PRINT" HEADER-POSITION "M:H

370 PRINT:PRINT:PRINT™ HEADER-KENNZE 1CHEN " PEEK{X); : GOSUB

840: POKEX ,E1

380 PRINT™ ERSTE 1D
390 PRINT" ZWEITE ID

";PEEK(X+5); :GOSUB B40:POKEX+5,E]
";PEEK(X+4); :GOSUB B40:POKEX+4 El

400 PRINT" TRACK-NUMMER M;PEEK(X+3); :GOSUBB40:POKEX +3,E]
410 PRINT"  SEKTOR-NUMMER "JPEEK(X+2); :GOSUBB4O:FOKEX +2,EI
420 PRINT" LUECKE 1 ";PEEK(X+6); : GOSUBB40:POKEX +6,E]
430 PRINT" LUECKE 2 ";PEEK(X+7}; : GOSUBB4O:POKEX +7,E1
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440 PR=PEEK(X+1)

450 POKE49152+83, H:5YS 49152482

460 PRINT" ECHTE PRUEFSUMME "IPEEK(X+1)

470 PRINT" EIGENE PRUEFSUMME ";PR; :GOSUBB4O0:POKEX+1, ET

480 PRINTCHR$(17)CHRS(17);n "iCHRE(18); "GV CHRS (146) ; "LEICHER  HEADERM
490 PRINT® "7CHRS(18); A" : CHRS(146) ; "NDRER HEADER"

500 PRINT® "iCHRS(18);"T";CHRS(146); "AUSCHE  WEADERM

510 PRINT® “iCHRS(18);"K"; CHR$(146); "OPIERE  HEADERN

520 PRINTH ";CHRS(TB):"E";CHR$(146);“NDE, FORMAT IEREN"
530 GET A$:IF AS$=1"MTHENSZ)

540 IF Ag=mpr THEN GOTO320

550 TF A$=UG" THEN PR[NTCHR$(147);:GOTO360

560 IF A$=MEWTHENG3O

570 IF AS="THTHEN1020

580 IF AS="K"THENSS0

590 GOTOS30

600 IF H>SETHENH=0

610 IF H<0 THEMH=SE

620 GOTO330

630 PRINTCHRS(147)

640 FORB=1 TO S:PRINTCHRS(17) :NEXT

645 PRINT" GEBEN SIE DEN SPEED DES TRACKS AN " SP; 1PO=35:G0SUBRLQ
650 IF El <0 OR EI>3 THENG40D

650 POKE492??,E1*32:PRINTCHR$(T4T):

670 FORN=0TO SE*8-1:PRINTCHRS(19);" Y;CHR$19);SE*8-1-§

680 PRINT#1,"H-U"CHR$(N)CHRS(3)CHR$(1)CHR$(PEEK(49664+N)) INEXT
690 FORN=0TO 48:PRINTCHRS(19);“ ";CHR$19);48-N

700 PRINT#1,"H-H“CHRS(N)CHR$(4)CHR$(1)CHR$(PEEK(49248+N)) sNEXT
710 PR!N?#1,"M-E"CHR$(36)CHR$(4)

720 PRIHT#1,“M'R"CHR$(1)CHR$(O)CHR$(1)

730 GETH1,AS:IF ASC (AS+CHRE(0) > 128THENT20

740 TF ASC (AB+CHRS(0)) >1THENPRINT "FORMAT ERROR™ : GOTOBOO
750 PRINT™FORMAT 0K "

760 PRINT:PRINT:PRINT ™ WEITERE TRACKS L
770 GET AS:IF Ag=un THEN770

780 IF A$<>"Nn THEN CLOSE1:GOTOS0

790 CLOSE1:END

800 PRINT:PRINT:PRINT® WEITERER VERSUCH" ‘
810 GET AS:IF Ag=nn THEN810

820 IF AsS<>"Nu THEY PRINTCHR$(147):GOT0S70 /
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830 GOTO?60

840 POKE211,P0:GOTO850

850 SYSSB732:INPUT EI

B&O IF EI <0 OR EE>255 THENB4O

870 RETURN

880 PRINTCHR$(147)CHRS$(17)CHRS(17);

885 PRINT" AUF ";CHR$(18);"E";CHR$(146);"INE ODER ";

887 PRINTCHR$(18);"A";CHR${146); "LLE POSITIONEN KOPIEREN"

890 GET A$:IF AS=HM"THENSSO

900 1F AS=VEM THEN 970

910 LF A$ <>"ANTHEN 890

920 FORN=0TO SE-1:Y=49864+NYE

930 FORM=0TO 7

940 POKEY+M,PEEK(X+M) tNEXT

950 NEXT

940 GOTO4B0

970 PREINT:PRINT:PRINT" AUF WELCHE POSITION O -";SE-1;

980 PO=30:GOSUBB40:IF EI>SE-1 THEN PRINT CHR$(147);:GOTCO80

F90 Y=49664+E148

1000 FORM=0TO 7

1010 POKEY+M, PEEK(X+M): NEXT: GOTO480

1020 PRINTCHRS(147)CHRS(17)CHRS(17)" MIT WELCHER POSITION TAUSCHEN O -";
SE-1

1030 PRINT:PRINT:PO=17:GOSUB840

1040 IF EI>SE-1 THENPRINTCHR$(147);:GOTO1030

1050 Y=49684+E1*8

106G FORN=0 TO 7

1070 HE=PEEK{Y+N):POKEY+N, PEEK(X+N)

1080 POKEX+N, HE

1090 NEXT:GOTO4ED

1100 REM

1110 DATA169,8,153,0, 194,200,200, 165,247, 153,0, 194,200, 165,248,153, 0, 194
,200

1020 DATA165,250,153,0, 194,200, 165, 249,153, 0,194,200, 169,15, 153, 0, 194,20
0

1130 DATA153,0, 194,200, 169,0,89,250,193,89,251, 193, 89,252, 193,89, 253,193
153

1140 DATA249,193,96,0,0,0,0,0,169,0,133,247,160,0,32,0, 192,230, 247,165, 2
47
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1150 DATA197,251,144,245,96,169,0,10,10,10,24,105,8, 168,76,41,192,0,0, 16
0

1160 DATA136,162,0,169,35,133,81,169,17,133,67,141,40,6,169, 11,141,386,
141

1170 DATA32,6,173,0,28,41,159,9,0,141,0,28,76,132, 252, 169,35, 133, 8,169, 2
24
1180 DATA133,1,165,1,48,252,96, -1

Anleitung zum Programm:

Wenn Sie das Programm starten, miissen Sie ein wenig Geduld
aufbringen, denn die Daten in den DATA-Zeilen miissen erst in
den Speicher gepoket werden. Daraufhin wird die eingelegte
Diskette initialisiert und die entsprechende ID angegeben. Es
besteht die Mboglichkeit, die ID zu #4ndern. Wenn Sie keine
Blockheader-Manipulation durchfithren wollen, somit die ent-
sprechende Frage verneinen, wird der angegebene Track fehler-
los formatiert. Zuvor missen Sie jedoch noch den Speed des
Tracks angeben. Soll er nicht vom normalen abweichen, brau-
chen Sie nur RETURN zu driicken,

Anderung der Header-Parameter:

Als erstes werden Sie nach der Position des zu indernden Hea-
ders gefragt. Die einzige Angabe, die einer Erklirung bedarf, ist
die Angabe der Priiffsumme. Die unter ’echte Priifsumme’ ausge-
gebene Zahl ist die aus den zuvor gemachten Angaben errech-
nete Priifsumme. Unter ’eigene Prifsumme’ wird diejenige
angezeigt, die man selbst gew#hlt hat. Im AnschluB an diese
Eingaben erscheint ein Meni, bei dem Sie unter folgenden
Punkten auswihlen kénnen;

I Gleicher Header
erlaubt eine erneute Modifikation desselben Headers.

2. Anderer Header

ermoglicht die Anderung eines weiteren Headers.
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3. Tausche Header
ermoglicht die Vertauschung von zwei Headern und somit
eine Anderung der Reihenfolge der Sektoren auf einem
Track, was auch einen recht guten Kopierschutz abgibt.

4, Kopiere Header

erlaubt, einen Header zu duplizieren und dadurch zwei
gleiche Sektoren auf einem Track zu erzeugen, was nicht
von allen Kopierprogrammen korrekt kopiert werden kann.
Rufen Sie diesen Meniipunkt auf, werden Sie gefragt, ob
Sie Ihren zuvor erstellten Header auf einen weiteren oder
alle anderen Positionen kopieren wollen. Kopieren Sie
Ihren Header auf alle anderen Positionen, erhalten Sie
einen Track, bei dem alle Sektoren gleich sind. Ein so
verinderter Track kann nur sehr schwer kopiert werden,
Doch darauf werden wir noch zu einem spiteren Zeitpunkt
eingehen.

5. Ende, formatieren )
Formatiert den angegebenen Track. Eine Anderung der

Speed-Flags ist moglich.

Das Programm besteht aus drei Teilen. Der eine ist der BASIC-
Teil, iiber den alle Eingaben sowie die Vertauschung der Header
vorgenommen werden, Der zweite ist ein Maschinenspracheteil,
der die Blockheader, die spiter auf Disk geschrieben werden, im
Computer erstellt, Er entspricht in etwa der Routine, die sich
auch in der Formatroutine der Floppy befindet. Der dritte Teil
ist ein Maschinenspracheprogramm, das in der Floppy gestartet
wird. Es Obergibt die Parameter, wie beispielsweise die Linge
der Liicke zwischen den Sektoren, an die Formatroutine.

Wie schon gesagt, werden die Blockheader erst im Computer
erzeugt, um nach ihrer Anderung in die Floppy ab Adresse
$0300 geschickt zu werden, wo sie in das GCR-Format gewan-
delt und auf Diskette aufgetragen werden,.
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Im fo]geqden zeigen wir Ihnen die zwei erwihnten Maschinen-
sgrachetexle. Als erstes den Teil, der im Computer abliuft und
die Blockheader im Speicher des Rechners erzeugt,

Das Programm, das die Daten fir die Blockheader erzeugt, wird
ab $C040 (49216) gestartet und legt sie ab $C200 (49664) im
Speicher ab.

CO00 LDA #308 $08 laden (Zeichen fir Blockheader)
C00Z STA $C200,Y und iibergeben

CcO05 INY 2eiger erhdhen

CO06 INY erhéhen, um Licke fir Prifsumme zu lassen
COO7 LDA $F7 Sektornummer holen

CO0Y STA $C200,Y und speichern

Co0C INY Zeiger erhdhen

COOD LDA $F8 Track-Hummer holen

COOF STA $C200,Y und speichern

c012 INY Zeiger erhohen

COt3 LDA S$FA zweite ID heolen

CO15 STA $C200,Y und Gbergeben

Ce18 INY Zeiger erhdhen

CO19 LDA $F9 erste ID holen

CO01B STA $C200,Y und {bergeben

CO1E INY Zeiger erhohen

COYF LDA #$0F $0F (Llckenbyte) holen

CO21 STA $€200,Y und speichern

c024 INY Zetger erhohen
C025 STA $C200,Y und Liickenbyte erneut speichern
C028 INY Zeiger erhdhen

C029 LDA #$00 Akku mit $00 laden (normalisieren)
CO2B EOR $C1FA,Y

CO2E EOR $C1FB,Y Prifsumme iber den

€031 EOR $C1FC,Y Blockheader berechnen

CO34 EOR $C1FD,Y

C037 STA $CIF9,Y und Prifsume abspeichern

CO3A RTS Ricksprung



264 Das grofle Anti-Cracker-Buch

Fuar die Erstellung der Blockheader wird des Programm hier
gestartet.

CO40 LDA #8500 Sektornummer auf O stellen
C042 STA SF7

CO4%4 LDY #$00 2eiger auf 0 setzen

C046 JSR $C000  und Blockheader erstellen

CD49P INC $F7 Sektornummer erhdhen
CO4B LDA S$F7 Nummer |aden
CO4D CMP $FB und mit maximaler Zahl vergleichen.

CO4F BCC $CC4& verzweige, wern Maximum hicht erreicht
c051 RTS Ricksprung

Fiir die Errechnung der Prifsumme eines einzelnen Block-
headers wird die Routine hier gestartet,

COS2 LDA #$00 Position des Headers laden (variabel)

€054 ASL

CO55 ASL Mit 8 multiplizieren

C056 ASL

CO57 CLC Carry fir Addition loschen
COS8 ADC #$08 und mit 8 addieren,

CO5A TAY als Zéhlwert Ubergehen

C05B JMP $C029  Prifsumme errechnen

Die folgende Routine wird in der Floppy ab 30400 gestartet,
nachdem die Blockheader ebenfalls in die Floppy gesandt wur-
den. Alle ndtigen Parameter werden mit der zu startenden Rou-
tine mitgesandt. Sie wird ab $0424 gestartet,

0400 LDY #$88 LOW-Byte der Endadresse der Blockheader
0402 LDX #800 X-Register léschen

0404 LDA #%23 Zeiger suf Ende der Formatierung setzen
0406 STA $51 damit mur ein Track formatiert wird
0408 LDA #3411 Maximale Sektoranzahl laden (variabel)
040A STA $43 und Ubergeben

040C STA 30628
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040F LDA #$08 Licke zwischen den Sektoren laden

0411 STA 30626 und Ubergeben

0414 STA $0620 gleichzeitig als Zihler fur Fehler nehmen
0417 LDA $1C00  Control-Port laden

041A AND #$9F Speed-Flags léschen

041C ORA #$00 Mit eigenem Speed verknipfen (hier 00)
O41E STA $1C05G  und speichern

0421 JMP $FCB4  Formatierung beginnen

Das Programm wird hier gestartet
0424 LDA #$23 Nummer des zu formatierenden Tracks

0426 STA %08 Ubergeben
0428 LDA #3$EQ Job-Code 'EQ' flr Programm starten

0424 STA 301 in Job-Speicher schreiben

042C LDA %01 Code fir RUckmeldung empfangen?
042E BMI $042C verzweige, wenn nicht empfangen
0430 RTS Ricksprung

Nachdem wir nun das Programm erklirt haben, wollen wir uns
nun mit seiner Anwendung beschiftigen.

6.2.5 Das Arbeiten mit zerstirten Blécken

Wie wir schon sagten, kann man mit dem obigen Programm die
Blockheader-Parameter 4ndern und dadurch Sektoren gezielt
zerstdren. Dieses Verfahren dient, bis auf einige Sonderfille,
kaum zum Schutz gegen das Kopieren, sondern nur zur Verhin-
derung des Zugriffs anderer auf einen so geschiitzten Block,
Jetzt stellt sich jedoch die Frage, wie man iiberhaupt Daten auf
diesen Bldcken speichern oder wieder lesen soll, denn die Floppy
fdngt jedesmal an zu blinken, wenn man versucht, den Block
auf die herkdmmliche Weise zu laden.

Sie kénnen sich sicher denken, dafl es natarlich einen Weg gibt,
diese Bldcke zu nutzen, Die einfachste Methode, die sich auch
fur alle Arten von zerstdrten Blockheadern einsetzen l4Bt, ist
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die: Man liest den Blockheader vor dem zerstbrten Header ein.
Die darauffolgende SYNC-Markierung ist folglich die des
Datenblocks des gelesenen Headers. Wir iberspringen mit unse-
rem Floppy-Programm einfach diese Markierung. Die n#ichste
SYNC-Markierung, die gefunden wird, ist dann die unseres
zerstdrten Blockheaders. Diese Markierong wird ebenfalls nicht
beachtet. Die daraufhin gefundene SYNC-Markierung mull dann
die des Datenblocks sein, der zu dem zerstdrten Header gehort.
Nachdem diese Markierung gefunden wurde, wird der Daten-
block gelesen. Sie sehen also, daB es uns mit diesem Trick mdg-
lich 1st, Daten von einem auch noch so zerstérten Block zu
lesen, was uns sonst nicht mdglich gewesen wire. Nach dem
gleichen System koénnen wir auch Daten speichern. Sollten Sie
mehrere Blockheader hintereinander zerstdrt haben, so brauchen
Sie nur entsprechend viele SYNC-Markierungen zu iiberlesen.

Mit dem folgenden Floppy-Programm ist es méglich, eine belie-
bige Anzahl von Sektoren zu uberspringen und dann den
gewiinschten Block zu lesen. Das Programm wird ab $0522
gestartet,

0500 JSR $F50A Blockheader suchen, auf Datenblock warten
0503 LDX #%01 Zdhler fir Sektor Uberspringen (variabel)
0505 JSR $0512 Routine zum Uberspringen eines Sektors
0508 DEX Zéhler verringern

0509 BNE $0505 verzweige, wenn nicht abgelaufen

050B LDA #3046 HIGH-Byte fUr Pufferzeiger auf $06 stellen
050D STA $31 damit die Daten ab $0600 geladen werden
050F JMP $F4D4  in Routine fir Block (aden springen

0512 LDA $1C00 Control-Port laden

0515 BPL %0512 wverzweige, wenn SYNC moch anliegt
0517 JSR $F556  auf neue SYNC-Markierung wartan

051A LDA $1C00  Control-Port laden

051D BPL $051A  verzweige, wWenn SYNC noch anliegt
O51F JMP $F556  auf neue SYNC-Markierung warten, RTS

A+ e+ iz e s -
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Das Programm wird hier gestartet

0522 LDA #$01 Track auf dem geladen wird (variabel)
0524 STA 30A tbergeben

0526 LDA #5300 Sektor, der geladen Wird (variabel)
0528 STA $0B Ubergeben

052A LDA #$ED Job-Code flir Programm ausfiihren, laden
052C STA 302 und {bergeben

052E LDA %02 Rickmeldung abwarten

0530 BMI $052E  verzweige, wenn keine Rickmeldung

0532 RTS Riicksprung

Im AnschluB3 daran das gewohnte BASIC-Listing. Es erlaubt, die
Eingabe des zu lesenden Tracks, des Sektor Sektors sowie die
Eingabe der zu uberspringenden Sektoren. Die Nummer des
tatsichlich gelesenen Sektors, ergibt sich aus der Nummer des
eingegebenen Sektors, addiert mit der Anzahl der zu itbersprin-
genden Sektoren, Die Daten des zu lesenden Blocks werden ab
$0600 (Puffer 3) in der Floppy abgelegt.

10 OPEN1,8,15, 110

20 READ X:IF X=-1THEN 100

25 SU=SU+X

30 PRINT#1,"M-WMCHRS (NYCHRS(S JCHRS 1) CHRS(X )
40 N=N+1:GOTO 20

100 1FSU <> 5477 THEN PRINTUERROR IN DATAS":STOP
105 INPUT "WELCHER TRACK":T

110 INPUT “WELCHER SEKTOR":S

115 INPUT "ZU UEBERLESENE SEXTOREN":U

120 PRINTAT,"M-WMCHRS (35 HCHRS (S )CHRSC 1) CHRS ¢T)
125 PRlNT#1,"H*H"CHR$(39)CHR$(5)CHR$(1)CHR$(S)
130 PRINTH1,"M-WNCHRS (4 YCHRS (5 YCHRS ¢ 1) CHRSCUY
135 PRINTH1, "M-ENCHRS(34)CHRS(5)

140 FORN=1TO 500:NEXT

145 PRINTH#1,"M-RMCHRS$(2)CHRSCO)CHRS(1)

150 GET#1,A$:A=ASC (A$+CHRS(0))

160 IF A>127 THEN130

170 IFA =1 THENPRINT"OK™:END
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180 PRINT"ERROR":END
302 DATA 32, 10,245,162,

212,244

304 DATATTS,

169,

306 DATA133, 10,169,

1

0, 28, 16,251, 32, 86,245,173,

1, 32, 18, 5,202,208,250,169, 6,133, 49, 75,

0, 28, 16,251, 76, B6,245,
2,165,

0,133, 11,169,224,133, 2, 48,252, 96, -1

Wie das Lesen eines Blocks, so erfolgt auch das Schreiben. Das ,
hierzu bendtigte Programm sieht jedoch etwas anders aus, da die :

SAYE-Routine der Floppy spiter angesprungen werden muf}.
Die von ibr abgearbeiteten Programmteile miissen zum Teil in
das eigene Programm iibernommen werden.

Hier nun die entsprechende SAVE-Routine, die ab $0400 in der
Floppy gestartet wird,

0500
9502
0504
0507
0509
050c
050E
0510
0512
0515
0518
0518
051D
0520
0521
0523

0526
0529
0528

LDA
STA
JSR
STA
LDA
AND
BNE
LDA
JMP
JSR
JSR
LDX
JSR
DEX
BNE
JMP

LDA
BPL
JSR

#306
$31
$FSES
$3A
$1C00
#$10
$0515
#3508
$FI59
$F78F
$F210
#3501
$0526

$051D
$F58C

$1c00
$0526
$F556

KIGH-Byte des Puffers auf $06 stellen,

um die Daten von 30800 zu speichern
Priifsumme (ber Datenblock berechnen

und abspeichern

Control -Port laden

und auf Schreibschutz prifen

verzwejge, wenn kein Schreibschutz
Fehlermeldung im Akku

und zur Ausgabe springen

Pufferinhalt ins GCR-Format wandeln
Blockheader suchen

Zahter flr Sektor Uberspringen (variabel)
Routine zum Uberspringen eines Sektors
Zéhler verringern

verzweige, wenn nicht abgelaufen

Block auf Diskette schreiben N

Control-Port laden
verzweige, wenn SYNC-Signal noch anliegt
auf ndchste SYNC-Markierung warten
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052E LDA $1C00
0531 BPL $052E
0533 JMP $F556

Control-Port lesen
verzweige, wenn SYNC-Signal noch anliegt

auf nichste SYNC-Markierung warten, RTS
Das Programm wird hier gestartet

0536 LDA #%01 Track, suf dem geladen wird {variabel)

0538 STA $0A ubergeben

053A LDA #300 Sektor, der geladen wird (variabel)
053C STA $0B Ubergeben

053E LDA #$EOQ Job-Code fir Programm ausfihren, laden
0540 STA 302 und (bergeben

0542 LDA $02
0544 BM1 $0542
0546 RTS

Rickmeldung abwarten

verzweige, wenn keine Rickme! dung
Rucksprung

Jetzt folgt wieder der BASIC-Loader, bei dem Sie Track und

5

10 OPEN1,8,15,un

20 READ X:IF X=-1THEN 100

25 SU=SU+X

30 PRINT#T,"H-N"CHR$(N)CHR$(5)CHRs(T)CHRS(X)
40 N=N+1:GOTO 20

100 IFSU <> 7433 THEN PRINT"ERRCR IN DATAS":STOP
105 INPUT "WELCHER TRACK"; T

110 INPUT "WELCHER SEKTOR"; S

115 INPUT "2y UEBERLESENE SEKTORENY;U

120 PRINT#!,“M-U"CHR$(55)CHR$(5)CHRS(1)CHR$(T)
125 PRINT#1,"M-H"CHR$(59)CHR$(5)CHR$(1)CHRS(S)
130 PR!NT#1,”H-H"CHRS(ZB)CHRS(S)CHRS(1)CHRS(U)
135 PRINT#1,“M-E"CHR$(54)CHR$(5)

140 FORN=170 500:NEXT

145 PRlNT#1,"H*R"CHR$(2)CHR$(U)CHR$(1)

150 GET#1,A%:A=ASC (AS+CHRS$(0))

160 1F A>127 THEN130
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170 IFA =1 THENPRINTYOK":END

180 PRINT"ERROR":END

302 DATA169, 6,133, 49, 32,233,245,133, 58,173, 0, 28, 41, 16,208, 5,
169, 8

304 DATA 76,105,249, 32,143,247, 32, 16,245,162, 1, 32, 38, 5,202,208,
250, 76

306 DATA140,245,173, 0, 28, 16,251, 32, 86,245,173, 0, 28, 16,251, 76,
86,245

308 DATA169, 1,133, 10,169, 0,133, 11,169,224,133, 2,165, 2, 48,252,
96, -1

Nachdem wir gesehen haben, wie wir uns mit Hilfe von Block-
header-Manipulationen vor dem Zugriff Fremder auf unsere
Blocke schiitzen kénnen, wollen wir uns einmal ansehen, wie
man mit dieser Methode einen sehr guten Kopierschutz auf-
bauen kann. Bei der Anderung von mehreren Blockheadern auf
dem gleichen Track kann es zu Stdrungen beim Einlesen eines
Blocks kommen,

6.2.6 Gleiche Blécke auf einem Track

Eine sehr sichere Kopierschutzmethode ist es, einen Track nuar
mit gleichen Blockheader Blockheadern zu beschreiben. Einen
solchen Track kann man mit dem schon beschriebenen Forma-
tierungsprogramm mithelos erstellen.

Wie arbeitet ein solcher Kopierschutz und warum ist er so0
schwer, fast unmdéglich, zu kopieren? Um dies zu verstehen,
milssen wir uns etwas niher mit dem System der
Kopierprogramme beschiftigen.

Das Kopierprogramm lidt einen oder mehrere Bldcke zugleich in
den Speicher der Floppy und schickt daraufhin die Daten zum
Computer, da der Speicher der Floppy nicht ausreicht, weitere
Daten zu speichern. Durch das Senden der Daten an den Com-
puter muf3 das Kopierprogramm die Stelle wiederfinden, an der
es aufgehdrt hat, Daten zu lesen. Es sucht wieder die Anfangs-
stelle und tiberliest eine entsprechende Anzahi von Daten, um
daraufhin die neuen Daten einzulesen. Das Programm erkennt
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einen schon vollstindig eingelesenen Track daran, daB es diesel-
ben Daten findet, die schon zu Beginn eingelesen wurden. Wenn
Sie sich jetzt daran erinnern, wie unser modifizierter Track aus-
sieht, werden Sie feststellen, daB das Kopierpogramm Kkeine
Mbglichkeit hat, sich auf dem Track zu orientieren, da alle
Blécke gleich aussehen. Fir das Programm ist es somit fast
unmdglich, die Anzahl der SYNC-Markierungen sowie die
Anzahl der Bytes auf diesem Track festzustellen. Auch die
Kopierprogramme, die mit einem parallelen Bus arbeiten, wel-
cher die Daten ohne "abzusetzen" einlesen kann, bekommen Pro-
bleme, die Anzahl der SYNC-Markierungen richtig festzustellen.

Dieser Track ist so wirkungsvoll, weil es fir Kopierprogramme
sehr schwer ist, ihn richtig zu analysieren.

Wir wissen also, womit die Kopierprogramme zu "kimpfen"
haben, doch stelit sich hier die Frage, wie wir selbst einen sol-
chen Track auf seine Richtigkeit iberpriifen.

Diese Uberpriifung ist recht aufwendig, da sie in drei Etappen
durchgefihrt wird. Als erstes wird eine grofie Anzahl von Bytes
eingelesen und gleichzeitig die Anzahl der SYNC-Markierungen
gezihlt. Diese Zahl ist, falls der Track korrekt ist, recht kon-
stant. Als nfichstes wird iiberpriift, wie lang die SYNC-Markie-
rungen selber sind, damit das Kopierprogramm nicht, wenn es
nicht geniigend Daten feststellt, die entstehende Liicke mit [4n-
geren SYNC-Markierungen vertuschen kann. Als drittes und
letztes muB3 noch gepriift werden, ob die Blockheader des ent-
sprechenden Tracks auch wirklich alle gleich sind. Sollten alle
Priiffungen positiv ausfallen, so liegt ein "Original" vor, was
durch eine entsprechende Riickmeldung von der Kopierschutz-
abfrage signalisiert wird. Ein Programm, das all diese Pruf-
durchglinge enthilt, werden Sie jetzt anschlieBend sehen, Es liegt
(in der Floppy) ab Adresse $0400 im Speicher und wird ab
$04DF gestartet. Die entsprechende Riickmeldung an den Rech-
ner wird in $10 der Floppy gespeichert. 0 steht fir "Kopier-
schutz nicht richtig erkannt" und $FF fir "alles OK".
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0400
0402
0404
0407
0408

0404
040B
040cC
040D
040E
G4QF
0410
0412
0415
D417
0419
041C
041E
0420
0422
0424
0427
0429
042h
042C
0420
042€
0430
0431
0433
0436
0438
043A
043D
043F

LDA $08
LDX #$04
CMP $O4DA, X
DEX

BCS %0404

TXA

ASL

AsSL

ASL

ASL

ASL

STA 344
LDA $1C00
AND #39F
ORA $44
STA $1C00
LDX #$00
LDY #$1F
LDA #300
STA $37
LDA $1C00
BPL $0424
CLV

BVC $042A
CLV

DEX

8NE 30433
DEY

BEQ $043D
LDA $1C00
BMI $0429
INC $37
JHP 30424
LDX $37
STX $BO04FF

Nummer des zu prafenden Tracks laden
Zahler fir die vier Zonenabschnitte
Nummer mit Zahl aus Tabelle vergleichen
Zahler verringern

verzweige, wenn Nummer grifer gleich der
Zahl Bus der Tabelle

entsprechenden Zéhlerwert in den Akku
schieben und dann die Bits an Position
5 und 6 schieben, um sie als MaBzahl
fur den Speed auf dem entsprechenden
Track zu benutzen

Wert zwischenspeichern

Control-Port laden

Bits flr Speed léschen

mit eigenem Speed verknipfen

und Wert Ubergeben

LOW und HIGH-Byte der Anzahl der zu
lesenden Bytes taden (7936)
Zahiwert fir $YNCs auf

Null setzen

Control -Port laden

verzweige, wenn SYNC noch anliegt
Byte-Ready-Leitung léschen

warten, bis Byte anliegt
Byte-Ready-Leitung wieder ldschen
Byte-2&8hler verringern

verzweige, wenn kein Ubertrag

sonst auch HIGH-Byte verringern
verzweige, wenn Zéhler abgelaufen
Control-Port laden

verzweige, wenn kein SYNC anliegt
sonst SYNC-Zéhler erhdhen

und auf neue SYNC-Markierung warten
Zdhler fir gefundene SYNC-Markierungen
in $04FF speichern
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Der jetzt folgende Programmteil priift die Linge der SYNC-
Markierungen. Zu diesem Zweck wird der Timer 1 der
Ein/Ausgabe VIAs benutzt.

0442 LDA #3CO LOW-Byte des Zihlwerts fir SYNC Lange
0444 STA $1804  ins LOW-Byte des Timers schreiben
0447 LDA $1C00  Control-Port laden und auf Ende

D44A BPL $0447  der SYNC-Markierung warten

044C LDA $1C00  Control-Port laden und auf Anfang

044F BMI $044C  der SYNC-Markierung warten

0451 LDA #3$80 HIGH-Byte des Timerwertes Laden und
0453 STA 31805 Ubergeben, Timer starten

0456 LDA $1C00  Control-Port laden und auf Ende

0459 BPL $0456 der SYNC-Markierung warten

0458 LDA $1805  HIGH-Byte des Timerwertes [aden

045E BPL %0445 verzweige, wenn Wert kleiner $80 (falsch)
0460 DEX Zéhler fir Anzahl der SYNCs verringern
0461 BNE $0442 und nichste Markierung abfragen

046X LDA HS$FF Ruckmeldewert laden

0465 STA SD4FE  und in $O4FE speichern

Als nichstes folgt der Teil, in dem 25 aufeinanderfolgende
Blockheader geladen und ab $0500 gespeichert werden. Es gibt
zwar im Normalfall keine 25 verschiedenen Blockheader auf
einem Track, jedoch geht man so sicher, daB alle geladen wer-
den, Dies Teilprogramm kann auch separat verwendet werden,
um die Reihenfolge der Sektoren oder 4hnliches zu lUberpriifen.

0468 LDX #$00 Zihler auf Null setzen

G46A ISR $F556  Auf SYNC-Markierung warten

046D LDY #309 Zéhler flr Anzaht der Bytes pro Header
046F BVC $046F  warten, bis ein Byte anliegt

0471 cLV Byte-Ready-Leitung [&schen

0472 LDA $1CO1 Byte vom Port holen

0475 CMP #3852 mit Wert fiir Blockheader vergleichen
0477 BNE $046A verzweige, wenn kein Blockheader

0479 STA $0500,X sonst Wert speichern
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047C INX Zahler erhdhen

047D NOP

047E BVC $047E  auf neues Byte warten

0480 CLV Byte-Ready-lLeitung loschen

0481 LDA $1C01 Byte vom Port holen

0484 STA $0500,X und speichern

0487 INX Zdhler erhdhen

0488 BEQ $048F verzweige, wenn alle Header geholt

048A DEY Zéhter flr Bytes pro Header verringern
0488 BNE $047E  veriWeige, wenn nicht alle Bytes geholt
048D BEQ $046A unbedingter Sprung

048F LDA #8505 HIGH-Byte des zu bearbeitenden Puffers auf
0491 STA $31 $05 stellen (Puffer 2)

0493 JSR $F8ED  Bytes ins Bin.-Format wandeln

0496 LDX #$FF Zihler setzen, um die Daten umzukopieren
0498 LDA 304FF,X Daten hoken

0498 STA $0500,X und ein Byte weiter abspeichern

049E DEX Ziéhler verringern

049F CPX ¥$FF vergleiche, ob schon alles kopiert

04A1 BNE $0498  verzweige, wenn nicht allen kopiert

04A3 LDA %38 erstes Byte, das bei der Umiandlung ins
D4A5 STA 30500 Bin-format gespeichert wurde, zurick-

Der folgende Teil dient zur Uberpriifung der gelesenen

header.

D4A8
04AA
04aC
04AF
04B2
04B4
0485
04B6
¢4B8
G4BA
04BC
04BE

LY
LDX
LDA
CMP
BNE
DEX
DEY
BEQ
CPX
BNE
BEQ
LDA

#3C8
#508
$O4LFF, X
$04FF,Y
$04C6

$04BE
#300

$04AC
S04AA
$04FE

schreiben

Zeichenanzahl laden

Zeichenanzahl pro Header

Zeichen holen

mit erstem Header vergleichen
verzweige, wenn Zeichen ungleich

Zahler verringern

Zéhler verringern

verzueige, wenn alle Zeichen verglichen
kontrollieren, ob ganzer Header verglichen
verzweige, wenn nein

unbedingter Sprung

Rluckmeldung der SYNC-Prifroutine holen

Block-
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04C1 CMP #S$FF auf Richtigkeit Gherprifen

04C3 BNE $04D7  verzweige, wenn Fehler

04C5 LDA $04FF  Anzahl der gefundenen Sektoren holen
04CB CMP #$2A mit 42 vergleichen

04CA BCC $04D7  Fehler, wenn der Wert kleiner ist

04CC CMP #$2E Wert mit 46 vergleichen

O4CE BCS $04D7  Fehler, wenn Wert grdfer oder gleich ist
04D0 LDA HS$FF Positive Rlickmeldung an Computer (bergeben
04D2 STA $10 Rickmeldung schreiben

04D4 JMP $FD9E  Riicksprung

04D7 LDA #$00 negative Rickmeldung laden

04D% BEQ $04D2  unbedingter Sprung

04DB 2B 1F 19 12 Werte flr die vier Zonenabschnitte

Das Programm wird hier gestartet

04DF LDA #%01 Track-Nurmer Lladen

04E1 STA $08 und an Job Ubergeben

04E3 LDA #ED Job-Code 'EO' laden (Programm ausfihren)
04E5 STA 301 in Job-Seicher schreiben

O4ET LDA %01 Rickmeldung abwarten

O4EY BMI SO4E7  verzweige, wenn noch keine Rixckmeldung
04EB RTS Ricksprung

In diese Routine wurde eine eigene Routine eingebaut, die den
Speed des jeweiligen Tracks bestimmt, da diese Routine im
Betriebssystem der Floppy diese Aufgabe nur bis Track 35 feh-
lerlos durchfiihrt. Im Anschluf an das Maschinenprogramm folgt
wieder unser BASIC-Loader.

10 OPEN1,8,15,mn

20 READ X:IF X=-1THEN 100

25 SU=SU+X

30 PRINTH1,"M-WUCHRS{N)CHRSC4)CHRSC 1) CHRS(X)

40 N=N+1:60TG 20

100 IFSU <> 28329 THEN PRINTUERROR IN DATAS":STOP
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110 INPUT “WELCHER TRACK", T

120 PRINT)‘H,“M'H"CHRS(224)CHR$(4)CHR$(1)CHRs(T)

130 PRINT#1,"M-EVCHRS (223 )CHRS (4 )

135 FORN=1TO S500:NEXT

140 PRINT#1,"M-RUCHR$(16)CHR$(0)CHRS (1)

150 GET#1,A$:A=ASC (AS+CHR$(0))

170 IFA =255 THENPRINTYSCHUTZ OK":END

180 PRINT“SCHUTZ ERROR":END

302 DATA1E5, 8,162, 4,221,218, 4,202,176,250,138, 10, 10, 10, 10, 10
133, 68

304 DATAIT3, 0, 28, 41,159, 5, 68,141, 0, 28,162, 0,160, 31,169, 0
133, 55

306 DATAI73, 0, 28, 16,251,184, 80,254,184,202,208, 3,136,240, 10,173,
0, 28

308 DATA 48,241,230, 55, 76, 36, 4,166, 55,142,255, 4,169,192,141, 4,
24,173

310 DATA 0, 28, 16,251,173, 0, 28, 48,251,169,128,141, 5, 26,173, 0
28, 16

312 DATAST,173, 5, 24, 16, 5,202,208,223,169,255,141, 254, 4,162, ©
, 32, 86

314 DATAZ45,160, 9, 80,254,184,173, 1, 28,201, 82,208,241,157, o, 5,
232,234

316 DATA 80,254,184,173, 1, 28,157, 0, 5,232,240, 5,136,208,241,240,
219,169

318 DATA 5,133, 49, 32,224,248,162,255,189,255, 4,157, o, 5,202,224,
255,208

320 DATA245,165, 56,141, 0, 5,160,200,162, 8,189,255, 4,217,255, 4,

208, 18

322 DATA202,136,240, 6,224, 0,208,240,240,236,173,254, 4,201,255,208,
18,173

324 DATAZSS, 4,201, 42,144, 11,201, 46,176, 7,169,255,133, 16, 76,158,

253,169

326 DATA 0,240,247, 43, 31, 25, 18,169, 1,133, 8,169,224,133, 1,165,

1, 48
328 DATA252, 96, -1

v

r

Fi

Aufbr"ingen kénnen Sie diesen Schutz, indem Sie das Programm
zum Andern der Blockheader-Parameter aus Kapitel 6.2.4 ver-

paa—
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wenden und dort, wie in der Anleitung schon erwihnt, "kopiere
Header" anwihlen, um daraufhin den entsprechenden Header auf
alle anderen Positionen zu kopieren.

6.3 Halftracks

Was sind tiberhaupt Halftracks, und wie kann man sie {fir einen
Kopierschutz einsetzen? Diese Fragen sollen in dem folgenden
Kapitel erdrtert werden.

Um das Arbeiten mit Halftracks (Halbspuren) zu verstehen,
miissen Sie wissen, daB sich der R/W-Kopf der Floppy nicht
nur in der von uns bekannten Schrittweite von einer Spur, son-
dern in halben Spuren bewegt. Diese halben Spuren sind fiir die
Floppy problemlos zu lesen, das Schreiben hingegen funktioniert
nicht so gut. Dieser Umstand ist leicht zu erkliren. Das nackte
Laufwerk der Diskettenstation 1541 ist eigentlich fiir 80 Spuren
ausgelegt. Commodore nutzt es jedoch nur als 40 Spur-Lauf-
werk, weshalb man auch einen 40 Spur-Schreibkopf verwendet
hat. Den urspriinglichen Lesekopf, der fiir 80 Spuren gedacht
war, hat man jedoch beibehalten. Beim Beschreiben einer Halb-
spur uberschreibt man wegen des breiteren Schreibkopfes daher
auch einen Teil der benachbarten Spuren, auf denen man Daten
zerstdrt. Es ist also nicht méglich, drei nebeneinanderliegende
Halbspuren mit der 1541 zu schreiben.

Diesen Umstand haben sich einige Softwarehiuser zunutze
gemacht und haben auf ihren Disketten mit Hilfe eines anderen
Laufwerks drei Halbspuren aufgetragen, die mit der 1541 zwar
gelesen und somit auf jhre Richtigkeit uberpriift, jedoch nicht
reproduziert werden kénnen. Sie werden einsehen, dafl es sich
bei diesem Verfahren um den absolut sicheren Kopierschutz
handelt.

Wie haben allerdings einen Weg gefunden, wie man solche
Halbspuren auch mit der 1541 auftragen und wieder abfragen
kann. Man kann mit Gewilheit sagen, daf} dieser Kopierschuty,
zu den sichersten gehdrt, die mit der 1541 aufgetragen werden
kdnnen. Méglicherweise ist er sogar der sicherste.
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Das Auftragen des Kopierschutzes geschieht folgendermaBen:
Zuerst werden die drei benachbarten Halbspuren von allen
SYNC~Markierungen befreit, Dann wird auf der ersten Halbspur
eine  SYNC-Markierung geschrieben, worauf einige wenige
Daten folgen. Danach wird der R/W-Kopf schnell auf die
benachbarte Halbspur gefaliren und ebenfalls eine SYN{C-Mar-
kierung mit Daten aufgetragen. Derselbe Vorgang vollzieht sich
noch ein drittes Mal. Dieses dreimalige Schreiben von Daten und
das Verschieben des Kopfes erfolgt so schnell, daB sich die Dis-
kette wirend dieser Operation nicht vollstindig drehen kann. Es
werden beim Schreiben der Halbspuren die benachbarten Halb-
spuren itberschrieben, jedoch nur an Stellen, bei denen auf den
benachbarten Spuren keine Daten liegen. Dies ist nur zu reali-
sieren, wenn der gesamte SchreibprozeB, wie in unserem Fall,
weniger Zeit beansprucht als die Zeit, in der sich die Diskette
einmal dreht.

Das Kopierprogramm liest immer einen gesamten Track ein und
schreibt diesen auch wieder als ganzen Track. Durch dieses Vor-
gehen werden alle Daten der benachbarten Halbspuren Zwangs-
Hufig zerstdrt. Selbst wenn das Kopierprogramm "wissen” sollte,
um welchen Schutz es sich handelt, kann es noch nicht wissen,
an welchen Stellen es die Halbspur innerhalb einer Umdrehung
wechseln soll.

Sie sehen sicher ein, daB3 es sich auch bei diesem mit der 1541
aufgetragenen Verfahren um einen absolut sicheren Kopier-
schutz handelt.

Folgend zeigen wir Thnen das Programm, mit dem Sie selbst den
eben erklirten Kopierschutz auftragen koénnen. Das Programm
wird in der Floppy ab $0503 gestartet.

G500 JMP 80519  Uberspringen des Hauptprogramms
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Das Programm wird hier gestartet

0503
0506
0508
050A
050C
050E
0510
0512
0514
0516

0519
051C
051E
0520
0523
0526
0529
0528
052D
0530
0533
0536
0538
0534
053D
053F
0541
0544
0546
0549
054C
054E
0550
0551
0552
0554
0557

JSR $0042
LDA #827
STA %0A
LDA #$00
STA $0B
LDA #$ED
STA $02
BIT %02
BMI $0512
JMP $D042

LDA $1C00
AND #$9F
ORA #$08
STA $1C00
JSR $FEOE
JSR $FE0O
LDA #802
S$TA %38
JSR $05A0
JSR $FEOE
JSR $FEDO
DEC $3B
BNE $052D
LDA $1C0C
AND #$1F
ORA #$C0
STA $1€0C
LDA #SFF
STA $1C03
STA $1C01
LDX #3C8
BVC $O54E
cLv

DEX

BNE $054E
LDA $0580,X
BVC $0557

Disk initialisieren

Track-Nummer (39)

an Job (bergeben

Sektor-Nummer Lladen

und Ubergeben (nicht notig)

Job-Code 'EQ! Laden

und Ubergeben

auf Rickmeldung warten

verzweige, wenn noch keine Rickmeldung
Disk initialisieren, Rilcksprung

Control-Port laden

Speed auf 00 setzen und

LED aum Laufwerk anschalten

Wert speichern

Track mit $55 ldschen (Léschen der SYNCs)
wieder auf Lesen umschalten

Zdhler flr die Anzahl der Halbspuren
setzen

Kopf un eine Halbspur verschieben
Track mit #55 léschen

Kopf wieder auf Lesen umschalten
Zéhler verringern

ndchste Halbspur ldschen

Kopf auf Schreiben
umschalten und Port auf Ausgang schalten

$FF zum Kopf schicken um SYNC zu schreiben
2dhler flr Lénge der SYNC-Markierung
warten, bis Byte geschrieben
Byte-Ready-Leitung léschen

Zahler verringern

verzweige, wenn nicht fertig geschrieben
Daten zum Schreiben holen

und warten, bis Byte gaschrieben
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0559
055A
055D
055E
0560
0562
0564
0565
0568
0568
056E
056F
0571
0574
0576
0578
0578
OS7E
057F

0580
0588
0590
0598

05A0
05A2
05A3
05A5
05A8
05A8
05aC
05AD
05AF
0581
0584
0586
0588
058B
(58D

CLV
STA $1C01
[NX
CPX #$08
BNE 30554
BVC $0562
CLV
JSR $FEQOD
JSR $05A3
LDA 30555
CLC
ADC #$08
STA $0555
CMP #$98
BNE $053A
JSR $G5A0
JMP $FDYE
BRK
BRK

69 A5 5A 96
59 9A 6A 65
66 95 96 &9
C0 00 CO 00

|.DA #3CA
Byte $2C
LDA #$£8
STA $05A8
LDX $1C00
DEX

TXA

AND #$03
STA $4B
LDA $1C00
AND #$FC
ORA $4B
STA $1C00
LDX #$10
LbY #$00

Byte-Ready-Leitung ldschen

Byte zu R/W-Kopf schicken

Zahler fir Byte-Anzahl erhéhen

schen alle Bytes geschrieben

verzweige, wenn noch Bytes zu schreiben
warten, bis letztes Byte geschrieben
Byte-Ready-Leitung loschen

Kopf auf Lesen stellen

R/W-Kopf um eine Halbspur zurlckschieben
LOW-Byte der Adresse, von der

die zu schreibenden Daten geholt
werden, um 8 erhdhen

und Wert wieder speichern

vergleichen, ob aile Daten geschrieben
veriweige, wennt nein

R/W-Xopf auf Anfangsposition stellen
und Ricksprung

56 59 A6 A?

66 55 99 AA Die zu schreibenden
A5 5A 6A 6A Daten

00 00 00 00

Wert fir Befehl 'DEX' laden
Skip nach $05A5

Wert fir Befehl *INX' laden
und Wert nach $05A8 schreiben

R/W-Kopf um eine Halbspur
nach innen oder auBen fahren
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05BF DEY Zeitschleife, um dem R/W-Kopf

05C0 BNE $OSBF  Zeit zu geben, sich zu positionieren
05C2 DEX

05C3 BNE $OS5BF

05C5 R7S Rlcksprung
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Im Anschlufl3 an das Assemblerlisting wieder der BASIC-Loader:

10 OPEN1,8,15,¥In

20 READ X:IF X=-1THEN 100

25 SU=SU+X

30 PRINT#1,"M-W"CHRS(N)CHRS{5)CHRE( 1)CHRE(X)
40 N=N+1:GOTO 20

100 1FSU <> 20644 THEN PRINT"ERROR IN DATAS":STOP
130 PRINT#1,"®-EMCHRS(3)CHRS(5)

140 FORN=1TO 500:NEXT

145 PRINT#1,"M-R"CHRS(Z2)CHRS(O)CHRS(1)

150 GET#1,A$:A=ASC (AS+CHR$(0))

160 [F A >127 THEN 145

170 1FA =1 THENPRINT"OK“:END

180 PRINT"ERROR'":END

302 DATA 76, 25, 5, 32, 66,208,169, 39,133, 10,169, 0,133, 11,169,224,

133, 2

304 DATA 36, 2, 48,252, 76, 66,208,173, 0, 28, 41,159, 9, 8,141, ©

28, 32

r

306 DATA 14,254, 32, 0,254,169, 2,133, 59, 32,160, 5, 32, 14,254, 32,

0,254

308 DATA198, 59,208,243,173, 12, 28, 41, 31,
141, 3

310 DATA 28,141, 1, 28,162,200, 80,254,184,202,208,250,189,128,
254,184

9,192,141, 12, 28,169,255,

5, 80,

312 DATA141, 1, 28,232,224, 8,208,242, BO,254,184, 32, 0,254, 32,163,

5,173
314 DATA 85, 5, 24,105, 8,141, 85,
158,253

5,201,152,208,194, 32,160,

5, 76,

316 DATA 40, 0,105,165, 90,150, 86, 89,166,169, 89,154,106,101,102, 85,

153,170
318 DATA102, 149, 150,105,165, 90,106,106, ©, 0, 0, 0, 0, 0,
169,202

Gl 01’
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320 DATA 44,169,232,141,171, 5,174, 0, 28,202,138, 41,

0, 28

322 DATA 41,252, 5, 75,141, 0, 28,162, 16,160,

250, 96
324 DATA -1

Wie Sie au;h schon anhand des dokumentierten Listings sehen
konnten, wird der Schutz auf den Spuren oberhalb von 35 auf-

getragen. Doch kommen wir jetzt zu dem Abfrageprogramm, das

auch ab 30503 gestartet wird

0500 IMP %0519

Uberspringen des Hauptprogramms

Das Programm wird hier gestartet:

0503 ISR $D042
0506 LDA #327
0508 STA $QA
050A LDA #$00
050C STA 308
050E LDA #3E0
0510 STA s02
0512 LDA $02
0514 BMI $0512
0516 JMP $D042

0519 LDA $1C00
051C AND #39F
051E ORA #%$08
0520 STA $1C00
0523 Nop

0524 NoP

C325 J5R $05%3
0528 Nop

0529 LDA #2300
0528 STA %38
052D LDA $1C00
0530 BFL 30520

Disk initialisieren

Track-Nummer (39}

an Job Ubergeben

Sektor-Nummer laden

und lbergeben (nicht nétig)

Job-Code 'E0' laden

uhd Ubergeben

auf Rickmeldung warten

verzweige, wenn noch keine Rickmet dung
Disk initialisieren, Riicksprung

Control -Port laden

Speed auf 0 stellen und
LED anschaiten

Wert speichern

Zéhler flr SYNC auf 0 setzen

Zihler fir Fehlversuche beim Finden der
richtigen Anfangsatelle suf 0 setzen
Control-Port laden

warten, bis keine SYNC-Markierung an{iegt

3,133, 75,173,

0,136,208,253,202,208,
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0532 LDA $1C00
0535 BPL $0544
0537 INC $05FE
053A BNE %0532
053C INC $05FF
053F BNE 30532
0541 JMP $058F
0544 LDA $1C01
0547 CLV

0548 LDX #%00

054A BVC $054A
054C CLV

054D LDA $1C01

0550 CMP $05A0,X

0553 BNE $0587
0555 INX

0556 CPX #$06
0558 BMNE $054A
055A JSR $05C3
055D LDA #83F
055F STA $3B
0561 JSR $0593
0564 NOP

0565 NOP

0566 NCP

0567 LDA %0551
G56A CLC

0568 ADC #$08
056D STA %0551
0570 CMP #%B8
0572 BNE %0532
0574 JSR $05¢0
0577 JSR $05C0
057A JSR %05C0
057D LDA #$FF
O57F STA $0010
0582 STA $0011
Q585 BNE $0541
0587 INC $38
0589 LDA $3B

Control-Port laden

verzweige, wenn SYNC-Signal anliegt
sonst Zdhler erhdhen

verzweige, wenn kein Uberlauf
HIGH-Byte des Zahlers erhohen
verzweige, wenn kein Ubertauf

sonst kein SYNC-Signal gefunden, Fehler
Byte-Reacy

Leitung freigeben

Zahler flr zu lesernde Bytes auf Null
auf Byte warten

Byte-Ready-Leitung loschen

Byte holen

mit Wert aus der Tabelte vergleichen
wenn ungleich, dann Fehler, Ricksprung
sonst Zahler erhdhen

vergleiche, ob alle Bytes gelesen
verzweige, wenn noch Bytes zu lesen
R/W-Kopf um eine Halbspur verschieben
Zéhler flr Fehler so stellen, daB kein
Fehler mehr erlaubt ist,

Zahler fir Lange des nicht SYNC-Bereichs
auf 0 stellen

LOW-Byte des Zeigers auf die ru
vergleichenden Daten um

acht erhshen

Wert speichern

vergleiche, ob schon alle Bytes verglichen

verzweige, wenn nicht alles verglichen
R/W-Kopf auf Ausgangsposition stellen

positive Rickmeldung an den Computer
Ubergeben

unbedingter Sprung, RUcksprung
Zahler fur Fehlversuche erhdhen
Zahler laden
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05BB CMP #3540

0580 BNE $0532

058F LDA #$00

0591 BEQ $057F

0593 LDA #3$00

0595 STA SO5FE
0598 STA $05FF

0598 RTS
059C BRK
059D BRK
O59E BRK
059F BRK

05A0 69 AS 5A
05A8 59 9A 6
05B0 66 95 96
0588 00 0O QO

05C0 LDA #$CA
05C2 Byte $2C
05C3 LDA #$E8
05C5 STA $05C8
05C8 LDX $1C00
05CB DEX

05CC TXA

05CD AND #303
O5CF STA $4B
0501 LDA $1C00
05D4 AND #3FC
05D& ORA $4B
05D8 STA $1C00
0508 LDX #%10
05DD LDY #30C
05DF DEY

OSEG BNE $05DF
05E2 DEX

05E3 BNE $05DF
05£5 RTS

96
65
&9
00

mit 64 vergleichen

wenn kleiner, dann erneuter Versuch
sonst negative Rickmeldung an Computer
unbedingter Sprung

Léschen der Z2dhler
fur die Ldnge des micht SYNC-Bereichs

Ricksprung

56 59 A6 A9

66 55 99 AA Daten, die mit den auf Disk
A5 5A 6A 6A verglichen werden

00 00 00 00

Wert fir Befehl 'DEX' laden
Skip nach $05A5

Wert flr Befehl 'INX' laden
und Wert nach 305AB schreiben

R/W-Kopf um eine Halbspur
nach innen oder auBen fahren

Zeitschleife, um dem R/W-Kopf
Zeit zu geben, um sich zu positionieren

Rlcksprung
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Auch hier wieder der entsprechende BASIC-Loader:

10 OPEN1,8,15,n1v

20 READ X:1F X=-1THEN 100

25 SU=SUX

30 PRINT#1,"M-W"CHRS$(NICHRS(S)ICHRS$(1)CHRS(X)

40 N=N+1:G0TO 20
100 1FSU <> 24740 THEN PRINTYERROR IN DATAS™

135 PRINT#1,"M-E"CHR$(3)}CHRS(5)
140 FORN=1TO 500:NEXT

145 PRINT#1,"M-R"CHR$(16YCHRS(0YCHRS( 1)
150 GET#1,A$:A=ASC (AS+CHR$(0))
170 1FA =255 THENPRINT"SCHUTZ OK":END
180 PRINT"SCHUTZ ERRORY:END

302 DATA 76, 25,

133, 2
304 DATA 36,
28,234

5, 32, 66,208,169, 38,133,

306 DATA234, 32,147, 5,234,169,

28, 16

308 DATA 13,238,254,

28,184
310 DATA162,
208,240

312 DATA 32,195,

24,105

314 DATA 8,141, 81,

5,169

0, 80,254,184,173,

5,169, 63,133, 59, 32,147,

316 DATA255,141, 16, 0,141, 17,

163,169

318 DATA  0,240,236,169,

105,165

5,208,246,238, 255,

0,133, 59, 44,

1, 28,221,160,

5,201,184,208,190, 32,192,

1STOP

10,169,

2, 48,252, 76, 66,208,173, 0, 28, 41,159, 9,

0,133, 11,169,224,

8,141, 0,

0, 28, 16,251, 44, 0,

5,208,243, 76,158,253,173, 1,

5,208, 50,232,224, 6,

5,234,234,234,173, 81, 5

5, 32,192,

5, 32,192,

0,208,186,230, 59,165, 59,201, &4,208,

0,141,254, 5,141,255,

5, 96, O,

o, 0, 0,

320 DATA 90,150, B&, B9,166,169, B9,154,106,101,102, 85,153,170,102,149,

150, 105

322 DATA165, 90,106,106, 0, O,

232,141

324 DATA203,
5, 75

326 DATA141,

5,174,

0, 28,162, 10,160,

0, 28,202,138, 41,

r UI Ul

3,133, 75,173,

0, 0,169,202, 44,169,

0, 28, 41,252,

0,136,208, 253,202,208,250, 96, -1
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Wie bei den anderen von uns vorgestellten Kopierschutzverfah-
ren wird auch hier die entsprechende Rickmeldung der Floppy
in Speicherstelle $10 der Floppy abgelegt. Sollte die Speicher-
stelle den Wert 00 haben, so liegt eine Kopie vor.

6.4 Mit Nullen beschriebene Spuren

Der in diesem Kapitel beschriebene Kopierschutz ist einer von
jenen, die bis heute noch nicht kopiert werden kénnen. Die
einzige Chance fiir das Kopierprogramm, ein Duplikat auzufer-
tigen, ist die, daB es den Schutz erkennt, und reproduziert.
Kopieren, also die Daten lesen und genauso wieder schreiben,
kann man diesen Schutz aufgrund der Hardware der Floppy
nicht, Daf das Kopierprogramm den Schutz richtig erkennt, ist
ebenfalls so gut wie unmdglich, weshalb sich dieser Kopier-
schutz, wie auch die anderen in diesem Buch vorgestellten, aus-
gezeichnet fur den professionellen Einsatz nutzen lift.

Um das System des Schutzes zu verstehen, miissen wir uns niher

mit der Lese- und Schreibtechnik des Drive-Controllers
beschiftigen.

Wie werden die Daten auf der Magnetschicht der Diskette abge-
legt? Die Daten, die beim Schreiben in die Speicherstelle $1C01
geschrieben werden, werden bitweise zum R/W-Kopf geholt, wo
sie in Magnetsignale umgewandelt werden. Dijese Signale sehen
nicht so aus, wie man vielleicht vermutet, nimlich daB ein Null-
Bit durch ein nach Norden und ein Eins-Bit durch ein nach
Suden gerichtetes Magnetfeld dargestellt wird. Statt dessen wird
ein Eins-Bit durch eine Anderung des Magnetfelds und ein
Null-Bit durch ein gleichbleibendes Magnetfeld dargestellt. Sie
werden sich vielleicht fragen, wie man nach dieser Methode die
Null-Bits beim Lesen uberhaupt erkennen soll, da doch beim
Anlegen eines Null-Bits "nichts passiert". Um diese Bits zu
erkennen, liuft wirend des Lesens und Schreibens ein Timer
mit, nach dessen Untertauf ein Bit auf Disk geschrieben oder
von Disk gelesen wird. Sollte bis zum Ablauf des Timers ein
Magnetwechsel auf der Diskette festgestellt worden sein, wird
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ein Eins-Bit vermerkt und der Timer erneut gestartet. Wenn bis
zum Ablauf des Timers kein Magnetwechsel vorliegt, wird ein
Null-Bit registriert. Aufgrund der Gleichlaufschwankungen des
Laufwerks wiirden schnell Lesefehler auftreten, wenn zu viele
Null-Bits hintereinander auf der Diskette stehen, da der Con-
troller sich nur auf seinen Timer verlassen mufBl und keinen
Anhaitspunkt auf der Diskette hat. Aus diesem Grund liegen bei
der GCR-Codierung nie mehr als zwei Null-Bits hintereinander.

Den Umstand, daB3 der Controller beimn Finden zu vieler Null-
Bits durcheinander kommt, machen wir uns in diesem Kopier-
schutz zunutze. Wir schreiben mitten in einen Block eine Anzahl
von Nullen, was bedeutet, daf} sich die Magnetschicht auf dem
von uns beschriebenen Stiick nicht #ndert, Der Controller kann
diese Daten jedoch nicht richtig verarbeiten und versucht, sie
irgendwie zu entziffern. Bei dieser Entzifferung figt er jedoch
Eins-Bits ein, die er eigentlich gar nicht gelesen hat. Wenn er
versucht, dieses Stiick erneut zu lesen, weichen die vermeintlich
erkannten Daten jedoch stark von den zuvor gelesenen ab. Das
Kopierprogramm, das diesen Block liest, erhilt ebenfalls
irgendwelche "Fantasiewerte", welche es beim Schreiben auch so
auf Diskette speichert. Wenn man jetzt diese vom Kopierpro-
gramm geschriebenen Daten mehrmals einliest, weichen diese
nicht voneinander ab, da fiir den Drive-Controller richtige
Daten geschrieben wurden und somit auch fehlerfrei gelesen
werden kdnnen. Sie werden uns beipflichten, daB es sich bei
diesem Kopierschutz um ein sehr sicheres System handelt.

Nachdem wir nun die theoretischen Voraussetzungen geschaffen
haben, wollen wir in die Praxis Ubergehen. Das folgende
Maschinensprachprogramm erzeugt einen zuvor beschriebenen
Kopierschutz auf dem eingestellten Sektor. Das Programm wird
ab $0552 gestartet.

0500 JSR $F510  Blockheader suchen

0503 LDX #809 Zéhler flr zu Uberleserde Byte-Anzahl
0505 BVC $0505 warten, bis ein Byte anliegt

0507 cLv Byte-Ready-Leitung loschen

0508 DEX Zéhler verringern
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0509
0508
050D
0510
0513
0515
0517
051A
051¢
051E
0521
0522
0524
0525
0526
0528
0524
052D
052F
0530
0532
0535
0537
0538
053¢
0538
053D
053F
0541
0544
0546
0547
0548
054A
054D
054F

BNE
LDA
STA
LDA
AND
ORA
STA
LDA
LDX
STA
CLV
BVC
CLv
DEX
BNE
LDA
STA
BVC
CLV
LDA
STA
BVC
CLV
ENX
CPX
BNE
LDA
LDX
STA
BVC
CLV
DEX
BNE
JSR
LDA
JMP

$0505
HSFF
$1c03
$1c0cC
#1F
#3C0
$1coc
HEFF
#$05
$1C01

$0522

$0522
#$55

$1C01
$0520

#$CE
$1C01
$0535

#$20
$0535
#300
#3520
$1C01
$0544

$0544
$FEOO
#$01

$F959

verzweige, wenn Zihler nicht abgelaufen
Port auf Ausgang stellen

um R/W-Kopf auf Schreiben umzustellen
R/W-Kopf auf

Schreiben stellen

$FF zum Schreiben der SYNC-Markierung
Zahier fUr Lénge der SYNC-Markierung
SYNC-Markierung schreiben
Byte-Ready-Leitung loschen

warten, bis Byte geschrieben
Byte-Ready-Leitung ldschen

Zdahler fUr SYNC verringern

verzweige, wenn nicht abgelaufen

$55 laden

und auf Disk schreiben

warten, bis Byte geschrieben
Byte-Ready-Leitung Ldschen

$CE laden

urd suf Disk schreiben

warten, bis Byte geschrieben
Byte-Ready-Leitung loschen

Zahler flr zu schreibende Bytes erhdhen
vergleiche, ob alle Bytes geschrieben
verzweige, Wenn noch Bytes zu schreiben
Akku mit 300 Laden

Zéhlwert fUr Byte-Anzahl auf 32

$00 auf Disk schreiben

warten bis Byte geschrieben
Byte-Ready-Leitung léschen

Zdhler verringern

verzweige, wenn hoch Bytes zu schreiben
R/W-Kopf auf Lesen stellen

0K Rickmeldung laden

und Job beenden, Rickmeldung ausgeben
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Hier wird das Programm gestartet:

0552
0554
0556
0558
0554
055C
055E
05460
0562

LDA #8041 Track-Nummer Laden

STA $0A und an Job Ubergeben

LDA #%00 Sektor-Nummer laden

STA $0B und an Job Ubergeben

LDA #3EQ Job-Code 'EO0' (Programm ausflhren)

$TA %02 in Job-Speicher schreiben

LDA $02 Rickmeldung abwarten

BMI $055E  verzweige, wenn noch keine Rickmeldung
RTS Ricksprung

AnschlieBend der entsprechende BASIC-Loader:

10 OPEN1,8,15,nIn

20 R

EAD X:IF X=-1THEN 100

25 SU=SU+X
30 PRINT#1,"M-WCHR$(N)CHRS{5ICHRS(1)CHRS(X)

40 N
100
105
110
120
125
135
140
145
150
160
170
180
302
173,
304

80,
306

28,
308

184,

=N+1:G6OTO 20
IFSU <> 123G8 THEN PRINTMERROR IN DATAS":STOP
INPUT "WELCHER TRACKM:T

IRPUT "WELCHER SEKTORY:S

PRINT#1,"M- W' CHR$ (83 YCHRS(5 YCHRS ( 1)CHRS(T)

PRINT#1,"M- WUCHR$ (87 )CHRS(5)CHRS (1)CHRSC(S)

PRINT#1,"M- EMCHRS(82)CHR$(5)

FORN=1TO 500:NEXT

PRINT#1,"M-R¥CHRS(2)CHR$(QICHRS (1)

GET#1,A$:A=ASC (A$+CHRS(D))

IF A >127 THEN 145

IFA =1 THENPRINTMOKY:END

PRINT#ERROR™ : END

DATA 32, 16,245,162,
12

DATA 28, 41, 31,
254

DATA184,202, 208,250,169, 85,141,
80

DATA254, 184,232,224, 32,208,248,169,
202

9, 80,254,184,202,208,250,169,255,141, 3, 28,

9,192,141, 12, 28,169,255,162, 5,141, 1, 28,184,

1, 28, 80,254,184,169,206,141, 1,

0,162, 32,141, 1, 28, 80,254,
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310 DATAZ08,250, 32, 0,254,169, 1, 76,105,249,169, 18,133, 10,169, O,
133, 1
312 DATA169,224,133, 2,165, 2, 48,252, 96, -1

Die Daten, die vor den Nullen auf Disk geschrieben werden,
sind so gewdhlt, dafl kein '22er Read-Error’ entsteht. Ins Bin-
Format umgesetzt steht an der ersten Stelle nach der SYNC-
Markierung eine $07 (Kennzeichen fir Datenblock).

Die Abfrage des Kopierschutzes ist noch einfacher als das Auf-
tragen. Die Daten des geschiitzten Blocks werden zweimal gele-
sen, in der Floppy gespeichert und daraufhin miteinander ver-
glichen. Sollten die Daten nicht iibereinstimmen, liegt keine
Kopie vor. Die Ubereinstimmung der Daten ist das Kennzeichen
der Kopie. Die Riickmeldung an den Computer wird in $10
gespeichert, $FF bedeutet positive und $00 negative Riickmel-
dung.

Das Floppy-Programm liegt wieder ab 30500 und wird ab $0543
gestartet,

0500 LDA #%05 Zahler fUr Fehlversuche

0502 STA $37 setzen

0504 JSR $FS0R  entsprechenden Datenblock suchen

0507 LDX #300 28hler fUr die zu lesenden Bytes auf Mull
0509 BVC %0509 warten, bis Byte gelesen

0508 cLV Byte-Ready-Leitung léschen

050C LDA $1C01  Byte vom Port holen

G50F STA $0300,X und speichern

0512 1NX Zéhler erhdhen

0513 BNE $0509  verzweige, wenn nicht alle Bytes geholt
0515 JSR $F50A gleichen Datenblock erneut holen

0518 LDX #$00 Zdéhler auf 00 setzen

051A BVC $051A  auf Byte warten

051C CLV Byte-Ready-Leitung l&schen

051D LDA $1C01  Byte vom Port holen

0520 STA $0400,X und speichern

0523 INX Zahler erhohen

0524 BHE $051A  verzweige, wenn nicht alle Bytes geholt
0526 LDA $0300,X Bytes des zuerst geladenen Blocks mit
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0529 CMP $0400,X denen des zwejten vergleichen
052C BNE $053C  verzweige, wenn ungleich

052E 1NX sonst Zahler erhdhen

052F BMNE 30526 verzueige, wennt nicht alle Bytes
verglichen

0531 DEC $37 Fehlerzéhler verringern

0533 BNE $0504  verzweige, wenn erneuter Versuch erlaubt

0535 LDA #3%00 sohst negative Rickmeldung
0537 STA $10 lbergeben

Q539 JNMP $FDYE  Rlcksprung

053C LDA #S$FF positive Rickmeldung laden
053E STA $10 und Ubergeben

0540 JMP $FDYE  Rlcksprung

Das Programm wird hier gestartet:

0543 LDA #%01 Track-Nummer Lladen

0545 STA $0A und Ubergeben

0547 LDA #$00 Sektor-Nummer laden

0549 STA $0B und ibergeben

054B LDA #$EO Job-Code 'ED' laden

054D STA $02 und an den Job-Speicher Ubergeben
054F LDA %02 auf Rickmeldung warten

0551 BMI $054F wverzweige, wenn noch keine Riickmeldung
0553 RTS Ricksprung

Folgend wieder unser kleiner BASIC-Loader:

10 OPEN1,8,15,u1n

20 READ X:1F X=-1THEN 100

25 SU=SU+X

30 PRINTHT,"M-WMCHRS(NICHRS(S YCHRS (1) CHRS OO

40 N=N+1:GOTO 20

100 IFSU <> 9963 THEN PRINT'"ERROR IN DATAS":STOP
105 INPUT “WELCHER TRACK";T

110 INPUT YWELCHER SEKTORY;S

120 PRINT#1,"M-W"CHR$ (68)CHRS(5)CHRS(1)CHRE(T)
125 PRINTH1,"M-WMCHRS(72)CHRS (5)CHRS( 1 YCHRS(S)
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135 PRINT#1,"M-EVYCHRS(S7ICHRE(S)

140 FORN=1T0 500:NEXT

145 PRINT#1,“H-R“CHRS(16)CHR$(U)CHR$(1)

150 GET#1,A$;A=ASC (AS+CHRS{0))

170 EFA =255 THENPRINT"SCHUTZ OK":END

180 PRINT"SCHUTZ ERROR"Y:END

302 DATA169, 5,133, 55, 32, 10,245,162, 0, 80,254,184,173, 1, 28,157,
0, 3

304 DATA232,208,244, 32, 10,245,162, 0, 80,254,184,173, 1, 28,157, o,
4,232

306 DATA208,244,189, 0, 3,221, O, 4,208, 14,232,208,245,198, 55,208,

207,169

308 DATA 0,133, 16, 76,158,253,169,255,133, 16, 76,158,253,169, 1,133,
10,169

310 DATA 0,133, 11,169,224,133, 2,165, 2, 48,252, 96, -1

6.5 Uberpriifen eines kompletten Tracks

Das Uberpriifen jedes Bytes eines gesamten Tracks dient auch
zur Erstellung eines sehr guten Kopierschutzes, der bisher nicht
kopiert werden kann. Dieses Schutzsystem wird auch jetzt noch
von groflen Firmen mit Erfolg eingesetzt.

Warum Kopierprogramme es nicht schaffen, diesen Track zu
kopieren, liegt daran, daB die Tracks beim Schreiben nicht
gleich lang sind und darum nicht exakt dieselbe Anzahl von
Bytes enthalten. Die variable Byte-Anzahl eines Tracks kommt
durch die Schwankungen des Laufwerkmotors zustande.

Die nichste Hirde, die Kopierprogramme zu {iberwinden haben,
ist die Tatsache, dafl das letzte Daten-Byte sich nahtlos an die
SYNC-Markierung anschlieBt. Selbst wenn das Kopierprogramm
alle Daten richtig erkennt und versucht, das Ende der Daten
korrekt an den Anfang der Daten zu bringen, ist es sehr leicht
moglich, daB beim Umschalten des R/W-Kopfes auf den Lese-
betrieb in die SYNC-Markierung noch Null-Bits geschrieben
werden, welche das Abfrageprogramm erkennt und signalisiert,
dafl eine Kopie vorliegt.
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Mit dem Problem, daf beim Umschalten des Kopfes vom
Schreib- in den Lesebetrieb die SYNC-Markierung "beschadigt”
werden kann, miissen wir in unserem Schutzauftragungspro-
gramm auch fertig werden. Wir ldsen das Problem durch meh-
rere Schreibversuche. Es wird so lange geschrieben, bis der
Kopierschutz fehlerfrei aufgetragen wurde.

Im folgenden gehen wir niher auf unser Lese- und Schreibpro-
gramm ein,

Zu Beginn des Auftragens des Schutzes wird der angegebene
Track mit SYNCs geldscht. Daraufhin werden die Daten auf den
Track geschrieben. In unserem Fall handelt es sich um die
immer im Wechsel geschriebenen Daten $45 und $79. Nachdem
wir diese Zahlen ca. 6000mal geschrieben haben, folgt eine $35
als Endmarkierung, eine $66 und danach wieder die SYNC-
Markierung.

Das Abfrageprogramm wartet auf die SYNC-Markierung und
liest die Daten, die auch auf ihren Wert gepriift werden, bis es
auf die $35 st603t und die Anzahl der bisher geschriebenen Daten
kontrolliert. Nun werden weitere sechs Bytes geholt. Das erste
Byte muf3 $66 sein. Solite die SYNC-Markierung korrekt sein, so
wird noch ein $FF (Anfang der SYNC-Markierung) gefunden
und danach das Lesen von Daten hardwaremiBig unterbunden,
da eine SYNC-Markierung anliegt. Folglich sind die als nichstes
gelesenen Daten wieder die Anfangs-Bytes.

Bei einer nicht korrekten SYNC-Markierung, die durch das
Umschalten vom Schreib- auf den Lesebetrieb zerstért wurde,
wird beim Lesen vor dem Auffinden der Anfangsdaten noch ein
Byte gefunden, was wieder auf eine Kopie schlieBen 146t

Nachdem wir jetzt niher auf die Programme eingegangen sind,
stellen wir sie Thnen jetzt in Form der Listings vor. Als erstes
folgt das Kopierschutzerstellungs-Programm, das ab $0571
gestartet wird.
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0500 LDA $1C00 Control-Port laden

0503 AND #$GF Speed auf 00 stellen

05305 ORA #$08 und LED anschalten

0507 STA $1C00 und Wert speichern

050A JSR $FDA3  Track mit SYNC Lléschen

050D LDX #302 Zidhter fur Byte

050F LDY #318 Anzahl setzen

0511 LDA #$45 erstes zu schreibendes Byte

0513 STA $1C01  zum R/W-Kopf schicken

0516 BVC $0516 warten, bis Byte geschrieben

0518 CLV Byte-Ready-Leitung ldschen

0519 INX Zdhler erhéhen

051A LDA #379 zWeites 2u schreibendes Byte laden
051C STA $1C01  und zu R/W-Kopf schicken

051F BVC $051F warten, bis Byte geschrieben

0521 CLY Byte-Ready-lLeitung Loschen

0522 INX 2éhler erhdhen

0523 BNE $0511  weiter, wenn kein Uberlauf

0525 DEY sonst HIGH-Byte des Zghlers verringern
0526 BNE %0511  verzweige, Wenn noch Bytes zu schreiben
0528 LDA #$35 Markierungs-Byte laden

052A STA $1C07  und auf Disk schreiben

052D BVC $0520 warten, his Byte geschrieben

052F CLV Byte-Ready-Leitung ldschen

0530 LDA #%66 $66 taden

0532 STA $1C01  und auf Disk schreiben

0535 BVCL $0535 warten, bis Byte geschrieben

0537 CLV Byte-Ready-Leitung ldschen

0538 LDA #SFF $FF fir SYNC-Markierung laden
053A STA $1C01 und schreiben

053D BVC $053D warten, bis Byte geschrieben

0D53F CLV Byte-Ready-Leitung loschen

0540 JSR $FEOD  Kopf auf Lesen umstellen

Der folgende Programmiteil kontrolliert, ob in der SYNC-Mar-
kierung beim Umschalten des Kopfes auf den Lesebetrieb kein

Fehler entstanden ist.
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0543 LDA $1C00
05445 BMI $0543
0548 LDA $1C01

Control-Port laden
urd auf SYNC-Markierung warten
Port wieder freimachen

0548 CLV Byte-Ready-lLeitung ldschen
054C BVC $054C Warten, bis Byte gelesen
054E CLV Byte-Ready-lLeitung ldschen

054F LDA $1C01
0552 CMP #$35
0554 BNE $054C
0556 LDX #300
0558 BVC $0558

Byte vom Port holen

mit Endmarkierung vergleichen
warten, bis Byte gefunden

Zdhler fur zu lesende Bytes laden
warte, bis Byte anliegt

055A CLV Byte-Ready-Leitung léschen

0558 LDA $1C01 Byte vom Port holen

QOSSE CMP $056B,X mit Bytes aus Tebelle vergleichen
0561 BNE $050A erneut schreiben, wenn ungleich
0563 INX Zéhler erhshen

0564 CPX #806 vergleichen, ob alle Bytes verglichen
0566 BNE $0558 verzweige, wenn noch Bytes zu holen
0568 JMP $FDYE Ricksprung

056B 66 FF 45 79 45 79 Bytes, mit denen verglichen wird

0571 LDA #$01 Track-Nummer laden

Q573 STA $0A und Ubergeben

0575 LDA #$EO Job-Code 'EQ' fahren

0577 STA %02 und Ubergeben

0579 LDA $02 auf Rickmeldung warten

0578 BMI $0579 wuarten, bis Rickmeldung erhalten
057D RTS Riicksprung

Nachfolgend der zugeh&rige BASIC-Loader:

10 OPEN1,8,15,n1v

20 READ X:1F X=-1THEN 100

25 SU=SU+X

30 PRINTH1,"M-WICHRS(N)CHR$(S)CHRS(1ICHRS(X)

40 N=N+1:G0TO 20

100 IFSU <> 15481 THEN PRINTMERROR IN DATAS":STOP
110 INPUT "TRACK-NUMMER"; T
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120 PRINT#1,"M-H"CHRS(114)CHR$(5)CHR$(1)CHR$(T)

130 PR!NT#1,“H-E"CHR$(113)CHR$(5)

140 PRINT#1, 1™

150 CLOSE1

302 DATA173, 0, 28, 41,159, 9, 8,141, 0, 28, 32,163,253,162, 2,160,
24,169

304 DATA 69,141, 1, 28, 80,254,184,232,169,121,141, 1, 28, 80,254,184,
232,208

306 DATAZ36,136,208,233,169, 53,141, 1, 28, 80,254,184,169,102,141, 1,
28, 80

308 DATAZS4,184,169,255,141, 1, 28, 80,254,184, 32, 0,254,173, 0, 28,
48,251

310 DATAI73, 1, 28,184, BO,254,184,173, 1, 28,201, 53,208,246,162, O,
80,254

312 DATA184,173, 1, 28,221,107, 5,208,167,232,224, 6,208,240, 76,158,
253,102

314 DATA255, 69,121, 69,121,169, 1,133, 10,169,224,133, 2,165, 2, 48,
252, 96

316 DATA -1

Wundern Sie sich nicht, wenn das Auftragen des Schutzes etwas
linger dauert, denn das Auftragungsprogramm schreibt so lange,
bis der Schutz korrekt aufgetragen ist.

Als nichstes folgt das Assemblerlisting des Abfrageprogramms,

das ab $0561 gestartet wird:

0600 LDA $1C00
0603 AND #$9F
0605 ORA #%08
0607 STA $1C00
C60A LDX #500
060C LDY #$00
060E LDA $1C00
0611 BMI $060CE
0613 LDA $1CO1
0616 CLV

0617 BVC $0617
0619 CLV

Control-Port laden

Speed auf Kull stellen

und LED

einschalten

zahler fdr Anzaht

der Bytes auf Null setzen
Control-Port laden

urd warten, bis SYNC-Markierung gefunden
Port freimechen
Byte-Ready-Leitung Léschen
warten, bis Byte gelesen
Byte-Ready-Leitung ldschen
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061A LDA $1c0%
061D CMP #345
061F BNE $0632
0621 INX

0622 BVC $0622
0624 CLV

0625 LDA $1C01
0628 CMP #$79
062A BNE $0632
062C INX

062D BNE $0617
062F INY

0630 BNE $0617
0632 CMP #$35
0634 BNE $0657
0636 CPX #SFE
0638 BNE $0657
063A CPY #%17
063C BNE $0657
063E LDX #$00
0640 BVC $0640
0642 CLV

0643 LDA $1001
0646 CMP $065B,X
0649 BNE $0657
0648 INX

064C CPX #306
064E BNE $0640
0650 LDA #SFF
0652 STA $10
0654 IMP $FD9E
0657 LDA #$00
0659 BEQ $0452

065B 66 FF 45 79

0661 LDA #3501
0663 STA $0C
0665 LDA #$EQ
0667 STA $03

Byte vom Port holen

und mit $45 vergleichen

Fehler, wenn ungleich

Byte-Zidhler erhdhen

warten, bis Byte anliegt
Byte-Ready-Leitung L&schen

Byte vom Port holen

mit $79 vergleichen

Fehler, wenn ungleich

Byte-Zadhler erhdhen

verzweige, wenn kein Uberlauf
HI1GH-Byte des Zdhters erhdhen
verzweige, wenn kein Uberlauf

Byte mit Markierungs-Byte vergleichen
Fehler, wenn ungleich

LOW-Byte des Zahlers mit $FE vergleichen
Fehler, wenn ungleich

HIGH-Byte des Zdhlers mit $17 vergleichen
Fehler, wenn ungleijch

Zdhler fir zu lesende Bytes ldschen
warten, bis Byte gelesen
Byte-Ready-Leitung ldschen

Byte vom Port haolen

mit Byte aus Tabelle vergleichen
Fehler, senn ungleich

Zéhler fir Byte-Anzahl erhdhen
vergleiche, ob alle Bytes geholt
weiter, wepn noch Bytes zu lesen
positive Rickmelduny laden

und Ubergeben

Rucksprung

negative Rickmeldung laden
unbedingter Sprung

45 79  Bytes, mit denen verglichen wird

Track-Nummer Laden

und an Job lbergeben

dob-Code 'EQ' laden

und in Job-Speicher schreiben
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0669 LDA $03 Uberpriifen, ob Rlckmeldung erhalten
0668 BMI $0669  verzweige, wenn noch keine Riickmeldung
056D RTS Rlcksprung

Im AnschluB an das Assemblerlisting folgt wie fblich der
BASIC-Loader:

10 OPEN1,8,15%,m1n

20 READ X:IF X=-1THEN 100

25 SU=sU+X

30 PRINT#1,"M-WICHRE(NICHRS$(SHICHRS(1ICHRS (XD

40 N=N+1:G0TO 20

100 IFSU <> 134546 THEN PRINTVERROR IN DATAS!":STOP

110 INPUT U"TRACK-NUMMER™;T

120G PRINT#1,"M-W1CHRS(FBICHRS(SICHRS( 1)CHRS(T)

130 PRINT#1,"M-EMCHRS(FTICHRE(S)

140 FORN=1 TO 500:NEXT

150 PRINT#1,"M-R“CHRS(16)CHRS(O)CHRS(1)

160 GET#1,A$

170 IF ASC(A$+CHR$(0))<>255 THEMPRINT® SCHUTZ ERRORM":END

180 PRINTY™ SCHUTZ OKY"

302 DATAYY3, DO, 2B, 41,159, 9, 8,141, 0, 28,162, 0,160, 0,173, 0,
2B, 48

304 DATA251,173, 1, 28,184, BG,254,184,173, 1, 28,201, 69,208, 17,232,
80,254

306 DATA1B4,173, 1, 28,201,121,208, 6,232,208,232,200,208,229,201, 53,

208, 33

308 DATAZ24,254,208, 29,192, 23,208, 25,162, O, B0, 254,184,173, 1, 28,

221, 7

310'DATA 6,208, 12,232,224, 6,208,240,169,255,133, 16, 76,158,253,169,
0,240

312 DATA247,102,255, 69,121, 69,121,169, 1,133, 12,169,224 133, 3,165,
3, 48

314 DATAZ52, 956, -1
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6.6 SYNC-Manipulationen

Eine recht gute Mbéglichkeit zur Erstellung eines Kopierschutzes,
ergibt sich aus der Anderung der SYNC-Makierungen auf einem
Track. Wie man mit Hilfe von verinderten SYNC-Markierungen

einen Kopierschutz aufbauen kann, wollen wir in den folgenden
Kapiteln zeigen.

6.6.1 Killertracks

Killertrack! Dieser Name hért sich ziemlich bedrohlich an, aber
was steckt eigentlich dahinter? Killertracks sind nichts anderes
als mit SYNC-Markierungen beschriebene Tracks.

Ein ausschlieBlich mit SYNC-Markierungen beschriebener Track
brachte die fritheren Kopierprogramme oder jedes andere Pro-
gramm, mit dem man versucht, von einen solchen Track Daten
zu lesen, unweigerlich zum Absturz, woraus sich wohl auch der
Name ableiten 14Bt, Die Erklarung fir dieses Verhalten ist leicht
zu geben, doch um sie zu verstehen, miissen wir noch einmal

daran erinnern, wie die normale Routine zum Lesen eines Bytes
von Diskette aussieht.

CLV Byte-Ready-lLeitung |&schen
L1 BYC L1 warten, bis Byte anliegt
LDA $1C0Y Byte vom Port holen

Meistens wird vor dem Lesen eines Bytes noch auf die SYNC-
Markierung gewartet, die bei einem Killertrack natiirlich sofort
gefunden wird. Nachdem der Controller der Floppy eine SYNC-
Markierung erkannt hat, wird das Lesen von Daten automatisch
hardwaremiBig unterbrochen und erst nach Ende des Signals
wieder freigegeben, Die Byte-Ready-Leitung ist somit wihrend
des Anliegens einer SYNC-Markierung gesperrt. Wenn wir uns

Jetzt das kleine Teilprogramm ansehen, so erkennen wir, dafl das

Programm zwangsl4ufig in einer Endlosschleife laufen muf3,
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Die Kopierprogramme, die die Diskette nicht auf Existenz eines
solchen Tracks Uberpriifen, werden automatisch "gekillt".

Kopierprogramme heutigen Standards lassen sich von reinen
Killertracks nicht mehr beeindrucken, verarbeiten aber
Abwandlungen eines solchen Tracks nicht S0 souverin, wie man
€s erwarten kdnnte,

Zum Auftragen eines Killertracks reicht ein Aufruf einer
Unterroutine des Formatprogramms, welche einen Track wie
beschrieben mit SYNCs I8scht. Diese Routine 148t sich mit 'JTMP
$FDA3 in der Floppy aufrufen.

6.6.2 Verlingerte SYNC- Markierungen

Einen sehr einfachen, aber trotzdem sehr guten Kopierschutz
erhilt man durch das Einsetzen von leicht verinderten Killer-
tracks. Diese Verldinderung sieht so aus, daB man einen Track
mit SYNCs léscht, um danach einige wenige Daten auf den
Track zu schreiben. Das Abfrageprogramm prift sowohl die
Richtigkeit der Daten als auch die Linge der SYNC-Markie-
rung. Uns ist kein Programm bekannt, das es schafft, einen
solchen Track zu kopieren, was weniger an der’ Raffiniertheit
des Schutzes als an der mangelnden Qualitit der Kopierpro-
gramme liegt, Die Kopierprogramme, die es schaffen, die Daten,
die auf den Track geschrieben wurden, zu kopieren, versagen,
wenn es um die Linge der SYNC-Markierung geht, und diejeni-
gen, die es in etwa schaffen, die Linge der SYNC-Markierung
zu kopieren, kopieren die Daten nicht richtig. Das Ergebnis ist,

daf} der Schutz trotz seiner Einfachheit nicht kopiert werden
kann,

Es folgt das Programm, mit dem Sie den Schutz auftragen kdn-
nen. Es wird ab $0527 gestartet:

0500 LDA $1C00  Control-Port laden

0503 AND #$9F Speed auf O stellen
0505 ORA #$08 und LED anschatten

0507 STA $1C00 Wert speichern
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050A JSR $FDA3  Track mit SYNC lBschen

050D LDX #$00 Zéhler flr Byte-Anzahl auf Null stellen
050F LDA $0523,X Bytes holen

0512 BVC 30512 warten, bis Byte geschrieben wird

0514 CLV Byte-Ready-Leitung léschen
0515 STA $1CO1  Byte zum R/W-Kopf schicken
0518 INX Zahler erhdhen

0519 CPX #$06 vergleiche, ob alle Bytes geschrieben
0518 BNE $050f verzueige, wenn noch Bytes zu schrejben
051D JSR $FEO0  R/W-Kopf auf Lesen schalten

0520 JMP $FDPE  Riicksprung

0523 53 54 55 56 A9 Die zu schiebenden Bytes

0527 LDA #$24 Track-Nummer laden

0529 STA $0A und tibergeben

052B LDA #$EO Job-Code 'EOQ' laden

052D STA %02 und in Jlob-Speicher schreiben

052fF LDA 302 Riickmeldung abwarten
0531 BMI $052F verzweige, wenn keine Riickme Ldung
0533 RTS Ricksprung

Im Anschluf} folgt wieder unserer BASIC-Loader:

10 OPEN1,8,15

20 READ X:IF X=-1THEN 100

30 SU=SU+X:PRINT#1, "M-WMCHRS (N)YCHRS(5 ) CHRS(1)CHRS ()

40 N=N+1:G0TO 20

100 IF SU <> 5576 THENPRINTYFEHLER IN DATASM:STOP

110 INPUT "WELCHER TRACK';T

120 PRINT#1,"M-H"CHRS(loO)CHRS(S)CHR$(1)CHRS(T)

130 PRINTH1,"M-ENCHR$(3SICHRS(S)

140 CLOSE1

302 DATAI73, 0, 28, 41,159, 9, 8,141, 0, 28, 32,163,253,162, 0,189,
35, 5

304 DATA 80,254,184,141, 1, 28,232,224, 6,208,242, 32, 0,254, 76,158,

253, 83

306 DATA 84, 85, 86,169, 36,133, 10,169,224,133, 2,165, 2, 48,252, 96,
-1
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Folgend finden Sie das entsprechende Programm zur Schutzab-
frage. Als erstes stellen wir Ihnen das Maschinen-Listing vor. Es
liegt ab $0600 im RAM der Floppy und wird bei $064A gestar-
tet.

0600 LDA $1C00  Control-Port laden

D603 AND #39F Speed auf 0 stellen

0605 ORA #$08 und LED anschalten

0607 STA $1C00  Wert wieder speichern

060A LDA $1C00  Control-Port laden

060D BMI $060A  warte, bis SYNC gefunden

0&60F CLV Byte-Ready-Leitung Ldschen

0610 LDA $1C01 Byte vom Port hoken

0613 LDX #$00 Zahler fGr Bytes auf 0 stellen
0615 BVC $0615  wWarte, bis Byte anliegt

0617 CLV Byte-Ready-Leitung loschen

0618 LDA $1€01 Byte vom Port holen

0618 CMP 30646,X Byte mit Tabelle vergleichen

061E BNE $0642 verzweige, wenn Bytes ungleich (Fehter)
0620 INX Zdhler erhéhen

0621 CPX #305 vergleiche, ob alle Bytes gelesen
0623 BNE %0615  verzweige, wWenn hoch Bytes zu lesen
0625 LDA $1C00  Control-Port laden

0428 BMI $0625 warte, bis SYNC gefunden

062A LDX #$00 Zahler fur

062C LDY #300 SYNC Lénge loschen

062E INX 2éhler erhihen
062F BNE %0632 verzweige, Wenn kein Uberlauf
0631 INY HIGH-Byte erhdhen

0632 LDA $1C00  Control-Port laden

D635 BPL $062E  veriweige, wenn SYNC noch anliegt
0637 CPY #%38 HIGH-Byte mit 38 vergleichen
0639 BCC $0642 Fehler, wenn Wert kieiner

0638 LDA H$FF positive Rickmeldung laden

063D STA $10 und Ubergeben
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063F JUMP $FDYE  Ricksprung
0642 LDA #300 negative Rickmeldung laden
0644 BEQ 30630 unbedingter Sprung

D646 53 54 55 56 A9 Bytes mit denen verglichen wird

O64A LDA #$24 Track-Nummer !aden

DS4E STA $0C und Ubergeben

064E LDA H$EQ Job-Code TEQ* laden

0650 STA 303 und in Job-Speicher schreiben

0652 LDA 303 Job-Speicher laden
0654 BMI %0652 warte, bis Job ausgefiihrt
0656 RTS Ricksprung

Als nichstes folgt der zugehdrige BASIC-Loader:

10 OPEN1,8,15,n1n

20 READ X:IF X=-1THEN 100

25 SU=SU+X

30 PRINT#1,"M-WNCHRS (N)CHRS(6)ICHRS( 1 )CHRS(X)

40 N=N+1:GOTO 20

100 IFSU <> 9524 THEN PRINT™ERROR IN DATAS":STOP

110 INPUT" WELCHER TRACK™;T

120 PRINTHT,"M-WICHRS (75 )CHRS (4 )CHRS(1)CHRS(T)

135 PRINT#1,"M-E"CHR$(74)CHRS(6)

140 FORN=1TO 500:NEXT

145 PRINTH1,"M-RUCHRS( 16)CHR$(OICHRS(1)

150 GETH1,A$:A=ASC (AS+CHR$(0))

170 IFA =255 THENPRINT"SCHUTZ OKM:END

180 PRINT"SCHUTZ ERROR":END

302 DATA173, 0, 28, 41,159, 9, 8,141, 0, 28,173, 0, 28, 48,251,184,
173, 1

304 DATA 28,162, 0, 80,254,184,173, 1, 28,221, 70, 6,208, 34,232,224,

5,208

306 DATA240,173, 0, 28, 48,251,162, 0,160, 0,232,208, 1,200,173, O,
28, 16

308 DATA247,192, 56,144, 7,169,255,133, 16, 76,158,253,169, 0,240,247,
83, 84

310 DATA BS, 86,169, 34,133, 12,169,224,133, 3,165, 3, 48,252, 96, -1



304 Das grofle Anti-Cracker-Buch

6.6.3 Der 3000-SYNC-Schutz

Ein weiteres hervorragendes Schutzsystem, das auf der Anderung
der SYNC-Markierung basiert, soll hier besprochen werden. Es
handelt sich dabei um das Anlegen von zu vielen kurzen SYNC-
Markierungen. Aufgrund ihrer Kiirze und ihrer Dichte passen
bei diesem System iiber 3000 SYNC-Markierungen auf einen
Track (bei einem normalen Track sind es maximal 42). Schon
anhand dieser Aussage werden Sie sich vorstellen kdnnen, dal
ein Kopierprogramm mit diesem Track Probleme bekommen
kann, Die SYNC-Markierungen sind so angelegt, daBl zwischen
den einzelnen Markierongen nur eine 13 Bit lange Nicht-SYNC-
Zone liegt. Die Zonen zwischen den SYNC-Markierungen sind
bis auf eine gleich. Diese eine abweichende Licke dient zur
Orientierung auf dem Track. Um den Schutz zu prafen, wird
gewartet, bis die erwihnte abweichende Liicke gefunden wird.
Daraufhin wird die Anzahl der SYNC-Markierungen gezihlt, bis
der Ausgangspunkt wieder erreicht ist. Die Anzahl der gefun-
denen SYNC-Markierungen darf nicht von der beim Auftragen
des Schutzes gezihlten Anzahl abweichen. Warum es fur das
Kopierprogramm so gut wie unmdglich ist, den Track zu kopie-
ren, ist recht einleuchtend. Aufgrund der Laufwerkschwankun-
gen (die nicht zu vermeiden sind) hat jeder Track beim erneuten
Schreiben desselben eine andere Anzahl von Bytes. Das zweite
Problem, das das Kopierprogramm zu lbsen hat, ist, einen
Anhaltspunkt auf diesem Track zu finden, denn die kleine
Abweichung in der Licke, die uns als Orientierung dient, ist
schwer zu finden, vor allem, wenn man nicht weifl, wonach man
suchen soll.

Bis heute ist kein Kopierprogramm in der Lage, einen solchen
Track originalgetreu zu kopieren.

Nachdem wir uns mit dem Abfragen des Kopierschutzes befalt
haben, wenden wir uns dem Auftragen des Schutzes zu. Beim
Erstellen des Tracks ist einiges zu beachten. Aufgrund der Tat-
sache, daB die Byte-Anzahl beim Schreiben variiert, wird ein
ZAahlen der SYNC-Markierungen auch schon beim Auftragen des
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Schutzes ndtig, um die entsprechende Anzahl danach an das
Priiffprogramm zu #bergeben. Zusdtzlich zu der Anzahl der
SYNCs mufl noch unser Markierungs-Byte bei jedem Auftragen
des Schutzes neu ermittelt werden. Dieses Byte ist ebenfalls
variabel.,

Durch die ;ich bei jedem Auftragen des Schutzes Andernden
Paran'leter sind wir bei diesem System andere Wege gegangen,
um ein komfortables Arbeiten zu gewlhrleisten,

Das folgende BASIC-Programm ermdglicht die Wahl des Tracks,
auf dem der Schutz aufgetragen werden soll. Anders als bei den
bisherigen Beispielen wird es nicht nétig sein, die Kopier-
schutzabfrage bei jedem Abfragen in die Floppy zu schicken.
Stattdessen wird sie hier auf einem zuvor wihlbaren Track und
Sektor gespeichert., Um den Kopierschutz abzufragen, muf}
lediglich der entsprechende Sektor in den Puffer der Floppy
geladen werden, um dort mit "M-E’ ab $0503 gestartet zu wer-
den. Die Riickmeldung nach der Uberpriifung des Schutzes wird
auch, wie bei den anderen Beispielen, in $10 der Floppy abge-
legt. Analog zu den bisherigen Programmen bedeutet die Riick-

meldung $00, dai eine Kopie vorlag. $FF kennzeichnet das
*Original’,

Doch jetzt wellen wir uns nach dieser ausfithrlichen Einleitung
das ‘BASIC—Programm ansehen, das wie beschrieben den
Kopierschutz sowie die Abfrage auf Diskette installiert.

10 PRINTCHR$(147);“BITTE WARTENY

20 FORI=1TO304STEP15:FORJ=0TO14:READAS:B$=RIGHTS(AS, 1)

30 A=ASC(A$)-48:I1FA>STHENA=A-7

40 B=ASC(B%)-4B:IFB>STHENB=B-7

50 A=A*16+B:C=(C+A)AND255:POKEAQ15 141+, A:NEXT:READA: 1FC= A THENC=0:NEXT
:GOTO70

60 PRINTMFEHLER IN ZEILE:";PEEK(63)+PEEK(64)*256:5TOP

70 PRINTCHR$(147)CHRS(17)CHRS(17) 1 INPUT" ERROR TRACK";T
80 IFT>410RT<1THENPRINTCHR$ (145)CHRS( 145)CHRS( 145} :GOTO70
90 PRINT:PRINT:INPUT" TRACK,BLOCK DER KONTROLLE";TK, BX
100 PRINT:PRINT:PRENT" EENGABEN [N ORDNUNG?"
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110
120
130
140
150
160
170
180
EXT
190
200
210
220
230
240
250
260
EXT
270
280
290
300
310
320
330
50
340
350
360
370
380
390
400
410
420
430
440
450
460
470

GETAS:IFAS=H"THEN110

IFA$=YN"THENFORK=1TO B:PRINT CHR$(147):NEXT:GOTO70

PRINT:PRINT:PRINT" DISKETTE EINLEGEN"

GETAS:1FAS="ITHEN140

PRINTCHR$(147);"BITTE WARTEN"

OPEN1,8,15

POKE49159, T: POKE49350, T

FORN=0TO191: PRINT#1, "M-WICHRS(NICHRS(5ICHRS(1)CHRS( PEEK(491524N)):N

PRINT#1,"M-E"CHRS(3)CHRS(5)

PRINT#1,"M-RYCHR$ (254 )CHR$(5)ICHRS(2)

GETH1,A%:POKE4P437  ASC(AS+CHRS(0))

GET#1,A$:POKE49441  ASCCAS+CHRS(D))

PRINTHT, " "M-R"CHRS(128)CHRS(5)ICHRS (1)

GET#1,AS:POKE4A9394  ASC(AS+CHRS(0))

POKE49417,ASC(AS+CHRS(0))
FORN=0TOT14:PRINT#1,"M-W'CHR$(NICHRS(5 YCHRS(1)CHRE( PEEK(493434N)):N

OPEN2,8,2,"#an

PRINT#1,"02 2 0";STR${TK)}; STR$(BK)

PRINTH1,"Ut 2 O";STR$(TK};STR$(BK)

BRINT#1, "M+ EVCHRS (3)CHRS(5)

PRINTH1,"M-RMCHRS( 16)CHRE(0)CHRS (1)

PRINTCHRS(147)

GET#1,AS:lFASC(A$+CHR$(0))<>255THENPR1NT:PRINT“ SCHUTZ ERRORY“:GOTO3

PRINT:PRINT:PRINT:PRINT" SCHUTZ OK®
PRINT:PRINT:PRINT" WEITERE DISKETTE?"
GETA$: [ FAS=""THEN360

IFA$="J9THEN GOTO70

END _

PRINT:PRINT:PRINT' ERNEUTER VERSUCH?*

GETAS: [FA$="NTHENAGD

IFA$="J"THEN160
DATAZ0,13,05,20,42,D0,A9, 24, 85,04, A9,EQ,85,02,A5, 123
DATAO2,30, FC,60,AD,00, 1C, 29, 9F,09,08,80,00,1C,20, 249
DATAOE, FE,AD,10,A2,00,A9,27,80,01,1¢,50, FE, BB, A9, 135
DATAFF,80,01,1C,50, FE,BS,CA,DO,ED,B88,D0,EA, A9, FF, 32
BATABD,01,1C,50,FE,B8,50, FE,B8,50,FE,B8,A9,33,80, 37
DATAD1, iC,50, ¥k, B8, 20,00, FE,AD,00,1C, 30, FB,B8,AD, 154
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480 DATAO1,1C,A2,00,50,FE,B8,AD,01,1¢C,C9, 27, FO,EB, 80, 231
490 DATA80,05,8D,97,05,AD,00, 1C,30,FB,B8,AD, 01, 1C,A2, 198
500 DATA00,50,FE,B8,AD,01,1C,C9,37,00,E8,A2,00,A0,00, 205
510 DATAAD,00,1C,30, FB,B8,AD,01,1C,50, FE,BB,AD,01,1C, 70
520 DATAC9,37,F0,0A,E8,D0,EA,C8,D0,E7,A9,03,F0,19,8E, 94
530 DATAFE,05,8¢C,FF,05,C0,08,90,09,C0,08E,B0,05,A9,01, 36
540 DATA4C,69,F9,C6,37,D0,83,A9,03,D0,F5,20,13,05,20, 247
550 DATA42,D0,A9,24,85,04,A9,E0,85,02,A5,02,30,FC,60, 177
560 DATAA9,05,85,37,AD,00,1C,29,9F,09,08,8D,00,1C,AD, 98
570 DATA0O,1C,30,FB,B8,AD,01,1C,A2,00,50, FE,B8,AD,01, 31
580 DATA1C,C9,37,D0,EB,A2,00,A0,00,AD,00,1C, 30, FB,B8, 197
590 DATAAD,01,1C,50, FE,B8,AD,01,1C,¢9,37,F0,04,E8,D0, 76
600 DATAEA,C8,D0,E7,A9,00,F0, 19, 8E, FE, 06, 8¢, FF,06,E0, 30
610 DATA31,D0,08,C0,0C,D0,07,A9, FF,85,10,4C, 9E, FD,C6, 153
620 DATA37,D0,B1,A9,00,F0,F3,00,00,00,00,00,00,00,00, &8

Die in den Datazeilen stehenden Daten entsprechen den Maschi-
nenspracheteilen (Auftragungs- und Abfrageprogramm), die
zuerst in den Speicherbereich ab $C000 des C64 geschrieben
werden, von wo sie nach der Ubergabe der Parameter in die
Floppy geschrieben und dort gestartet werden. Auf die einzelnen
Maschinenspracheprogramme werden wir spiter noch eingehen,
Gleich im AnschluB an dieses Programm stellen wir Ihnen das
entsprechende Abfrageprogramm vor,

0 PRINTCHRS(147)

5 INPUTMTRACK,SEKTOR DES ABFRAGEBLOCKS ":T,S
10 OPEN1,8,15:0PEN2, 8,2, "#21

20 PRINT#1,4Ut 2 O STRE(T);STRE(S)

30 PRINT#1,"M-EMCHRS(3)CHRS(S)

40 PRINTH1,"M-RNCHRS(16)CHRS (O)CHRS( 1)

50 GET#1,A$:1FASC(AS+CHRS(0))<>255THENPRINT" SCHUTZ ERRORM:END
60 PRINT™ SCHUTZ OKM

Der einzugebende Track und Sektor richtet sich nach der Ein-
gabe, die Sie beim Erstellen des Schutzes gemacht haben.

Fir diejenigen, die sich noch niher mit diesem Schutz befassen
wollen, folgen nun die zugehdrigen Assemblerlistings zum Auf-
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tragen und Abfragen desselben. Beide Programme werden ab 0541 CLV Byte-Ready-Leitung loschen
30503 gestartet. Als erstes zeigen wir Ihnen das Programm zum 0542 BVC $0542  warten, bis Byte geschrieben
Auftragen des Schutzes, 0544 CLV Byte-Ready-Leitung léschen
: 0545 BVC $0545  warten, bis Byte geschrieben
0500 JSR $0513  “JMP' zum Uberspringen des Hauptprogramms 0547 CLV Byte-Ready-Leitung ldschen

0548 LDA #$33 Markierungs-Byte laden

054A STA $1C01  und zum R/W-Kopf schicken
054D BVC $054D  warten, bis Byte geschrieben
054F CLV Byte-Ready-Leitung léschen

Das Programm wird hier gestartet:

0503 JSR $D042 Disk initialisieren
0506 LDA #%24 Track-Nummer Laden
0508 STA $DA und an Job UGbergeben

Hier beginnt der Uberpritfungsteil der zuvor geschriebenen Spur:
050A LDA #SEO  Job-Code 'ED' laden

050C STA 302 und in Job-Speicher schreiben 0550 JSR SFEOO0  R/M-Kopf auf Lesen schalten

050E LDA $02 auf Rickmeldung vom Job warten 0553 LDA $1C00  Control-Port laden

0510 BMI $050E  verzweige, wenn keine Rickmeldung 0556 BMI 30553  warten, bis SYNC-Signal anliegt

0512 RTS Rucksprung 0558 CcLV Byte-Ready-Leitung l&schen
0559 LDA $1CG1 Port freimachen

0513 LDA $1C00 Conmtrol-Pert laden : 055C MOP

0516 AND #$9F  Speed auf Null stellen i 055D NOP

0518 ORA #%08 und LED anschalten ; 055E BVC $055E  warten, bis Byte gelesen

051A STA $1C00  Wert speichern 0560 CLV Byte-Ready-Leitung ldschen

051D JSR $FEDE  Track mit $55 ldschen | 0561 LDA $1C01  Byte vom Port holen
0520 LDY #840  Zéhler fur Anzahl der zu schreibenden i 0564 CMP #$27  mit Normalwert vergleichen

0522 LDX #3800 $27, $FF Blocke auf 4096 stellen 0566 BEQ %0553  weitersuchen, bis Markierung gefunden
0524 LDA #827 erstes zu schreibendes Byte laden 0568 STA 30580 Markierungs-8yte an die

0526 STA $1C01T  und zum R/W-Kopf schicken 056B STA %0597  entsprechenden Stellen schreiben
0529 BVC 30529 warten, bis Byte geschrieben 056E LDA $1C00 Control-Port laden

052B CLV Byte-Ready-Leitung ldschen 0571 BMI $056E warten, bis SYNC-Signal anliegt
052C LDA #$FF zweites zu schreibendes Byte laden

ﬁ 0573 CLV Byte-Ready-Leitung lodschen
052E STA $1C01  und zum R/W-Kopf schicken 0574 LDA $1C01  Port freimachen
0531 BVC $0531 warten, bis Byte geschrieben 0577 NOP
0533 cLv Byte-Ready-Leitung ldschen 0578 NOP
0534 DEX Zahler verringern P 0579 BVC $0579 warten, bis Byte anliegt
G535 BNE $0524  verzweige, wenn kein Unterlauf 0578 CLV Byte-Ready-Leitung {dschen
0537 DEY HIGH-Byte verringern 057C LDA $1CO1 Byte vom Port holen
0538 BNE $0524  verzweige, wenn noch Bytes zu schreiben 057F CMP #337 mit Markierungs-Byte vergleichen

053A LDA #$FF $FF (SYNC-Byte) laden
053C STA $1C01  und zum R/W-Kopf schicken
053F BVC $053F warten, bis Byte geschrieben

0581 BNE $056E  weitersuchen, wenn kein Markierungs-Byte
0583 LbX #%00 Zihler fur Anzahl der SYNCs auf
0585 LDY #%00 Null setzen
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0587 LDA $1C00
058A BMI $0587
058C CLV

058D LDA $1C01
0590 BVC 30590
0592 CLV

0593 LDA $1CD1
0596 CMP #3317

0598 BEQ $05A4
05%A INX

0598 BNE $0587
0590 INY

059E BNE 30587
05A0 LDA #803

05A2 BEQ $05BD

05A4 STX $05FE
05A7 STY $OSFF
05AA CPY #30B
QSAC BCC $05BY
OSAE CPY #$0E
0580 BCS $05B7
0582 LDA #%01
05B4 JMP $F369
05B7 DEC $37
0589 BNE $0B4E
05BB LDA #%03
05BD BNE $05B4

Nach dem Auftragungsprogramm nun das Abfrageprogramm,

Control-Port laden

warten, bis SYNC-Signal anliegt
Byte-Ready-Leitung Loschen

Port freimachen

warten, bis Byte gelesen
Byte-Ready-Leitung Ldschen

Byte vom Port holen

mit Markierungs-Byte vergleichen
weitersuchen, bis Markierungs-Byte gefunden
Zidhler fir SYNCs erhdhen
verzweige, wenn kein Uberlauf
HIGH-Byte des Zihlers erhdhen
verzweige, wenn kein Uberlauf
sonst Fehlermeldung laden

und Ubergeben, Rlcksprung

Z2dhlerwerte

speichern

Zahler auf Zuldssigkeit prifen
erneuter Schreibversuch, wenn falscher Wert
Zidhler auf Zulassigkeit prifen
erneuter Versuch, wenn nicht zuléssig
positive Rickmeldung laden

und Ubergeben, Ricksprung

Zdhler fur Fehlversuche verringern
verzweige, wenn noch Versuche erlaubt,
sonst negative Rickmeldung laden

und Ubergeben, Rlcksprung

welches auch ab $0503 im Speicher der Floppy gestartet wird:

0500 JSR $0513

'JMPT zum Dberspringen des Hauptprogramms
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Das Programm wird hier gestartet;

0503
0506
0508
0504
050C
050E
0510
0512
0513
0515
0517
051A
051c
051E
0521
0524
0526
0527
052R
0528
052C
052E
052F
0532
0534
0536
0538
053A
053D
053F
0540
0543
0545
0546
0549
0548
054D
054E

JSR
LDA
STA
LDA
STA
LDA
BMI
RTS
LDA
STA
LDA
AND
ORA
5TA
LDA
BME
CLV
LDA
NOP
NOP
BVC
CLV
LDA
CMp
BNE
LDX
LDY
LDA
BMI
CLV
LDA
BVC
CLV
LDA
CMP
BEQ
INX
BNE

$D042
R$24
$0A
#SE0
$02
302
$050E

#305
$37
$1C00
#SOF
#308
$1C00
$1C00
$0521

$1C01

$052C

$1C01
#$37
$0521
#$00
#3500
$1C00
$053A

$1C01
$0543

$1C01
HE3T
$0557

$053A

Disk initialisieren
Track-Nummer laden

und an Job Ubergeben

JOB-Code ‘EO' laden

urd in Job-Speicher schreiben
warten, bis Rickmeldung

vom Job erfolgt

Ricksprung

Zdhler fir Anzahl der Fehlversuche laden
und Wert speichern

Control-Port Laden

Speed auf Null stellen

und LED anschakten

Wert speichern

Control-Port laden

warten, bis SYNC-Signal anliegt
Byte-Ready-Leitung Ldschen

Port wieder freimachen

warten, bis Byte anliegt
Byte-Ready-Leitung ldschen

Byte vom Port holen

vergleiche, ob Markierungs-Byte gelesen
erneut lesen, wenn nicht gefurnden
Zahler fir Anzahl der SYNC-Markierungen
auf Null stellen

Control-Port laden

warten, bis SYNC-Signal anliegt
Byte-Ready-Leitung ldschen

Port freimechen

warten, bis Byte gelesen
Byte-Ready-Leitung ldschen

Byte vom Port holen

mit Markierungs-Byte vergleichen
verzweige, wenn gefunden

Zdhler fir Anzahl der SYNCs erhdhen
verzweige, wenn kein Uberlauf
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0550 INY HIGH-Byte des Zahlers erhdhen
0551 BNE 3053A veriweige, wenn kein Uberlauf
0553 LDA #300 sonst negative Rlckmeldung laden
0555 BEQ $0570 unbedingter Sprung

0557 STX $04FE  Zdhlerwerte

055A STY $04FF  speichern

055D CPX #$31 Zéhler auf Richtigkeit prifen
055F BNE $056C  verzweige, wenn Wert falsch

0561 CPY #$0C HIGH-Byte des Zahlers (berpriifen
05463 BNE $054C  verzweige, wenn Wert falsch

0565 L.DA #H$FF positive Riickmeldung Laden

0547 STA %10 und Wert ibergeben

0569 JMP $FDSE  RUcksprung

054C DEC $37 Zdhler fir Fehler verringern
056E BNE $0521 erheuter Versuch, wenn noch er{aubt
0570 LDA #300 sonst negative Rlckmeldung laden
0572 BEQ 30567 unbedingter Sprung

6.6.4 Daten ohne SYNC-Markierung

In diesem Kapitel soll ein Kopierschutz besprochen werden, der
mit gutem Erfolg professionell eingesetzt wird. Er basiert auf
der Tatsache, daB3 Daten ohne eine SYNC-Markierung auf einen
Track geschrieben, aber trotzdem ohne weiteres abgefragt wer-
den kdnnen. Dieses System ist ohne aufwendige Programme zu
verwirklichen,

Wahrscheinlich werden Sie jetzt verstindnislos mit dem Kopf
schiitteln, denn ohne SYNC-Markierung liuft bei der Floppy-
Programmierung normalerweise nichts.

Kommen wir jetzt zur ErkMrung des Systems. Ein Track wird
von allen SYNC-Markierungen befreit und vollstindig mit einer
bestimmten Byte-Kombination beschrieben. Beginnt man nun,
die Bytes auf dem Track zu lesen, findet man irgendwann die
gewiinschie Byte-Kombination. Das Ganze hat jedoch einen
Haken, denn nach diesem System kann es sehr lange dauern, bis
die richtigen Daten gefunden werden. Warum dies so ist, 140t
sich an einem Beispiel zeigen.
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Stellen wir uns vor, wir hitten einen Track vollstindig mit dem
Byte $33 beschrieben, dessen Bitkombination wie folgt aussieht:

$33 $33 $33 = 00110011 00110011 00110011

Wenn wir anfangen, Daten von diesem Track zu lesen, ist jedoch
nicht gewdhrleistet, daB die ersten Bits, die der Controller regis-
tiert, auch wirklich zwei Null-Bits sind. Solite das nicht der Fall
sein, d.h. findet er beispielsweise zuerst die Bits 0 und 1, dann
wird immer anstelle der $33 eine $66 gefunden. Genauso ist es
mdglich, daBB $CC oder $99 erkannt wird.

Da es beim Lesen von Daten immer wieder dazu kommt, daf3
Bits "verschluckt" werden, falls zuvor der Controller nicht mit
einer SYNC-Markierung synchronisiert wurde, kommt es somit
auch zu einer Verliinderung der Daten, die auf dem Track
gefunden werden, so daB auch irgendwann das Byte $33 gefun-
den wird, was aber unter Umstinden erst recht spat geschieht.

Sie werden sich sicher vorstellen kénnen, daB das Auffinden
einer ganzen Byte-Kombination noch zeitaufwendiger ist. Es
kann vorkommen, dafll eine Byte-Kombination von drei Bytes
erst nach 50000 oder mehr Leseversuchen gefunden wird. Aus
diesem Grund sind wir bei unserem Schutz andere Wege gegan-
gen.

Wir haben nach mehrmaligem Schreiben unserer Byte-Kombina-
tion die Bits der Daten um ein Bit verschoben und das letzte Bit
am Ende wieder angehingt. Ubertragen auf das Beispiel mit der
$33 bedeutet das, daB wir den Track mit $33, $66, SCC und $99
beschreiben.

$33 = 00110011
$66 = 01100110
$CC = 11001100
$66 = 10011001
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Wenn wir nach diesem Prinzip vorgehen, mull der Controller,
unabhingig davon, welche Bits er zuerst gefunden hat, sehr
schnell unsere gewiinschten Daten finden.

Unser Kopierschutzerstellungsprogramm befreit einen Track von
allen SYNC-Markierungen und schreibt 42mal die Bytefolge
$2F, $53, $77 auf den Track. Daraufhin werden die Bits der
drei Bytes, wie geschildert, um ein Bit verschoben und die
neuentstandenen Bytes erneut 42mal geschrieben, Diese Prozedur
wiederholt sich so lange, bis jede mogliche Bit-Kombination auf
Iisk geschrieben wurde.

Im folgenden zeigen wir Thnen das entsprechende Programm, das
einen solchen Kopierschutz erzeugt. Das Programm wird ab
$054B in der Floppy gestartet.

0500 LDA $1C00  Control-Port laden

0503 AND #$9F Speed auf Null stellen

0505 ORA #%08 LED anschalten

0507 STA $1C00  Wert speichern

050A JSR $FEOE  Track mit $55 beschreiben
050D LDA #$2F erstes zu schreibendes Byte

050F STA %06 speichern
0511 LDA #$53 zwejtes Byte
0513 STA $07 speichern
0515 LDA #$77 drittes Byte
0517 STA $08 speichern

0519 LDX #3$30
051B LDY #$2A
051D LDA %06
051F STA $1C01
0522 BVC $0522
0524 CLV

0525 LDA $07
0527 STA $1c01
052A BVC $052A
052C CLV

0520 LDA 308
052F STA $1C01

Zdhler fir Anzahl der Byte-Kombinationen
Zdhler flr Anzahl der gleichen Byte-Folgen
ersten Wert laden

und zum R/W-Kopf schicken

warten, bis Byte geschrieben
Byte-Ready-Leitung léschen

Iweites Byte holen

und zum R/W-Kopf schicken

warten, bis Byte geschrieben
Byte-Ready-Leitung léschen

drittes Byte laden

und zum R/W-Kopf schicken

(R SR
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0532 BVC $0532
0534 cLv

0535 DEY

0536 BNE $051D
0538 AsL s08
053A ROL $07
053C ROL $06
053E BCC $0542
0540 INC $08
0542 DEX

0543 BNE $051B
0545 JSR SFEQO
0548 JMP $FDYE

warten, bis Byte geschrieben
Byte-Ready-Leitung ldschen

Zidhler verringern

verzweige, wenn noch Bytes zu schreiben
zu schreibende Werte um

ein Bit

nach links schieben

verzweige, wenn letztes Bit geldscht war
sonst Bit vorne wieder einfiigen

2éhler verringern

verzweige, wenn noch Bytes 2u schreiben
R/W-Kopf auf Schreiben schalten
Ricksprung

Das Programm wird hier gestartet:

0548 LDA #$24
054D STA $0A
054F LDA #SEO
0551 STA $02
0553 LDA $02
0555 BMI %0553
0557 JMP $D042

Track-Nummer Laden

und lbergeben

Job-Code 'EQ' Laden

und in Job-Speicher schreiben

warte, bis Rlickmeldung erhalten
verzweige, wenn noch keine Rickmeldung
Disk initialisieren, Riicksprung

Im Anschlul an das Assembler-Listing folgt nun der dazugehé-
rige BASIC-Loader, der eine Eingabe des Tracks erlaubt, auf
den der Schutz aufgetragen werden soll:

10 OPEN1,8,15, 1"

20 READ X:1F X=-1THEN 100

25 sU=$U+X

30 PRINT#1,"M-W"CHRS(N)CHRS (5 )CHRS ¢ 1)CHRS(X)

40 N=N+1:60TO 20

100 IFSU <> 9205 THEN PRINTMERROR IN DATAS":STOP
110 INPUT "TRACK-NUMMER™; T

120 PRINT#1,"M-W"CHR$(76)CHRS(S)CHRS( TICHRS(T)
130 PRINT#1,"M-E"CHR$(75 )CHRS(5)
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150 CLOSE1

302 DATA173, 0, 28, 41,159, 9, 8,141, 0, 28, 32, 14,254,169, 47,133,
6,169

304 DATA 83,133, 7,169,119,133, 8,162, 48,160, 42,165, 6,141, 1
80,254

306 DATA184,165, 7,141, 1, 28, 80,254,184,165, 8,141, 1, 28, 80,254,

184,136

308 DATA208,229, &, B8, 38, 7, 38, 6,144, 2,230, 8,202,208,214, 32,
0,254

310 DATA 76,158,253,169, 36,133, 10,169,224,133, 2,165, 2, 4B,252, 76,
66,208

312 DATA -1

28

r I

Unser Abfrageprogramm arbeitet wie bereits beschrieben. Es
fingt an, Daten auf dem Track zu lesen, und vergleicht diese
auf ihre Richtigkeit. Solite nach ca. einer Umdrehung noch nicht
die richtige Byte-Kombination gefunden worden sein, so wird
eine negative Rickmeldung an den Computer iibergeben. Ande-
renfalls wird noch iberpriift, ob sich auf dem Track eine
SYNC-Markierung befindet, Beim Auffinden einer solchen wird
ebenfalls eine negative Rickmeldung iibergeben.

Als nichstes zeigen wir Thnen das dazugehbrige Abfragepro-
gramm, das ab $0644 gestartet wird.

0600 LDA $1C00  Control-Port laden

0603 AND #39F Speed auf Null stellen

0605 ORA #$08 LED anschalten

0607 STA $1C00  Mert speichern

060A LDX #820 Zdhler fiir Fehlversuche

060C LDA #300 LOW-Byte des Zdhlers

D6DE STA $11 setzen

0610 LDY #3$02 Zeiger auf zu vergleichendes Byte
0612 B8VC $0612 warten, his Byte gelesen

0614 CLV Byte-Ready-Leitung ldschen

0615 LDA $1C01  Byte vom Port laden

0618 CMP $0653,Y mit Byte aus Taebelte vergleichen
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0618 BNE $0639 verzuweige, wenn ungleich
061D DEY sonst Zeiger auf Byte verandern
061E BP1 %0612 warten, bis alle Bytes verglichen

Im folgendem Programmteil wird die Existenz einer SYNC-Mar-
kierung uberpriift.

0620 LDX #320 Zahler fir Lange des Tracks
0622 LDY #300 LOW-Byte des Zdhlers

0624 LDA $1C00  Control-Port laden

0627 BPL $0640 Fehler, wenn SYNC gefunden

0629 NOP

062A NOP

0628 NOP

062C DEY 2ahler verringern

062D BNE $062&4  verzweige, wenn kein Unteriauf
062F DEX HIGH-Byte verringern

0630 BNE $0624  verzweige, wenn noch nicht fertig
(632 LDA #$FF positive Rickmeldung laden

0634 STA $11 und Ubergeben

0636 JMP $FDYE  Ricksprung

0639 DEC $11 Zdéhler far Fehler verringern

0638 BNE %0613  verzueige, wenn noch weitere Versuche
043D DEX HIGH-Byte cdes Z&hlers verringern

063E BNE $0813  verzwelge, wenn noch weltere Versuche
0640 LDA #%00 negative Rlckmeldung laden

0642 BEQ $0434  unbedingter Sprung

Das Programm wird hier gestartet:

0644 LDA #$24 Track-Nummer |aden

0646 STA $0C und Ubergeben

0648 LDA #3EO Job-Code 'EQ' laden

064A STA $03 und in Job-Speicher schreiben

064C LDA 303 Rlckmeldung abwarten

064E BMI $064C  verzweige, wenn noch keine Rickmeldung
0650 JMP $D042 Disk initialisieren, Ricksprung
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04653 77 53 2F Daten, die auf dem Track gesucht werden

Nun folgt wieder der dazugehdrige BASIC-Loader;

10 OPEN1,8,15,n["

20 READ X:{F X=-1THEN 100

25 SU=S5U+X

30 PRINT#1, "M-WICHRS(N)CHRE(E)CHRS(1)CHRS(X)

40 N=N+1:GOTO 20

100 IFSU <> 10459 THEN PRINT"ERROR IN DATAS":STOP

110 INPUT WTRACK-NUMMER";T

120 PRINTH#1, "M-W'CHRS C69)ICHRS (6)CHRE(1ICHRE(T)

130 PRINT#1,"M-EV'CHRS(S8)CHRS(6)

140 FORN=1 TO 500:NEXT

150 PRINT#1,"M-R"CHR$¢17)CHRS COICHRS( 1)

160 GET#1,A$

170 IF ASCCA$+CHRS$(0))<>255 THENPRINT® SCHUTZ ERRORM:END

180 PRINT™ SCHUTZ QK"

302 DATA173, ©, 28, 41,159, 9, 8,141, 0, 28,162,128,169, 0,133, 17,

160, 2

304 DATA 80,254,184,173, 1, 28,217, 83, 6,208, 28,136, 16,242,162, 32,

160, 0

306 DATAIT3, 0, 28, 16, 23, 234,234,234,136,208,245,202,208,242,169,255

,133

308 DATA 17,76,158,253,198, 17,208,211,202,208,208,169, 0,240,240,169,

LT3

310 DATA133, 12,169,224,133, 3,165, 3, 48,252, 76, 44,208,119, B3, 47,
-1

6.7 Der "Disketten-Killer"

Falls Ste nicht wissen, wie Sie eine Kopierte Diskette zerstdren
sollen, nachdem festgestellt wurde, daB es sich um eine Kopie
handelt, so haben wir hier eine kurze, aber nichtsdestoweniger
wirkungsvolle Methode anzubieten,

Bei dieser Methode handelt es sich um einen BASIC-Einzeiler,
der den R/W-Kopf der Floppy auf den Schreibbetrieb umschal-
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tet und dadurch alle Daten lgscht, tber die sich der Kopf
bewegt. Simtliche Disketten, die in das Laufwerk geschoben
werden, werden zerstdrt, sobald sich der Laufwerksmotor zu
drehen beginnt. Das einzige, was Sie vor diesem "Killer" schiitzt,
ist das Ausschalten des Laufwerks.

10 OPENT,B,15:PRINTH1,"M-WM"CHR$(12)CHRS(28)CHRS( 1)CHRE(200) :PRINT#1,"In
1CLOSE1

Achtung! Dieses Programm zerstdrt (mindestens) die Tracks | bis
18, das heildt, alle darauf befindlichen Daten sind so unwieder-
bringlich geldscht, als wenn Sie die Diskette formatiert hitten.
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7. Wie man sich gegen Knackmodule schiitzt

7.1 Einleitung

Im Zuge der in allen Bereichen der Technik um sich greifenden
Rationalisierung hat man es vor einigen Monaten geschafft, den
ersten Schritt zur Wegrationalisierung der "Knacker" zu tun.
Damals erschienen die ersten vollautomatischen Knackmodule.
Diese Module bestehen meistens aus einer in ein Gehiuse ge-
packten Platine mit einem Druckknopf oder Schalter. Man
braucht nur das Modul in den Modulport des C64 einzustecken,
dann das geschiitzte Programm zu laden, und nachdem dieses
Programm seinen Kopierschutz abgefragt hat, den Knopf zu
betitigen. Das Modul speichert dann den gesamten Speicher-
mhalt des Rechners, oft sogar gepackt und mit einem Schnell-
lader versehen, auf einer Diskette oder Kassette ab, selbstver-
stindlich ohne Kopierschutz. Wenn man das Programm wieder
einlddt und startet, wird der Rechner in denselben Zustand wie
zum Zeitpunkt des Knopfdruckes versetzt. Wie man sein Pro-
gramm gegen solche Module sichert, soll in diesem Kapitel be-
schrieben werden.

7.2 Yorliufer der Knackmodule

Wie kam es iiberhaupt zu der Entwicklung von Knackmodulen?
Viele Raubkopierer, denen es zu miithsam war, sich um einen
Programmschutz herumzuwinden, gingen dazu iiber, mit Hilfe
eines RESET-Schalters aus dem laufenden Programm herauszu-
springen und die benutzten Teile des Speichers abzuspeichern.
Sie brauchten dann nur noch die Startadresse herauszusuchen,
und schon war die Kopie fertig. Die Programmierer, die das
stdrte, brachten in ihren Programmen eine *CBMS8(Q’-Kennung
unter, wodurch ein RESET wirkungslos wurde. An dieser Stelle
tauchten die ersten Module und Betriebssysteme auf, die speziell
das "Knacken" unterstiitzen sollten. Mit ihnen war es moglich,
die 'CBM80’-Kennung zu umgehen. Einige unterstiitzten sogar
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das Sichern von Speicherbereichen, die normalerweise bei einem
RESET grundsitzlich geldscht wurden. Folgende Bereiche sind
davon betroffen:

$000C-80101
$0200-$0802
$A000

$D000-$DDOF
$FD30-$FD4F

0- 257 Systemedressen
512- 204B Systemadressen und Bildschirm
L0940 durch RAM-Test geloscht
53248-56591 1/0-Bereich
64816-64847 beim Initialisieren der Vektoren

Gegen die meisten "Knack"-Betriebssysteme kann man sich
schon dadurch schiitzen, indem man wichtige Programmteile im
Bereich $0400 (=1024) bis $07FF (=2048) unterbringt. Dazu mull
man aber den Bildschirmspeicher, der normalerweise ab $0400
liegt, in einen freien Teil des Speichers verschieben. Folgendes
Programm legt den Bildschirmspeicher nach $CC00 und den
Anfang des BASIC-Speichers nach $0400, was zwei Effekte hat:
Einerseits erhilt man so ein Kilobyte mehr Speicherplatz fir
seine Programme, andererseits wird bei einem RESET der An-
fang des BASIC-Programms unwiederbringlich geldscht.

100 FORI=1TOSSSTEP15:FORJ=0TO14:READAS: BS=RIGHTS(AS, 1)
105 A=zASC(AS)-48:[FA>FTHENA=A-7

110 B=ASC(B$)-48: [FB>9THENB=B-7

120 A=A*16+B:C=(C+AIAND25S :POKELDT51+1+J A

125 NEXT:READA:1FC=ATHENC=0:NEXT:SYS49152:NEW

130 PRINTUFEHLER IN ZEILE:";PEEK(63)+PEEK(64)*256:$TOP
300 DATA78,A2,33,86,01,A0,00,84,FB,A9,D0,85,FC,B1,FB, 153
301 DATAES,O01,91,FB,86,01,C8,D0,F5,E6,FC,AS, FC,C9,E0, 179
302 DATADO,ED,A9,37,85,01,58,A0,00,bD,29,FC,80,00,0D, 148
303 DATAA9,35,8D,18,D0,A9,CC,80,88,02,8C,00,04,C8,84, 187
304 DATAZB,A9,04,85,2C,A9,93,4C,D2, FF, A4 A, Ad Ab AL, 22

Assemblerlisting:
C000 SEI interrupts sperren
C001 LDX #333 Speicherkonfiguration umstellen:

003 STX $01 Zeichen-ROM einschalten
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CO05 LOY #800 Schteifenzahler $FB/$FC auf
CO07 STY SFB $0000 setzen
CO09 LDA #$DO

COOB STA $fC
COOD LDA ($FB},Y Byte aus Zeichen-ROM holen

COOF INC %01 RAM in $D0D00 einschalten

CO11 STA (3FB),Y Byte in RAM schreiben

CO13 STX 301 Zeichen-ROM einschalten

C015 INY Schleifenzdhler LOW erhdhen

C016 BNE $CO0D verzweige, wenn ungleich null
CO18 INC $FC Schieifenzéhler HIGH erhdhen
COMA LDA $FC schon den

CO1C CMP #$EO Bereich $E000 erreicht?

CO1E BNE $COOD verzweige, wenh nein

C020 LDA #3%37 alte Speicherkonfiguration

cO22 STA $01 wieder herstellen

C024 CLI Interrupts zulassen

C025 LDA $DDOQ VIC auf

CO028 AND H$FC obersten 16K-Bereich

CO2A STA $DDOO einstellen

CO02D LDA #$35 Bildschirmspeicher bei $CC00 und
CO2F STA 3D018 Zeichengenerator bei $D000

CO32 LDA #$CC Adresse des Bildschirms dem

CO34 STA 30288 Betriebssystem mitteilen

€037 STY $0400 Nult an neuen BASIC-Speicher-Anfang
CO3A INY $0401 in

CO3B STY $2B den Zeiger auf den BASIC-Anfang
CO3D LDA #%04 $2B/%2C schreiben

CO3F STA $2C

CO41 LDA H3$93 $93 (=147) ist ASCII-Wert flr CLR/HOME
C043 JMP $FFD2 BASOUT, hier: Bildschirm lLéschen

Am besten arbeiten Sie mit dem Programm so, daB Sie den
NEW-Befehl in Zeile 125 durch einen LOAD-Befehl ersetzen,
der das eigentliche Hauptprogramm in den Speicher bringt.
Dieses solte als erstes den Befehl '"CLR’ ausfithren, damit keine
Probleme mit Variablentiberlappungen auftreten kénnen. AuBer-
dem darf dieses Programm ohne das vorhergehende Ladepro-
gramm nicht lauffihig sein, was sich am einfachsten durch die
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Ubergabe eines Wertes von dem ersten Programm an das zweite
per POKE in eine freie Speicherstelle realisieren 148t. Das ganze
kdnnte zum Beispiel so aussehen: Nach erfolgter Kopierschutz-
abfrage in dem Teil, der den DATA-Lader enthilt, wird der
Befehl 'POKE 2,123" benutzt. Im Hauptprogramm wird dann ab-
gefragt, ob der Wert der Speicherstelle Zwei wirklich gleich 123
ist, Falls nein, wird das Programm abgebrochen. Es ist wohl un-
nétig, zu erwihnen, dal3 Sie daran denken, Ihr Programm gegen
die Einblicke anderer zu schiitzen.

Gegen gute Knackmodule wird man mit dieser Methode aller-
dings nicht sehr weit kommen, da diese immer ber ein eigenes
RAM verfiigen, in das sie die Speicherbereiche, die sie bendti-
gen, hintiberretten, also auch den Bildschirmspeicher. Um sich
auch hiervor zu sichern, mufl man schon schwerere Geschiltze
auffahren.

7.2 Knackmodule neueren Datums

Alle Schutzmethoden gegen Knackmodule haben eines gemein-
sam: sie enthalten eine periodisch oder auch nur an wichtigen
Stellen des Programms aufgerufene Schutzabfrage, da ein nur
einmalig abgefragter Kopierschutz gegen ein solches Modul
sinnlos ist. Es hingt unter Umstinden stark von dem Programm
ab, wie man diese Abfrage installiert. Zum Beispiel kénnte man
in einem "Adventure" alle 100 Schritte den Spieler fragen, wel-
ches Wort sich auf einer bestimmten Seite der Anleitung an
einer bestimmten Stelle befindet. Allerdings lassen sich Anlei-
tungen ebenfalls kopieren, wenn auch meist mit griBerem Auf-
wand als Programme, Daher gehen einige Firmen dazu uber,
ihren Programmen eine spezielle Linse beizufiigen, chne die es
nicht md&glich ist, die von Zeit zu Zeit verschliisselt angezeigten
Buchstaben zu entziffern. Solche Schutzsysteme stellen nicht nur
ein Handikap gegeniiber den "Knackern" dar, sondern auch eine
Zumutung gegeniiber dem Anwender. Auflerdem animieren so
geschiitzte Programme gerade dazu, den Schutz zu entfernen, da
eine ungeschiltzte Kopie wesentlich anwenderfreundlicher ist.
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Sinnvoller und mit Sicherheit von keinem Knackmodul zu ko-
pieren ist das mehrfache Abfragen des auf der Diskette ange-
brachten Schutzes. Dies sollte am besten dann geschehen, wenn
das Programm Daten nachlidt. Falls man gréBeren Aufwand
treiben will, kann man auch ein komplett neues Diskettenformat
verwenden. Man sollte aber darauf achten, daB der Anwender
davon nicht betroffen wird, also seine geschiitzten Disketten
nicht d8fter wechseln mubB als die ungeschiitzten.

Was aber, wenn Ihr Programm nach Einladen des Hauptpro-
gramms nur noch mit einer Datendiskette arbeitet und die Ori-
ginaldiskette nicht mehr bendétigt? Oder was, wenn Sie Ihr Pro-
gramm gar nicht auf einer Diskette unterbringen, sondern auf
einer Kassette?

Betrachten wir zuerst den Fall, daB eine Diskettenstation vor-
handen ist. Dann ist es am einfachsten, nach erfolgter Kopier-
schutzabfrage einige Bytes, wenn nicht sogar ein komplettes
Programm, im Speicher der Floppy abzulegen und regelm#Big
das Vorhandensein dieser Bytes abzufragen. Bet normalem Dis-
kettenbetrieb bleiben folgende Speicherstellen ungenutzt:

Hexadezimal Dezimal
0005 5

0010 s 0011 16 7 17
0014 / 0015 20 7 21

0018 27
0010 29
001F 3
0021 33
0023 35
0035 53
0037 55
0038 / 003C 39 7 60
0046 70
0096 150
0100 256
0102 7/ 0103 258 / 259
02FB 763

02FD 765
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Mit folgendem Befehl schreibt man ein oder mehrere Bytes in
eine bestimmte Speicheradresse der Floppy:

OPEN 1,8,15, "M-W'+CHR$(LOW-Byte )+CHRS (HIGH-Byte)
+CHR$(Anzahl }+CHRS(Bytel }+CHRS (Byte2)+. ., :CLOSE 1

Die Bezeichnungen LOW- und HIGH-Byte beziehen sich auf die
Anfangsadresse des zu belegenden Bereichs. Beispiel; Sie wollen
in die Speicherstelle 258 den Wert 123 eintragen. Die Anzah! der
zu sendenden Bytes betrigt eins, das LOW-Byte von 258
(=%$0102) ist zwei, das HIGH-Byte eins. Der Befehl sieht dann so
aus:

OPEN 1,8,15,"M-W"+CHRS$(2)+CHRE(1)+CHRE( 1) +CHRS$(123) :CLOSE 1

Um den Inhalt einer Speicherstelle wieder auszulesen, bendtigt
man folgenden Befehl:

OPEN 1,8,15,"M-R"+CHR$(LOW-Byte)+CHRS(HIGH-Byte)
GET #1,A$:A=ASC(AS+CHR$(0)):CLOSE 1

A enthilt dann den Wert der angesprochenen Speicherstelle. Zu
dem oben angegebenen Beispiel sieht die Abfrage dann so aus;

OPEN 1,8,15,"M-R"+CHRS(2)+CHRS(1)
GET #1,A$:A=ASC(AS+CHRS(0)):CLOSE 1

A mub dann den Wert 123 enthalten.

Der Schutz beruht einfach darauf, dal Knackmodule den Inhalt
des Floppy-Speichers nicht sichern. Denken Sie bitte immer
daran, dafl das Schreiben des Bytes nur ein einziges Mal im Pro-
‘gramm vorkommen darf, nimlich bei der Kopierschutzabfrage,
und daB der Test, ob das Byte vorhanden ist, regelmiflig
durchzufithren ist, am besten vor dem Aufruf oft gebrauchter
Programmteile.

Wie man_sich gegen Knackmodule schiitzt 327

Was jedoch 146t sich tun, wenn Sie keine Diskettenstation zur
Verfugung haben? Gibt es eine Methode, Knackmodule auszu-
tricksen, die voéllig speicherintern abliuft? Die Antwort ist: Ja,
es gibt sie. Die Idee ist einfach die, daB im C64 einige Bausteine
vorhanden sind, in deren Register man zwar einen Wert hinein-
schreiben kann, aber aus denen sich dieser Wert nicht direkt
wieder auslesen 143t.

Das erste Beispiel, das wir in diesem Zusammenhang betrachten,
ist der Soundchip des C64, der sog. SID. Dort 14Bt sich far jede
der drei erzeugbaren Stimmen eine Hiillkurve festlegen. Dabei
handelt es sich um den Lautstirkeverlauf eines gespielten Tones,
Normalerweise kann man die einmal in ein Register geschriebe-
nen Hillkurvenwerte nicht wieder auslesen, was das Knack-
modul daran hindert, diese Werte zu kopicren, Dummerweise
bedeutet das aber auch, dall man selbst nicht testen kann, ob die
Werte stimmen. Fiur Stimme Drei existiert allerdings ein Lese-
register, das es ermdglicht, den Lautstiirkeverlauf eines gerade
gespielten Tones mitzuverfolgen. Die Abfrage der Hillkurve
geschieht also einfach durch Anspielen dieser Stimme. Fur die-
sen Schutz bendtigen wir folgende Register:

Hex Dezimal Funktion

$0412 54290  Steuerregister fir Stimme Drei. Wird in
diesem Register das Bit 1 von Null auf Eins
geschaltet, so wird ein Ton gepielt,

$D4613 54291  Attack/Decay:
Bits 0 bis 3: Zeit, in der Lautstérke vom
Maximum auf den Sustain-Pegel abfhillt.
Bits 4 bis 7: Zeit, in der Lautstérke von
Null auf das Maximum ansteigt.

$D414 54292  Sustain/Release:
Bits 0 bis 3: Zeit, in der Lautstirke vom
Sustain-Pegel auf Null abfallt.
Bits 4 bis 7: Sustain-Pegel: Lautstirke,
die kurz nach Anspielen eines Tones erreicht
wird.

$D41C 54300 eugenblickliche Lautstérke der Stimme Drei
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Beim Anspielen der Stimme Drei braucht man weder die Ge-
samtlautstiirke des SIDs noch eine Wellenform fir diese Stimme
einzuschalten, wodurch der Ton unhérbar bleibt. Am einfachsten
ist es, die Attack-, Decay- und Releasezeiten auf null zu stellen
und den Sustainpegel auf einen Wert, der sich durchk Auslesen
von $D41C (=54300) feststellen 14Bt, Das Einstellen kdnnte dann
s0 aussehen:

10 A=10:REM (dnderbarer) Sustain-Wert
20 POKES4291,0:POKES4292, A% 14

Setzt man in Zeile 10 A auf einen anderen Wert zwischen 0 und
15, erhilt man dementsprechend einen anderen Sustain-Pegel.
Gleiches gilt auch fiir die Abfrage:

10 A=10:REM (AENDERBRER) SUSTAIN-WERT

20 POKE 54290,0:POKE 54290,1:REM TON SPIELEM

30 FORI=1TO50:NEXT:REM ATYACK/DECAY-ZEIT ABWARTEN

40 1F INT(PEEK(54300)/16)<>A THEN PRINT “DU RAUBKOPIERERIM

Sie kénnen selbstverstindlich auch kompliziertere Hiillkurven
programmieren und abfragen. Allerdings wird durch diesen
Schutz die Stimme Drei belegt. Was aber, wenn man die
Schutzabfrage zu einem Zeitpunkt benétigt, bei dem gerade
diese Stimme schon anderweitig benutzt wird? Nun, es gibt noch
andere Register, die sich normal nicht auslesen lassen, deren
Wert man aber mit einem Trick erfahren kann: die Alarmzeiten
der Echtzeituhren,

Der C64 besitzt zwei Chips, genannt ClAs, die beide eine Echt-
zeituhr besitzen. Die folgenden Erklirungen beziehen sich nur
auf den ersten der beiden Chips, dessen Basisadresse bei $DC00
(=56320) liegt. Wenn Sie den anderen Chip benutzen wollen, so
denken Sie bitte daran, daBd sich dessen Basisadresse bei $DDO0Q
{(=56576) befindet. :
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Der Trick, mit dem man die Alarmzeiten iberprifen kann, ist
einfach der, daB man die Echtzeituhr auf einen Wert knapp vor
dem erwarteten Alarm setzt und kontrolliert, ob der Alarm kurz
darauf ausgeldst wird. Dieser Schutz ist besonders schwer zu ko-
pieren, Bei der Hullkurve wire es ja denkbar, dafl das Knack-
modul ebenfalls die Stimme Drei spielt und aufgrund des ausge-
lesenen Lautstirkeverlaufs die Werte fir Attack, Decay, Sustain
und Release herausfindet. Bei der Echtzeituhr miiite man aber,
wenn man die Alarmzeit nicht schon kennt, die Uhr bis zu 24
Stunden laufen lassen, um die Zeit zu rekonstruieren,

Folgende Register braucht man zur Programmierung der Uhr:

Hex Dezimal Funktion
$0C0B 56328 Bit 0 bis 3: Zehntelsekunden
Bit 4 bis 7: missen null sein
$DCOY 56329 Bit 0 bis 3: Einersekunden
Bit 4 bis 6: Zehnersekunden
Bit 7: mud null sein
$DCOA 56330 Bit 0 bis 3: Einerminuten
Bit 4 bis 6: Zehnerminuten

Bit 7: muB pull sein
$DCOB 56331 Bit 0 bis 3: Einerstunden
Bit 4: Zehnerstunde
Bit 5 bis &: missen null sein
Bit 7: O=vermittags (AM)
1=nachmittags (PM}
$0COD 56333 Bit 2: 1=Gleichheit von Uhrzeit und

Alarmzeit; Achtung: beim Lesen dieses
Registers werden alle Bits geldscht.

$DCOF 56335 Bit 7: 0=Schreibzugriffe auf die
vorhergehenden Register beziehen sich
auf die Echtzeituhr.
1=Schreibzugriffe auf die
vorhergehenden Register beziehen sich
auf die Alarmzeit
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Die Echtzeituhr wird gestellt, indem man Bit 7 von $DCOF auf
null setzt und dann die Uhrzeit, beginnend mit der Stunde, in
die Register eintriigt. Die Uhr hilt beim Ansprechen des Stun-
denregisters an und l#uft erst beim Setzen der Zehntelsekunden
weiter. Entsprechend sollte man beim Auslesen ebenfalls zuerst
auf das Stundenregister zugreifen, da dann die Uhr scheinbar bis
zum Lesen der Zehntelsekunden gestoppt wird. Intern l4uft sie
allerdings weiter. Die Alarmzeit wird genauso festgesetzt, nur
mul3 Bit 7 von $DCOF den Wert eins haben.

Ein Programm, das beispielsweise die Alarmzeit 7 Uhr 35 Mi-
nuten 11 Sekunden und ! Zehntelsekunde nachmittags setzen
soll, sieht so aus:

10 POKES6335,PEEK(56335)0R128:REM BIT 7 setzen
20 POKE56331,128+7:REM 7 UHR NACHMITTAGS

30 POKE56330,3*16+5:REM 35 MINUTEN

40 POKE56329,1*16+1:REM 11 SEKUNDEN

50 POKES6328,1:REM 1 ZEHNTELSEKUNDE

Beim Test auf die Alarmzeit stellen wir die Uhr auf eine Zehn-
telsekunde vor der erwarteten Zeit, warten diese Zehntelsekunde
ab und testen dann Bit 2 von Register $DCOD. Da dieses Regi-
ster beim ersten Lesezugriff wieder geldscht wird, milssen wir
verhindern, daB das Betriebssystem nach erfolgtem Alarm noch
vor uns auf $DCOD zugreift. Man erreicht das durch Abschalten
des Timer-IRQs (siehe auch: CIA-Beschreibung im Teil "Kas-
settenkopierschutz"), indem man nach $DCOD (=56333) den Wert
1 schreibt, Hinterher muBl man den Timer-IRQ durch 'POKE
56333,129" wieder einschalten. Bei der CIA zwei (§DD00) kann
man sich diese Prozedur sparen, da sie nicht vom Betriebssystem
benutzt wird.

Hier also das Programm, welches die oben eingetragene Alarm-
zeit testet:;

10 POKE56335,PEEK(56335)ANDT28:Bit 7 LOESCHEN *
20 POKES6331,128+7:REM 7 UHR NACHMITTAGS
30 POKE56330,3*16+5:REM 35 MINUTEN
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40 POKE56329,1%16+1:REM 11 SEKUNDEN

50 POKE56328,0:REM 0 ZEHMTELSEKUNDEN

60 POKES56333,1:REM TIMER-IRQ ABSCHALTEN

70 FORI=1TO200:NEXT:REM ALARM ABWARTEN

80 A=PEEK(56333):POKE56333, 129:REM ALARM TESTEN, IRQ EIN
90 IF (A AND 4)<>4 THEN PRINT™WERFLIXT, EIN KNACKMODUL!®

Zur Benutzung dieser Programme gilt das gleiche wie bei den
vorhergehenden Beispielen. Die Alarm-Setz-Routine sollte ein
einziges Mal in Verbindung mit der Kopierschutzabfrage aus-
gefithrt werden, die Testroutine dagegen an allen wichtigen
Stellen im Programm. Denken Sie daran, daB ein guter Kopier-
schutz nur in Verbindung mit einem mindestens genauso guten
Programmschutz sinnvoll ist. Es gibt schlieBlich noch geniigend
“Knacker", die sich nicht auf ein Knackmodul verlassen. Gerade
in BASIC-Programmen lassen sich besonders leicht Schutzabfra-
gen finden. Kompilieren Sie daher nach Mbobglichkeit Ihr Pro-

gramm, um es den Raubkopierern nicht leichter zu machen als
ndtig.

7.3 Knackmodule: Zukunftsaussichten

Es ist abzusehen, daB in Zukunft Knackmodule auf dem Markt
erscheinen werden, die sich durch die beschriebenen spei-
cherinternen Tricks nicht abschrecken lassen. Theoretisch kénnte
nimlich ein Modul den AdreB- und Datenbus des C64 iiberwa-
chen und so alle Schreibzugriffe auf nicht lesbare Register zu-
satzlich in einem eigenen RAM nachvoliziehen. AuBerdem ist
ein Modul-System denkbar, welches das Sichern des Floppy-
Speichers ermdglicht. In beiden Fillen ist aber der notwendige
Hardware-Aufwand wesentlich hoher als bei den jetzigen
Knackmodulen. Der sicherste Schutz ist und bleibt daher eine
mehrfache Abfrage der Originaldiskette. Es bleibt dabei nur zu
hoffen, daB nicht doch eines Tages das "alles kopierende" Ko-
pierprogramm entwickelt wird.
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8. Geriichtekiiche

8.1 Der rechnerzerstérende Koplerschutz

Die Diskussion um Programme, die den C64 zerstdren kénnen,
ist schon #lter, Sie besteht mindestens seit der Zeit, als man sich
daran erinnerte, daR zum Beispiel einige der fritheren Personal-
computer nach Eingabe einiger bestimmter POKE-Befehle nur
noch durch eine Reparatur wieder zum Laufen zu bekommen
waren. Als ein Mitarbeiter der Firma DATA BECKER einer be-
kannten Homecomputer-Zeitschrift gegeniiber fHullerte, wahr-
scheinlich wiirden in Zukunft alle DATA BECKER-Programme,
an denen man einen illegalen Kopierversuch unternehmen
wilrde, dem benutzten Computer das Lebenslicht ausblasen,
flammten die Geriichte wieder auf. Natiirlich war diese Drohung
ohne jede Grundlage. Man stelle sich vor: Ein ehrlicher Anwen-
der kauft sich ein Programm, das aufgrund einer Fehlbedienung
oder einer ungenau justierten Diskettenstation seinen Kopier~
schutz nicht erkennt und deshalb dem Rechner ein jihes Ende
bereitet. Der Hersteller des Programms sihe einer Flut von
Schadensersatzklagen entgegen. AuBerdem sind, soweit uns be-
kannt, noch nirgendwo rechnerzerstérende Programme versf-
fentlicht worden. Wir haben daher keine Risiken gescheut, um
festzustellen, was wirklich an dem Gerticht "dran” ist.

Um es gleich vorwegzunehmen: Unsere Computer sind noch alle
voll funktionstiichtig. Wir haben keine Mdglichkeit gefunden,
per Software irgendwelche Chips im C64 zu zerstdren, Wir kén-
nen selbstverstindlich nicht dafir garantieren, dafl die im fol-
genden beschriebenen Methoden beij jedem C64 unwirksam
bleiben.

Man kann einen Computer auf elektronischem Wege an sich nur
durch eine zu hohe Spannung oder einen KurzschluB zerstdren.
Ersteres 146t bei unserem Gerit von vornherein ausschlieflen, da
die vorhandenen Chips nur ein Schalten von Spannungen von
null bis finf Volt, also im fiir Chips harmlosen Bereich, ermdg-
lichen. Ein KurzschluB dagegen 4Bt sich theoretisch erreichen,
indem man Leitungen von Ein-/Ausgabe-Chips, die an sich nur
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als Eingang konzipiert sind, auf Ausgang schaltet und eine der
Eingangsspannung entgegengesetzte Spannung programmiert.
Dazu bieten sich der Prozessor 6510 und die beiden CIAs 6526
an. Beipielsweise lassen die von der Tastatur kommenden An-
schliisse dieses Verfahren zu, Wir haben hier alle in Frage kom-
menden Leitungen iiberpriift, ohne daB es den Chips etwas ge-
schadet hitte. Vielleicht kann es im Dauerbetrieb oder bei eini-
gen "empfindlicheren" Rechnern zu einem Schaden kommen.
Gleiches gilt auch fiir die Ein-/Ausgabe-Chips der Disketten-
station.

Ein anderes Vorgehen zur Schidigung des Rechners kdnnte eine
mechanische Uberbeanspruchung des Steppermotors des Floppy-
Laufwerks sein. ErfahrungsgemiB hilt der Motor aber einiges
aus. AuBerdem kann man das harte Anschlagen des Steppers an
die obere oder untere Begrenzung deutlich hdren. Bevor ein zu
harter Anschlag etwas ausrichten kann, wird sicherlich kein
Computerbesitzer den Griff zum Ein-/Aus-Schalter scheuen.

Wir sehen daher keinen Ansatz fiir ein computerzerstdirendes
Programm. Sollten Sie vielleicht doch eine Methode finden, die
wir tbersehen haben, so wiren wir fir Thre Mitteilung AuBerst
dankbar.

8.2 Yiren

Vor einigen Monaten fand man in der Presse Berichte iiber Pro-
gramme, die in grofle Datenbanksysteme eingespeist worden
waren und Wochen spiter zur Ldschung aller Daten fihrten.
Diese Programme waren teilweise geschickt genug, sich selbst zu
reduplizieren und sich an andere Programme anzuhingen, wes-
halb man ihnen den Namen "Viren" gab. Es war natiirlich nahe-
liegend zu fragen, ob sich auch ein Virus fir den C64 konstru-
ieren 1iBt. Ein solches Virus sollte sich in alle Programme auf
einer Diskette einbinden. Wenn eines dieser Programme auf eine
andere Diskette kopiert wird, kann sich das Yirus weiterver-
vielfiltipen. Weiterhin koénnte mitgeziihit werden, die wievie‘lte
Kopie von einem Programm angefertigt wurde beziehungsweise
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wie oft das Programm schon eingeladen wurde. Wiirde hier ejne
Hochstzahl Uberschritten werden, so sollte das Virus alle Daten
der aktuellen Diskette zerstdren.

Theoretisch ist es ohne weiteres denkbar, ein Virus zu erstellen.
Dazu schreibt man sich ein Programm, das schon wihrend des
Ladens einen Autostart ausfihrt. Dieses Programm kopiert dann
die Blécke, in denen es sich selbst befindet, in freie Blécke
hinein und stellt die Blockverbindungszeiger so um, daf} alle an-
deren Programme ebenfalls das Virus enthalten. Dadurch wird
das Virus beim Kopieren mit einem Kopierprogramm auf eine
neue Diskette mitibertragen.

Praktisch gesehen hat ein Virus aber keinen Wert., Damit es sich
ausbreiten ‘kann, muf3 es unbedingt unauffillig sein. Das bedeu-
tet aber, daf sich ein Programm mit Virus zumindest am Bild-
schirm genauso verhalten muB3 wie ohne es. Daraus folgt jedoch,
daB der Anwender das Programm nach dem FEinladen mit dem
Befehl SAVE wieder abspeichern kann, wodurch das Virus wie-
der entfernt wird. Weiterhin wird sich wohl jeder Computer-
besitzer wundern, wenn alle Programme auf einer Diskette
pidtzlich vier Blocke mehr bendtigen oder wenn ein Programm
beim Einladen unnatirlich viele Stepperbewegungen ausfithrt.
Viele 64er-Besitzer haben auch Betriebssysteme, die die
Startadresse des geladenen Programms anzeigen, wodurch das
Virus sofort zu erkennen ist. Hat man einen Schreibschutz auf
seinen Disketten, so funktioniert das Virus sowieso nicht. Zudem
kénnen Viren den Ablauf von nachladenden Programmen oder
die Verwendung eines Schnelladeprogramms stren.

Weder die Raubkopierer noch die ehrlichen Anwender brauchen
sich deshalb Sorgen zu machen, ein Virusprogramm k&nnte ihre
Disketten zerstéren. Wer absolut kein Risiko eingehen will, sollte

bei allen selbststartenden oder nachladenden Programmen einen
Schreibschutz verwenden,
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9. Allgemeine Tips

Neben den speziellen Erklirungen und Hinweisen in den einzel-
nen Kapiteln wollen wir Thnen hier einige allgemeine Tips im
bezug auf den Programmschutz geben.

Als erstes missen Sie darauf achten, daBl von der Kopier-
schutzabfrage bis zum Directory alles codiert oder durch andere
Methoden geschiitzt wird. Zuerst muf3 also die Kopierschutzab-
frage selbst geschiitzt werden. Hier wird es von Vorteil sein, die
Abfrage nicht zu offensichtlich in dem Programm stehen zu
lassen, damit sie nicht zu einfach (zum Beispiel mit einem Mo-
nitor) auszubauen ist. Die Diskettenzugriffsbhefehle, zum Beispiel
B-E, sollten nach Mboglichkeit in einer verschlilsselten Form
vorliegen. Noch besser ist es, das Programm mittels M-W in die
Floppy zu schicken und es dort zu starten.

Danach sollte das Programm mit dem Kopierschutz codiert wer-
den, um auch hier den Zugriff zu erschweren. Die Decodierrou-
tine kann dann ihrerseits durch eine Routine, die wesentlich
kiirzer und unauffalliger ist, gesichert werden.

SchlieBlich kommt es auch auf den Schutz des Programm-Files
an. Das File kann durch diverse Directory-Manipulationen und
vor allem durch einen guten Autostart gesichert werden. Durch
diese Kombination der verschiedenen Schutzsysteme wird ein
Fremdzugriff erheblich erschwert.

Dariiber hinaus existieren eine Reihe weiterer Tricks, die vor
allem darauf abzielen, jeden unbefugten Benutzer zu verwirren
und den Einsatz von Hilfsprogrammen, wie Monitore und
Single-Step-Simulatoren, zu verhindern.

Allgemein sollte bei der Benutzung der Betriebssystemroutinen
nicht iiber die Sprungtabelle am Ende des ROMs verzweigt wer-
den, da diese Adressen zu einprigsam sind. Diese Routinen kdn-
nen besser direkt oder iiber indirekte Spriinge aufgerufen wer-
den. Eine weitere Alternative bieten selbstmodifizierende Pro-
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gramme, Dabei wird die Zieladresse des IMP-Befehls erst wih-
rend des Programmablaufs auf ihren endgiiltigen Wert gesetzt,

Als zweckmiBig hat sich ein Prinzip erwiesen, bei dem der un-
tere Bereich des Stapels mit den Adressen der Unterprogramme
vollgeschrieben oder iiberladen wird. In der ersten Unterroutine
wird der Stapelzeiger dann umgestellt und die Routine mit
einem RTS-Befehl abgeschlossen. Durch den umgesetzten Sta-
pelzeiger wird nun das nichste Unterprogramm aufgerufen,
Dieser Vorgang kann beliebig oft wiederholt werden, wenn der
Zeiger umgesetzt wird.

Die Verwendung von Illegal-Opcodes zerstdrt die Programm-
struktur, was teilweise von Vorteil sein kann, wie in Kapitel 3
beschrieben wurde.

Um den Einsatz von Hilfsprogrammen, zum Beispiel Monitore
und Single-Step-Simulatoren, zu verhindern, sollte das Pro-
gramm 1n moglichst viele Speicherbereiche zerstreut werden. So
kann kein Programm geladen werden, ohne dabei einen Teil des
eigentlichen Programms zu =zerstdren. Hierbei sollten die
Speicherbereiche unter dem ROM und der Bildschirmspeicher
benutzt werden, AuBerdem sollten die einzelnen Speicherbe-
reiche nach dem Abarbeiten der Routinen, die nicht mehr
benétigt werden, zerstért werden,

Um die Single-Step-Simulatoren "unschidlich" zu machen, soll-
ten Sie folgende Punkte beachten:

- durch den SEI-Befehl den Interrupt maskieren,

- den IRQ- und NMI-Vektor dfter initialisieren, das heiflt, die
Vektoren in der Zeropage auf ihre QOriginaladressen zuriick-
setzen.

Die oben aufgeziihlten Tips sollen IThnen Hinweise zum Schutz
Threr eigenen Programme geben. Genauere Erliuterungen finden
Sie in den einzelnen Kapiteln dieses Buches.
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10. Komplettlésung

Da in diesem Buch sehr viele Kopier- und Programmschutzan-
wendungen beschrieben werden, ist es unerliBlich, einige Bei-
spiele dafir zu liefern, welche verschiedenen Schritte man
durchzufithren hat, bis ein Programm "griindlich" geschiitzt ist.

Schutz eines BASIC-Programms, welches mit der Datasette auf-
gezeichnet werden soll:

Folgendes Programm bietet dem Benutzer drei Meniipunkte an,
die nichts weiter machen, als den Text "MENUEPUNKT X"

anzuzeigen. Es kdnnte somit das Geriist eines umfangreicheren
Programmes darsteflen.

100 PRINT CHR$(147)

110 FOR 1=1 TO &:PRINT:NEXT

120 PRINT"™ 1. MENUEPUNKT A":PRINT

130 PRINT"™ 2, MENUEPUNKT B":PRINT

140 PRINT® 3, MENUEPUNKT C":PRINT

150 PRINTUBITTE WAEHLEN SIE AUSIM

160 GET A$

170 IF A$<"{" CR AS>"I" THEN 160

180 ON VAL(A$) GOSUB 300,400,500

190 GOTO 100

300 PRINT CHR$(147);"MENUEPUNKT A":GOTO 400
400 PRINT CHR$(147);"MENUEPUNKT B":GOTO 4600
500 PRINT CHR$(147);"MENUEPUNKT CY:GOTO &00
600 GET AS:IF A$='" THEN 600

610 RETURN

Gegen das Betitigen von RUN/STOP oder RUN/STOP-RE-
STORE braucht das Programm nicht geschiitzt werden, da dieser
Schutz schon durch unseren Kassetten-Schnellader erzeugt wird.
Um es auch gegen einen RESET-Schalter (siehe Kapitel 2.3) zu
sichern, ergiinzen Sie es bitte um folgende Zeilen:
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20 POKE 56,128:CLR

30 POKE32768,226:POKE3Z2769, 252 : POKE32770,226
40 POKE32771,252:POKES2772, 195 : PCKE32T73, 194
50 POKE32774,205:POKE32775, 54:POKE32776, 48

Da wir das Programm hinterher mit einem Autostart versehen
werden, werden diese Befehle sofort nach dem Einladen ausge-
fithrt, wodurch sie iiberhaupt erst sinnvoll werden.

Selbstverstindlich darf wunser Programm nicht von einem
Knackmodul zu kopieren sein. Daher verwenden wir eine Ab-
frage der Alarmzeit einer Echtzeituhr (siche Kapitel 7.2). Zuerst
muf} die Alarmzeit gesetzt werden:

60 POKE56335,PEEK({56335)0R128
65 POKE56331,3
70 POKE56330,35
75 POKES6329,84
80 POKE56328,8

Die hier verwendete Uhrzeit ist drei Uhr vormittags, 25 Minu-
ten, 54 Sekunden und acht Zehntelsekunden.

Die eigentliche Abfrage wird als Unterprogramm ab Zeile 700
installiert. Sie muf} in regelmifligen Abstinden aufgerufen wer-
den, am besten vor der Ausfithrung jedes Menitunterpunktes;

175 GOsUB 700

Hier nun die eigentliche Abfrage:

700 POKES335,PEEK(56335)AND127
710 POKES6331,3

720 POKE56330,35

730 POKES6329, 84

740 POKES6328,7

750 POKE56333, 1

760 FOR I=1T0200:NEXT
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770 A=PEEK(56333):POKES6333,129
780 IF (A AND 4)<>4 THEN SYS 64738
790 RETURN

Nachdem nun alle Anderungen im Programm stattgefunden ha-
ben, kénnen wir es jetzt vor den neugierigen Blicken anderer
und vor eventuellen Anderungen sichern. Sie speichern dazu das
Programm erst einmal ab, laden dann das Packer-Programm aus
Kapitel 2.1.4 und starten es mit 'RUN". Laden Sie als nichstes
wieder das Beispielprogramm und schittzen Sie es durch 'SYS
49152’ und ’SYS 49730’. Speichern Sie bitte auch diese Version
noch einmal ab.

Um die endgiiltige Aufnahme vorzubereiten, laden Sie dann das
Programm "KKS" aus Kapitel 5.5.3 und starten es mit '"RUN’
und ’SYS 49152°. Danach holen Sie zum dritten Mal das Beispiel
in den Speicher und nehmen es mit dem KKS auf.

Das Programm ist nun rundum geschiitzt, Man kann es mit kei-
nem Kopierprogramm kopierens und es 148t sich auch nicht
nach dem Einladen ohne weiteres unterbrechen. Selbst ein RE-
SET-Schalter oder ein Knackmodul hilft einem nicht weiter.
Sicherlich kdnnen Sie den Schutz noch weiter verbessern. Hier
sind Threr Kreativitit keine Grenzen gesetzt,

Komplettiosung fiir Diskette

Im folgenden Beispiel wollen wir IThnen zeigen, wie Sie mit Hilfe
der von uns gezeigten Schutzsysteme ein Maschinensprache-
programm mit zusitzlicher Kopierschutzabfrage wirkungsvoll
schiitzen kdnnen,

Bevor Sie sich an den Computer setzen und beginnen, Thr Pro-
gramm zu schiitzen, mitssen Sie sich natiirlich iiberlegen, wie Thr
Programm geschiitzt werden soll.

In diesem Beispiel wollen wir unser Programm als erstes codie-
ren, und unsere Wahl fiel auf den Single-Step-Codierer aus Ka-
pitel 3.3.4, da diese Codierung von einem Knacker nur sehr
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schwer nachzuvollziehen ist. Der Nachteil bei dieser Codierung
ist jedoch die drastische Verringerung der Ablaufgeschwindig-
keit unseres geschiitzen Programms. Aus diesem Grund haben
wir nicht das gesamte Programm mit dieser Codierung versehen,
sondern wir haben eine andere, wesentlich kiirzere Entcodier-
schleife benutzt. Diese Schleife entcodiert unser restliches Pro-
gramm. Fir diese zweite Codierung wird jedes Programmbyte
mit "EOR #3845" verknipft und daraufhin um eins verringert.

Weil wir unser Programm auch dagegen schilitzen wollten, dal3
man es mit "RESET’ abbricht und sich das entcodierte Programm
ansehen kann, haben wir es in das Bildschirm-RAM kopiert und
den Bildschirm auf $0800 (2048) verlegt. Bei einem 'RESET’
wird so das Programm unweigerlich zerstdrt. '

Wir wollten verhindern, dafl ein Knacker eine CBMS80-Er-
kennung benutzt und dann beim Betitigen eines 'RESET’ 2u
seiner eigenen Routine verzweigt, mit der er das Bildschirm-
RAM rauskopiert und sich somit trotzdem unser Programm an-
sehen kann, Deshalb haben wir selber eine CBMB80-Erkennung
geschrieben, mit der wir die '‘RESTORE-Taste’ sperren und
einen "RESET’ unbrauchbar machen,

Selbstverstindlich haben wir nicht auf eine Kopierschutzabfrage
verzichtet. In unserem Beispiel verwenden wir den Kopierschutz
aus Kapitel 6.6.3, der einen Track mit iiber 3000 SYNC-Mar-
kierungen beschreibt.

Um die Reihe der Schutzsysteme noch zu erweitern, fragen wir
die Rickmeldung der Kopierschutzabfrage immer wieder ab und
erhalten so einen sicheren Schutz gegen Knackmodule, denn ein
Knackmodul kann unméglich auch das RAM der Floppy
speichern,

Als erstes zeigen wir Ihnen das Programm, das wir schiitzen
wollen. Die Single-Step-Entcodierroutine muB in unserem Bei-
spiel ab $091E im Speicher stehen, von wo sie nach $C000 ko-
piert und gestartet wird:
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0810 LDX #%00 X-Register tdschen

0812 LDA $091E,X Entcodierroutine

0815 STA $C000,X nach $C000

0818 INX schreiben

0819 BNE $0812 verzweige, wenn noch Bytes zu kopieren
081B JSR $C000  Routine aufrufen

081E NOP

081F NOP

0820 NOP

Der folgende Programmteil mufl vor dem Start des Programms
schon codiert worden sein:

0821 LDX #3000 Zahler fur Entcodierung setren
0823 INC $083B,X jedes Byte um eins erhshen

0826 INX Zdhler erhchen

0827 BNE %0823  verzweige, wenn nicht fertig
0829 LDA $083B,X Byte laden

082C EOR #%$45 entcodieren

0B2E STA $043B,X und in den Bildschirm schreiben

0831 INX Zihler erhdhen
0832 BNE %0829 verzweige, wenn noch nicht fertig
0834 SE1 Step-Codierung unterbrechen

0835 JSR $FF84 und ganz
0838 JSR $FFBA beenden
0838 JMP $043E  zum Programm im Bildschirm apringen

Der folgende Programmteil liegt bei der Ausfhrung des Pro-
gramms im Bildschirmbereich ab $0431;

083E LDX #%0C Zdhler setzen

0840 LDA $0511,X CMBSO-Erkennung

0843 STA $8000,X nach $8000 schreiben

0846 DEX Zéhler verringern

0847 BPL 30840 verzweige, wenn noch Daten zu schreiben
0849 LDA $D018 Bildschirm

0B4C AND #$0F nach $0800

0B4E ORA #$20 verlegen

0850 STA $D018
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089A

08%F
08A2
08A5
08A8

08AB
08AD
08B0

LDA
STA
JSR
JSR
INC
JSR
JHP

JSR
JSR
LDX
JSR
LDX
LDA
JSR
INX
CPX
BNE
JSR
LDX
JSR
LDX
LDA
JSR
[NX
CPX
BNE
JSR
JSR

JSR
LDX
JSR
LDA
JSR
JMP

LDX
JSR
LDX

#%08

$0288
$ES44
$0467
$D020
$04F2
$045€

$04CD
$04DE
#3071
$FFCY
#$00
$O4FA, X
$FFD2

#3508
$0874
$FFCC
#501
SFFCY
#300
$0505, X
$FFD2

#3$05

$0889%
$FFCC
$04AB

$FFCC
#3$01

$FFCY
$0510
$FFD2
$FFCC

#$01
SFFCY
#$00

und dem Betriebssystem mitteilen
wo er sich jetzt befindet
Bildschirm ldschen

Kopierschutz abfragen
Rahmenfarbe erhdhen

auf Knackmodul testen

in Endlosschleife lLaufen

OPEN1,8,15
OPENZ,8,2,"#2"
Ausgabe auf Kanal
1 legen {(CMD1}

'Ut 2 0 18 2 zur Floppy schicken

Ausgabe wieder auf Bildschirm
und danach wieder auf Kanal
1 legen

'M-E'CHRS(3)CHRS(5) zur Floppy schicken

Ausgabe wieder normalisieren
'M-R'CHR$(16)CHRS(0)CHRS (1) senden
(Kopierschutz, Knackmodul testen)
Ausgabe normalisieren

Ausgebe auf Kanat 1

Legen

Disk initialisieren

Ausgabe normalisieren, Rlcksprung

Ausgabe auf Kanal 1
legen
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08e2
0885
08p8
08B9
08BB
08BD
08co
08c2
08C5
08c8

0BCA
08cc

08cD
G8CF
0801
08D3
0806
0808
0808

08DE
DBED
DBE2
08E3
08ES
08E8
DBEA
0BEC
OBEF

08F2
08F5

08F8
0%00
0908
0910
0918

LDA $050A,X
JSR $FFD2
INX

CPX #$06
BNE $08B2
JSR SFECC
LDX #$01
JSR $FFC6
JSR $FFCF
CMP #SEF

BNE $08CA
RTS

LDA #%01
LDX #$08
LDY #$0F
JSR $FFBA
LDA #$00
JSR $FFBD
JMP $FFCO

LDA #$02
LDX #308
TAY

JSR $FFBA
LDA #$02
LDX #3F8
LDY #304
JSR $FFBD
JMP $FFCO

JSR $04CD
JMP $04AB

23 32 55 31
20 31 38 20
03 05 4D 2D
49 0C 80 09
38 30 4C 81

'M-R'CHRS(16)CHR(OICHR(T)

Eingabe auf Xenal 1

stellen

Zeichen von Floppy holen

auf Richtigkeit prifen
Endlosschleife, wenn Zeichen falsch

sonst Rlcksprung

OPEN 1,8,15

OPEN 2,8,2,"#2", Ricksprung

OPEN 1,8,15

Rickmeldung von Floppy nbfragen

20 32 20 30 #2u1 2 0
32 4D 2D 45 1B 2M-E

32 1000 0
s0c3cacop !
EA 02 00 00 80

M-R

CBM
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Nachdem das Programm soweit geschrieben ist, daf} es den Ko-
pierschutz abfragt, sich entcodiert und sich selbst in den Bild-
schirm schreibt, miissen wir es entsprechend codieren.

Zu diesem Zweck benutzen wir, wie bereits gesagt, den Step-
Codierer aus Kapitel 3.3.4, mit dem wir den Speicherbereich von
$081B bis 0838 codieren. Der nichste Schritt ist das Codieren
des restlichen Programms mit der folgenden Routine:

1008 LDX #300 Zdhler auf Null setzen

100A LDA $0838,X Byte laden

100D EOR #345 mit #3$45 verknipfen

100F STA $083B,X und speichern

1012 DEC $0838B,% zusdtzlich noch um Eins verringern
1015 INX 2dhler erhdhen

10616 BNE $100A  verzweige, wenn noch Bytes zu codieren
1018 RTS Ricksprung

Danach hingen wir das Step-Entcodierprogramm an das Ende
des zu schiitzenden Programms ab $091E an. Dieses Step-
Programm wird beim Start mach $C000 kopiert und dort aufge-
rufen,

Nachdem wir jetzt unser Programm vollstindig codiert haben,
versehen wir es noch mit einem Autostart, wie er in Kapitel 3
vorgestellt wird. Zum guten Schiull miissen wir noch die Dis-
kette mit dem abzufragenden Kopierschutz versehen. In diesem
Fall haben wir den Kopierschutz aus Kapitel 6.6.3 gewihlt und
dessen Abfrage mit Hilfe des dort vorgesteliten Programms auf
Track 18 Sektor 2 gespeichert,

Das Hauptprogramm, das in diesem Beispiel geschiitzt werden
soll, ist der Teil von 3085E bis 30864, der lediglich die Rah-
menfarbe erhdht und testet, ob ein Knackmodul zum Knacken
eingesetzt wurde.
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11. Was ein Software-Haus iiber "Cracker”
wissen sollte

In diesem Kapitel wollen wir deutlich machen, wie Knacker bei
ihrer Arbeit vorgehen, so daf} Sie sich beim Entwurf Ihres
Schutzes daran orientieren kdnnen. Bitte verstehen Sie folgende
Erliuterung nicht als Anleitung zur Erstellung von Raubkopien,
auch wenn wir es manchmal nicht vermeiden konnten, Informa-
tionen zu liefern, die einem Knacker dienlich sein kénnten.

Es gibt fiir einen "Cracker" mehrere Mdglichkeiten, an ein ge-
schiitztes Programm heranzugehen. Welche dicser Moglichkeiten
er verwendet, hiingt in erster Linie von scinem jeweiligen Wis-
sensstand ab. '

Der "Mdchtegern-Knacker", der sich lediglich mit der Bedienung
seines Kopierprogramms oder seines Knackmoduls nuskennt, ge-
hdrt zu der fiir uns ungefihrlichsten Gruppe. Gegen ihn kann
man sich schon durch einen einfachen Kopier- oder Knuck-
modulschutz sichern.

Der "Durchschnitts-Knacker” besitzt schon etwns Erfahrung im
Umgang mit Maschinensprachemonitoren. Eine schr beliebte
Knackmethode ist es, mit Hiife eines RESET -Schalters das Pro-
gramm zu verlassen und dann die benutzten Teile des Speichers
abzusichern. Nachtriglich wird dann die Startadresse ermittelt.
Diese Art des Knackens ist seit Erscheinen von Knack-Be-
triebssystemen wieder sehr in Mode gekommen. Um sich gegen
diese Leute zu wehren, mufl man schon ctwas mehr Aufwand
treiben.

Zum Ermitteln der Startadresse durchsucht der "Durchschnitts-
Knacker" mit seinem Monitor den Speicher nach einem mégli-
chen Programmanfang. Meistens testet er dabei die Vielfachen
von 31000 (=4096) durch. Um es ithm nicht zu einfach zu ma-
chen, sollten Sie Thr Programm nach Mdglichkeit nicht bei einer
dieser Adressen beginnen lassen. Wenn Ihr Programm eine
Unterroutine enthilt, die nur ganz am Anfang ein einziges Mal
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aufgerufen wird, so sollten Sie diese Routine hinterher ldschen,
damit sich das Programm nach einem RESET nicht ein zweites
Mal starten lA8t.

Sie kdnnen allerdings auch anders vorgehen, um einem solchen
Knacker "das Leben schwer zu machen". Das Einbringen einer
"CBMS80"-Erkennung reicht allerdings oft nicht aus, um einen
RESET-Schalter funktionsuntiichtig zu machen, da Betriebs-
systeme, die diese Erkennung umgehen, inzwischen relativ weit
verbreitet sind. Daher ist es sicherer, Daten oder Programmteile
in Speicherbereichen unterzubringen, die bei einem RESET mit
Sicherheit geldscht werden (siehe Kapitel 7.1).

In den meisten Filien ist dieser Schutz schon hinreichend, Viele
Knacker nutzen jedoch gerade das "UBMS80" dazu aus, beispiels-
weise den Bildschirmspeicher mit Hilfe eines RESETs abzu-
sichern. Dazu lassen sie den RESET-Vektor der Erkennung auf
eine eigene Routine zeigen, die ihnen die sonst verlorenen Daten
in einen freien Teil des Speichers schiebt. Es ist dazu noch nicht
einmal unbedingt erforderlich, diese Erkennung zu verwenden.
Denselben Effekt erzielt man auch durch Andern des NMI-
Vektors $0318/80319 (792/793) und Betitigen der RESTORE-
Taste. Das funktioniert sogar dann, wenn das zu "knackende"
Programm die "CBMSB0"-Erkennung benutzt, da der Vektor
$0318/50319 hohere Prioritit gegeniiber dem NMI-Vektor der
Erkennung besitzt. Hiergegen schiitzt man sich durch Auffiillen
aller vom Programm nicht benotigten Speicherbereiche, wodurch
der Knacker keinen Platz fiir seine Verschiebe-Routine hat.

Weiterhin sollten Sie beim Schutz Ihrer Programme daran den-
ken, dafl ein Knacker mit einem Diskmonitor das File auf der
Diskette nach der "CBMZ&80"-Erkennung oder nach anderen mar-
kanten Bytes durchsuchen und diese &ndern kann, Der einfachste
Schutz dagegen ist eine Codierung Threr Programmdaten oder
eine Priiffsumme (siehe Kapitel 3.2/3.3), anhand derer Sie die
Anderungen erkennen und abfangen kdnnen,

Die gezielte Suche nach Schutzroutinen ist sowieso eine beliebte
Methode, um sich die Arbeit des exakten Nachverfolgens eines
Programmschutzes zu ersparen. Dieses wird den Knackern be-
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sonders dadurch erleichtert, da3 nahezu alle Maschinensprache-
monitore iber Suchbefehle verfiigen. Eine Decodierroutine fin-
den sie beispielsweise, indem sie nach dem einzigen uncodierten
Programmteil Ausschau halten. Wenn man allerdings seine Deco-
dierroutine mit illegalen Opcodes (siehe 3.4) ausstattet, so kann
ein Knacker nicht mehr ohne weiteres die codierten von den
uncodierten Programmteilen unterscheiden.

Die Grundlage zur Durchsuchung eines Programmteils ist, diesen
Programmteil zuerst einmal auf der Diskette zu finden. Der
Directory-Schutz hat die Aufgabe, gerade das zu verhindern,
Jegliche Manipulation am Inhaltsverzeichnis der Diskette 133t
sich jedoch mit einem Diskmonitor oder einem Directory-Editor
wieder entfernen. Wir miissen nimlich davon ausgehen, daB
unter Knackern solche Programme weit verbreilet sind. Alle uns
bekannten Tricks beruhen schlieBlich auf Anderungen am
Filenamen, am Diskettennamen oder an den Blockverbindungs-
zeigern, was bedeutet, daB kein Schutz gegentiber einem Disk-
monitor wirksam bleibt, Da jeder den exukten Aufbau des
Directorys schon aus dem mitgelicferten Handbuch zur 1541
entnehmen kann, ist dieser auch relativ bekannt,

Die einzige Methode, ein File so zu verstecken, dafl man es
nicht wiederfindet, ist, es mit Direktzugrif{sbelehlen frei oiber
die Diskette zu verteilen, wodurch es sich nur Uber ein eigenes
Ladeprogramm wieder einladen lif3t. Eince Lirweiterung dieses
Schutzes ist die Verwendung eines cigenen Disketienformates. So
wird der Knacker dazu gezwungen, sich mit der Laderoutine
auseinanderzusetzen,

Findigen Knackern gelingt es auch, ein nicht laufendes Pro-
gramm, das von einem "Original" kopiert wurde, trotzdem zum
Laufen zu bringen, indem sie einfach die Kopierschutzabfrage
von der kopierten Diskette entfernen, Eine Schutzmethode da-
gegen ist, Daten vom Kopierschutz zu holen und diese spiter im
Programm noch einmal zu verwenden.

Uberhaupt ist es for einen Knacker relativ schwer, Daten, Werte
oder Vektoren, die im Zusammenhang mit dem ¥Kopierschutz
geholt, gesetzt oder berechnet werden (zum Beispiel als Prif-
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summe) und die fiir das geschiitzte Programm "lebenswichtig"
sind, herauszufinden und dementsprechend diese Werte zu re-
konstruieren. Wer sich hier nicht an die genaue Analyse des
Programmschutzes herantraut, hat kaum eine Chance, das Pro-
gramm zu knacken.

Entsprechend sind Kopierschutzabfragen, die mitten im Pro-
gramm benutzt werden, wesentlich schwerer zu finden als sol-
che, die direkt am Programmanfang aufgerufen werden. Man
sollte sich aber nicht zu sicher sein, dal} so eine Abfrage nicht
doch gefunden wird, wenn man sie nicht gesondert schiitzt.
Beispielsweise kann der Knacker eine Dongle-Abfrage (Kapitel
3.5) sehr leicht ausschalten, indem er das Programm nach allen
Befehlen durchsucht, die die entsprechenden Ein-/Ausgabe-
Ports adressieren. Besonders leicht wird es fur einen Knacker,
dessen Knackmodul zwar an einem Programm gescheitert ist, das
mit einer der in Kapitel 7 beschriebenen Methoden gesichert ist,
wenn diese Schutzabfrage zu leicht "von Hand" entfernbar ist.
Genauso wie bei der Dongle-Abfrage sucht er ebenfalls nach
auf die Register des SIDs oder der Echtzeituhren zuriickgreifen-
den Befehlen. Sie sollten daher solche Abfragen codiert im Pro-
gramm stehen lassen und immer nur kurzzeitig vor dem eigent-
lichen Aufruf decodieren.

Die gefahrlichste Gruppe von Knackern bilden die "einge-
fleischten Freaks", die nicht davor zuriickschrecken, sich stun-
den- und tagelang mit einem Bleistift und Papier bewaffnet an
den Rechner zu setzen und den Programmschutz bis ins kleinste
Detail zu sezieren. UUm sich auch hiergegen zu wehren, reicht
zum Beispiel eine einfache Codierung bei weitem nicht aus.

Ein Autostart 146t diese Leute weitgehend kalt, da man ihn
grundsitzlich mit denselben Methoden entfernen kann, mit
denen man ihn aufgetragen hat. Beispielsweise erzeugen wir ja
einen Autostart auf Diskette durch nachtrigliches Andern der
Startadresse des Programms mit der Routine aus Kapitel 3.1.4,
Umgekehrt geht nun ein Knacker hin und stellt genauso die
Startadresse um, allerdings auf einen freien Bereich. Ent-
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sprechend verfihrt der Knacker bei einem Autostart von Kas-

sette (siehe Kapitel 5.3). Prinzipiell kénnen wir uns nicht da-
gegen schiitzen.

Die nichste Hurde, die allerdings nur dann auftaucht, wenn wir
ein BASIC-Programm geschiitzt haben, ist der List-Schutz.
Dummerweise ist die Anzahl der mdglichen List-Schutzsysteme
relativ gering und beschrinkt sich nahezu auf die in diesem
Buch beschriebenen Verfahren. Ein erfahrener Knacker kennt
selbstverstindlich diese Methoden. Es existieren sogar einige
Betriebssysteme, die viele List-Schutzverfahren aufler Kraft
setzen. Wer sich zudem noch mit dem Aufbau eines BASIC-Pro-
gramms im Speicher auskennt, wie er in Systemhandbiichern wie
dem "64 Intern" beschrieben ist, kann mit Hilfe eines Monitors
auch alle restlichen Schutzsysteme iberwinden. Daher ist auch
ein List-Schutz noch nicht optimal.

Es gibt allerdings einige wirksame Methoden, dem Knacker das
Nachverfolgen zu erschweren. Eine bestcht darin, illegale Op-
codes zu verwenden. Wer diese Codes nicht kennt, hat keine
Mdglichkeit, sich das Programm anzusehen. Aber auch firr den,
der weiB, welche Bedeutung diese Codes haben, stellen sie ein
Handikap bei der Analyse dar. Allerdings ist es natiirlich ge-
nauso schwer, solchen Code zu schreiben, wie ihn hinterher
wieder zu entziffern. Daher muB man schon ziemlichen Auf-
wand mit den "Illegals" treiben, bevor ein "echter" Knacker auf-
gibt. Gleiches gilt fiir alle anderen Verfahren, bei denen man
versucht, durch einen méglichst komplizierten und verschach-
telten Programmablauf, der auBerdem noch von mehrfachen Co-
dierungen und Sicherheitsabfragen begleitet wird, den Knacker
zu verwirren. Im Zweifelsfalle findet sich nfmlich doch irgend-
wann einmal ein Knacker, der eine grifere Ausdauer als der
Konstrukteur des Schutzes besitzt.

Die Knacker haben in Bezug auf das Nachverfolgen von Pro-
grammen noch einen anderen Vorteil als den, daB sie sich ge-
genliber den Schiitzern in der Uberzahl befinden. Fiir den C64
existieren nimlich einige sogenannte "Einzelschritt-Simulatoren”,
mit deren Hilfe man jeden einzelnen Schritt eines Maschinen-
programmes beobachten kann. Diese Programme sind aber rela-
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tiv leicht auszutricksen, Die sicherste Methode dagegen ist, alle
unbenutzten Speicherbereiche zu {iberschreiben oder die Inter-
ruptvektoren $0314/30315 beziehungsweise $0318/3031% zu
initialisieren.

Die einzige uns bekannte Mdglichkeit, mit relativ geringem
Aufwand einen extrem schwer zu entschliisselnden Code zu pro-
duzieren, stellt das Compilieren eines BASIC-Programms dar,
Der von einem Compiler erzeugte P-Code ist dermaflen schwer
zu verstehen, daf selbst hartgesottene Knacker daran verzwei-
feln. Die meisten Knacker wiirden bei einem compilierten Pro-
gramm zuerst einmal versuchen, mit einem Diskmonitor oder
Monitor eventuelle Floppy-Befehle im P-Code zu finden, Die
Arbeit, Texte wie zum Beispiel "B-E" zu verschlilsseln, nimmt
uns nimlich der Compiler nicht ab. Floppy-Programme sollte
man daher nicht ungeschiitzt auf einem Block der Diskette un-
terbringen, sondern am besten als codierte Daten mit in das
compilierte BASIC-Programm itbernehmen,

Es ist natiirlich nicht auszuschlieBen, daBl ein sehr versierter
K.nacker den P-Code des verwendeten Compilers analysiert. Dies
sind und bleiben jedoch Einzelfille, die normalerweise nicht zu
einer ausgedehnten Verbreitung des Programms als Raubkopie
fithren. Gefihrlich wird es nur, wenn ein solcher Knacker sein
Wissen dazu nutzt, einen Recompiler zu schreiben, mit dessen
Hilfe jedermann ein compiliertes Programm wieder in ein
BASIC-Programm umwandeln kann. Solche Fille sind tatsichlich
schon vorgekommen. Achten Sie also bei der Wahl ihres Compi-
lers darauf, daf} dazu noch kein solcher Recompiler existiert,
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12. Kopierschutz auf dem C128

Alle in diesem Buch beschriebenen Kopierschutzverfahren lassen
sich selbstverstindlich auch auf dem C128, dem Nachfolge-
modell des C64, verwenden, sofern man ihn in den 64er-Modus
schaltet und statt einer 1570/1571-Diskettenstation eine 1541
anschliet. Uns interessiert aber vielmehr, wie man Kopierschutz
im 128er-Modus und mit einer 1570 bezichungsweise 1571 be-
treibt,

12.1 Ubereinstimmungen und Unterschiede zum C64

Da der C128 der Nachfolger des C64 ist, stimmt er in vielen
Strukturen mit ihm {berein. Daher funktionicren viele Pro-
grammschutzsysteme ohne oder mit wenigen Anderungen auch
auf dem neuen Rechner. Unterschiede treten bei der Verwaltung
des BASIC-Speichers, der RAM-Binke und in cinigen Fillen
auch bei Betriebssystemroutinen auf. AuBerdem ist die Floppy
1571 nicht voéllig kompatibel zur 1541, was auch hier Anderun-
gen notwendig werden 1483t. Im folgenden werden wir erst ein-
mal beschreiben, wie man die meisten der bisher abgedruckten
Programme auch auf dem C128 zum Laufen bringt.

Der C128 ist ein Rechner, der wesentlich mehr Speicherplatz
verwalten mul} als der Cé64. Daher stellt dus BASIC uns den Be-
fehl "BANK" zur Verfigung, mit dessen Hilfe wir durch die
Befehle "SYS", "PEEK" und "POKE" den gesamten Speicher er-
reichen kdnnen, Programme aus diesem Buch, die Werte in den
VIC, den SID oder die CIAs "poken", funktionieren ohne An-
derung, da das BASIC als voreingestellten Wert fiir den
"BANK"-Befehl den Wert 15 vorgibt und diese Chips dann im
gleichen Bereich wie im 64er liegen. Sollten Sie allerdings in
Thren Programmen Bank-Umschaltungen vornehmen, so denken
Sie bitte daran, durch "BANK 15" vor entsprechenden "PEEK"-
und "POKE"-Sequenzen wieder den richtigen Bereich anzuwih-
len. Auf Einzelheiten werden wir spiter noch zu sprechen
kommen.
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Ein weiteres Problem betrifft die Unterbringung von Maschi-
nenprogrammen. Der Bereich $C000 (=49152) bis $CFFF
(=53247) steht uns leider nicht mehr in der Weise zur Verfigung
wie im C64. Dagegen finden wir in der RAM-Bank 0 unterhalb
des BASIC-Speichers jede Menge freien Speicher. Folgende Be-
reiche stehen uns zur Verfigung:

Hex

Dez

$0BO0 - BOBFF 2816 - 3071 Kassettenpuffer

$0C00 - SODFF 3072 - 3327 Rs232-Puffer

$0ECO - SOFFF 3584 - 4095 Bereich flr Sprite-Daten

$1300 - $17FF 4864 - 6143 unbenutzter Bereich (1)

$1800 - $1BFF 6144 - 7167 RAM fUr Funktionstasten-
anwendungen, normalerweise frei

Zur Kompatibilitdt der Floppy 1571 zur 1541 ist zu sagen, daB
sich die meisten Schwierigkeiten dadurch umgehen lassen, indem
man die Floppy in den 1541-Modus schaltet.

Zu Kapitel 2:

Die meisten Listschutzsysteme funktionieren nicht nur auf dem
C64, sondern auch auf dem 128er. Im folgenden haben wir die
wichtigsten Unterschiede des alten Rechers zum neuen auf-
gelistet.

Zu Kapitel 2.1.1:

Der Listschutz mit SHIFT-L klappt leider nicht mehr, da der

BASIC-Interpreter des C128 etwas anders aufgebaut ist als der
des C64.

Zu Kapitel 2.1.2;

Diese Listschutzmethode funktioniert unverindert auch auf dem
128er.

\
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Zu Kapite! 2,1.3:

Die Adresse des LIST-Vektors hat sich beim C128 nicht verin-
dert, jedoch die mdglichen Adressen, auf die er zeigen kann.
Um den LIST-Vektor auf die RESET-Routine zeigen zu lassen,
benttigt man folgende POK Es;

POKE 774,61:POKE 775,255

Zu Kapitel 2,14
Beim LIST-Schutz "Nur Zeilennummern" hat sich prinzipiell
nichts verindert. Nur der BASIC-Start liegt jetzt nicht mehr bei

$0800, sondern bei $1C00. AuBerdem besitzt der 128er schon
einen eingebauten Monitor, mit dem man die nétigen Anderun-

gen vornehmen kann.

Zu Kapitel 2.1.5/2.1.6

Hier gilt das gleiche, was schon zu Kapitel 2.1.4 angemerkt
wurde.

Zu Kapitel 2.1.7;

Diese Schutzmethode hat sich im Bezrug zum C64 nicht verdn-
dert, nur das Schutzprogrammm mufl dem [28er angepalit werden,

Hier das Schutzprogramm fur den C128;

Hauptprogramm

1300 LDX #$00 Zshler auf Null
1302 LDA $1380,X  BASIC-Zeile
1305 STA $1C0%,X  ins
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1308
1309
1308
1300
130F
1312
1314
1317
131A
1318
131D
131F
1321
1324
1327
1328
132A
132C
132D
132F
1331
1333
1336
1338
133A
133C
133F
1341
1343
1345
1348
134A
134C
134F
1351
1354
1355
1356
1358
1354

INX
CPX
BNE
LDA
JSR
LDX
LDA
JSR
INX
CPX
BNE
LDX
JSR
STA
INX
cMp
BNE
DEX
STX
LDX
LDY
JSR
LDA
LDX
LbY
JSR
LDA
LDX
LOY
JSR
LDX
LDA
STA
LDA
STA
INX
INX
S5TX
LDX
LDY

#5328
$1302
#3193
$FFD2
#300
$1348, X
$FFD2

#$0E
$1314
#$00
$FFCF
$1388,X%

#30D
$1321

$72
#3508
#3500
SFFBA
$72
#3B8
#$13
$FFRD
#$00
#29
#$1c
$FFDS
$72
#82F
$1388, X
#3853
$1389, X

$72
#308
#301

RAM kopieren

28 Bytes erreicht?

verzweige, wenn nicht erreicht
Bildschirm

Loschen

PROGRAMMNAME :

auf

Bildschim ausgeben

Zahler erhdhen

schon 15 Bytes?

verzweige, wenn nicht erreicht
Zéhler auf Null

Zeichen von Tastatur holen
und zwischenspeichern

Zéhler erhdhen

mit RETURN vergleichen
verzweige, wenn nicht gedrickt
Return-Code abschneiden
Zihler speichern
Geréteadresse

und Sekundidradresse laden
File-Parameter Ubergeben
Lénge des Filenamens laden
Adresse des Filenamens

in LOW-HIGH-Byte Format laden
Filenamen-Parameter {ibergeben
Flag fir LOAD

Startadresse

bestimmen

LOAD

Lidnge des Filenamen laden
Code flr '/' laden

und speichern

Code fur 'S' laden

und speichern

Zéhler erhsghen

2éhler erhshen

und speichern

Geréteadresse laden
Sekundéradresse laden
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135C JSR $FFBA File-Parameter Ubergeben

135F LDA 872 Lénge des filenamens laden

1351 LDX #$B8 Adresse des Filenamens im

13563 LDY #$13 LOW-HIGH-Byte Format laden

1365 JSR $FFBOD Filenamen-Parameter Ubergeben

1368 LDX #8$01% Startadresse im LOW-HIGH

136A LDY #$1C Format laden

136C STX $FB und

136E STY $FC Speichern

1370 LDA AS$FB Zeiger auf Startadresse laden

1372 LDX $AE Erdadresse im

1374 LDY SAF LOW-HIGH-Byte Format bestimmen

1376 JSR $FFD8 SAVE

1379 JMP $4F4F BASIC-Zeilen neu binden und Ricksprung

BASIC-Zeile:
137¢ DO 00 00 00 OC OC OA G0 ........

1384 9E 20 37 31 38 34 00 00 . 7184..
138C 00 00 00 18 A9 28 65 2D ....)(e-

Programm hinter Sys-Zeile:

1390 LDA #$28 Lénge des Programms laden
1392 ADC $2D zZu LOW-Byte addieren

1394 STA $2D und speichern

1396 LDA #300 falls

1398 ADC $2E Ubertrag

139A STA $2E HIGH-Byte +1

139C JSR $4F4F BASIC-Zeilen neu binden
139F JSR SAFTE CLR

1342 JMP $4AFD RUN

13A5 00 00 00 50 52 4F 47 52 ...PROGR
13AD 41 4D 4D 4E 41 4D 45 3A AMMNAME:
1385 20 00 0O
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Nachfolgend der BASIC-Loader:

100 FORI=1T0192STEP15 : FOR=0TO14 :READAS : BS=RIGHTS$(AS$, 1)
105 A=ASC(A$)-48:1FA>OTHENA=A-7

110 B=ASC(BS)-48:1FB>9THENB=R-7

120 A=A*16+B:C=(C+A)AND255 1 POKE4BE3+ +J, AsNEXT :READA:
IFC=ATHENC=0:NEXT : END

130 PRINTHFEHLER IN ZEILE:";PEEK(63}+PEEK(64)*256:STOP
300 DATAAZ2,00,BD,80,13,9D,01,1C,E8,E0, 28,D0,F5,A9,93, 157
301 DATA20,D2,FF,A2,00,8D,A8,13,20,D2, FF,E8,E0,0F,D0, 162
302 DATAF5,A2,00,20,CF,FF,9D,B8,13,E8,C9,0D,D0,F5,CA, 58
303 DATA86,72,A2,08,A0,00,20,BA,FF,A5,72,A2,B8,A0,13, 63
304 DATA20,BD,FF,A9,00,A2,29,A0,1C,20,D5,FF,Aé,72,A9, 193
305 DATA2F,9D,BB,13,A9,53,90,89,13,E8,E8,86,72,A2,08, 110
306 DATARD,01,20,BA,FF,A5,72,A2,B8,A0,13,20,BD, FF,A2, 28
307 DATAO1,A0, 1C,B6,FB,84,FC, A9, FB, A6, AE, A% AF,20,D8, 1
308 DATAFF,4C,4F,4F,00,00,00,00,0¢,0C, 04,00,9E,20,37, ©
309 DATA31,38,34,00,00,00,00,00,18,A9,28,65,20,85,2D, 202
310 DATAAD,00,65,2E,85,2€,20,4F, 4F, 20, TE, AF ,4C, FD,4A, 141
311 DATA00,00,00,50,52,4F,47,52,41,4D,4D,4E ,41,4D,45, 134
312 DATA3A,20,00,00,50,52,4F,42,45,2F,53,00,CA,3D,CA, 37

Noch ein wichtiger Hinweis:

Nach dem Einlesen der DATA-Zeilen in den Speicher mufl un-
bedingt ein RESET durchgefithrt werden, da sonst die Funk-
tionsweise des Schutzprogramms beeintrichtigt wird.

Das zu schiitzende Programm mul} sich vorher abgespeichert auf
Diskette befinden. Das Schutzprogramm startet sich anschlieBend
mit SYS DEC("1300"). Nach dem Start fragt das Programm nach
dem Filenamen des zu schiitzenden BASIC-Programms, Sobald
das Schutzprogramm das BASIC-Programm eingeladen hat, wird
es sofort wieder mit dem gleichen Filenamen auf Diskette ge-
speichert. Nur wird hinter dem Filenamen noch ein /S ange-
hingt. Deshalb sollte der Filename nicht iinger als 14 Zeichen
sein,
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Zu Kapitel 2.2.1;

Bei dieser Schutzmethode hat sich auller den verinderten Zei-
geradressen, die jetzt auf $1210 $1211 liegen, nichts verindert.

Zu Kapitel 2.2.2;

Hier gilt das gleiche, was schon zu Kapitel 2.1.7 angemerkt

wurde.

Nachfolgend das Schutzprogramm filr den ("128:

1300
1302
1305
1308
1309
1308
1300
1310
1312
1315
1318
1319
1318
131D
131F
1322
1325
1326
1328
132A
1328
1320
132F
1331
1334
1336

LDX
LDA
STA
INX
CPX
BNE
JSR
LDX
LDA
JSR
INX
CPX
BKE
LDX
JSR
STA
INX
CMP
BNE
DEX
STX
LDX
LDY
JSR
LDA
LDX

#3$00
$1380,X%
$1C01,X

#538
$1302
$c142
#$00
$130,X
$FFD2

#3$0E
$1312
#$00
$FFCF
$1300,X

#$0D
$131F

$72
#3808
#3300
$FFBA
$72
#3500

2éhler auf Null
BASIC-Zeile

ins RAM kopieren

Zahler erhohen

schon alle Bytes kopiert?
verweige, wenn nicht
Bildschirm ldschen
PROGRAMMNAME :

auf dem

Bildschirm bringen

2ahler erhdhen

schon 15 Bytes?
verzweige, wenn nicht
Zéhler auf Null

Zeichen von Tastatur holen
und zwischenspeichern
Zahler erhéhen

Vergleich mit RETURN

verzweige, wenn kein RETURN-Code

RETURN-Code abschneiden
und Ziihler speichern
Gerateadresse laden
Sekundéradresse laden
Fileparameter (bergeben
Lénge des Filenamens laden
Adresse des Filenamens im
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1338 LDY #$13 LOW-HIGH-Byte Format laden BASIC-Zeile und Bildschimtext:

133A ISR SFFBD Filenamen-Parameter Ubergeben

133D LDA #3800 Fleg fur LOAD 1382 FF FF 8F 20 22 A2 01 8E ..

133F LDX #$3C Startadresse 1384 03 1C CA BE 04 1C AY 1C ..!...).

1341 LDY #%1C best immen 1392 8D 02 03 A7 1C 8D 03 03 ...)....

1343 ISR $FFD5 LOAD 139A 60 A2 FF BE 03 1C BE 04 ' .....

1346 NOP 13AZ 1C A9 C6 8D 02 03 A9 4D ,)F...)M

1347 NOP 13AA 8D 03 03 4C C6 4D 00 3C ...LFM.<

1348 NOP 1382 08 02 00 Y€ 37 31 37 36 ....7176

1349 NOP 13BA 00 00 00 00 00 00 50 52 ...... PR

134A NOP : 13C2 4F 47 52 41 4D 4D 4E 41 OGRAMMNA

134B NOP 13CA 4D 45 3A 20 00 00 51 DO ME: ..QP

134C NOP

134D NOP

134E LDX $72 Lénge des Filenamens laden Nachfolgend der BASIC-Loader:
1350 LDA #%2F Code fur '/' laden

1352 STA $13D0,X und speichern 100 FORI=1TCR208STEP15:FORJ=0TO14 :READAS :B$=RIGHTS(AS, 1)
1355 1NX 2éhler erhdhen 105 A=ASC(A$)-48:1FA>STHENA=A-7

1356 LDA #%41 Code fir 'A' lLaden 110 B=ASC(B$)-48:1FB>YTHENB=B-7

1358 STA $13D0,X% und speichern 120 A=A*16+B:C=(C+A)AND255 :POKELBAS+1+J, AsNEXT -READA: [FC-ATHENC=0:NEXT:
1358 INX 2dhler erhdhen END
135C STX 372 und speichern 130 PRINTYFEHLER IN ZEILE:";PEEK(63)+PEEK (642546 810P
135E LDX #$08 Gerdteadresse laden 300 DATAA2,00,BD,80,13,9D,01,1C,E8,E0,38,00,55,20,47, M4
1350 LDY #8501 Sekundiradresse laden 301 DATACH,A2,00,B0,C0,13,20,D2, FF,EB,ED, OF,D0, Fh, A2, 33
1362 JSR $FFBA File-Parameter ibergeben 302 DATADD,20,CF,FF,90,D0,13,E8,C9,0D,D0,F5,CA, 86,72, 170
1365 LDA $72 Laénge des Filenamens laden 303 DATAAZ2,08,A0,00,20,BA,FF, A5,72,A2,D0,A0,13,20,8D, 40
1367 LDX #$DO LOW-HIGH-Byte Adressformat laden 304 DATAFF,A9,00,A2,3C,A0,1C,20,05,FF ,EA,EAEA EA EA, 200
1369 LDY #$13 und _ 305 DATAEA,EA,EA,AS,72,A9,2F,9D,D0,13,EB,A9,41,9D,D0, 109
1368 JSR $FFBD bergeben ' 306 DATA13,E8,86,72,A2,08,A0,01,20,BA, FF,A5,72,A2,D0, 140
1346E LDX #$01 Startadresse 307 DATAAQ,13,20,BD,FF,A2,01,A0,1C,86,FB B4 FC A9 FB, 147
1370 LDY #$1C Laden 308 DATAAS,AE, A4, AF,20,D8,FF,4C,4F 4F FF, FF,8F,20,22, 87
1372 STX $FB urd 309 DATAAZ,01,BE,03,1C,CA,BE,04,1C, AP, 1C,BD, 02,03, A9, 200
1374 STY $FC speichern 310 DATAIC,8D,03,03,60,A2,FF,BE,03,1C,BE,04,1C, A9, C6, 122
1376 LDA #%FB Zeiger auf Startadresse laden 311 DATA8D,02,03,A%9,4D,8D,03,03,4C,C6,4D,00,3C,08,02, 192
1378 LDX $AE Endadresse 312 DATAOO,9€,37,31,37,36,00,00,00,00,00,00,50,52,4F, 100
137A LDY $AF bestimmen 313 DATA47,52,41,4D,4D,4E,41,4D,45,3A,20,00,00,51,00, 16
137C JSR $FFDB SAVE

137F JHP $4F4F BASIC-Zeilen neu Bilden und Rlcksprung
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Zu Kapitel 2.3

Um beim 128er die Stop-Taste auBer Betrieb zu setzen, mubB
folgender POKE eingegeben werden:

PCKE 808,107

Der Sprungvektor ist liegt wie beim C64 in der gleichen
Adresse, nur der Zeiger des LOW-Bytes muf} gelindert werden.

Leider kann man diesen Schutz umgehen, wenn man beim
Driicken des RESET-Knopfs gleichzeitig die Stop-Taste ge-
driickt hilt,

Man hat anschlieBend das unversehrte BASIC-Programm, wenn
der Benutzer den Monitor mit X wverlassen hat. Deshalb ist es
ratsam, zusitzlich noch einen RESET-Schutz einzubauen:

BANK 1
POKE 65528,33

Nach diesen beiden Befehlen hilft nur das Awusschalten des
Rechners.
Zu Kapitel 2.4 und 2.4.1;

Dieses Verfahren funktioniert unverindert auch auf dem C128.

Zu Kapitel 3.1: Autostartmethoden

Allgemeine Anmerkungen

Prinzipiell unterscheiden sich die Methoden zur Erzeugung eines
Autostarts beim C64 nicht wesentlich von denen des C128. Alle
Ideen zum Autostart, die wir in Kapitel 3 beschrieben haben,
lassen sich auch den CI28 ubertragen, wenn man einige Punkte
beriicksichtigt.
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Als erstes ist zu beachten, daB die Speicherkonfiguration sich in
wesentlichen Punkten #ndert. Unter anderem #ndert sich die
Linge und die Adresse des Kassettenpuffers. Auch das ROM
belegt beim C128 nicht genau denselben Bereich wie beim C64,
Aus diesen Verinderungen folgt, dall sich auch die Adressen der
ROM-Routinen und der Zeiger in der Zeropage 4ndern. Allge-
mein ist es empfehlenswert, die Zeiger ab $0300 und die
Sprungtabelle am Ende des ROMs zu benutzen, da diese im we-
sentlichen identisch sind.

Ein Awutostart auf dem C128, der nach einer in Kapitel 3 he-
schriebenen Methode arbeitet, ist nur als Schutzmethode sinn-
voll, da der C128 iiber eine Boot-Routine verflgt, die wir unten
erliutern werden. Diese Routine stelit eine sehr komfortable und
etnfache Moglichkeit dar, um einen Autostart zu erzeugen.
Grofiter Nachteil dabei ist, daB diese Autostartprogramme leicht
verstanden und modifiziert werden kdnpen, Um die Programme
zu schiitzen, muf3 man auch hier auf die "alten" Methode zu-
riickgreifen.

Boot-Sektor und -Routine

Im Gegensatz zum C64 verfigt der CI28 bereits iiber eine
Betriebssystemroutine, die zum automatischen Laden und Siarten
eines Programms dient, das auf Diskette vorliegt. Diese Routine
wird sofort nach dem Einschalten des Rechners angesprungen,
was sich durch ein kurzes Anlaufen der Floppy Auflert. Erst da-
nach meldet sich der Rechner mit dem blinkenden Cursor zur
Stelie, um Befehle des Benutzers zu erwarten und seine eigent-
liche Arbeit aufzunehmen. Es ist dabei unerheblich, ob Sie be-
reits eine Diskette in das Laufwerk cingelegt haben.

Diese Routine sucht auf der Diskette nach einem sogenannten
Boot-Sektor, in dem diverse Informationen iiber das zu ladende
Programm oder die zu ladenden Blicke stehen. Da die Boot-
Routine natiirlich nicht die ganze Diskette nach einem solchen
Boot-Sektor absuchen kann, gibt es nur eine fest definierte
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Stelle auf der Diskette, die als Bootsektor genutzt werden kann,

Hierbei handelt es sich um;
Seite 0, Spur 1, Sektor 1

Vorsicht ist geboten, wenn Sie einen eigenen Boot-Sektor auf
einer Diskette installieren wollen. Auch wenn der Boot-Sektor
physikalisch der erste Block auf der Diskette ist, kann es doch
vorkommen, dafl dieser Platz schon von einem anderen Pro-
gramm belegt ist. Vor dem Installieren sollten Sie immer erst
prifen, ob der Block nicht schon benutzt wurde.

Um den Aufbau des Bootsektors verstehen zu kdénnen, sollten Sie
den schematischen Ablauf der im Kernal verankerten Routine
kennen, der folgendermalen abliuft:

1. Im DOS-Puffer der erweiterten Zeropage wird ein Block-
Read-Befehl auf die Spur 1, Sektor 1 aufgebaut.

2. Der Befehl wird ausgefithrt und der gelesene Block, sofern
sich eine formatierte Diskette im Laufwerk befindet, in
den Kassettenpuffer geladen,

3. Anhand der ersten drei Bytes des gelesenen Blocks wird
geprisft, ob es sich um einen Boot-Sektor handelt. Der
Identifizierungscode lautet CBM, die ersten drei Bytes
miissen also die Werte $43, $42 und $4D haben. Ist dieser
Code nicht vorhanden, wird die Boot-Routine ab-
gebrochen.

4, Die auf den CBM-Code folgenden vier Bytes werden in
vier Zeropage-Adressen geladen. Normalerweise sind diese
vier Bytes auf den Wert $00 gesetzt. Die ersten beiden
Bytes kdnnen eine Startadresse enthaiten, die jedoch nichts
mit der Anfangsadresse zu tun hat, an die das gewiinschte
Programm geladen werden soll. Das dritte Byte ist der
entsprechende Konfigurationsindex zur genannten
Startadresse. Das nun folgende vierte Byte gibt die Anzah]
der Blcke an, die aufler dem Boot-Sektor noch von Dis-
kette geladen werden sollen, Weist dieses Byte den Wert
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$00 auf, so sind die oben erwihnten Bytes fir die
Startadresse und das dazugehdrige Konfigurations-Byte
unerheblich, da kein Programm nachgeladen wird.

Unabhiingig von der Anzahl der zu ladenden Bldcke, wer-
den die nun folgenden Bytes, also ab dem 8. Byte des
Blocks, iiber die BSOUT-Routine auf dem Bildschirm aus-
gegeben, Hiermit 148t sich der Bildschirm 18schen oder ein
beliebiger Text auf dem Bildschirm ausgeben. Die Zei-
chenausgabe erfolgt so lange, bis die Endmarkierung $00
gefunden wird,

Nun bekommen die unter Punkt 4 erwiithnten Steuer-Bytes
eine Bedeutung, sofern der Blockzihler nicht auf den Wert
$00 gesetzt ist. In diesem spezielien Fall wird die nun fol-
gende Routine ubersprungen. Ist dies aber nicht der Fall,
wird im DOS-Befehlspuffer einer ncuer Befehls-String ge-
bildet, der weitere Bldcke nachliidt. 1Jie Bestimmung der
Folgeblocks fillt dabei denkbar einfach aus: Die Sektor-
nummer wird immer um eins crhdht, es wird also der
nichste Block der Spur eingelesen. Da nur 21 Sektoren,
mit den Nummern 0 bis 20, existicren, wird bei der Sek-
tornummer 21 die Spur um eins erhétht, Danach werden
die weiteren Blécke von der neuen Spur wieder ab Sektor
0 eingelesen. Wie schon oben erwihnt, ist die Anzahl der
zu lesenden Blicke im ersten Boot-Block festgelegt. Die
Speicheradresse, an die die Bldcke geladen werden, wird
durch die ersten drei Bytes des zuerst nachgeladenen
Blocks bestimmt, Die ersten beiden Bytes geben dabel die
Speicheradresse an. In dem dritten Byte ist die Konfigura-
tion gespeichert, Alle weiteren Bitcke werden im Speicher
hinter dem vorherigen abgelegt.

AnschlieBend setzt die Boot-Routine wieder hinter die
{(wenn vorhanden) Textkonstanten des wurspringlichen
Boot-Blocks im Kassettenpuffer an. Hier kann nun ein
Dateiname stehen, wie er auch im Directory der Diskette
vorhanden ist. Mit Ausnahme der Tatsache, dall die den
Dateinamen bildenden Zeichen nicht auf dem Bildschirm
ausgegeben werden, werden auch hier alle Bytes gelesen,
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bis die Boot-Routine abermals auf das Endezeichen $00
stdfit. Die Linge des Dateinamens wird dabei in einem
Zeiger festgehalten,

8. Ist die Linge des Dateinames im Speicher grofler null, so
werden dem Namen die Zeichen "0:" vorangestellt und die
Linge des Namens entsprechend erhdht, Danach wird das
entsprechende Programm in den Speicher eingeladen. Wenn
das geschehen ist, oder wenn die Linge des Dateinamens
mit null festgehalten wurde, so setzt die Boot-Routine
wieder hinter dem $00 Trenncode ein, der das Ende des
Dateinamens kennzeichnet.

9. Die auf den Dateinamen folgenden Bytes werden nun als
Maschinenprogramm des Boot-Sektors angesehen, und die
Bootroutine Uibergibt die Steuerung an dieses Programm.
Von nun an kénnen Sie den gesamten weiteren Ablauf
selbst bestimmen, Es steht Thnen dabei offen, ob Sie wei-
tere Programme nachladen oder eventuell eingeladene
Blécke oder Programme an einer bestimmten Stelle starten.

Wenn Sie bei der Erstellung des Bootsektors die oben genannten
Schritte des Betriebssystems beachten, so werden Sie bald fest-
stellen, dal} es gar nicht so schwer ist, eigene Bootsektoren zu
erzeugen und diese auch sinnvoll einzusetzen,

Hier noch einmal die wichtigsten Merkmale und Anordnungen:

Byte 0, 1, 2: CBM- Identifikationscode

Byte 3, 4: Startadresse fOr Folge-Boot-Sektoren

Byte 5; Konfigurationsindex

Byte 6 Blockzihler fir die Anzahl der Folgesektoren
Byte 7 Bis zum ersten Trenncode $00 eigener Text
Dann: Name des nachzuladenden Programms mit $00
Dann: Eigenes Maschinenprogramm
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Zu Kapitel 3.2 Priifsummen und Sclbstzerstirung

Die in diesem Kapitel erklirten Schutzsysteme sind nicht rech-
nerspezifisch. Daher braucht fiir den C128 nichts gelindert
werden,

Zu Kapitel 3.3 Codierung

Allgemein kénnen die Codiersysteme aus Kapitel 3, die fur den
Cé4 entwickelt wurden, auch auf den CI128 iibernommen wer-
den, Da diese Programme nicht mit Jden Betrichssystemroutinen
arbeiten, treten bei der Verwendung dos anderen Betriebssystems
keine Probleme auf,

Auch die Timercodierung kann unveriindert hbernommen wer-
den, da es sich beim C1i28 um die gleichen Rogister handelt,

Zu Kapitel 3.4; Hlegal-Opcodes

Der Prozessor des C128 unterscheidet sich so wemig vom I'ro

zessor des 64, daB er sich auch bei i!l{'-p,:lll*ll Opeodng gennuso
verhilt. Daher ergeben sich hier keine Anderungen,

Zu Kapitel 3.5 Dongle

Wenn man beachtet, dal man vor Abfrage det Joystick-Ports
mit dem Befehl "BANK 15" die richtige Speicherbank anwihlt,
braucht man an den bestehenden Progrimien nichts zu lindern,

Zu Kapitel 3.6;

Die in diesem Buch aufgefiihrten Schutzmethoden funktionieren

auch auf dem 128er. Die darzugehdrigen Beispielprogramme
miissen nur den Speicheradressen des (128 angepalit werden.
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Hier nun die modifizierten Beispielprogramme; : 1334 CMP $136C,X  mit vorgegebenem vergleichen
! 1337 BEQ $133C verzweige, wenn richtig
Pass 1 J 1319 JMP $1351 ansonsten RESET
133C INX Zahler erhohen
10 POKE BOB,9B:PRINT CHR${147):A=0 1330 CPX $02 vergleich mit Lénge des Passwortes
20 POKE 19,1 133F BNE %1331 verzweige, wenn Liinge nicht erreicht
30 PRINT CHR$(19):INPUT "PASSWORD :":A% 1341 LDX #%00 Password
40 POKE 19,0:PRINTCHR$(13) 1343 LDA $136C,X wieder
50 IF A$="" THEN 20 1346 EOR #324 codieren
60 IF A$="HARALD" THEN PRINT CHR®(1);"PASWORD AKZEPTIERT!M:END 1348 STA $136C,X
70 AzA+1:1F A=3 THEN S5YS 65341 134B INX
80 GOTO 20 134C CPX #306
134E BNE $1343
1350 RTS Ricksprung
Pass 2 1351 LDX #$00 Password wieder codieren
1353 LDA $136C,X
1300 JSR $C142 Bildschirm U&schen 1356 EOR #$24
1303 LDX #$00 Zdhler auf Null 1358 STA $136C,X%
1305 LDA $1343,X PASSWORD: auf Bildschim 1358 INX
1308 JSR $FED2 bringen 135C CPX #3806
130B INX Zdhler erhdhen 135E BHE %1353
130C CPX #%09 schon alle Bytes? 1360 JMP $FF3D RESET
130E BNE $1305 verzweige, wenn nicht
1310 LDX #300 Z&hler auf Null
1312 JSR SFFCF Byte von der Tastatur holen Bildschirmtext und Passwort;
1315 STA 31380, und speichern
1318 INX Zahler erhdhen 1363 50 41 53 53 57 4F 52 54 PASSWORD
1319 CMP #$0D auf RETURN warten 1368 3A 6C 65 76 65 68 60 00 ;leveh!.
131B BNE $1312 verzweige, wenn noch nicht gedrickt 1373 00 68 &0 00 00 00 00 00 .h*.....
131D DEX RETURN-Code abschneiden 1378 00 00 00 00 00 00 Q0 00 ........
131E STX $02 2éhler speichern
1320 LDX #%00 Password
1322 LDA $136C,X  Decodieren Nachfolgend der BASIC-Loader:

1325 EOR #%24
1327 STA $136C,X

100 FORTI=1T0120STEP15: FORJ=0Y014 :RFADAR tU%=HI{iHTS (A%, 1)
132A ENX

105 A=ASC(A$)-4B:1FA>9THENA=A-7
1328 CPX #3046 110 B=ASC(B$)-48:1FB>9THENB=R-7

132D BNE $1322 120 A=A*16+8:C=(C+A)AND255:POKLARASY v AZNE XTI :READA: IFC=ATHENC=0:NEXT:
132F LDX #$00 2éhler auf Mull END

1331 LDA $1380,X% Eingegebenes Password 130 PRINTMFERLER IN ZEILE:":PHIK({AS)sPI | K(6H4)%256:STOP
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300 DATA20,42,C1,A2,00,80,63,13,20,02,FF,E8,E0,09,D0, 138
301 DATAFS,A2,00,20,CF,FE,90,80,13,E8,C9,00,D0,F5,CA, 2
302 DATAB6,02,A2,00,8D,6C,13,49,24,90,6C,13,EB,ED,06, 189
303 DATADO, F3,A2,00,BD,80,13,DD,6C,13,F0,03,4C,51,13, 180
304 DATAES,E4,02,D0,F0,A2,00,8D,6C,13,49,24,90,6C,13, 245
305 DATAES,EO,06,D0,F3,60,A2,00,8D,6C,13,49,24,90,6C, 69
306 DATA13,ES8,EQ,06,00,F3,4C,30,FF,50,41,53,53,57,4F, 9
307 DATAS2,54,3A,6C,65,76,65,68,60,00,00,68,60,00,00, 28
308 DATA00,00,00,00,00,00,00,00,00,00,00,00,00,00,00, 0

Pass

1300
1301

1303

1306
1309
1308
130D
130F
1311

1312
1315
1318
1318
131D
1ME
131F
1321

1322
1323
1325
1327
1328
1329
132B
132¢

3

SEI

LDA
STA
LDA
CMP
BEQ
LDX
LDA
PHA
STA
LDA
CMP
BEQ
PLA
cLc
BCC
PLA
INX
CPX
BEQ
SEC
ROL
BNE
CLI
RTS

#$00
$0C00
$DCO1
HSFF
$1301
#$00
H#$FE

$DCO0
$0CO1

$1320,X
$1321

$1301

#3038
$1328

$1311

Interrupt verhindern

Port A

auf LOW setzen

Port B holen

Taste gedrickt

verzweige, wenn nicht gedriickt
Zdhler auf Null

Alle Bits bis auf das erste setzen
Wert speichern

an Port A (bergeben

Wert von Port B holen

Mit Wert aus der Tabelle vergleichen
verzweige, wenn Wert jdentisch
ansonsten Stapel ricksetzen

und zum Anfang

verzweigen

gespeicherten Wert holen

Zahler erhdhen

mit Endwert vergleichen

verzweige, wenn gleich

Carry setzen

geldschtes Bit um eins verschieben
unbedingter Sprung

Interrupt wieder ermdglichen
Riicksprung
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Nachfolgend der BASIC-Loader:

100 FORI=1TOS&STEP15: FORJ=0TO4 :READAS :BS=RIGHTS(AS, 1)

105 A=ASC(AS)-48:1FA>9THENA=A-T

110 B=ASC(B$)-48:1FB>FTHENB=B-7

120 A=A*16+B:C=(C+A)AND255 :POKE4BS3+1+J,A:NEXT :READA: 1FC=ATHENC=0:NEXT:
END

130 PRINTPFEHLER IN ZEILE:";PEEK(63)+PEEK(64)*256:STOP

300 DATA78,A%,00,80,00,DC,AD,01,DC,C9, FF,FO, F4,A?,00, 98

301 DATAA9, FE,48,80,00,DC,AD,01,DC,DD, 20,15, F0, 04,68, 91

302 DATA18,90,E0,68,E8,E0,08, FO,04,38,2A,D0,16,50,60, 132

303 DATAFF,FF,F8,F7,EF,FF,FF,FF,00,00,00,01,08,00,00, 229

Zu Kapitel 4:

Einige Schutzmethoden, die auf dem ('04 cinwandfrei funkio-
nieren, laufen leider auf dem I28er nicht, weil das Directory
nicht wie beim C64 in den BASIC Speicher, sondern direkt in
den Bildschirmspeicher geladen wird.

Deshalb werden wir nur auf diojenigen Schutzmethoden zu
sprechen kommen, die funktionsthig sxind. Ine Schutzmethoden,
die nicht erwihnt werden, laufen nicht nul dem 178er, Die
funktiomierenden Schutzmethoden bedinlen koiner wieiteren Lir-
klirung, da sie identisch mit denen des o und.

Hier nun die Auflistung der funkionictenden Schutzmethoden:
Kapitel 4.1 Versteckter Filename

Kapitel 4.2 Verstecken der Filenamen duich Stewerzeichen
Kapitel 4.7 Geldschte Files
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zu Kapitel 5: Kopierschutz mit der Datasette

Die Datasette ist als Speichermedium beim C128 dermafBlen un-
populir, daf3 es sich wohl kaum lohnen wiirde, komplexe Ko-
pierschutzmaflnahmen f{ir Bandaufzeichnungen zu beschreiben.
Fiir Interessierte sei aber gesagt, daB die Ansteuerung des Da-
tenrekorders hier genauso vor sich geht wie beim C64. Es ist
dabei lediglich zu beachten, dafl die Speicheraufteilung des
128er sich von der des C64 stark unterscheidet., Niheres dazu
finden Sie beispielsweise in dem DATA-BECKER-Buch "128
Intern".

Zu Kapitel 6; Diskettenkopierschutz

Diskettenkopierschutz auf dem C128. Wie sieht das in der Praxis
aus? Um diese Frage zu beantworten, sehen wir uns das Disket-
tenlaufwerk des C128 (1570/1571) einmal genauer an.

Bei dieser niheren Betrachtung stellen wir fest, dafB sich das
Laufwerk, verglichen mit dem Laufwerk des C64 nicht sehr
verindert hat, Die 1570/71 hat schnellere
Busiibertragungsroutinen, ein paar "Macken", die auch in der
1541 zu finden sind, und dariiber hinaus noch weitere nette Un-
gereimtheiten, die es in der 1541 zum Glick nicht gibt. Beide
Diskettenlaufwerke verfiigen iiber den gleichen Controller, wo-
durch es theoretisch mdoglich ist, alle in diesem Buch gezeigten
Kopierschutzverfahren fiir den C128 zu ibernehmen.

Das einzige Problem bei dieser Ubernahme sind die zu 4ndern-
den DOS-Routinen-Einspriinge und die Tatsache, daB die Byte-
Ready-Leitung nicht iiber das Overflow-Flag, sondern tiber Bit
8 der Adresse $180F der VIAI abgefragt werden muB. Aufgrund
dieser Umstinde haben wir uns zu einer recht einfachen, jedoch
bestimmt nicht schlechten Lésung entschlossen, um den C128-
Besitzern die Moglichkeit zu geben, alle unsere Kopierschutz-
verfahren anzuwenden.

Das Zauberwort heidit Umschalten. Anders ausgedriickt bedeutet
dies, dal Sie einfach vor dem Auftragen oder Abfragen des Ko-
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pierschutzes die Floppy auf den 1541-Modus herunterschalten.
Nach diesem Vorgang kann der Schutz ohne Schwierigkeiten
verwendet werden. Nach der Abfrage kénnen Sie wieder in den
1570/71-Modus zuriickschalten. Die folgenden Befehle dienen
zum Umschalten in die verschiedenen Modi.

OPEN 1,8,15,"U0>:zM0" = Einschalten des 1541-Modus
OPEN 1,8,15,"U0>M1" = Zurlckschalten in den 1570/71-Modus

Selbstverstdndlich ist es auch mdglich, auf den jeweiligen Modus
erst in der Floppy umzuschalten. Zu diesem Zweck miissen Sie
die in der Floppy auszufithrenden Programme um den entspre-
chenden Unterprogrammaufruf erweitern. Die Einspriinge dieser
Routinen liegen folgendermaQBen:

JSR 39032 ; Umschalten auf 1541-Mode
JSR $904E ; Umschalten auf 1571-Mode

Einige Kopierschutzauftrageprogramme arbeiten leider nur auf
dem C64, weshalb es ndtig ist, beim Auftragen des Schutzes in
den C64-Modus umzuschalten. Die Abfrage funktioniert jedoch
fehlerfrei auch im C128-Modus. Darunter fallen die Programme
aus den Kapiteln 6.2.4 (Anderung der Block-Header) und 6.6.3
(Der 3000-SYNC-Schutz),

Zu Kapitel 7: Wie man sich gegen Knackmodule schiitzt

Es ist in Kiirze damit zu rechnen, dal} die ersten Knackmodule
und -Betriebssysteme fiir den 128er erscheinen. Prinzipiell kann
man hier die gleichen Schutzmethoden anwenden wie beim €64,
Abweichungen ergeben sich nur durch die andere Speicher-
verwaltung.
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Zu Kapitel 7.1
Speicherstellen, die bei einem RESET geldscht werden:
RAM-Bank 0O
$0000-$0101

$0200-$0ACS
$1000-$12FC

0 - 257 Systemadressen
512 - 2048 Systemadressen und Bildschirm
Systemadressen

L

I/0-Bank: ("BANK 15")
$D000-%DDOF = 53248-56591 1/0-Bereich
Alle RAM-Binke;

SFFOS-$FF44
SFFFA-SFFFF

IRG/NMI -Routinen
TRQ/NMI/RESET -Vektoren

Zu Kapitel 7.2:

Die Methode, Daten im Floppy-Speicher abzulegen, funktioniert
unverdndert auf dem C128. Lediglich die Anzahl der freien
Speicherstellen, die das Betriebssystem unbenutzt 143t, hat sich
verringert. Ubrig geblieben sind foigende Adressen:

Hexadezimal Dezimal
000S 5

0010 7 0011 16 /17
0014 / 0015 20 ¢ 21

001D 29
001F n
0021 33
0100 256

0102 7 0103 258 f 259
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Das Programm zur Abfrage der Hilllkurve der Stimme drei des
SIDs braucht nicht geindert zu werden. Nur hinsichtlich des
"BANK"-Befehls sollten Sie das in der Einleitung gesagte be-
achten. Im Zweifelsfalle ist es also besser, vor der Abfrage ein
"BANK 15" auszufithren.

Der Test auf die Alarmzeit der FEchtzeituhr wird besser mit der
zweiten CIA durchgefithrt, da Betriebssystem und BASIC-Inter-
preter trotz Abschalten des Timer-Interrupts auf das Interrupt-
Kontroliregister der CIA eins zuriickgreifen. Hier nun also die
gelinderten Programme:

Setzen der Alarmzeit:

5 BANK 15:REM FALLS NOTWENDIG: 1/0-BERFICH ANSPRECHEN
10 POKE56335+256,PEEK(56335+256)0R128:REM BIT 7 SETZEN
20 POKE563314256,128+7:REM 7 UHR NACHMITTAGS

30 POKES63304256,3%16+5:REM 35 MINUTEN

40 POKES6329+256, 1*16+1:REM 11 SEKUNDEN

50 POKES&328+256, 1:REM 1 ZEHNTELSEKUNDE

Test der Alarmzeit:

5 BANK 15:REM FALLS NOTWENDIG: I/0-BEREICH ANSFRECHIN

10 POKES563354256,PEEK(56335+256)AND12T:REM RIT £ LEOSCHEN
20 POKES63314256,128+7:REM 7 UHR NACHMITTAGS

30 POKES6330+256,3*16+5:REM 35 MINUTEN

40 POKES6329+256,1%16+1:REM 11 SEKUNDEN

50 POKES6328+256,0:REM 0 ZEHNTELSEKUNDEN

70 FORI=1TO400:NEXT:REM ALARM ABWARTEN

80 A=PEEK(56333+256):REM ALARM TESTEN

90 IF (A AND 4)<>4 THEN PRINT"VERFLIXY, EIN KNACKMODUL'Y

Zu Kapitel 8.

Alles, was zum Thema "rechnerzerstdrender Kopierschutz” zum
C64 gesapt wurde, trifft auch auf den 128er zu. Die in dieses
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Geriit neu eingebauten Chips lassen keinen Amnsatz fiur "Killer-
Programme" erkennnen, Zudem sind sogar alle wichtigen Bau-
steine durch Wirmeableitplatten vor Uberhitzung geschiitzt.
Trotzdem geben wir auch hier den Hinweis: Falls wir uns irren,
wihren wir fir eine Mitteilung dankbar,

Viren treffen auch im 128er-Modus auf dieselben Schwierig-
keiten, die schon fir den C64 beschrieben wurden. Héchstens
im CP/M-Modus liele sich vielleicht eine Mdglichkeit finden,
da hier das Betriebssystem von der Diskette geladen wird. Aber
auch hier 143t sich durch die Verwendung von Schreibschutz-
etiketten jedes Virus bekimpfen.
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I Biicher zum C64

64 Intern ist ein Standardwerk zum Commodore 84, das vom
ausfihrlich dokumentierten ROM-Listing Uber die detaillierte
Hardwarebeschreibung bis zu nitzlichen BASIC-Erweiterun-
gen alles enthalt, was man zum professionellen Einsatz des
Commodore 64 wissen muB.

Aus dem Inhalt:

Briickmann - Englisch - Felt - Speicherbelegungspline

Golfand - Geris - Krsnik — Der Soundcontroller und zeine

Programmierung

— Die Handhabung des AD-Wandlers
— DerVideocontroller
Programmierung von Farbe und Grafik
Dig Zeichengenerator-Schnittstelle
Sprites
Ein-/Ausgabesteuerung
Timer und Echtzeituhr
Joystickprogrammigarung
So arbeitet der BASIC-Interpreter
Mathematische Routinen — selbst entwickeit
Der serielle [EC-Bus
Programmierung der RS-232
Die Belegung der Zero-Page
— Der Commodore-64-Schaltplan

[ T T T N R

Ein DATA BECKER Buch

Brickmann, Englisch, Felt, Gelfand, Krsnik, Gerits
64 Intern

Hardcover, 628 Seiten, DM 69,—

ISBN 3-89011-000-2

IR Biicher zu COMMODORE 128

Ein Standardwerk zum COMMODORE 128, das flr jeden
unentbehrlich ist, der tiefer in den COMMODORE 128 einstei-
gen will. Das gesamte Betriebssystem ist ausfuhrlich und
grindlich kommentiert, Grafik, Soundbausteine, Prozessor
und Peripherieanschllsse sind genauestens beschrieben.
Ein Buch, das flr den professionellen Programmierer sehr
schnell unentbehrlich wird.

Aus dom Tnhull

— Durvik: Chip
Rewqislorbolonpnng
Botriobrarton
Zoichimdaatoliineg, Graphik, Sprites und
‘ Saft-ticrllong
= Ein- and Avpugalhsloueiing
Diics CRAS I £OMMONORE 128
‘ Echisotluby
! D naralio 10 G Hos des COMMODORE 128
~ Dot B Clhipy S
— Dust HLGH MDE Clhlp
‘i Pinbeli g

j

Intern

Nl s dor VDC-Hongisden

Hires-Coapliile it G409 00 Punkten
= i Monsay Morsogpeeent, die MML

= Aszannblieprogrannmisung (Nateung der Kernal-
EIN DATA BECKER BUCH J I Heutinon)
- A eSS - Findandeny pion HAGIC Hatehle

= HALI Tobasties
- DGR RG
= Zothimwotn dokamentiortons Kernal-HOM
- amslihtlich dokaetnenticrles BASIC 7.0
<50 HOM doktimentinet {Boot-Sektor)
— Hetdobeeyston nnd Monitorlisting
s e Hindweatn

Schieb, Thrun, Wrobel
128 Intern

846 Seiten, DM 69,~
ISBN 3-89011-098-3



ISR Biicher zu Commodore

Das groBe FLOPPYBUCH ist eine Standardwerk zur Floppy-
Programmierung mit COMMODORE-Computern flir Anfan-
ger, Fortgeschrittene und Profis. Ein Buch, das lhnen ausfiihr-
lich und verstandlich die Arbeit mit der Floppy 1541 erklért.

Aus dem Inhalt:

— Wie schiiefie ich die Floppy an?

- Laden und Speichern von Programmen

- Floppy-Systembefehle

~ Sequentielle und relative Datenspeiche-
rung (Adressenverwaltung,

. Haushaltshuch)

[ - Fehlermeldungen und lhre Ursachen

‘ ~ Programmierung fliir Fortgeschrittene:
die Direktzugriffsbefehle

- Zeilenweise dokumenticrtes

| DOS-Listing mit Crossreference

~ Floppyprogrammierung in
Maschinensprache {Jobcodes,
Betriebssystemroutinen usw.)

— Wie funktionieren Kopierschutzpro-
gramme?

- Vigle nitzliche Programme und Tips und
Tricks (Cverlay, Merge, Spooling usw.)

- IEC-Bus und serieller Bus

- Superdiskmaonitor bis 41 Tracks

Ling DATA BECRER Burh ‘

Ellinger, Englisch, Gelfand, Szczepanowski
Das grofB3e Floppybuch zur 1541

Hardcover, 520 Seiten, DM 49,

ISBN 3-89011-005-3

IR Biicher zum Commodore 128

Das grof3e Floppybuch zur 1570/1571 gibt thnen Qas notwen-
dige Wissen zur Programmierung lhres neuen Dlskettenlauf—
werkes. Flr Anfanger, Fortgeschrittene und Profis. Dieses
Buch beschreibt wirklich alle Leistungsmerkmale dieser
schnellen Floppy.

= Aus dem inhatlt:

— Einfuhrung flr Einsteiger

— Die Floppy und das COMMODORE-
BASIC

— Sequentielle und relative Dateien

— Fremde Diskettenformate
verarbeiten

- Programmierung im DOS-Puffer

— Die CP/M-Fahigkeiten der 1570/1571

— Floppy intern: Schaltungsaufbau
und Funktion

- 1571 Fast-Load

— Das DOS im Detail

— Komplettes DOS-Listing (mit Cross-
Reference)

Floppybuch

EIN DATA BECKER BUCH

Ellinger

Das groB3e Floppybuch zur 1570/1571
Hardcover, 554 Seiten, DM 49,—
ISBN 3-89011-124-6



RN Bicher zu Commodore

Endlich ist es soweit: Maschinensprache fur Einsteiger ist das
Buch, auf das alle, die sich schon immer flir Maschinenspra-
che interessierten, gewartet haben. Finden Sie heraus, was in
fhnen und in IThrem Rechner steckt. Dieses Buch zeigt lhnen,
wie’'s geht: ohne Fachchinesisch, dafur einfach, schnell und
effektiv. Nutzen Sie diese Chance.

Aus dem Inhalt:

Bairian < — Einflhrung in Assembler —Was man

%, Uber Zahlen, Speicher und den Rechner
(-4 .

wissen sollte

E — Wieman mit einem Monitor arbeitet
0““000“ {Laden, Starten, Eingeben und
(. 23 Speichern eigener Programme)
M&\ — Die ersten Befehle und die

Mﬂ“ﬂ“ Adressierungsarten

— Fortgeschrittene Assemblerprogram-

. ) ‘ mierung
ﬁ'ﬁM ‘2 ~ Noch mehr ber Schleifen
Ai — Rechnenin Maschinensprache
— Vergleichsbefehle
— Stapeloperationen
— Interruptprogrammierung
— Die verschiedenen Rechner/Program-
mierhilfsmittel tir C16, 1186, Plus/4 und
C128
— Undviele, viele Beispiele . ..

Ein DATA BEECKER Fuch

Baloui

Maschinensprache fur Einsteiger
346 Seiten, DM 29,

ISBN 3-89011-182-3




o 5..DASSTEHTDRIN.

- “Vom Einsteiger bis zum Softwarehaus ~ dleses Buch zelgt wieg manﬁ

~ seine Programme optimal schiitzt. Dabei werden Programm- und-

- Kopierschutzverfahren vom einfachen List-Schutz bis zur Uberpriifung * -

" eines Kompletten Tracks. gezeigt. Und: Die Autoren sind nicht bei °
bekannten Schutzmechanismen der neuesten Generation stehenge- . .
blieben, sonderin haben heue entwickelt, fiir die es bisher keine Kopier- =~ .
moglichkeiten gibt. Das Buch zeigt mcht nur die Verfahren, sondern lie- - -
fertauch glench fertlge Losungen fur 064 und C1 28 zum Abtlppen

Aus dem Inhalt

- . = BASIC- Programme schutzen (Llst-Schutz. Anderungs-
... Schutz, Password, RESTOREIRESET-Schutz, SYS Bluff
“r . Compiler-Schutz)
... - Alle Tricks des Autostart (Tastaturpuffer, Sprungvektoren, .
Stack, Interrupt, AdreBverschiebung beim Laden} - R
- Prifsumiien und Selbstzerstirung (XOR-Codierung, Tlmer- :
.. Codierung, Emzelschrlttcodlerung, ASCHi- Codlerung) ; .
- = llegale Opcodes - T
.= Cassettenkopierschutz (EOF Cassettenpuffer; Autostart, St B :
© " Schnelladeverfahren, komplettes Kopierschutzsystem) ' )
- . Directory-Schutz (versteckter Filename; “blinde* Blocke', '
~ der Nullen-Trick, geteiltes Directory, geibschte Files) -
.= Grundlagen des Kopierschutzes.. B
-~ =Alle Tricks der Formatierung (Track 35-41, emzelne Tracks _
doppelte Tracks, Header-Parameter andern, zerstorte Sektoren,
- ‘gleiche Sektoren auf einem Track) ;
. = Halftracks, der Track mit den Nullen, kompletten Track prufen
- Alle Tricks der SYNC-Markierungen (Killertracks, uberlange
-~ SYNC-Markierungen, 3000-SYNC-Schutz, Daten ohne
"~ SYNC-Markierungen)
- Der Disketten-Killer (nur Ausschalten der Floppy hllft)
= Alle Tricks der Knack-Module und wie man sich dagegen schutzt
~ Was Soﬁware-Héuser iiber Cracker wissen sollten

~ UND GESCHRIEBEN HABEN DIESES BUGH.

Jacques Felt und Darko Krsnik sind Hardware- und Assemblerspenal;-, S
sten. Raif Gelfand ist absoluter Floppy-Experte. Er hat schon Kopier-
schutzverfahren fiir den professionelien Einsatz  entwickelt. Von S
. Michael Strauch stammt das Kapltel uber dle Datasette, dle er bis zum - o
letzten Byte kennt ' Co S

ISB N 3-89011-253-6 DM +039.00

skr 37,—
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