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PREFACE

he time is ripe for this reader. Several dozen articles on com-
puter science have appeared in Scientific American in the last
few years, and popular interest in the field is increasing.

At the same time, partly because of the recent recession in the
American economy, but more for reasons internal to the field, com-
puter science has recently relaxed its pace. Work has not stopped, but
that the current mood is one of consolidation can scarcely be doubted.
The single exception to this trend is noted in our Introduction to the
first section of this book.

Just a few years ago, computer science was moving so swiftly that
even the professional journals were more archival than informative.
This book could not then have been produced without great risk of
misfocus. Today, it is much easier to put the articles that constitute
this book—even the most recent ones—into context; we have at-
tempted to do this in our introductions to the five sections into which
the book is divided.

We have updated the authors’ biographies and bibliographies, gen-
erally with the authors” assistance. Few of the bibliographic references
are to the nonprofessional literature, but the reader should not be put
off. Computer science is sufficiently young that many of its investiga-
tions are substantially nontechnical. Much of the professional liter-
ature may therefore be read with profit by any determined reader of
Scientific American.

September 1971 ROBERT R. FENICHEL
JosErPH WEIZENBAUM
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FUNDAMENTALS

INTRODUCTION

emainder of this volume builds. John McCarthy’s “Information”
is, in fact,.a general introduction to the field, and could itself be
given no nonredundant introduction.

The reader’s c}irst reaction to McCarthy’s article may be that it is
flawed by an unevenness of depth. McCarthy’s discussion ranges from
the encoding of alphabetic characters through the social implications
of computing. The reader may feel that, whatever the proper level of
detail may be, McCarthy has not settled on it.

In fact, there is no best way to describe digital computation. To be
sure, any computer behavior can ultimately be described in terms of
the underlying circuitry, but this is often no more helpful than it
would be to describe a man’s behavior in terms of the behavior of the
atoms making up his body. The six remaining articles making up this
section describe computer behavior at four different levels of abstrac-
tion, and most of the articles in the other sections of this reader are
still more abstract.

The most fundamental level of description is, as mentioned above,
that of the basic electronic circuitry. Computers must store informa-
tion and perform elementary operations (e.g., addition) on it. Evans
(“Computer Logic and Memories”) and Rajchman (“Integrated
Computer Memories”) describe the devices that are used for these
purposes.

The transistor is still in its first quarter-century, and most digital
devices are even younger. Accordingly, the reader is probably pre-
pared to learn of moderate across-the-board improvements in the
various figures cited by Evans and Rajchman. Most digital devices
are, indeed, available two to five times cheaper, faster, and/or more
capacious than they were four years ago. In particular, batch-fabricated
MOS memories, as predicted by Rajchman, have replaced core as the
primary memory in at least one line of machines.

These moderate improvements are not the whole story. Since these
articles were written, integrated circuitry has dropped in cost by a
factor of several hundred; the size of feasible integrated-circuit mem-
ories has simultaneously risen by a similar factor. These striking
trends show no sign of abating.

As Evans predicted, computer designers are scarcely able to deal
with this new environment. It is now economically justifiable to build
processing units of extreme complexity, if doing so will result in more
efficient use of mass memories or other expensive components.

For example, modern processors tend to have many more internal
registers than older processors. These registers, which are sometimes
so numerous that they require their own sophisticated addressing
schemes, would have been prohibitively expensive and unreliable
with older technologies. Small content-addressed memories internal
to processing units are common. In general, advances in basic digital

he articles in this section provide the groundwork on which the
I r



circuitry are the one exception to the general complacency of the
preface to this volume.

Sutherland’s article (“Computer Inputs and Outputs”) is more ab-
stract than those of Evans and Rajchman. Given that information may
be stored for computer reference and manipulated in simple ways,
Sutherland describes how this data may be rationally and efficiently
transferred from place to place, even when the devices involved in a
transfer may be grossly different in their preferred speeds of opera-
tion. Here, any discussion of the underlying circuitry would be more
obfuscatory than helpful.

Sutherland’s other article (“Computer Displays”) is yet more ab-
stract. In “Computer Displays,” the technology of “Computer Inputs
and Outputs” is all assumed to be available, but now new problems
must be faced. The human user does not wish to worry about chan-
nels, interrupts, and the like. The pictures on his screen depict a uni-
verse whose laws these pictures should obey. “Computer Displays”
is, as the reader will discover, hardly about cathode-ray tubes at all.
Rather, it is about the problems of organizing cathode-ray tubes (and
other hardware) to present a usable artifact to an imperfectly predict-
able human being.

The article by Strachey (“System Analysis and Programming”) is
about as abstract as “Computer Displays.” Strachey describes the
means of attack that are used on moderately large, complex problems
to prepare them for computer solution. There is a gap here among the
articles, for whereas the Evans-Rajchman-Sutherland-Sutherland
progression is one of easy steps, the branch from Evans and Rajchman
to Strachey begins with a long step indeed.

Strachey limits his attention to the intellectual problems of pro-
gramming. As he points out, these may all be discussed in the happy
context of readable, concise, higher-level languages. Strachey men-
tions that there exist translating programs to turn such high-level
languages into the language directly understood by computers, but
he never describes this latter language at all. The following descrip-
tion is misleading for some machines, but it should give the reader a
steppingstone in the line of descriptions running from Evans and
Rajchman to Strachey. The interested reader should, of course, con-
sult any of the more careful descriptions given in the references.

The elements of any computer’s machine language are instructions,
which the machine interprets one at a time. Each instruction is a bit-
string, generally of the same size as a memory word. The bits making
up a given instruction tell the machine what operation to perform,
what operands (if any) to use, and where to put the result of the opera-
tion (if any). A modern machine may have a repertoire of one to two
hundred operations, so that typically seven to ten bits of each of its
instructions are used to tell which operation is intended.

Since the most natural source of operands and destination of results
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is the memory, each instruction might have to contain one to three
addresses of memory locations. Often, however, the result of one oper-
ation is wanted as an operand of an immediately following operation;
for this reason, and in order to keep each instruction from being
burdened with fifty or sixty bits of addresses, most computers have at
least one or two special registers that serve as implicit operands and
result registers in most operations. Each instruction then carries only
a single address, so that some typical instructions might be:

Store zero in memory word 7823.
Load Special Register 1 with the contents of memory word 2486.

Add the contents of memory word 4753 to the contents of Special
Register 2; leave the result in Special Register 2.

An important component of the machine is a high-speed register
called the Instruction Counter. The Instruction Counter tells the
machine the address of the memory word from which its next instruc-
tion should be taken. Ordinarily, the Instruction Counter is incre-
mented by one during each instruction execution, so that instructions
in successive words in memory are executed consecutively. But cer-
tain instructions cause the Instruction Counter to receive wholly new
contents, effectively causing the locus of the machine’s attention to
jump to the specified location. This jump operation may even be per-
formed conditionally, so that additional typical instructions might be:

Set the Instruction Counter to 6427.

If the content of Special Register 2 is zero, set the Instruction
Counter to 8453.

These operations all concern such fine detail that short, readable,
machine-language programs are almost unknown. For example,
Strachey’s five-line CPL program on page 71 would involve two or
three dozen lines of machine language for most machines. That trans-
lators can be written to take the former program into the latter is an
impressive fact, discussion of which is unfortunately beyond the
scope of this Introduction.

The final article in this section is “Time-sharing” by Fano and
Corbaté. Time-sharing, the interleaved access to a single computer
system by several simultaneous users, logically follows (and chrono-
logically followed) development of the techniques described in
“Computer Inputs and Outputs” and “Systems Analysis and Pro-
gramming.” These latter techniques were first developed about
fifteen years ago, and they extended the range of feasible program-
ming projects by about an order of magnitude. Time-sharing systems
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were among the systems made feasible by these developments. As
Fano and Corbaté point out, the initial goal of time-sharing was to
provide an apparent multiplicity of independent, possibly slow, but
complete computers.

Soon, however, system de51gners found themselves caught in a
revolution of rising expectations. This revolution continues today.
Hardware costs are falling, while social and technological tasks are
ever more complex. As Strachey points out, we have nearly reached
the limit of present techniques in programming. Certainly each major
programming effort of recent times has been much too complex for
the compass of any single programmer. The chief concern of today’s
time-sharing systems is to facilitate cooperation among users; central,
shared, file memory has become these systems’ most significant
feature.
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INFORMATION

JOHN McCARTHY
September, 1966

he computer gives signs of be-
I coming the contemporary counter-
part of the steam engine that
brought on the industrial revolution.
The computer is an information ma-
chine. Information is a commodity no
less intangible than energy; if anything,
it is more pervasive in human affairs.
The command of information made pos-
sible by the computer should also make
it possible to reverse the trends toward
mass-produced uniformity started by the
industrial revolution. Taking advantage
of this opportunity may present the
most urgent engineering, social and po-
litical questions of the next generation.
A computer, as hardware, consists of
input and output devices, arithmetic
and control circuits and a memory.
Equally essential to the complete por-
trait is the program of instructions—the
“software”—that puts the system to work.
The computer accepts information from
its envirenment through its input de-
vices; it combines this information, ac-
cording to the rules of the program
stored in its memory, with information
that is also stored in its memory, and it

sends information back to its environ-
ment through its output devices.

The human brain also accepts inputs
of information, combines it with informa-
tion stored somehow within and returns
outputs of information to its environ-
ment. Social institutions—such as the
legislature, the law, science, education,
business organizations and the commu-
nication system—receive, process and put
out information in much the same way.
Accordingly, in common with the com-
puter, the human brain and social insti-
tutions may be regarded as information-
processing systems, at least with respect
to some crucial functions. The study of
these entities as such has led to new
understanding of their structures.

The installation of computers in cer-
tain organizations has already greatly
increased the efficiency of some of
the organizations. In the 15 or 20 years
that computers have been in use, how-
ever, it has become clear that they do
not merely bring an increase in efficien-
cy. They induce basic transformation of
the institutions and enterprises in which
they are installed.

MICROELECTRONIC CIRCUITS of the kind shown on the opposite page can be regarded
as the nerve tissue of the next generation of computers. The circuits, which are enlarged
about 200 diameters, are part of a “complex bipolar array chip” made by Fairchild Semi-
conductor. Each of the eight complete circuits shown (dark gray) is a functional unit consist-
ing of 18 transistors and 18 resistors. These units are connected by a larger microelectronic
network (white) ; there are 28 units in the entire chip. Some recent computers incorporate
microelectronic circuits, but the circuits are not connected microelectronically. Possibly
microelectronic circuits will be used not only as logic elements but also as memory elements.

In the first place, computers are a
million to a billion times faster than
humans in performing computing opera-
tions. This follows from the fact that
their working parts now change state
in a few millionths or billionths of a
second. Why should this quantitative
change in speed produce a qualitative
change in human activities that are
facilitated by a computer? It might
seem that there is no way to use such
speeds outside of the missile business
and other exotic undertakings. The
answer is that the increase in speed has
meant the building of computers with
the capacity to handle information on
a correspondingly larger scale. The in-
teraction of high-speed, high-capacity
computers with their environment is
often continuous, with many input and
output devices operating simultaneously
with the ongoing internal computation.

The computer is, furthermore, a uni-

versal information-processing ma-
chine. Any calculation that can be
done by any machine can be done by a
computer, provided that the computer
has a program describing the calcula-
tion. This was proved as a general prop-
osition by the British mathematician
A. M. Turing as early as 1936. It applies
to the most rudimentary theoretical
system as well as to the big general-
purpose machines of today that make it
possible, in practice, to write new pro-
grams instead of having to build new
machines.



TYPICAL COMPUTER INSTALLATION includes components of
the kind shown here in front and top views; the components are
identified in the diagram at right. The heart of the system, which is

a computer in the Spectra 70 series of the Radio Corporation of
America, is the central processor and memory unit; the other units
serve for input, output and storage of data. The input devices are



The speed, capacity and universality
of computers make them machines that
can be used to foster diversity and in-
dividuality in our industrial civilization,
as opposed to the uniformity and con-
formity that have hitherto been the or-
der of the day. Decisions that now have
to be made in the mass can in the fu-
ture be made separately, case by case.
To take a practical example, it can be
decided whether or not it is safe for an
automobile to go through an intersec-
tion each time the matter comes up,
instead of subjecting the flow of auto-
mobiles to regulation by traffic lights.
A piece of furniture, a household ap-
pliance or an automobile can be de-
signed to the specifications of each
user. The decision whether to go on to
the next topic or review the last one
can be made in accordance with the
interests of the child rather than for
the class as a whole. In other words,
computers can make it possible for
people to be treated as individuals in
many situations where they are now
lumped in the aggregate.

The quality of such individual re-
sponse and attention is another matter.
It will depend on the quality of the
programs. The special attention of a
stupid program may not be worth
much. But then the individual can write
his own program.

The future that is contemplated here

has come into view quite abruptly
during the past few years. According to
a report published by the American
Federation of Information Processing
Societies (AFIPS), there were only 10
or 15 computers at work in the U.S. in
1950. Today there are 35,200, and by
1975 there will be 85,000. Investment
in computers will rise from $8 billion
to more than $30 billion by 1975. Pres-
ent installations include 2,100 large
systems costing about $1 million each;
in 1975 there will be 4,000 of these.
Even the medium and small systems
that are in use today have a capacity
equal to or exceeding that of the 1950
generation.

A scientific problem that took an
hour on a big 1950 machine at 1,000
operations per second can be run on
the fastest contemporary computers in
less than half a second. Allowing an-
other 3.5 seconds to transfer the yield
to an external storage memory for later
printing, it can be said that program
running time has been reduced from
an hour to three or four seconds. This
reflects the impressive recent progress in
the design and manufacture of com-
puter hardware.

Big computers are currently equipped
with internal memories—the mem-
ory actively engaged in the computation
under way—that usually contain 10 or

TAPE- TAPE- .
MAGNETIC-TAPE conTroL | conTRroL MAGNETIC-TAPE
UNIT UNIT UNIT UNIT
CENTRAL
PROCESSOR
AND
CARD- MEMORY
READER OUTPUT PRINTER
CARD
VIDEO PUNCH
DATA TYPE-
TERMINAL WRITER

the typewriter, with which the operator communicates with tne machine, and the card-read-
er, for which the card-punch is an adjunct. The main output devices are the printer and
the video data terminal, which employs a cathode ray tube. The tape units store data.
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12 million minute ring-shaped ferrite
“cores” in three-dimensional crystalline
arrays. Each core is capable of storing
one “bit” or unit, of information. Along
with the replacement of the vacuum
tube by the transistor and now the re-
placement of the transistor by the mi-
croelectronic circuit [see illustration on
page 6] there has come a steep in-
crease in the speed of arithmetic ana
control circuits over the past 10 years.
The miniaturization of these circuits
(from hundreds of circuits per cubic
foot with vacuum-tube technology to
hundreds of thousands and prospective-
ly millions of circuits per cubic foot with
solid-state technology) has speeded up
operations by reducing the distance an
impulse has to travel from point to point
inside the computer.

As increases in speed and capacity
have realized the inherent universality
of the computer, expenditures for pro-
gramming have been absorbing an in-
creasing percentage of total installation
costs. The U.S. Government, with a
dozen or so big systems serving its mili-
tary and space establishments, is spend-
ing more than half of its 1966 outlay of
$844 million on software. Without doubt
the professions in this field—those of sys-
tem analyst and programmer—are the
fastest-growing occupations in the U.S.
labor force. From about 200,000 in 1966
it is estimated that their numbers will
increase to 500,000 or 750,000 by 1970.
Courses in programming are now of-
fered in many universities and even in
some high schools. In a liberal educa-
tion an exposure to programming is
held to be as bracing as an elementary
course in mathematics or logic.

Calcu]ating devices have a history
that goes back to the ancient
Greeks. The first mechanical digital cal-
culators were made by Blaise Pascal in
the 17th century. In the mid-19th cen-
tury Charles Babbage proposed and par-
tially constructed an automatic machine
that would carry out long sequences of
calculations without human intervention.
Babbage did not succeed in making his
machine actually work—although he
might have, had he used binary instead
of decimal notation and enjoyed better
financial and technical support.

In the late 1930’s Howard H. Aiken
of Harvard University and George R.
Stibitz of the Bell Telephone Labora-
tories developed automatic calculators
using relays; during World War ‘II,
J. Presper Eckert and John W. Mauchly
of the University of Pennsylvania devel-
oped ENIAC, an electronic calculator.
As early as 1943 a British group had an
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Let us now suppose that we have two expressions whose values have
been computed by the engine independently of each other (cach having
its own group of columus for datn and results). Let them be « 2®,
b.p.y. They would then stand as follows on the columns :—

Vi Ve Y, Vi Vo Vo Ny A\ Vy
SF + 7+ + ar ar ar + +
0 0 o 0 o 0 0 (1} 0
(1] (0] 0 0 0 0 0 0 0
(1] 0 0 0 0 (1} 0 0 0
(4] 0 0 0 () 0 0 0 0

a n x azn b ? y bpy aax"

; - , G R bpy

EARLY PROGRAM was written for Charles Babbage’s “analytical engine” by Lady Love-
lace, who was the daughter of Lord Byron. She wrote the program, which was for computing
the number series known as Bernoulli numbers, to show what the engine could do. The pro-
gram, of which this is a fragment, was published in 1840 in Taylor’s Scientific Memoirs.

¢.¢-'4¢/4/

PART OF ANALYTICAL ENGINE was drawn by Babbage. This drawing, one of many
that he made for the engine, bears the inscription “Neutralising Cams for Number.” Finan-
cial and technological difficulties prevented Babbage from completing the machine,

electronic computer working on a war-
time assignment.

Strictly speaking, however, the term
“computer” now designates a universal
machine capable of carrying out any
arbitrary calculation, as propounded by
Turing in 1936. The possibility of such
a machine was apparently guessed by
Babbage; his collaborator Lady Love-
lace, daughter of the poet Lord Byron,
may have been the first to propose a
changeable program to be stored in the
machine. Curiously, it does not seem
that the work of either Turing or Bab-
bage played any direct role in the
labors of the men who made the com-
puter a reality. The first practical pro-
posal for universal computers that stored
their programs in their memory came
from Eckert and Mauchly during the
war. Their proposal was developed by
John von Neumann and his collabora-
tors in a series of influential reports in
1945 and 1946. The first working stored-
program computers were demonstrated
in 1949 almost simultaneously in sever-
al laboratories in Britain and the U.S.
The first commercial computer was the
Eckert-Mauchly UNIVAC, put on the
market in 1950.

Since that time progress in the elec-
tronic technology of computer circuits,
the art of programming and program-
ming languages and the development of
computer operating systems has been
rapid. No small part in this develop-
ment has been played by the U.S. Gov-
ernment, which is always in the market
for the latest and biggest systems avail-
able. It is not too much to say that the
systems designed for the industry’s big-
gest customer have been the prototypes
for each major advance in computer
hardware. The creation of the high-
speed computer has been as central to
the contemporary revolution in the tech-
nology of war as the intercontinental
missile and the thermonuclear warhead.

The basic unit of information with
which these machines work is the bit.
Any device that can be in either of two
states, such as a ferrite core or a tran-
sistor, can store a single bit. Two such
devices can store two bits, three can
store three bits, and so on. Consider a
five-bit register made of five one-bit
devices. Since each device has two
states, represented, say, by 0 and 1,
the five together have 25, or 32, states.
The combinations from 00000 to 11111
can be taken to represent the binary
numbers from 0 to 31. They can also be
used to encode the 26 letters of the al-
phabet, with six combinations left over
to represent word spaces and punctua-
tion. This would permit representation
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FIRST MODERN COMPUTERS were the Mark I and the ENIAC
(Electronic Numerical Integrator and Calculator). The former had
electromechanical relays (left) as its key parts, the latter vacuum
tubes (right). A comparison of these parts with the microelectronic

of words and sentences by strings of
five-bit groups. (Actually, to accommo-
date uppercase and lowercase letters, the
full assortment of punctuation marks,
the decimal digits and so on it is now
customary to use seven bits.)

For many purposes, however, it is
better not to be specific about how the
information is coded into bits. More
important is the task of describing the
kinds of information to be dealt with,
the basic operations to be carried out
on them and the basic tests to be per-
formed on the information in order to
decide what to do next. For bits the
basic operations are the logical opera-
tions -, + and — (the last usually placed
above a symbol, as in A), which are
read “and,” “or” and “not” respectively.
Operations are defined by giving all the
cases. Thus is defined by the equa-
tions 0:0=0,1-0=0,0-1=0, and
1-1=1. The basic decision concern-
ing a bit is whether it is 0 or 1. De-
signers of computers do much of their
work at the level of bits [see illustration
on next page]. They have systematic
procedures, as the following article by
David C. Evans shows, for translating
logical equations into transistor cir-
cuits that carry out the functions of
these equations.

At the next level above bits come
numbers. On numbers the basic opera-
tions are addition, subtraction, multi-
plication and division [see illustration on
page 13]. The basic tests are whether
two numbers are equal and whether a
number is greater than zero. Program-
mers are generally able to work with

numbers because computer designers
build the basic operations on numbers
out of the logical operations on bits in
the design of the circuits in the machine.

Another kind of information is a
string of characters, such as A or ABA
or ONION. It is well to include also
the null string with no characters. A
basic operation on characters may be
taken to be concatenation, denoted
by the symbol * Thus ABC*ACA =
ABCACA. The other basic operations
are “first” and “rest.” Thus first(ABC)
= A and rest(ABC) =BC. The basic
tests on strings are whether the string
is null and whether two individual
characters are equal.

Out of one kind of information, then,
more elaborate kinds of information can
be built; numbers and characters are
built out of bits, and strings are built
out of characters. Similarly, the opera-
tions and tests for the higher forms of
information are built up out of the
operations and tests for the lower forms.
One can represent a chessboard, for
example, as a table of numbers giving
for each square the kind of piece, if
any, that occupies it. For chess positions
a basic operation gives the list of legal
moves from that position. A picture may
be similarly represented by an array of
numbers expressing the gray-scale value
of each point in the picture. The Mari-
ner IV pictures of Mars were so repre-
sented during transmission to the earth,
and this representation was used in the
memory of the computer by the pro-
gram that removed noise and enhanced
contrast. Christopher Strachey shows in

circuits illustrated on page 6 will indicate how far miniaturization
has progressed. Both the Mark I and the ENIAC have been disas-
sembled. The portion of the Mark I shown here is now at Harvard
University; panel from ENIAC is at U.S. Military Academy.

this issue how programmers put togeth-
er the basic operations and tests for a
given class of information in designing
a program to treat such information [see
“System Analysis and Programming,” by
Christopher Strachey, page 70].

hat computers can do depends on

the state of the art and science of
the programming as well as on speed
and memory capacity. At present it is
straightforward to keep track of the
seats available on each plane of an air-
line, to compute the trajectory of a
space vehicle under the gravitational
attraction of the sun and planets or to
generate a circuit diagram from the
speciﬂcations of circuit elements. It is
difficult to predict the weather or to
play a fair game of chess. It is currently
not clear how to make a computer play
an expert game of chess or discover
significant mathematical theorems, al-
though investigators have ideas about
how these things might be done [see
“Artificial Intelligence,” by Marvin L.
Minsky, page 123].

Input and output devices also play a
significant part in making the capacity
of a computer effective. For the engi-
neering computations and the book-
keeping tasks first assigned to comput-
ers it seemed sufficient to provide them
with punched-card-readers for input and
line-printers for output, together with
magnetic tapes for storing large quanti-
ties of data. To fly an airplane or a mis-
sile or to control a steel mill or a chemical
plant, however, a computer must re-
ceive inputs from such sensory organs
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0 0 0 0
1 1 1 1
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4 100 3 11
8 1000 4 100
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16 10000 5 101
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32 100000 6 110
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64 1000000 7 111
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BINARY NUMBERS serve computers in logic, arithmetic and coding functions. The array

ef binary numbers at left under “Numeration” shows that the system, which is based on 2,

represents each new power of 2 by adding a 0. The same arrangement reappears at right in
the binary version of the numbers 1 through 9; it shows, for example, that 111, representing
7, can be read from the left as “one 4, one 2 and one 1.” The seven-bit code (bottom) is wide-
ly used to accomplish the printing done by computers in issuing results and communicating
with operators. On receiving pulses representing 1011001, for example, the computer would
print Y. Columns 0 and 1 contain control characters; BS, for example, means “back space.”

as radars, flowmeters and thermometers
and must deliver its outputs directly to
such effector organs as motors and radio
transmitters. Still other input and output
devices are demanded by the increasing
speed and capacity of the computers
themselves. To keep them fully em-
ployed they must be allowed to interact
simultaneously with large numbers of
people, most of them necessarily at re-
mote stations. This requires telephone
lines, teletypewriters and cathode-ray-
tube devices. For many purposes a pic-
ture on the cathode ray tube is more
useful than the half-ton of print-out
paper that would deliver the under-
lying numerical information. Simulta-
neous access to the.computer for many
users also calls for new sophistication
in programming to establish the time-
sharing arrangements described in the
article by R. M. Fano and F. ]J. Corbaté
[see “Time-sharing on Computers,” by
R. M. Fano and F. ]J. Corbatd, page
79].

It is possible to describe at greater

length the perfection and promise of
the new technology of information. This
discussion must go on to certain press-
ing questions. To put the questions
negatively: Will the computer condemn
us to live in an increasingly deperson-
alized and bureaucratized society? Will
the crucial decisions of life turn on a
hole punched in Column 17 of a card?
Will “automation” put most of us out
of work?

Experience with the computerized
systems most people have so far en-
countered in governmental, business
and educational institutions has not
tended to dispel the anxiety that under-
lies such questions. One can ascribe the
bureaucratic ways of these systems to
their computers or to the greed, stupid-
ity and other vices of the people who
run them. I would argue three more
direct causes: one economic, one tech-
nical and one cultural.

In the first place, computers are
expensive. When a computer is first in-
stalled in an organization, the impulse
of the authorities is to use the new ma-
chine to cut corners, to do the old job
in the old way but more cheaply, to
achieve internal economies even at the
expense of external relations with citi-
zens, customers and students. Secondly,
the external memories that store the data
for most large organizations are inher-
ently inflexible. Between runs through a
magnetic-tape file, for example, there is
no possibility of access to the account
that generates today’s complaint. Final-
ly, most practitioners in the expanding



software professions were beginners; it
was all they could do to get the systems
going at all.

In my opinion the opportunity to
cure these faults is improving steadily.
Computers are cheaper, and competi-
tion between systems should soon com-
pel, more attention to the customers.
(The effect is not yet noticeable at my
bank.) Secondly, high-speed memory de-
vices such as magnetic-disk files, now
used as internal memories, are taking up
service in external data-storage. They
make access to any record possible at
any time. Finally, although there are a
lot of young fogies who know how
things are done now and expect to see
them done that way until they retire in
1996, programmers are acquiring great-
er confidence and virtuosity.

All of this should encourage the de-
velopment of systems that serve the cus-
tomer better without offending either
his intelligence or his convenience. In
particular, organizations such as schools
should not have to ask people questions
the answers to which are already on file.

The computer will not make its revo-
lutionary impact, however, by doing the
old bookkeeping tasks more efficiently.
It is finding its way into new applica-
tions that will increase human freedom
of action. No stretching of the demon-
strated technology is required to envi-
sion computer consoles installed in every
home and connected to public-utility
computers through the telephone sys-
tem. The console might consist of a
typewriter keyboard and a television
screen that can display text and pic-
tures. Each subscriber will have his
private file space in the computer that
he can consult and alter at any time.
Given the availability of such equip-
ment, it is impossible to recite more
than a small fraction of the uses to
which enterprising consumers will put
it.

Everyone will have better access to
the Library of Congress than the librar-
ian himself now has. Any page will be
immediately accessible, although Ben-
Ami Lipetz holds that this may come
later rather than sooner [see “Informa-
tion Storage and Retrieval,” by Ben-
Ami Lipetz, SCIENTIFIC AMERICAN, Sep-
tember, 1966]. Because payment will
depend on usage, all levels and kinds of
taste can be provided for.

The system will serve as each person’s
external memory, with his messages in
and out kept nicely filed and reminders
displayed at designated times.

Full reports on current events, wheth-
er baseball scores, the smog index in
Los Angeles or the minutes of the 178th
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ADDITION SUBTRACTION
144 11
M 7 1101 13
1" + 3 1M1 -7
1010 10 110 6
1M1 11
110101 53 110101 53
11001 + 25 11001 — 25
1001110 78 11100 28
64 842 1684
MULTIPLICATION DIVISION
1001 9 . .
101 %5 11000 = 110 24 -6
1001
1001 100
101101 45 110) 11000 4
32 84 1

BINARY ARITHMETIC involves only the manipulation of 0 and 1 and hence is the basis
of the extremely rapid calculating done by computers. The superscript colored numerals
represent carries ; subscript colored numerals show how binary numbers are read decimally.

meeting of the Korean Truce Commis-
sion, will be available for the asking.

Income tax returns will be automati-
cally prepared on the basis of contin-
uous, cumulative annual records of
income, deductions, contributions and
expenses.

With the requisite sensors and ef-
fectors installed in the household the
public-utility information system will
shut the windows when it rains.

The reader can write his own list of
assignments. He can do so with the
assurance that various entrepreneurs
will try to think up new services and
will advertise them. In this connection
the Antitrust Division of the Depart-
ment of Justice should see to it that
companies set up to operate the com-
puters are kept separate from companies
that provide programs. Competition
among the programmers will intensify
and diversify demand on the public-
utility systems. Anyone who has a new
program he thinks he can sell should
be free to put it in any computer in
which he is willing to rent file space and
to sell its services to anyone who wants
to use it.

As for the conformities currently im-
posed by mass production, consider
how the computer might facilitate the
purchase’ of some piece of household
equipment. In the first place, the com-
puter could be asked to search the
catalogues and list the alternatives avail-
able, together with appraisals from such

institutions as Consumers Union. If the
consumer knows how to use an auto-
matic design system such as that de-
scribed by Steven Anson Coons [see
“The Uses of Computers in Technolo-
gy,” by Steven Anson Coons, page 231],
he might design the desired equipment
himself. The system will deliver not only
drawings but also the findings of a sim-
ulation study that will show how well
the equipment works. The consumer
could also consult a designer, who will
be able to render his service through
the computer at less cost, together with
firm estimates from prospective suppli-
ers. With more or less elaboration, the
procedures sketched here could do the
paper work for the building of an en-
tire house.

APart from the physical construction

of the public-utility inrormation
system, the full realization of these pos-
sibilities will require new advances in
programming. No application illustrates
the virtues and limitations of present-
day programming so well as do efforts
to use computers to aid teaching in ele-
mentary and secondary schools. In prin-
ciple, one computer can give simulta-
neous individual attention to hundreds
of students, each at his own console,
each at a different place in the course or
each concentrating on a different topic.
The treatment of the student can be
quite individual because the computer
can remember the student’s performance
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in every preceding session of instruc-
tion. The pace and the range of study
can be entirely determined by the stu-
dent’s progress.

The teaching programs that have
been written so far, however, put the
student in a passive role. They are ex-
tremely pedantic. They have no under-
standing of the student’s state of mind;
they decide what to do next only in ac-
cordance with rather stereotyped sets of
rules. As Patrick Suppes concludes, these
programs do not compare too unfavor-
ably with the performance of a teacher
who has a large class [see “The Uses of
Computers in Education,” by Patrick
Suppes, page 249]. Particularly where
practice and repetition are the dominant
ways of learning, the computer may
even prove superior. The present pro-
grams fail in subjects that ought to cul-
tivate the student’s capacity for gener-
ating new ideas.

For the future it would be well, per-
haps, to think of computers as study
aids rather than teachers. The aim of
the program should be to place the
system under the control of the learner.
He should be able to select from a list
of topics the one he wants to work on;
he should decide whether he prefers to
read an exposition or to try to solve a
problem. Best of all, he should be able
to use the computer as a tool for testing
his own ideas.

Reﬂection on the power of computer

systems inevitably excites fear for
the safety and integrity of the individ-
ual. In many minds the computer is the
ultimate threat. It makes possible, for
instance, a single national information
file containing all tax, legal, security,
credit, educational, medical and em-
ployment information about each and
every citizen. Certainly such a file
would be the source of great abuses.
The files that exist today are abused.
Security files, for example, have pro-
vided material for politically motivated
persecutions. Credit files, to which
access is wide open in the business
community, have been used for pur-
poses irrelevant to credit decisions. Ac-
cordingly it can be expected that more
centralized files will facilitate even
greater abuses.

On the other hand, citizens could
seize the creation of centralized files as
the occasion to cure existing abuses and
to establish for each individual certain
rights with respect to these files. Such
a “bill of rights” might specify the
following:

No organization, governmental or
private, is allowed to maintain files that

cover large numbers of people outside
of the general system.

The rules governing access to the
files are definite and well publicized,
and the programs that enforce these
rules are open to any interested party,
including, for example, the American
Civil Liberties Union.

An individual has the right to read
his own file, to challenge certain kinds
of entries in his file and to impose cer-
tain restrictions on access to his file.

Every time someone consults an in-
dividual’s file this event is recorded,
together with the authorization for the
access.

If an organization or an individual
obtain$ access to certain information in
a file by deceit, this is a crime and a
civil wrong. The injured individual may
sue for invasion of privacy and be
awarded damages.

At present an organization that claims
to be considering extending credit to a
person can learn a lot about his finan-
cial condition. In the new system no
such information will be available
without authorization from the person
concerned, The normal form of authori-
zation will allow no more than a yes-or-
no answer to the question of whether
he meets a particular definite credit cri-
terion—whether he meets credit condi-
tion Cl, for example, and can be
expected to manage the installment pur-
chase of a television set.

To establish such rights people must
revise their ideas about the source and
nature of their freedom. Most individual
rights now recognized are based on the
claim that the individual always had
them; the safeguards of the law are
said to be designed to prevent their
infringement. Technology is advancing
too fast, however, to allow such benevo-
lent frauds to work in the future. The
right to keep people from keeping files
on us must first be invented, then legis-
lated and actively enforced.

It may be supposed that, as happened
with television and then color tele-
vision, the enthusiasts and the well-to-
do will be the first to install computer
consoles in their homes. Eventually,
however, everyone will consider them
to be essential household equipment.
People will soon become discontented
with the “canned” programs available;
they will want to write their own. The
ability to write a computer program
will become as widespread as the abil-
ity to drive a car.

Not knowing how to program will be
like living in a house full of servants
and not speaking their language. Each

of the canned programs will be sepa-
rately useful. It will be up to the individ-
ual, however, to coordinate them for his
own fullest benefit. Peopie will find, in
fact, that console control of a process
leads directly to the writing of one’s
own programs.

At first the computer says in effect:
I can do the following things for you,
which do you want? You reply. Then it
says: In order to do this I need the fol-
lowing information. You respond and
the dialogue continues. After you get
used to using a particular facility, the
computer’s questions become annoying.
You know in advance what they will be
and you want to give the answers with-
out waiting for the questions. Next you
want to be able to give the entire se-
quence of actions a name and bring
forth the sequence by typing only the
name. As you become bolder you will
want to make a later action conditional
on the results of earlier actions and to
provide for the repetition of actions un-
til a criterion is reached. You are then
already programming in full generality,
albeit awkwardly.

As a skill, computer programming is
probably more difficult than driving a
car but probably less difficult than fly-
ing an airplane. It is more difficult than
arithmetic but less difficult than writing
good English. It does not require long
study. Many people can write simple
programs after an hour or two of in-
struction. Some success ordinarily comes
quickly, and this reward reinforces
further effort. Programming is far
easier to learn than a foreign language
or algebra.

Success in writing a program to do a
particular task depends more on under-
standing the task and less on mastery
of programming technique. To program
the trajectory of a rocket, for example,
requires a few weeks’ study of program-
ming and a few years’ study of physics.

Writing a program to carry out some
activity requires that an individual make
explicit what he wants. The public-utili-
ty computer will do exactly what it is
told to do within limitations imposed to
protect other people’s interests. A per-
son who has experienced the unexpected
and sometimes unpleasant consequences
of the faithful execution of his wishes is
usually ready to reexamine his prefer-
ences and premises. Fortunately pro-
grams can be readily changed. As peo-
ple acquire greater control over their
environment by explicit programming
they will discover greater self-under-
standing and self-reliance. Some people
will enjoy this experience more than
others.



COMPUTER-GENERATED ART includes two works devised by
A. Michael Noll of Bell Telephone Laboratories. At top is “Gauss-
ian-Quadratic.” The end points of each line have a Gaussian ran-
dom distribution vertically ; the horizontal positions increase quad-
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ratically, The pattern begins at left and is “reflected” back from
right. At bottom is a portion of “Ninety Parallel Sinusoids with
Linearly Increasing Period.” The top line was mathematically spec-
ified as such a curve; the computer then repeated the line 90 times.







2

COMPUTER LOGIC AND MEMORY

DAVID C. EVANS
September, 1966

lectronic digital computers are
E made of two basic kinds of com-
ponents: logic elements (often
called switching elements) and memory
elements. In virtually all modern com-
puters these elements are binary, that
is, the logic elements have two alterna-
tive pathways and the memory elements
have two states. Accordingly all the in-
formation handled by such computers is
coded in binary form. In short, the in-
formation is represented by binary sym-
bols, stored in sets of binary memory
elements and processed by binary
switching elements.

To make a digital computer it is nec-
essary to have memory elements and a
set of logic elements that is functionally
complete. A set of logic elements is
functionally complete if a logic circuit
capable of performing any arbitrary
logical function can be synthesized from
elements of the set. Let us examine one
such functionally complete set that con-
tains three distinct types of circuit
designated and, or and not. Such circuits
can be depicted with input signals at
the left and output signals at the right
[see middle illustration on next page].
Since the logic elements are binary,
each input and output is a binary vari-
able that can have the value 0 or 1.
In an electrical circuit the logical value
0 corresponds to a particular voltage or

current and the logical value 1 to an-
other voltage or current. For each sym-
bolic circuit one can construct a “truth
table,” in which are listed all possible
input states and the corresponding out-
put states. Each truth table, in turn, can
be represented by a Boolean statement
(named for the 19th-century logician
George Boole) that expresses the out-
put of the circuit as a function of the
input. Truth tables and Boolean state-
ments are shown in the illustrations on
the next page. In the case of the and
circuit the output variable C has the
value 1 if, and only if, the input vari-
ables A and B both have the value 1.
In the Boolean statement the operation
and is designated by the dqt; it reads
“C is equal to A and B.” In the or cir-
cuit C has the value 1 if at least one of
the input variables has the value 1. The
Boolean statement is read “C is equal to
A or B.” The not circuit has for its out-
put the logical complement of the input.
Its Boolean statement is read “B is equal
to not A.” The and and or circuits de-
scribed have only two input variables.
Circuits that have a larger number of
input variables are normally used.

There are a number of other func-
tionally complete sets of logic elements.
Two sets are particularly interesting be-
cause each contains only one element, in
one case called nand (meaning “not

THIN-FILM MEMORY (opposite page) consists of an array of rectangular storage elements,
only four millionths of an inch thick, deposited on a thin glass sheet. The rectangles are ori-
ented in one of two magnetic states, corresponding to 0 or 1, when electric currents are
passed through conductors (vertical stripes) printed on the back of the glass. The films can
be switched in a few billionths of a second. The states can be made visible if the thin-film
surface is illuminated with plane-polarized light and photographed through a suitably ad-
justed polarizing filter. The magnetic film causes a slight rotation in the plane of polariza-
tion of the reflected light. Here the predominantly dark rectangles are in the 1 state; the
light rectangles are in the 0 state. The photograph is a 100-diameter enlargement of a thin-
film memory developed by the Burroughs Corporation for use in its newest computers.

and”) and in the other case called nor
(meaning “not or”). The bottom illustra-
tion at the left on the next page shows
a symbolic representation of a two-input
nand circuit with its truth table. Al-
though a practical nand circuit is de-
signed as an entity, it is evident that it
can be realized by an and and a not cir-
cuit. The reader can easily devise and,
or and not circuits from nand circuits
to demonstrate to himself that the nand
circuit is also functionally complete.

With and and not circuits it is not
difficult to construct a decoding circuit
that will translate binary digits into
decimal digits. The top illustration on
page 20 shows such a circuit and its
truth table. The decimal digits are each
represented by a four-digit binary code
(Ay, Ay, A, Ay). In the decoding circuit,
which yields the first four decimal
digits, the input signals A, A;, As, A
are applied. The signal at each of the
numbered outputs is O unless the input
code is the code for one of the num-
bered outputs, in which case the signal
at that output is 1.

he circuits that store information in

a computer can be divided into two
classes: registers and memory circuits.
Registers are combined with logic cir-
cuits to build up the arithmetic, control
and other information-processing parts
of the computer. The information stored
in registers represents the instantaneous
state of the processing part of the com-
puting system. The term “memory” is
commonly reserved for those parts of a
computer that make possible the gen-
eral storage of information, such as the
instructions of a program, the informa-
tion fed into the program and the re-
sults of computations. Memory devices
for such storage purposes will be dis-
cussed later in this article.
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VENN DIAGRAMS use circles to symbolize various logic concepts
and relations. Circles represent statements that can be either true
or false; they are placed in a universe, or field, that represents all
other statements. The logical relation and is represented by the
shaded area where two circles overlap. This area, C, is “true” only
if both circles, A and B, are true; it is “false” if either 4 or B or
both are false. The logical relation or (the “inclusive or”) is rep-
resented by shading the entire area within both circles. This area,

NOT

NAND

C, is true when either 4 or B or both are true. Not is represented
by a circle, 4, surrounded by a universe, B, which is not 4. The
equations below the Venn diagrams are Boolean statements. The
dot in the and statement stands for “and.” The plus sign in the or
statement stands for “or.” The 4 in the not statement signifies “not
A.” Nand and nor stand respectively for “not and” and “not or,”
as is made clear in the shading of their Venn diagrams. Such di-
agrams are named for John Venn, a 19th-century English logician.

AND OR NOT

0

A 0
1 C A B

B

C=A-B A B c C=A+B| A B (@ B=A| A B

0 0 0 0 0 0 0 1
0 1 0 0 1 1 1 0
il 1 1 1 1 1
1 0 0 1 0 1

AND, OR AND NOT constitute a set of binary logic elements that
is functionally complete. The three symbols represent circuits that
can carry out each of these logic functions. Input signals, either 0

NAND

C=A-B| A B (o
0 0 1
0 1 1
1 1 0
1 0 1

NAND CIRCUIT, which contains only one logic element, is func-
tionally complete; it can do everything that and, or and not circuits
can perform collectively. The two-input nand circuit symbolized at
top is equivalent to the combined and and not circuit. Qutputs
of the nand truth table are opposite to those of the and table.

or 1, enter the circuits at the left; outputs leave at the right (col-
ored digits are examples). Below each circuit is a “truth table”
that lists all possible input states and corresponding output states.

NOR

C=A4B | ‘A B o]
0 0 1
0 1 0
1 i 0
1 0 0

NOR CIRCUIT is also functionally complete. The two-input nor
circuit symbolized at top is equivalent to the combined or and
not circuit shown immediately below. The nor truth table is the
converse of the or table. Electronic embodiment of a circuit that
can serve as either nand or nor appears on the opposite page.



Registers are usually made up of one-
bit storage circuits called flip-flops. A
typical flip-flop circuit, called a set-
reset flip-flop, has four terminals [see
bottom illustration on next page]. It is
convenient to refer to such a flip-flop by
giving it the name of the variable it hap-
pens to store; thus a flip-flop for storing
the variable A will be named A. If the
inputs to the terminals S and R are 0,
the flip-flop will be in one of two states.
If A has the value 1, it is in the set state;
if it has the value 0, it is in the reset
state. It can be switched to the set state
by applying a 1 signal to the S terpiinal
and switched to the reset state by apply-
ing a 1 to the R terminal. The applica-
tion of 1’s to the S and R terminals at
the same time will not yield a predict-
able result. The flip-flop can therefore
be regarded as remembering the most
recent input state.

Memories for general storage could
be made up of logic circuits and flip-
flops, but for practical reasons this is
not done. A memory so constructed
would be large and expensive and
would require much power; moreover,
the stored information would be lost if
the power were turned off.

We are now ready to consider how

logic circuits and registers can be
combined to perform elementary arith-
metical operations. The upper illustra-
tion on page 21 includes a truth table
describing one-digit binary addition.
The inputs to the adder are the binary
digits X and Y, together with the “input
carry” C; — ;. The outputs are the sum
digit S and the “carry out” C;. Also illus-
trated is an implementation of the bi-
nary adder using and, or and not logic
clements. A logic circuit such as this bi-
nary adder, which contains only switch-
ing elements and no storage circuits, is
called a combinatorial circuit.

In a computer employing binary
arithmetic the arithmetic unit may have
to process numbers consisting of 60 or
more digits in order to produce results
with the desired precision. (A computer
able to handle 60-digit numbers is said
to have 60 bits of precision.) Numbers
of such length can be added in two
general ways. One way is to use an
adder for each digit; the other is to use
a single “serial” adder and process the
digits sequentially. When an adder is
used for each digit, the assembly is
called a parallel adder. The lower il-
lustration on page 21 shows a four-digit
parallel adder. The inputs for this adder
are two four-digit binary numbers:
X, X, Xy Xpand Y3 Y, Y, Y. The adder

EVANS *

produces the five binary-digit sum
Sy S3 Su Sy Sy. This four-digit adder is
also a combinatorial circuit. The X and
Y inputs to the parallel adder can be
provided by two four-bit registers of
four flip-flops each. The inputs are all
provided at the same time. The sum
can be stored in a five-bit register that
has previously had all its stages reset
to 0.

For the serial adder we need a means
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of delivering the digits of the inputs to
the adder in sequence and of storing the
sum digits in sequence. To implement
these requirements special registers that
have the ability to shift information
from one stage to the next are em-
ployed; such a register is called a shift
register. Each of the three shift registers
of a serial binary adder has an input
from the terminal called SHIFT [see
bottom figure on page 22]. Normal-

—3 VOLTS

—3 VOLTS

0 VOLTS

—3 VOLTS

0 VOLTS

NAND
A
B
C
NAND CIRCUIT
—3 VOLTS
A1) — YOS 1
-3 VOLTS
B ( K- AAAANA
0 VOLTS.
C (=0) G
-10 VOLTS
—16 VOLTS
—3 VOLTS
A(=1) —+t
—3 VOLTS
B(-1) ——K
—3VOUTS
Cl-1)— k3

- 10 VOLTS

0 VOLTS

ELECTRONIC EMBODIMENT OF NAND CIRCUIT contains four diodes (triangular
shapes), four resistors (zigzags) and one transistor (inside circle). The symbol for this three-
input nand circuit and its Boolean statement appear at the top. In the circuit the dark color
represents the flow of large current that is switched to produce the output, 0 or 1, depending
on the flow of small current (light color), which is controlled by the input voltages. Current
flow is shown for two different inputs: 1,1,0 and 1,1, 1. By reversing the choice of voltage the
nand circuit shown here acts as a nor circuit. Such circuits can be designed in many ways.
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CONVERSION OF BINARY to decimal dig-
its is accomplished by this circuit, made up
of four not circuits and four and circuits.
The truth table at left shows the binary
equivalent for the decimal digits from 0 to
9. To show the principle involved in decod-
ing binary digits, the circuit carries the de-
coding only as far as decimal digit 3. The
signal at each of the numbered outputs is 0
unless all the inputs are 1. In the example
this is true for the third and circuit from the
top, labeled 2. Thus the binary digits 0010
are decoded to yield the decimal digit 2.
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TYPICAL ONE-BIT STORAGE ELEMENT is represented by a “set-reset flip-flop.” The
one shown here is given the name A because it stores the variable 4. A flip-flop “remembers”
the most recent input state. If 4 has the value 1, it is in the set state; if A4 has the value 0,
it is in the reset state. Applying a 1 to the S terminal yields the set state; applying a 1 to
the R terminal yields the reset state. Flip-flops provide the transient memory in a computer.

ly the SHIFT signal has the value 0, but
when it is desired to shift the three
registers, the SHIFT signal is given the
value 1 for a brief period, causing the
registers to shift their contents one bit
to the right. As in the case of the par-
allel adder, the serial adder can add one
group of binary digits (such as X; X, X;
X,) to another group (such as Y3 Y, Y,
Y,). At the first command to shift, the
serial adder stores the sum of the first
pair of digits (X, and Y,); at the second
command to shift, it stores the sum of
the second pair of digits (X; and Y,),
and so on. The carry-out (C;) of each
addition is passed along at each com-
mand to shift.

Registers are needed for both serial
and parallel adders. For the serial adder
the registers must be shift registers and
only a one-digit binary adder is re-
quired. For the parallel adder a binary
adder is required for each bit of preci-
sion, that is, for each pair of X and Y
inputs. The parallel adder is simply a
large combinatorial circuit. The serial
adder includes the binary adder, a flip-
flop (known in this case as the C flip-
flop) and associated circuitry. It is not a
combinatorial circuit because its output
(S) is not merely a function of the im-
mediate inputs (X and Y); it is also a
function of the internal state as repre-
sented by the value stored in the C flip-
flop. Circuits in which the output is not
only a function of the immediate inputs
but also a function of the circuit’s his-
tory as represented by its internal state
are called sequential circuits. Such cir-
cuits are fundamental to the design of
computers. Multiplication, for example,
is usually implemented by a sequential
circuit that repetitively uses an adder
circuit.

For most of the period during which
computers have evolved, the limiting
factor in their design and cost has been
memory. The speed of computers has
been restricted by the time required to
store and retrieve information. The cost
of computers has been determined by
the information-storage capacity of the
memory. As a result much effort has
been devoted to the development and
improvement of memory devices.

A typical memory, which I have pre-
viously described as an array of registers
of uniform size, is characterized by
word length, storage capacity and ac-
cess time. Each register in a memory is
called a word; its size is expressed in
bits and typically is in the range of 12
to 72 bits. The total storage capacity
of a memory can be expressed in bits
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BINARY ADDER CIRCUIT (right) can add two one-digit binary
numbers. It is made up of and, or and not logic elements. Because
the adder will usually be one of several linked in parallel (see il-
lustration below) it must also be able to accept a digit known as the

Xy X

DECIMAL 4 | © 1]

DECIMAL 11 1 0 1 1

DECIMAL 15 1 1 1

FOUR-DIGIT PARALLEL ADDER consists of four one-digit bi-
nary adders like the one shown at the top of the page. In a com-
puter, registers (not shown) would be needed to supply the input

but is more often expressed in words;
depending on various factors, which
will be examined below, the storage
capacity can vary from 100 words to
billions of words. The time required to
store (write) or retrieve (read) a speci-
fied word of information is called the
access time; it can range from a fraction
of a microsecond to several seconds or
minutes.

Access to a particular word in a mem-
ory is achieved by means of an address-
ing scheme. There are two classes of
addressing schemes: “structure-address-
ing” and “content-addressing.” In the
first, which is the more common, each
word is given a number by which it is
identified; this number is called its ad-
dress. Access to a particular word of a
memory is achieved by specifying the
address as a binary-coded number. In
content-addressing, access is determined
by the content of the word being
sought. For example, each word of a

EVANS

COMPUTER LOGIC AND MEMORY 21

Gy
0 1

C

content-addressed memory might con-
tain a person’s name and certain infor-
mation about him (such as his bank bal-
ance or his airline reservation); access
to that information would be achieved
by presenting the person’s name to the
memory. The internal logic of the mem-
ory would locate the word containing
the specified name and deliver the name
and the associated information as an
output. Since most memories are struc-
turally addressed, no further considera-
tion will be given to content-addressing.

Among the various memory designs
there is a wide range of compromises
among cost, capacity and access time
[see top illustration on page 24]. Most
memories fall into one of three access
categories: random, periodic or sequen-
tial. In random-access memories the ac-
cess time is independent of the se-
quence in which words are entered or
extracted. Memories with short random-
access times are the most desirable but

input carry (C;—,) produced by an adder immediately to its
right. The truth table (left) shows the “carry-out” (C;) and the sum
digit (S) for all combinations of three inputs. In the example the
inputs are 1, 0 and 1. This is known as a combinatorial circuit.

signals and to store the output signals. In the example illustrated
here the binary number 0100 (decimal 4) is being added to 1011
(decimal 11). The sum is the binary number 1111 (decimal 15).

also the most costly per bit of storage
capacity. Magnetic-core devices are the
most widely used random-access mem-
ories. An example of a memory device
that provides periodic access is the mag-
netic drum, in which information is
recorded on the circumference of a cyl-
inder that rotates at a constant rate.
Sequentially located words may be read
at a high rate as they pass the sensing
position. The maximum access time is
one revolution of the drum, and the
average access time to randomly se-
lected words is half a drum revolution.
The most common sequential memo-
ries—used when neither random nor
periodic access is required—are pro-
vided by reels of magnetic tape. To run
a typical 2,400-foot reel of tape con-
taining 50 million bits of information
past a reading head can take several
minutes.

Since magnetic materials, in one
form or another, supply the principal
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ACTUAL FOUR-DIGIT PARALLEL ADDER can be produced by linking two monolithic
integrated circuits; each chip measures only 60 mils (.06 inch) on a side. This adder made
by Texas Instruments Incorporated contains the equivalent of 166 discrete components.

storage medium in computers, I shall
describe magnetic memories somewhat
more fully. The high-speed random-
access memory in a typical computer
is generally provided by a three-dimen-
sional array of about a million tiny mag-
netic cores, or rings, each of which can

store one bit of information. The cores
are threaded on a network of fine wires
that provide the means for changing the
magnetic polarity of the cores; the po-
larity determines whether a particular
core stores a 1 or a 0. The cores are
made of ferrite, a ferromagnetic ce-

ramic. Highly automatic methods have
been devised for forming, firing, testing
and assembling the cores into memory
arrays. In early magnetic-core memories
the cores had an outside diameter of
about a twelfth of an inch and cost
about $1 per bit of storage capacity.
The cycle time of these memories (the
minimum time from the beginning of
one access cycle to the beginning of the
next) was in the range of 10 to 20 mi-
croseconds.

As the art has developed, the size of
the cores has decreased, the cycle time
has decreased and the maximum ca-
pacity has increased. The cores in most
contemporary computers have a diam-
eter of a twentieth of an inch; cycle
times are between .75 microsecond and
two microseconds. The fastest core
memories have cores less than a fiftieth
of an inch in diameter and cycle times
of less than 500 nanoseconds (half a
microsecond).

The essential requirement of a ma-
terial for a random-access magnetic
memory is a particular magnetic char-
acteristic that allows a single element of
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FOUR-DIGIT SERIAL ADDER uses only one adder like the one
shown at the top of the preceding page but requires three shift reg-
isters and a flip-flop to pass along the carry-out of each addition.
Each register has an input from the terminal called SHIFT. At the

shift signal each register shifts its contents one bit to the right.
Simultaneously the digits shifted out of the X and Y registers enter
the adder, together with the input-carry from the C flip-flop. Five
shift signals are needed to add two four-digit binary numbers.



a large array of elements of the material
to be stably magnetized in either of two
directions. Early in the 1950’s it was dis-
covered that certain thin metallic films
also have this characteristic [see illus-
tration on page 16]. The constant dream
of computer designers since this discov-
ery was made has been the develop-
ment of a practical large-capacity mem-
ory that can be constructed directly
from bulk materials without fabrication,
test or assembly of discrete components
for individual bits. Many geometries for
thin-film memories, including flat films
and films deposited on wires or glass
rods, have been devised. Some film
memories are in service and many more
will be used in the future. It is antici-
pated that there will be dramatic re-
ductions in the cost of random-access
memories over the next few years.

In another widely used memory tech-

nology a thin film of magnetic materi-
al is deposited on some surface such as
a plastic tape or card, or a metallic drum
or disk. This magnetic surface is moved
with respect to a head that can produce
or detect patterns of magnetization in
the magnetic film; the patterns are of
course coded to represent the binary
digits 1 and 0. The film for magnetic
recording usually consists of finely
ground iron oxides bonded together and
to the surface by a small amount of or-
ganic binder. For magnetic drums and
disks the magnetic medium often con-
sists of a metallic film of a nickel-cobalt
alloy.

Magnetic tape about a thousandth of
an inch thick, half an inch wide and up
to 2,400 feet long per reel has provided
the main bulk information store for
many years. Tape systems have reached
a high state of development: they are
able to transport the tape past the head
at a rate of more than 100 inches per
second and to start or stop the tape in
a few milliseconds. Six or eight bits are
usually written across the width of the
tape; it is common for 800 of these
six-bit or eight-bit groups to be written
per inch along the tape. A current trend
in information-processing systems is
toward using tape for dead storage or
for transporting data from one location
to another. Magnetic recording devices
with shorter random-access times are
taking over the function of active file
storage.

Storage devices with a capacity of a
few hundred million words and an ac-
cess time of a few seconds or less are
just beginning to be delivered. These
devices employ a number of magnetic
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EVOLUTION OF CIRCUITS is reflected in these close-ups showing the central processing
units in four generations of computers. UNIVAC I (top), the first large commercial elec-
tronic computer, used vacuum-tube logic circuits. The first model was delivered to the
Bureau of the Census in 1951. International Business Machines’ Model 704 (second from top)
was a widely used large-scale vacuum-tube computer with a magnetic-core memory. The first
704 was installed in late 1955. In 1963 IBM delivered the first 7040 (third from top), a typical
transistorized computer using discrete components. The Spectra 70/45 (bottom), recently
delivered by the Radio Corporation of America, represents the latest generation. It uses
monolithic integrated circuits similar to the one shown at the top of the opposite page.
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RANDOM INFORMATION
TYPE OF MEMORY ACCESS TIME TRANSFER RATE CAPACITY COST
(MICROSECONDS) | (BITS PER SECOND) (BITS) (DOLLARS PER BIT)

INTEGRATED CIRCUIT 1072-10"" 10°- 10" 10° - 10* 10
TYPICAL CORE OR FILM 1 108 10° 107
LARGE SLOW CORE 10 107 107 102
MAGNETIC DRUM 10° “ 107 s 107 1058
TAPE LOOP OR CARD 108 i 10° o o 10" : 10,2
PHOTOGRAPHIC 107 o 108 e 107 o 10-8 i3

COMPARISON OF MEMORY SYSTEMS shows a range of rough-
ly a billion to one in access time and capacity and about 10 million
to one in cost per bit. The spread in the rate of information transfer

cards or tape loops handled by various
ingenious mechanisms [see illustration
on page 271].

In memory systems that use magnetic
drums and disks rotating at high speed,
the heads for reading and writing infor-
mation are spaced a fraction of a thou-
sandth of an inch from the surface. The
surface velocity is about 1,000 or 2,000
inches per second. In early drum  sys-
tems severe mechanical and thermal
problems were encountered in main-

is smaller:

taining the spacing between the heads
and the recording surface. In recent
years a spectacular improvement in per-
formance and reliability has been
achieved by the use of flying heads,
which maintain their spacing from the
magnetic surface by “flying” on the

boundary layer of air that rotates with
the surface of the drum or disk. One
modern drum memory has a capacity
of 262,000 words and rotates at 7,200
revolutions per minute; it has a random-

MAGNETIC-CORE MEMORY has been the standard high-speed memory in computers
for many years. A typical core memory plane is shown two-thirds actual size at the left; a
portion of the plane is enlarged about 10 diameters at the right. This example, made by
Fabri-Tek Incorporated, contains 16,384 ferrite cores, each a fiftieth of an inch in diameter.

about 10,000 to one from the fastest memories to the
slowest. Integrated circuit memories (similar to logic circuits) and
photographic memories (for digital storage) are just appearing.

access time of about four milliseconds
and an information-transfer rate of 11.2
million bits per second.

Magnetic information storage is meet-
ing competition from other memory
technologies in two areas: where fair-
ly small stores of information must
be accessible in the shortest possible
time and where ultralarge stores must
be accessible in a matter of seconds.
For the first task, which today is usually
performed by magnetic cores and thin
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THIN-FILM MEMORY made by Burroughs,
which operates even faster than magnetic-
core memories, is shown here actual size.
An enlargement in color appears on page 16.



films, one can now obtain memories fab-
ricated by the same techniques used to
produce monolithic integrated circuits
[see “Microelectronics,” by William C.
Hittinger and Morgan Sparks; Sci-
ENTIFIC AMERICAN, November, 1965].
Such circuits, resembling flip-flops, can
be built up from tiny transistors and
resistors; scores of such elements can
be packed into an area no more than
a tenth of an inch square [see bottom
left of illustration on page 27]. A mem-
ory of this kind can store about 100
words and have a random-access time of
100 nanoseconds. Although the present
cost of such memories is a few dollars
per bit, the cost will probably decline to
a few cents per bit by 1970. Integrated-
circuit memories have the drawback
that power is continuously dissipated by
each element (unlike magnetic elements)
whether it is actively being read (or
altered) or not.

For very-high-volume storage and
moderately fast access time, magnetic
devices are being challenged by high-
resolution photography. In these sys-
tems bits are recorded as densely
packed dots on transparent cards or
short strips of photographic film. Dur-
ing the next year or so several such Sys-
tems will go into service; each will have
a capacity of 10 or 10'2 bits and a
maximum access time of a few seconds.

To combine rapid average access time
and large storage capacity at a minimum
cost to the user, computer designers
have recently introduced the concept of
the “virtual memory.” Such a memory
simulates a single large, fast random-
access memory by providing a hier-
archy of memories with a control mech-
anism that moves information up and
down in the hierarchy, using a strategy
designed to minimize average access
time.

rl’he logic and main memory of a very

+ large modern computer contains
nearly half a million transistors and a
somewhat larger number of resistors
and other electrical components, in ad-
dition to 10 million magnetic cores. In
such a machine—or even in a smaller
one with a tenth or a hundredth of this
number of components—the matters of
packaging, interconnection and reliabil-
ity present very serious design prob-
lems.

The active circuit elements in early
electronic computers were vacuum
tubes. These computers encountered
three major problems. First, the rate at
which tubes failed was so high that in
large computers the ratio of nonproduc-
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OPERATION OF MAGNETIC-CORE MEMORY involves switching the direction of
magnetization, or polarity, of a ferrite core between two positions 180 degrees apart. One
position is selected to represent 0, the other to represent 1. “Reading” and “writing” signals
are carried on two wires (X and Y), each of which carries only half of the current (4H)
needed to change the core’s direction of polarization, During the reading cycle the direction
of current flow is selected so that the pulses reverse the polarity of a core that is storing a
1, with the result that a voltage pulse signifying 1 (light color) is created in the “sense” wire.
No pulse emanates from a core that is storing a 0. During the writing cycle the flow in the
X and Y wires is reversed. This reverses the polarity of the core and writes 1 unless an oppos-
ing current is coincidentally passed through an “inhibit” wire, in which case the core
polarity remains in the 0 position. A typical memory will contain a million cores.
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tive time was nearly prohibitive. Sec-
ond, power consumed by vacuum tubes
was so large that adequate cooling was
extremely difficult to achieve. Third, the
components were so large that the dis-
tances over which signals had to travel
would have limited computer speeds
to levels that today would be regarded
as slow.

In 1948 the point-contact transistor
was invented. It was small and used
little power, but it was too unstable a
device to replace the vacuum tube in
large-scale computers. A few years later
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the junction transistor was developed,
but it was too slow. In 1957 the planar
silicon transistor was invented. It pro-
vided high-speed transistors that were
reliable and made possible the design
of the present high-speed computers.
Further development of the planar tech-
nology led to the monolithic integrated
circuit, in which scores of components
are created and linked together in a
single tiny “chip” of silicon. A variation
of this technique is used to create the
integrated—circuit memories.

The integrated logic circuit, which is
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OPERATION OF THIN-FILM MEMORY differs from that of a magnetic-core memory, il-
lustrated on the preceding page. One difference is that the read-out for a 0 or 1 is determined
by the polarity of the voltage pulse in the sense wire rather than by the presence or absence
of a voltage. Also, in the thin-film memory reading and writing are performed by passing
current through different wires. Finally, the change in direction of magnetization that
induces a read-out pulse involves a rotation of only 90 degrees rather than 180 degrees.

just beginning to make its way into
large-scale use for computers, contrib-
utes substantially to the solution of the
three problems that beset the vacuum-
tube computer and that were only par-
tially solved by discrete transistors. An
integrated circuit on one chip of silicon
can have the logic capacity of several
of the logic circuits described earlier.
It occupies far less space and consumes
less power than an equivalent transistor
circuit. Its small size makes possible
systems with higher speeds because the
interconnections of the circuits are
shorter. Reliability is increased because
the interconnections are themselves re-
liable. Indeed, the reliability of an en-
tire integrated circuit is expected to
approach that of an individual transis-
tor. The latest integrated circuits have a
signal delay of only a few nanoseconds,
and still faster circuits are being devel-
oped. However, the physical size of a
computer’s components, together with
their interconnections, remains a funda-
mental limitation on the complexity of
the computer: an electrical signal can
travel along a wire at the rate of only
about eight inches per nanosecond (two-

thirds the speed of light).

Computer technology has a way of
confounding those who would pre-
dict its future. The thin-film memory,
for example, has been “just around the
corner” for more than 10 years, but the
ferrite core is still the main element of
random-access memories. Nevertheless,
one can try to make certain predictions
based on the situation at present. It
now seems clear that integrated-circuit
technology will soon produce circuits of
great complexity at very low cost. These
circuits will include high-speed memory
circuits as well as logic circuits. Already
one can get commercial delivery of a
100-bit register on a single chip of sili-
con that is a tenth of an inch in its
largest dimension. It is my personal
opinion that computer designers will be
hard-pressed to develop concepts ade-
quate to exploit the rapid advances in
components.

Because computers built with inte-
grated components promise to be much
cheaper than present machines, one can
expect significant changes in the com-
parative costs of information processing
and information transmission. This in
turn will influence the rate of growth
of data-transmission facilities. Low-cost
computers will also change the cost fac-
tors that help in deciding whether it is
cheaper to do a job with human labor
or to turn it over to a machine.
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VARIETY OF MEMORY SYSTEMS are based on imagnetism,
electronic circuitry and photography. Magnetic-drum memory (top
left), built by Univac Division of Sperry Rand Corporation, pro-
vides access in 17 milliseconds to any one of 786,432 36-bit words or
some 4.7 million alphanumeric characters. “Random Access Com-
puter Equipment” (zop right), built by RCA, stores information on
2,048 flexible plastic cards. The basic unit holds 340 million alpha-
numeric characters; the average access time is 385 milliseconds.
Magnetic-disk memory (middle left), made by Control Data Cor-
poration, provides access in 34 to 110 milliseconds to any one of

131.9 million six-bit characters. “Data cell” system (middle right),
offered by IBM, stores data on 2,000 narrow strips of magnetic film.
It provides random access in 175 to 600 milliseconds to 800 million
bits of information. Integrated-circuit memory (bottom left) pro-
vides access to 16 bits of information in about .01 microsecond. This
example is made by Motorola Semiconductor Products Inc. A new
photo-digital memory (bottom right) has been devised by IBM to
provide rapid access to memory files containing a trillion bits. A
single film chip, 1% by 2% inches, can store several million bits of
information; IBM is not yet ready to disclose the exact number.
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INTEGRATED COMPUTER MEMORIES

JAN A. RAJCHMAN
July, 1967

he computer has pervaded most
I fields of human activity and may
well be the most important in-
novation of our age. Born out of the
technology of communication, it is ca-
pable of handling enormous amounts of
information at tremendous speeds. What
makes it so potent and pervasive is the
fact that a single mechanism, given the
proper program, can perform any infor-
mation-processing task capable of being
specified. The same mechanism can cal-
culate taxes and other items on thou-
sands of paychecks, solve complex equa-
tions, control industrial processes, write
music, form and compose characters for
printing, guide space vehicles or help
to teach children. This diversity of tasks
—which often surprises even the design-
ers of the machines—is made possible by
the simple idea of the stored program.
The trick is to control electronically
the nature and sequence of arithmetical
and logical processes that are themselves
electronic. In other words, what deter-
mines whether an addition, a nmltipli-
cation, a simple juxtaposition or some
other operation is executed, what de-
termines the inputs of the operation and
what determines the disposition of the
result are not built into the machine but
are part of the electronic process itself.
A program is the enumeration of these
determining commands; it specifies the
method used for the solution of a prob-
lem in detail. It is a demonstrable fact
that any determinate information-proc-
essing task can be performed by a suffi-
cient number of minute steps, and there-
fore with a sufficiently fast computer can
be solved in a reasonable time. \When
the machine is in operation, both the
commands and the numbers or symbols
being processed are constantly being
taken out of and put into a depository of
information known as a memory. This
anthropomorphic name was coined by

early computer workers; more restrained
people, particularly in Britain, use the
term “store.”

The commands, numbers or symbols
needed in a processing task—known col-
lectively as words—are stored in the
memory, each with a certain “address.”
The address identifies the stored word
and determines a definite physical lo-
cation within the memory device. The
power and universality of programming
arises from the capacity to address the
memory selectively, that is, to direct a
word into any address and to retrieve it
in a very short time, regardless of how
the address was previously used. Such
selective access is described as “ran-
dom” to emphasize the programmer’s
total freedom to dispose of any informa-
tion under any desired label and to re-
trieve it at any time, in contrast with
“serial” memories, in which information
was stored in queues and had to be re-
trieved in definite sequences. This made
it necessary to wait for the desired in-
formation while irrelevant material was
flowing by, and in general to wait long-
er with longer queues of information.

Perhaps the most important attribute
of random access to a memory is the
ease with which it is possible to choose
one or another command according to
the process being executed, thus allow-
ing branching into one of two or more
possible programming sequences. For
example, a summation of terms is made
by executing whatever operations are
prescribed in each term, adding the
term to the growing partial sum, and
then comparing the number of terms
to the total number of terms prescribed.
If the prescribed limit is not reached,
a new calculation loop proceeds and
another term is added. If the number of
terms has reached the limit, a new pro-
cedure is started: the sum can be printed
out, stored for future use or become itself

the input of a new process. Such “condi-
tional transfer” and looping are the cor-
nerstones of universal programming and
are easy to execute with a random-access
memory, since the number of steps in the
loop can be readily programmed and
conditional transfer merely amounts to
the indication of another address to be
selected. Clearly a high-speed random-
access memory is the essential compo-
nent that makes possible a modern elec-
tronic computer. Let us consider how
such a memory can be implemented.

The reader will recall that digital in-

formation in a computer is expressed
in “bits,” each bit being the statement of
a single alternative: yes or no, 0 or 1.
A group of n bits can code 2" alterna-
tives, which can express 2" binary num-
bers. Accordingly all combinations of
four 0’s or 1’s (0000 to 1111) can express
24, or 16, numbers, for example the num-
bers from 0 to 15. A sequence of bits can
equally well represent a collection of
arbitrary symbols, English words or ar-
tificial words.

Most computers handle a fixed num-
ber of bits as a word. The function of a
random-access memory is to store the m
bits of a word on being supplied with an
address specified in n bits. Subsequently
the memory will furnish on demand,
usually in less than a microsecond, the
stored m bits on being supplied with the
same n address bits. Such a memory has
a storage capacity of 2" words, corre-
sponding to all possible addresses. Since
each word is m bits long, the total ca-
pacity of the memory is m2" bits. In a
typical “16 K” word memory n equals
14, so that the actual word capacity is
214, or 16,384 words; if m equals 40 bits,
the total capacity is 655,360 bits.

Since the early 1950’s the standard
random-access memory has been pro-
vided by an array of tiny ring-shaped



INTEGRATED SEMICONDUCTING MEMORY (above) is one of
several new types of information-storage elements that are expected
to supplant standard magnetic-core memories for certain purposes.

The particular network shown here consists of nine one-bit cells,
each of which contains 12 metal-oxide-semiconductor (MOS) field-
effect transistors (rows of squares). Each cell is .015 inch on a side.

INTEGRATED SUPERCONDUGCTING MEMORY (below) con-
tains more than 13,000 memory cells per square inch. This enlarge-
ment shows a small section of a larger experimental memory plane.
The circuit patterns were etched photographically in thin films of
superconductive metals. Superconducting memories are particular-
ly promising for large capacity, high reliability and great speed.
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MONOLITHIC FERRITE MEMORY consists of three sheets of
ferrite, an easily magnetized ceramic material. Two of the sheets
contain conducting lines set at right angles to each other; these are
separated by a third sheet of ferrite to form a sandwich. The inter-
sections of the two sets of lines constitute the memory elements.
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This type of integrated magnetic memory is a contender by virtue
of its high speed, compactness and low cost. The two dark squares
at the center contain the memory elements; the fanlike arrays are
connections to the digit lines; the staggered arrays are connections
to the word lines. The entire structure is about four inches across.
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X-RAY PHOTOGRAPH of an experimental monolithic ferrite
laminate reveals the 256 digit lines and 64 word lines that give this

structure a total of 16,384 intersections, or individual memory ele-
ments. The laminate plane is 2.6 inches long and .84 inch wide.



cores made of a ferrite, an easily mag-
netized material. In its simplest form the
array of cores is threaded by 2* “word”
conductors in one direction and by m
“digit” conductors in the other [see bot-
tom illustration at right]. Each core can
hold one bit of information, which is
stored in terms of the direction of im-
posed magnetization; in other words,
the core “remembers” the direction of
the effective magnetizing current sent
through it last.

When the memory is in operation,
there is a cycle of two steps: “read” and
“write.” In the read step a current in a
given direction is sent through the se-
lected word line and brings all the cores
on it to the same state of magnetization.
The magnetic flux of the cores that were
in the opposite state is reversed, and
this reversal induces voltages on the cor-
responding digit lines, which in this way
sense “destructively” the word informa-
tion. In a sucoeeding write step the cur-
rent in the word line is reversed and also
reduced, and simultaneously pulses of
current are sent through certain digit
lines. The amplitude of the word and
digit currents is adjusted to be insuffi-
cient to switch a core by themselves but
sufficient to switch it when they act to-
gether. As a result only the cores on the
selected word threaded by energized
digit lines will switch; all others will re-
main unaffected. In the write step the
read information can be rewritten, there-
by conserving the information within the
memory system in spite of the destruc-
tive read-out. Until the information is
rewritten it is momentarily in the circuits
rather than in the cores. Alternatively,
new information can be entered in the
selected word address that was “cleared”
in the read step.

Each of the word lines has to be en-
ergized by an active device such as a
vacuum tube, a transistor or a diode.
Hence a typical 16-K memory would re-
quire 16,384 devices, one for each ad-
dress in the memory. In addition, circuits
are needed to decipher the address code,
whose function is to select one of the de-
vices for every combination of n input
bits. These circuits usually double the
required number of devices. In the early
days of the computer, when the only
suitable devices were vacuum tubes,
such a large number of devices would
have made core memories impractical if
they had had to be organized in the
manner I have just described. For that
reason this simple organization, called
“word-organized,” or “2D,” was not the
first one used.

The concept of coincident addressing,
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MAGNETIC-CORE MEMORY has been the standard random-access memory in computers
since the early 1950’s. The memory plane consists of an array of tiny ring-shaped ferrite
cores, each of which can store one “bit” of information. The cores are threaded on a net-
work of fine wires that provide the means for changing the magnetic polarity of the cores.
This photograph shows one of the first core memories, made by the author in 1950.
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SIMPLEST TYPE of magnetic-core memory (left) is threaded by “word” conductors in one
direction and by “digit” conductors in the other direction. In the “read” step a current
(I) in a given direction is sent through the selected word line and brings all the cores on
it to the same state of magnetization. The magnetic flux of a core that was in the opposite
state is reversed, and this reversal induces a voltage on the corresponding digit line, which
in this way senses “destructively” the word information. In a succeeding “write” step the
current in the word line is reversed and also reduced (to %I), and simultaneously a pulse
of current (also }I) is sent through the digit line. The amplitude of the word and digit
currents is adjusted to be insufficient to switch a core by themselves but sufficient to switch
it when they act together. A memory organized in this way is said to be “word-organized,”
or “2D.” A typical rectangular hysteresis loop for a magnetic-core memory (right) relates
the magnetic flux around the core to the magnetizing current that is passed through it.
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or “3D,” made it possible to have a much
smaller number of addressing circuits. In
the most widely used form of coincident
addressing the cores belonging to the
bits of the word are distributed among
as many square two-dimensional arrays
as there are bits in a word. Thus a mem-
ory containing 40-bit words requires 40
arrays. A 16-K memory then calls for
16,384 cores (128 X 128) per array.
Four wires are threaded through each
core: a digit (X) wire and a word (Y) wire
are connected in series through all the
planes; two more wires, one to “sense”
and one to “inhibit,” are separately
threaded through all cores in each plane
[see top illustration on opposite page].
In the read step, pulses of equal
strength are sent simultaneously through
selected X and Y lines. Here again the
‘amplitude of any one pulse is insuffi-
cient to switch any core by itself but suf-
ficient to do so when acting in coinci-
dence with another pulse. As a result,
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WORD-ORGANIZED MEMORY stores

m bits of a word on being supplied with
an address specified in n bits. Such a
memory has a word-storage capacity of 27
words and, since each word is m bits long,
a total capacity of m2" bits. In this exam-
ple n equals four, so that the actual word
capacity is 2%, or 16 words; m equals three,
so that the total storage capacity is 48 bits.

in each plane the core at the intersec-
tion of an X line and a Y line will switch
or not, depending on its magnetic state;
no other core will be affected. The volt-
ages induced by the switching of the
selected cores appear simultaneously on
the corresponding sense lines. In the
write step, X and Y currents of the same
amplitude but reverse direction are ap-
plied, and they tend to switch all 40
selected cores to the opposite direction.
This tendency is canceled on selected
planes by simultaneous application of
inhibit currents of the same amplitude
but opposite direction, which travel
through the inhibit wire. As before, the
write step is used to rewrite information.
Addressing in a coincident memory re-
quires two sets of 272 driving devices.
In our example, where n =14, 272 =
27, or 128, driving devices per set; this is
far less than one set of 214, or 16,384,
driving devices. The gain results from
the participation in the decoding func-
tion of the core itself, which responds to
two signals but not to one, and thus acts
as an “and” gate. (In the binary logic of
computers an “and” gate is a circuit
whose output is 1 if, and only if, all input
variables to the circuit have the value 1.)

Coincident addressing is best achieved

- if all cores have identical magnetic
characteristics known as rectangular
hysteresis loops [see bottom illustration
on preceding page]. It is then possible
to choose a magnetizing current that will
bring the cores on the selected lines just
below the “knee” of the loop without
causing any switching whatsoever, and
yet that will cause complete switching of
the selected core on which they act in
coincidence.

In practice it is fairly easy to approach
these ideal characteristics, so that the
cores will not “forget” their magnetic
state even when they are subjected to
millions of half-selecting pulses that tend
to change that state. This is the only re-
quirement in a 2D word-organized mem-
ory. In a 3D memory it is necessary to
prevent small voltages induced in the
sense winding of half-selected cores
from “masking” the voltage of the se-
lected cores. These numerous voltages
(2 X 127, or 254, in our example) can
usually be made to cancel each other by
proper threading of the sense winding,
but because the cores are not -perfectly
uniform and the hysteresis loop has not
only a slope but a curvature, the cancel-
lation is not perfect. This is one of the
factors limiting the size of such current-
coincident memory planes.

In addition to having a rectangular
hysteresis loop the core should be capa-

ble of fast switching. Cores of nickel-
iron alloy in the form of ultrathin ribbon,
made during World War II for high-
frequency magnetic amplifiers, had the
adequate properties and made it pos-
sible to demonstrate the operation of the
first memories. Such cores were delicate
and expensive. Fortunately ferrites—fast
switching magnetic materials made of
oxides of iron, manganese, magnesium,
zinc or lithium—had been developed
during the 1920’s and had been per-
fected for transformers and the electron-
beam-guiding yokes of television pic-
ture tubes. Minimum hysteresis was
sought for these applications. The maxi-
mum-hysteresis square loop needed for
memories was achieved by ingenious
modifications of composition and proc-
essing, and today many excellent core
materials are available.

Fine powders of these materials, sus-
pended in a binder as a slurry, are
pressed into the shape of cores on auto-
matic machines and baked. The cores
are then tested and sorted automatically.
The result is a low-cost, high-quality,
ceramic-like element with a uniformity
not surpassed by any other electronic
component. The smaller the core, the less
driving current it requires, the faster it
switches for a given current, the tighter
it can be packed to minimize delays
along windings and the more difficult it
is to handle and thread. As the art has
progressed over the years, standard core
sizes have gradually decreased from
.080 inch outside diameter and .050
inch inside diameter, known in the trade
as an 80/50 core, to 50/30, 30/18,
20/12 and recently even to 12/7. Typi-
cal arrays of 20/12 cores contain 16,384
of them in a square plane that measures
only 6.4 inches on a side.

The cores are wired into arrays by
painstaking handwork with only rudi-
mentary mechanical aids. The opera-
tion is delicate and expensive, but mech-
anizing it is economical only for larger
cores used in very large quantities.
Much of the industry finds it more ad-
vantageous to use artisan labor, and
some seek it at low wages in Hong
Kong, Taiwan and Mexico. The situa-
tion is somewhat ironic: the heart of the
computer, which itself is the symbol of
mechanization, is made by the age-old
kind of labor that produced brocades
and carpets. The objective of this labor
is not to turn out a few exquisite art ob-
jects but rather to mass-produce uniform
core arrays. The annual production of
core arrays in the U.S. alone involves
the thréadiug of an estimated 25 billion
cores.

Made as they are, the core arrays have
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COINCIDENT ADDRESSING, a feature of “3D” magnetic-core
memories, has made it possible to have a much smaller number of
addressing circuits by distributing the cores belonging to the bits
of the word along as many square two-dimensional arrays as there
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are bits in a word. Four wires are threaded through each core:
an X wire and a Y wire (black) are connected in series through all

the planes; two other wires, one to “sense” and one to “inhibit”
(gray), are separately threaded through all the cores in each plane.
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READING AND WRITING in a 3D core memory are carried out
in the following way. In the read step, pulses of equal strength
(%I) are sent simultaneously through selected X and Y lines. Here
again the amplitude of any one pulse is insufficient to switch any
core by itself but sufficient to do so if acting in coincidence with
another pulse. As a result the core at the intersection of an X line
and a Y line will switch or not, depending on its magnetic state.
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The voltages induced by the switching of the selected cores appear
simultaneously on the corresponding sense lines. In the write step
X and Y currents of the same amplitude but reverse direction are
applied, and they tend to switch the selected cores to the opposite
direction of magnetization. This tendency is canceled on selected
planes by simultaneous application of currents of the same am-
plitude (¥%I) but opposite direction through the inhibit wires.
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\ 21D CORE MEMORY, an organization intermediate between 2D and 3D, drastically re-
duces the write noise and makes the core technology faster and even more competitive with
integrated technologies. The read step is the same as it is in 3D, but for the write step an
inhibit winding is replaced by one set of selecting lines, in this case the Y line. The
selected Y line in each plane is either energized or not according to the digit to be written
12 1 in each plane. In the enlargement at left a 1 is written by simultaneously sending a signal
through the X and Y lines; to write a 0 the signal would simply be omitted from the Y line.
X

provided reliable, fast random-access
memories for practically all computers
in use today. At the same time the pos-
sibility of avoiding both- the manufac-
ture of cores and the threading of them
by hand has fascinated many inventors
from the beginning. The stimulus has
been not only to lower costs but also to
increase speed of operation. The prin-
cipal goal has been to produce “inte-
grated” memories—memories in which
the active elements and their connec-
tions are mechanically fabricated in a
unitary process.

The problems have turned out to be

difficult, and for years the constant-
ly improving core technology has pre-
vailed. It was found nearly impossible
to obtain any magnetic element in in-
tegrated form that had a sufficiently
square hysteresis loop or a switching
threshold sharp enough and uniform
enough from element to element to al-
low current-coincident operation. For
the large decoder required in word-
organized memories, nonintegrated ar-
rays of cores were first used and were
found rather expensive and inefficient.
Today comparatively inexpensive semi-
conductor diodes permit a matrix ar-
rangement of word lines for the first

level of decoding, which makes a com-
bination of cores and diodes equivalent
to a coincident-addressed core array
and about as economical. It was found
that integrated technologies are subtle
and not necessarily inexpensive. Never-
theless, a great deal of progress was
made; some integrated memories have
been introduced commercially, and the
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initial hopes are still valid, particularly
for high speed. There are three signifi-
cant contenders: the monolithic ferrite,
the flat film and the plated wire.

The monolithic ferrite memory is
made from the same type of material as
the cores. The slurry is spread by a
blade onto sheets. During this operation
conducting parallel lines of a refractory

/%HARD b

STORE

<— MAGNETIC FLUX —>
o

k/

0

<— MAGNETIZING CURRENT —>

A
PERMALLOY

THIN PERMALLOY FILMS can be made to exhibit strong differences in magnetic prop-
erties along different directions of magnetization. In a “hard” direction there is practically
no hysteresis but in an “easy” direction at right angles to it there is an almost perfect
hysteresis loop (a). This property leads to two possible approaches to integrated mem-



metal are also formed within the sheets.
Two such sheets, with their conducting
lines at right angles, face each other and
are separated by a third sheet of ferrite
to form a sandwich. The sandwich is
then heated, pressed and sintered to
produce a monolithic structure [see il-

lustrations on page 30]. The conducting
lines define the memory elements at

their crossings. One set of lines are word
windings, the other digit windings. Be-
cause the lines are at right angles to
each other, a current applied to a select-
ed word conductor switches magnetic
flux along a path that does not link the
digit conductor. If coincident digit
pulses are applied, however, there will
be flux common to the word lines and
the digit lines at the corresponding
crossings. The application of a word
pulse in the opposite direction switches
the mutual flux and induces sense volt-
ages in the digit lines.

The monolithic integrated structure
not only is easy to fabricate but also
makes it possible to have very small ele-
ments. Experimental laminates about
.005 inch thick have elements with an
effective diameter of .003 inch. The
close spacing of the lines (100 to the
inch) corresponds to what can be
achieved with an integrated row of di-
odes; indeed, fully integrated combina-
tions of laminated ferrite and diodes
have been made. One of these had a
capacity of 65,416 bits and operated on
a cycle of 400 nanoseconds. (A nanosec-
ond is a billionth of a second.) The most
delicate step in the construction is the
actual connection between the laminate
and the diodes.

The other two approaches to integrat-
ed memories involve the use of nickel-
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ories: flat-film memories (b) and plated-wire memories (c). In
the storing condition the permalloy element is magnetized in one
or the other of the easy directions, which are parallel to the long
dimension of the flat film and around the circumference of the
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iron alloys called permalloys rather than
ferrites. One difficulty with metals is that
eddy currents develop and slow down
the switching speed. If the thickness of
permalloy sheets is held to about .00025
inch, the slowing is negligible. If the
thickness is further reduced until it is
comparable to the wavelength of ultra-
violet radiation—say less than 3,0@, ang-
strom units—entirely new properties ap-
pear. Switching can then be achieved by
the rotation of magnetization, which is
inherently a much faster process than
the one that takes place in magnetic
cores. In cores switching involves a
movement of the walls of magnetic
“domains.” Thin permalloy films can be
made to exhibit strong differences in
magnetic properties along different di-
rections of magnetization. In a “hard”
direction there is practically no hysteresis
but in an “easy” direction at right angles
to it there is an almost perfect hysteresis
loop. Furthermore, thin films are readily
deposited by evaporation or electroplat-
ing, which lend themselves nicely to in-
tegrated fabrication. These advantages
became apparent in the middle 1950’s
and spurred much activity.

In one approach permalloy is evapo-
rated in a vacuum onto glass or metal to
a thickness of between 1,000 and 2,000
angstroms in the presence of a direct-
current magnetic field, which produces
the desired direction of magnetization.
Separate spots of permalloy are obtained
either by doing the evaporation through
a mask or by etching a continuous film.
Mylar sheets with photographically
formed copper lines are laid on the film
and provide the word and digit lines
[see upper illustration on next page].
The word lines run in the easy direction
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of magnetization. When a spot is storing
a pulse, it is in one or another of the easy
states of magnetization. In the read
cycle a current pulse is applied to the
selected word line; the corresponding
spots are forcibly magnetized in the
hard direction and thereby induce sense
voltages on the digit lines in a direction
corresponding to their state. In the write
cycle or in rewrite currents are applied
to the digit lines while the word current
is still on; the combined currents tilt the
magnetization one way or another from
the hard direction and thereby estab-
lish the easy direction at the termination
of the pulses.

This arrangement is attractive in that
a small digit current suffices to trigger
the spot into the desired state. In prac-
tice the directions of magnetization are
not perfectly aligned and vary from ele-
ment to element, so that a larger digit
current is required to flip the flux in the
desired direction in spite of irregularities
haphazardly favoring one direction or
another. When these imperfections are
severe, the minimum digit current can
be so large that it can cause elements of
unselected word lines to “creep” from
one magnetic state to the other. This
state of affairs is particularly trouble-
some in lines near the selected one,
which are subjected to its stray word
field. The field strays because lines of
magnetic flux can extend between stor-
age elements through the air adjacent
to the sheet. Still a worse result of hav-
ing the elements open in this way is a
stray field that can demagnetize the ele-
ments altogether. In order to keep such
fields from diluting the desired sharp
magnetic characteristics too much, it is
necessary that the length of the storage

DIGIT CURRENT

plated film. In the writing step the word current brings the direc-
tion of magnetization nearly to the hard direction (black arrows).
The digit current tilts this direction one way or the other and
thereby establishes the easy direction at the end of the pulses.
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element in the easy direction be about
10,000 times its thickness, that is, more
than a millimeter, and this sets a limit
on compactness. The elements can be
smaller, however, in the hard direction.
To minimize creep and demagnetiza-
tion some memories have a flat ferrite
“keeper” plate on top of the sheet of
storage elements.

Such inherent obstacles to thin-film
integrated memories were at first some-
thing of a surprise, but they have been
largely overcome. Typical flat thin-film
memories have capacities of from 2,500
to 200,000 bits and cycle times as brief
as from 100 to 500 nanoseconds. They
began appearing in commercial com-
puters early in 1966.

The third kind of integrated memory
is the plated wire. A beryllium-copper

COPPER

PERMALLQOY FILMS

wire is electroplated with permalloy.
Straight parallel lengths of this wire are
digit lines; conductive ribbons strapped
on at right angles are word lines [see
lower illustration below]. Storage is ac-
complished by magnetization around
the circumference of the plated film,
which is in the easy direction. That di-
rection is established during plating by
passing a direct current through the
wire. The word current flips the fields
toward the axis of the wire, which is the
hard direction. This induces sense volt-
ages in the digit lines, and small digit
currents flip the fields to the selected
easy directions as they do in the flat-
film memory.

The plated-wire memory represents
several fortunate compromises. Plating
can be regarded as a one-dimensional in-

o
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FLAT-FILM MEMORY is fabricated by evaporating permalloy in a vacuum onto glass
or metal to a thickness of between 1,000 and 2,000 angstrom units in the presence of a
direct-current magnetic field, which produces the desired direction of magnetization.
Mylar sheets with photographically formed copper lines provide the word and digit lines.
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BERYLLIUM-COPPER WIRES

PLATED-WIRE MEMORY is fabricated by electroplating a beryllium-copper wire with
permalloy. Straight parallel lengths of this wire are digit lines; conductive ribbons
strapped on at right angles are word lines. The direction of magnetization around the
plated film is established during the plating by passing a direct current through the wire,

tegration. It is amenable to a continuous
process, which should be more economi-
cal than the hand-threading of individ-
ual cores, and it is simpler to control
than the lamination of ferrites or the
deposition of flat films. Moreover, the
plated-wire storage element has mag-
netic flux lines that are closed within
the magnetic material in one direction,
again a compromise between cores and
flat films. The resulting reduction of de-
magnetizing effects makes it possible for
the film to be comparatively thick: from
15,000 to 20,000 angstroms. This thick-
ness of permalloy provides just the right
amount of flux—more flux than the nec-
essarily thin flat films and less flux than
the difficult-to-miniaturize ferrite cores.

In spite of these attractions, it took
years to develop plating techniques that
avoided unfavorable magnetic effects.
In addition, the wire on which the perm-
alloy is plated is susceptible to strains
that tend to distort the magnetic charac-
teristics of the films. Such effects can
be minimized by careful choice of ma-
terials, and today plated-wire memories
are a technical success. Prototypes with
a capacity of some 80,000 bits have op-
erated on a cycle time of 150 nanosec-
onds. A memory system operating at 600
nanoseconds was announced for a line
of commercial computers in 1966. The
economy of such systems is still an open
question.

Al magnetic memories have common
characteristics. Access to an ele-
ment in an array is achieved not by some
kind of sharply selective pointer but by
the somewhat imperfect means of co-
incident pulses on electrical lines. I have
described the kind of imperfections one
encounters in the storage elements;
there are also unfavorable interactions
between the driving lines and the sense
lines. Because the driving currents are
a considerable fraction of an ampere,
spurious signals can be induced in the
sense lines that can easily exceed the
desired values (measured in millivolts)
of sense signals. Such masking is not
difficult to minimize in the read cycle
of current-coincident memories. In the
write cycle of 2D and 3D types, how-
ever, a large voltage can be induced in
the sense line, since that line is itself the
digit drive line or couples with it in
every element of the digit plane. The
induced voltage paralyzes the sense am-
plifier for a period that is often the most
significant part of the memory’s cycle
time.

To minimize write noise in word-
organized 2D memories, the two halves
of the digit lines are often driven so as



to induce opposing voltages in the sense
amplifier and yet not attenuate the sense
voltage. Such a circuit also serves to can-
cel the coupling by capacitance. In cur-
rent-coincident 3D memories the inhibit
and sense lines are wound in different
patterns designed to minimize magnetic
and capacitative coupling, but this can-
not be done perfectly for both. Recently
an organization intermediate between
2D and 3D, called 2%D, has become
popular [see top illustration on page 34].
It drastically reduces the write noise and
makes the core technology faster and
even more competitive with technolo-
gies based on integrated laminates or
films. The read step is the same as it
is in 3D, but for the write step an in-
hibit winding is replaced by one set of
selecting lines, say the X lines. The se-
lected X line in each plane is either en-
ergized or not according to the digit to
be written in the plane. Clearly write
noise is greatly reduced, since the noise
now originates from one line rather than
from the entire plane. The price for this
advzmtage is more circuitry.
Noise-cancellation  techniques and
25D are examples of stratagems to
minimize the imperfections inherent in
coincident-line addressing of arrays of
magnetic elements. These stratagems
can help only up to a point. In general
the faster one wishes to operate the
memory system, the smaller is the num-
ber of elements permissible in the sense
and drive lines. This is so not only be-
cause of write noise but also because of
the time it takes signals to travel
through the system and the power re-
quired by long drive lines. When de-
tailed designs are worked out for mem-
ories of various capacities and speeds
based on cores, laminates, flat film and
plated wire, it rather surprisingly turns
out that about the same speed, within
a factor less than two, is obtained for a
given ratio of storage elements to
switching elements (transistors or di-
odes) required in the memory system.
For fast systems with a cycle time of
from 100 to 200 nanoseconds this bits-
to-switches ratio may be as low as 30 to
one; for the widely used 3D core sys-
tems operating at about one microsec-
ond the ratio is about 300 to one, and
for very large, slow systems it may be as
high as 700 to one. Although the bits-to-
switches ratio is not a complete criterion
for choosing between various memory
technologies, it determines the relative
cost of the associated electronic circuit-
ry. The ratio is most signiﬁcant, however,
in considering whether any magnetic
technology can be extended to very high
speeds or very large storage capacities.
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SEMICONDUCTOR

MOS FIELD-EFFECT TRANSISTOR is an almost perfect switch. The conduction between
the “source” and “drain” electrodes is controlled by the potential of an insulated metal
gate. There are two types of MOS (metal-oxide-semiconductor) transistor: the n type,
which conducts by means of electrons, and the p type, which conducts by electron “holes.”
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“FLIP-FLOP” CIRCUIT is formed when two pairs of n- and p-type MOS transistors are
connected in series and symmetrically cross-connected. Large arrays of such circuits are
the basis of a particularly promising class of integrated semiconductor memory systems.
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WRITE 1

CRYOTRON

SUPERCONDUCTING MEMORY ELEMENT contains a cryotron
switch, which operates by creating a local magnetic field that de-
stroys superconductivity in part of a loop of superconducting tin.

These questions should be considered
separately.

In a computer the time required to
put commands and numbers into the
memory and to retrieve them should be
comparable to the time required to per-
form logic operations on them before
they are again returned to the memory.
Electronic logic has become far faster
as technology has progressed from vac-
uum tubes to transistors and integrated
circuits. Progress in memories was dif-
ficult, and a comparable evolution could
be obtained only in memories of small
capacity. Accordingly computer design-
ers resorted to a hierarchy of memories:
a small, fast “scratch pad” memory and
a slower large main memory. In mag-
netic memories the cycle time—read fol-
lowed by write—consists of (1) address-
decoding time, (2) the time required for
signals to travel along lines, (3) the time
needed to switch elements twice, (4) de-
lay in amplifiers and (5) delays due to
write-in noise and timing imperfections.
The fastest magnetic scratch pads use
fast decoders, short lines, fast film mem-
ory elements and are cleverly designed
to minimize delays. They call for much
electronic circuitry, and at cycle times
less than 100 nanoseconds the bits-to-
switches ratio becomes very small. With
the advent of integrated circuits the
question arises of whether magnetic
storage should be eliminated altogether.
The economy in circuits achieved by the
use of magnetic elements is no longer
significant, and the necessity of ampli-
fying the weak magnetic sense signals
wastes cycle time.

N a matter of fact nonmagnetic mem-

ories have been used for years in
all computers. Semiconductor registers,
which consist of a row of “fip-flops”
each storing one bit, can be regarded as
one-word memories. A genuine memory
calls for selection among many words.
Such selection does not differ from the
type of function carried out in the com-
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puter by organs responsible for logic
control and arithmetic. This type of
function is accomplished by “and,” “or”
and “nor” gates. (The output of an “or’
gate is 1 if at least one of the inputs is 1.
“Nor” stands for “not or.”) For each bit
a flip-flop and selecting gates are need-
ed, so that a complete circuit calls for
perhaps 10 transistors. Together with
peripheral circuitry this yields a bit-to-
switches ratio of only about one to 10.
Furthermore, direct-current power is
continuously required to hold the state
of the flip-flops. With the transistors
available a few years ago, the high com-
ponent count and holding power made
all-transistor memories impractical. The
situation is changed today by the large
strides that have been made in integrat-
ed circuits and by the advent of the
metal-oxide-semiconductor (MOS) field-
effect transistor.

The MOS field-effect transistor is an
almost perfect switch [see top illustra-
tion on preceding page]. The conduction
between the “source” and “drain” elec-
trodes of the transistor is controlled by
the potential of a perfectly insulated
metal gate. There are two types of MOS
transistor: the n-type, which conducts by
means of electrons, and the p-type,
which conducts by means of “holes,” or
regions deficient in electrons. It is pos-
sible to fabricate n- and p-type transis-
tors that have practically no conduction
between the source and the drain when
the gate is at the same potential as the
source. However, when the gate poten-
tial is a few volts positive with respect to
the source of an n-type MOS transistor,
or a few volts negative with respect to
the source of a p-type MOS transistor,
there is good conduction between the
source and the drain. Accordingly these
devices behave somewhat like relays,
and logic networks consisting of MOS
transistors resemble relay networks.

When two pairs of n- and p-type
MOS transistors are connected in series
and symmetrically cross-connected, they

>

The memory depends on the principle of current coincidence
in the selecting X and Y lines, which carry currents that are in-
sufficient to activate the switch singly but are sufficient when they

form an almost perfect flip-flop circuit
[see bottom illustration on preceding
page]. Both states of the flip-flop are
stable, and practically no current flows
through either branch of the circuit ex-
cept for small currents due to slight leaks
in MOS transistors. To make it possible
to set the flip-flop in one state to an-
other, six more transistors are ordinarily
added. Many words can be connected
to the same digit line, and sensing is ex-
tremely fast (a few nanoseconds).

The switching speed is limited by the
degree to which the transistor can am-
plify and by the capacitance of the elec-
trodes and windings. Almost no holding
power is required (.10 microwatt per
cell). The total switching power of the
entire memory, no matter how large, can
be much less than one watt. There is no
write noise and no sense-amplifier delay,
since the sense signal is quite strong.
The system is nearly ideal, but is any
system that contains thousands of tran-
sistors practical?

The electronics industry is investing
large sums on the assumption that the
answer will be yes. The industry bases
its hopes on the phenomenal success of
integrated circuits for other purposes.
This success is due to a mastery of sili-
con technology: the ability to produce
silicon crystals of high purity, to “dope”
them precisely with impurities and to
create thin insulating layers. Of equal
importance is the development of photo-
graphic techniques to form conductive,
insulating or specifically doped semicon-
ductor areas on a microscopic scale. Over
the years the performance of transistors
improved, and it became practical to
integrate two, four and then eight tran-
sistors with all their connections and
coupling elements. “Chips” consisting
of 20 to 30 transistors have been com-
mercially available for the past year or
two. Today the large-scale integration
of hundreds or even thousands of tran-
sistors is the object of an industry-wide
effort.



act together. The current path in the super-
conducting tin digit strip for the write, store
and read operations is indicated in color.

Last year MOS memory arrays of
p-type elements were made that had a
capacity of 256 bits. The future belongs,
however, to MOS arrays of both n- and
p-type elements. With such elements
one can put a one-bit cell, complete with
a flip-flop and logic gates, on an area
.015 inch square. A memory with a ca-
pacity of hundreds of bits can then be
made on a chip 1/4 inch on a side. An
access time of 30 nanoseconds or less is
expected.

Integrated semiconductor memories
are inherently more promising than any
magnetic memory. After all, the com-
parison is between an active electronic
logic circuit with explicitly designed
performance and a passive magnetic ele-
ment of the same size that depends more
or less on the properties of materials
provided by nature. The question comes
down to one of practicality: Can these
intricate microelectronic elements be
made in large arrays with adequate per-
fection and economy? The answer is
definitely yes for small, ultrahigh-speed
scratch-pad memories with a capacity of
a few thousand bits. Concerning larg-
er memories the prophets differ. Some
think it is only a matter of time; others
believe magnetic memories will retain
their position because their associated
circuits can also be made faster, cheaper
and more reliable by the new micro-
electronic technology.

What of memories with very large

capacities? Over the years the de-
mand for larger computer memories has
grown steadily as more ambitious prob-
lems with longer programs and more
data were attacked, and as higher com-
puter languages called for longer pro-
grams. Core memories were too expen-
sive to provide the 100 million to one
billion bits required for many uses, and
this led to the development of memories
based on spinning magnetic drums and
disks. These electromechanical devices
operate with a cycle time measured not
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in nanoseconds or microseconds but in
milliseconds. When a computer is spe-
cially programmed, they seem to the
user to be a simple extension of the core
memory. This is a tolerable but undesir-
able state of affairs. Much effort is re-
quired to produce such programs (which
also consume memory space), and much
computer time is lost because of slow
access time and the necessity of ex-
changing information between the cores
and the drum or disk. Furthermore, the
reliability of drum and disk memories
leaves much to be desired.

The challenge is to produce elec-
tronic random-access memories with a
capacity of billions of bits. Clearly in-
tegration on a grand scale is the only
solution. Magnetic-integration  tech-
niques have yet to achieve anything like
such a capacity, and even if they could
millions of transistors would be needed.
A more promising approach lies in the
realm of superconductivity.

Superconductive  materials, when
cooled below a certain critical tempera-
ture, lose all electrical resistance. If cur-
rent is started in a loop of such material,
it will flow forever and therefore “re-
member” that it was started. The loop
is in effect a one-bit memory register.
Furthermore, superconductivity is de-
stroyed by a sufficiently strong magnetic
field. This effect is the basis of the cryo-
tron switch. In the “on” state the switch

INTEGRATED COMPUTER MEMORIES

39

has no resistance; an “oft” state of finite
resistance is created by passage of a
current in a nearby controlling conduc-
tor that places the switch in a magnetic
field. Tin, which is a “soft” supercon-
ductor, is a good material for the switch
itself, because it can be changed from
the superconductive to the resistant
state by a weak magnetic field. A “hard-
er” superconductor, which resists the
weak field, can be used for circuit wir-
ing. Most experimental cryotrons em-
ploy films several thousand angstroms
thick. They can be switched in nanosec-
onds and are amenable to integrated
fabrication techniques.

In a recently announced superconduct-

ing memory, storage loops made of
tin are connected in series along a digit
conductor and are on top of a lead sheet
from which they are separated by a thin
insulating film [see illustration at left].
The lead sheet has holes at locations
corresponding to one side of each loop.
The selecting X and Y conductors, made
of lead and properly insulated, lie atop
the other side of each loop and thus
form a doubly controlled switch. The
switch operates by creating a local mag-
netic field that destroys superconductiv-
ity in part of the loop.

The memory system operates by cur-
rent coincidence in the following man-
ner. The selecting X and Y currents are
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PERFORMANCE CHART shows the storage capacities and access times for various mem-
ories. Magnetic techniques include cores, monolithic ferrites, flat films and plated wires.
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PLATED-WIRE MEMORY ARRAY was.built by the Univac Division of Sperry Rand Cor-
poration. Each side of the array holds 40,960 bits, representing the intersections of 256 word
straps and 160 plated wires. The wires run in the long direction of the piece; the word
straps run in the short direction. The entire assembly is approximately 18 inches long. The
active area of the array is covered by a protective layer and is not visible in this photograph.

CLOSEUP VIEW of the memory array at the top of the page reveals the word straps
(black) and the plated wires (white). Straps are .04 inch wide, wires .005 inch in diameter.

insufficient to activate the switch singly
but are sufficient when acting together.
In write-in the selecting currents are
applied and then a current is sent
through the digit line. The increased
resistivity in the loop below the switch
steers the current to the side of the loop
over the hole in the lead sheet. Next the
selecting currents are turned off and
the magnetic field disappears, leaving
the switchable side of the loop supercon-
ductive. Current does not flow through
that side, however, until the digit current
is turned oft. When this happens, the
current circulates as a persistent storing
current around the complete loop. In
the read cycle the selecting currents are
applied and again increase the resistiv-
ity of the loop below the switch, thereby
causing the persistent loop current to
dissipate. As the current dissipates, it
generates a sense voltage in the tin digit
line. This voltage depends on the loop’s
magnetic flux, which is made as large
as possible by allowing it to extend
through the hole in the lead sheet.

Several properties of this supercon-
ducting memory are outstanding. In the
first place, the loop is a more perfect
memory element than any magnetic ele-
ment, integrated or otherwise. There is
absolutely no contribution to the sense
signal from half-selected elements, there
is no creep and the uniformity of the
threshold of switching can be closely
controlled. The selecting currents can
vary from 80 to 120 percent of their
standard value. There is, however, some
write noise. Fortunately such noise can
be eliminated by the cancellation tech-
niques mentioned earlier. The result of
these ideal properties of the loop and the
low inductance of the connecting lines is
that many loops can be driven and
sensed by a single circuit. The bits-to-
switches ratio can probably be 100,000
to one or more, which is two or three
orders of magnitude better than for any
magnetic memory. Furthermore, inte-
gration on the grand scale is eminently
possible. Thin films of superconductive
materials and other metals are easily
evaporated over large areas. Photograph-
ic techniques are well suited for creating
the desired patterns. The degree to
which these techniques have been per-
fected is indicated by an experimental
memory plane 4% by five inches in size
that contains 262,144 storage cells. This
is a density of more than 13,000 cells per
square inch [see illustrations on opposite
page].

The price to be paid for these ideal
properties is the necessity of providing
low temperatures: for the lead-tin mem-
ory 3.5 degrees Kelvin (degrees centi-



grade above absolute zero). Such tem-
peratures are no longer confined to the
cryogenic laboratory; providing them
would not add much to the cost of large-
capacity superconducting memories.
Memories of this kind may therefore
offer capacities comparable to those of
electromechanical devices at compara-
ble cost, but with three orders of mag-
nitude higher speed and also greater
reliability.

To sum up, the memory gives uni-
versal powers to the computer. For more
than a decade it was based on separate
cores and transistors. The arrival of in-
tegrated magnetic, semiconductor and
superconductive structures may extend
speeds and capacities and make com-
puters still more powerful.

It seems that no one technology will
sweep all before it. Rather, one can ex-
pect that magnetic techniques (cores,
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COMPLETE MEMORY PLANE of an experimental superconduct-
ing memory built by the Radio Corporation of America measures
4> by five inches and contains 262,144 individual storage loops. A
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monolithic ferrites, flat films or plated
wire) will provide capacities of from
10,000 to 10 million bits at speeds of a
fraction of a microsecond. Integrated
semiconductor techniques will provide
memories of smaller capacity with
speeds measured in tens of nanoseconds.
Finally, superconductive mass memories
with capacities of from 10 million to a
billion bits will have speeds of about a
microsecond.

This is not the end. Already under
study are various ways to avoid the
making of physically distinct cells for
each bit without losing the essence of
digital addressing. One approach uses
sound waves traveling in magnetic ma-
terials. Other approaches make use of
electro-optical devices such as the laser.
As long as the demand for better mem-
ory systems continues there will be no
shortage of ingenious proposals.
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SINGLE STORAGE LOOP, part of the large
superconducting memory plane shown in the
photograph below, is enlarged approximate-
ly 180 diameters in this photomicrograph.

portion of the plane is shown in the color photograph at the bottom
of page 29. Superconducting memories operate at a temperature
of 3.5 degrees Kelvin (degrees centigrade above absolute zero).
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COMPUTER INPUTS AND OUTPUTS

IVAN E. SUTHERLAND
September, 1966

obviously be able to communicate

with the outside world. Data and
programs have to be put into the ma-
chine before it can do any work. The
computer must record and store for later
reference information it has processed.
Answers must come out of the computer
in some usable form. The programs,
mechanical devices and electronic cir-
cuits that perform these essential tasks
of communication constitute what is
called the input-output system of the
computer.

A fact easily lost from view as a com-
puter performs its prodigies of calcula-
tion is that a man is the reason for it
all. He gives the computer data and
programs and uses the results. Hence
an input-output system has to cater to
human needs as well as [those of the
computer. The total process from human
recognition of a need that can be met
by a computer to human use of the com-
puter’s answer consists of four parts.
First, the data required must be put
into a form the computer can use.
Second, someone must tell the computer
what to do. Third, the computer must
read the data, process them and write
the answers. Fourth, the computer’s an-
swers must be put into a form people
can use. Input-output equipment must
be designed to make each of these steps
as easy as possible.

Improvements in input-output tech-
nique can lead to improved perform-
ance in all four parts of the computing
process. For the input of data it is
obvious that new kinds of input equip-
ment make it possible for computers to
accept directly a wider variety of in-
formation. A case in point is the recent
development of stylus devices, such as
the “Rand Tablet,” that enable the com-
puter to interpret human sketching.
These devices make it possible to put

If a computer is to be useful, it must

diagrams and sketches into the com-
puter without the time-consuming
process of reducing them manually to
numerical coordinates.

Secondly, and less obviously, the abili-
ty of the computer to accept a wider
variety of input forms opens new ways
of using such forms to specify what the
computer is to do. For example, pro-
gramming languages based on pictures
rather than typed instructions may be
much more convenient for specifying
some processes of calculation to be
carried out by the computer. Thirdly,
improvements in the speed and organi-
zation of input-output systems can re-
duce computing costs. The “interrupt”
systems I shall describe can reduce
computing delays by allowing several
input and output operations to proceed
while computation is being done.
Finally, new kinds of output equipment
enable computers to produce output in
more directly usable forms. A graph is
often much more useful than a column
of numbers.

Until fairly recently nearly all input-
output systems in general use were de-
signed to economize on the computer’s
time at the expense of some inconve-
nience to the user. The reason was
the costliness of delaying computation,
which was considered to be the com-
puter’s prime function, just to get data
in and out. As a result of many years of
work we have learned how to make in-
put-output equipment operate efficient-
ly from the computer’s point of view.

Although care is still taken to operate
computers efficiently, much more atten-
tion is now being paid to human con-
venience. Recent developments such as
time-sharing [see “Time-sharing on
Computers,” by R. M. Fano and F. J.
Corbat6, page 79]. and reductions in
the cost of computing, console and dis-
play devices have given us an unprece-

dented freedom in designing input-
output equipment. New devices and
programs, some of which will be dis-
cussed later in this article, are changing
computers from hard-to-use consultants
into ready tools to aid human thought.
For the time being, however, these
programs and devices are mainly ex-
perimental. First it would be well to
consider input-output as it is generally
practiced today.

Diﬂerent computer installations have

quite different collections of input-
output devices, even though the in-
stallations may have the same type of
computer. The particular complement
of input-output equipment depends on
the purpose of the installation and is a
strong factor in determining its price.
A typical computer installation might
have a card-reader, several magnetic-
tape units, a typewriter and a high-
speed printer. Information prepared on
punched cards is entered into the com-
puter through the card-reader. The
magnetic-tape units provide the com-
puter with storage for intermediate re-
sults. They can also provide for long-
term storage of information and, by
the transfer of tapes, for communication
with other computers. The typewriter
can be used for the output of short mes-

CONTROL CONSOLE of a computer rep-
resentative of the most recent generation of
computers is much simpler in appearance
than the large panels of some earlier ma-
chines. This is the console of a Control Data
Corporation 6600 computer at the Courant
Institute of Mathematical Sciences at New
York University. The keyboard is for input
of instructions; the cathode ray tubes dis.
play (left) data from the computer’s core
memory and (right) the status of the seven
problems the computer can handle at once.






I ¢ FUNDAMENTALS

et

& 5
x»w«w.m;“(,f d’f\i"’ e’

MILITARY DISPLAY at the Combat Operations Center of the an area 16 feet by 12 feet. Here blue lines show continent and spe-
North American Air Defense Command (NORAD) can be gener- cial subdivisions; other colors designate aircraft positions. The
ated by computer in 10 seconds and projected in seven colors on equipment for the display was made by the Burroughs Corporation.

SCIENTIFIC DISPLAYS were produced by computer at the Law- White lines at right are explosion shock traveling through a block
rence Radiation Laboratory of the University of California. Orange of metal; orange lines are maximum stress. Computer generated
contours on meteorological map at left are surface air pressure. black-and-white diagrams that were used to make a motion picture.




sages, such as one instructing the oper-
ator to mount a particular reel of tape.
It can also be used by the operator to
signal when computations should start,
for instance when he has finished
mounting the tape. The printer provides
for the output of results.

The typical pattern of card-reader,
magnetic tapes, typewriter and printer
varies when there are special needs.
Many installations have card-punches in
addition to card-readers. Some low-cost
computing systems use punched paper
tape instead of cards, substituting tape-
readers and tape-punches for card
equipment. An array of magnetic disks,
usually called a file, is sometimes used
with or instead of magnetic tapes.

Switches and lights are often used at
the console instead of a typewriter for
control by the operator. Some com-
puters drive more than one printer.
Others operate entirely without print-
ers, depending on auxiliary computers
to print from magnetic-tape output pro-
duced by the master computer.

All the input-output devices connect-
ed to computers have been designed to
run as fast as possible. They seem, when
running, to consume or produce infor-
mation at a prodigious rate. A fast card-
reader reads about 1,000 cards per
minute; it seems to speed through the
pile of cards like a power saw cutting
through wood. Similarly, printed pages
come out of an output printer much
faster than one can read them. Even a
computer typewriter, one of the slowest
of the input-output devices, types far
faster and more accurately than a skilled
human typist.

Nonetheless, the speed of such input-
output devices is slow compared with
that of a modern electronic computer.
To see just how slow their operations
are from the computer’s point of view,
let us imagine slowing down an entire
computer system a millionfold. Instead
of performing a million operations per
second, our slowed-down computer will
" perform at a more human pace: one op-
eration per second. In the slowed-down
model a computer typewriter that nor-
mally types 10 characters per second
would type _about one character per
day! To put it another way, a computer
receiving input from a fast typist is
much like a man getting one new char-
acter of a telegram each morning.

Most input-output devices are faster
than typewriters, but because nearly all
of them have mechanical parts they
cannot approach the speed of the elec-
tronic computer. A computer printer
that can print 1,500 lines per minute,
each with 132 characters, would accept
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a new character every five minutes in
our millionth-speed model. Magnetic
tape that accepts about 100,000 char-
acters per second would accept a new
character every 10 seconds. Since it
takes about two milliseconds to start or
stop a tape in ordinary computer oper-
ation, however, it would take the tape
unit in the slowed-down model half an
hour to deliver its first character. On
the other hand, some input-output de-
vices (microsecond clocks, very-high-
speed magnetic drums, cathode-ray-tube
displays and converters that change
data such as voltages into digits) can
work as fast as electronic computers.
Thus the difficulty of coordinating in-
put-output processes with computing is
not only that some input-output devices
are extraordinarily slow compared with
the speed of computers but also that the
range of input-output speeds is very
large.

Another difficulty is that the com-
puter must be able to accept informa-
tion from input devices and deliver in-
formation to output devices promptly
on demand. Promptness is required be-
cause many input-output devices, once
they are started, cannot be stopped
quickly. For example, once a magnetic
tape has started moving, new charac-
ters will come from it at regular inter-
vals whether or not the computer ac-
cepts them. The inertia of the tape is
too great to permit starting and stop-
ping for each character. If the computer
fails to accept a character before the
next one arrives, information will be
lost.

Although the computer must be able
to handle each piece of information
promptly, it can hardly afford to stand
by idly. Modern computers are very
costly, and each second they wait for
input or output equipment to function
corresponds to hundreds of thousands
of irretrievably lost computations. Much
of the complexity of modern computing
systems arises from the desire of the
designers to avoid unnecessary waiting
for input and output. A well-designed
modern computer can operate half a
dozen or so input-output devices con-
currently and do useful computation in
the time left over. This is a juggling act
of colossal proportions. Developing the
computer hardware and programs to
realize it has been a major task.

'N[ost of the early computers lacked
+VL the hardware that makes efficient
input and output feasible. A typical
input-output system consisted of a few
special instructions. They enabled a
program to select and activate an input-
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output unit, transfer data to or from
it and determine if it was ready for an-
other transfer of data. With only these
simple instructions it was easy to write
a crude input-output program but near-
ly impossible to write an efficient one.
The input-output programs in common
use wasted the time between successive
transfers of data in a “waiting loop,” a
set of instructions in which the com-
puter asked repeatedly if the input-
output unit was yet ready for another
transfer of data. An efficient input-
output program would have provided
for useful computation in the time be-
tween data transfers.

In the early computers computation
between inputs or outputs of informa-
tion could be done only if the instruc-
tions for input-output and those for
computation were carefully interwoven.
The programmer faced a dilemma. To
obtain maximum efficiency he had to
provide for as much computation as
possible between transfers of data. If
he allowed too much computation, how-
ever, input-output data would be lost.
Writing an efficient program required a
detailed knowledge of the timing of
both the input-output operations and
the computation. Since each new com-
putation program presented its own spe-
cial timing problems, every program re-
quired its own careful interweaving of
input-output and computation. It was
impossible to write, once and for all,
an independent program to accomplish
efficient input and output. The only in-
dependent input-output programs pos-
sible were the crude, time-wasting kind.
Programmers either used inefficient
input-output routines or faced the long,
irksome task of interweaving input-
output and computation.

The beauty of today’s input-output
systems is that they not only enhance
efficiency but also provide for a.clean
separation of input-output programs
from computation programs. It is this
separation that enables programmers
to use the full capacity of the modern
computer.

The basic hardware required for effi-
cient use of input-output equipment is
the system of devices called the “pro-
gram-interrupt.” This hardware serves
the computer as a kind of doorbell that
signals the arrival of any important
piece of information. When an input-
output unit is ready to transfer data,
it sends a signal to the interrupt hard-
ware, which causes the computer to
suspend whatever it was doing and exe-
cute instead a totally independent in-
put-output program located somewhere
else in its memory. The input-output
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INPUT DEVICE in common use with computers is a card-reader, by means of which the
computer “reads” data coded on cards with perforations. A typical card-reader, such as this
one made by the Control Data Corporation, can handle about 1,000 cards a minute.

RAND TABLET represents a new generation of input devices that make the use of a com-
puter easier by accepting the direct input of drawings. It has a sheet of Mylar etched with
1,024 copper lines on each side. Each line receives a unique series of electric pulses; they
are coupled capacitatively through the stylus to tell the computer where the stylus is.

LIGHT PEN is another device that can put drawings into a computer. The pen contains a
photocell that responds to spots of light displayed by a computer on a cathode ray tube. The
pen has two uses: pointing at parts of a picture and (with a tracking program) drawing.

program transfers the data and then
returns the computer to its former ac-
tivity [see top illustration on page 50].

Program-interrupt hardware provides
many advantages. Because it can inter-
rupt a computation at any time, de-
mands for input and output receive the
prompt response they require. The in-
put-output program runs efficiently be-
cause it is activated only when it is
actually needed. Most important of all,
efficient handling of input-output trans-
fers no longer requires any complicated
interweaving of computation and input-
output instructions. Computation pro-
grams can now be written without re-
gard for the input-output activities that
may be under way simultaneously.

If several input-output units are con-
nected to a computer, many interrupt
signals can be generated at once. The
priority to be given to these demands
for service is usually designed into the
interrupt hardware. Faster input-output
equipment is generally given a higher
priority. Units that operate at irregular
intervals may get a lower priority if
they can be made to wait; in this way
they do not break the pace of synchro-
nous units. Computation itself is given
the lowest priority because it can nearly
always wait. Computation takes place
only when no interrupts are being proc-
essed, which usually turns out to be
most of the time.

Most input-output interrupts result
in the transfer of just one piece of in-
formation to or from the memory. Such
an operation is described as one mem-
ory cycle. Often additional memory
cycles are required to control the trans-
fer. Some computers contain special
hardware that processes each of the fre-
quent but simple transfers of data in
only one memory cycle. Such a unit,
called a “data channel” or “memory-
snatch” system, takes a single memory
cycle away from calculation whenever
an input-output device is ready [see bot-
tom illustration on page 50]. A data
channel or memory-snatch incorporates
a pointer that is changed after each
transfer, so that successive data are put
into-or taken from successive locations
in the memory. It also contains a count-
er, so that only a specified number of
transactions can take place automatical-
ly. Data channels are useful for very-
high-speed tape and disk units that
transfer new information every few
memory cycles.

Athough different types of computers

use different kinds of interrupt sys-
tems, nearly every computer now being
manufactured has some form of pro-



gram-interrupt. Larger systems with
fast input-output equipment usually in-
clude at least one data channel. Since
it is uneconomical to interrupt the larg-
est computing machines even momen-
tarily for input-output, they are often
directly coupled to a smaller computer
that does their input and output for
them. Since input-output operations
rarely require sophisticated arithmetic,
this separation of calculation and input-
output is becoming more common.

Most computers are delivered with a
tape containing a comprehensive pro-
gram (called an “operating system” or
“executive”) to do their input-output op-
erations. The operating system should
take care of all details of timing, run-
ning several input-output programs at
the same time and dealing with cor-
rectable failure in the input-output
equipment. Viewed through a well-
designed operating system, input-output
equipment is fast, accurate, economical
of computer time and easy to use.

In addition to using the program-in-
terrupt hardware to handle input-output
operations efficiently, the operating sys-
tem provides for the scheduling of jobs
and the allocation of input-output and
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memory resources. Without an effective
operating system a modern large com-
puter is almost useless. In fact, operating
systems are so important that they are
usually covered in the specifications for
a computer; failure of a manufacturer
to deliver a suitable operating system
on time usually results in a heavy finan-
cial penalty. The task of preparing a
good operating system is substantial.
Writing a new operating system is
roughly equivalent in complexity to de-
signing a new computer.

The operating system enables rela-
tively unskilled programmers to utilize
the parts of the computer they need
without concern for details of timing,
interference from other users or mal-
functioning of equipment. For example,
a user’s program that requires the print-
ing of data can call on a part of the
operating system to perform the output.
When asked to print, the operating sys-
tem will accept responsibility for the
data to be printed and will return con-
trol to the user program. If the printer
is free, the operating system may begin
to print the data at once. The user’s
computation program will proceed, in-
terrupted from time to time when the
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printer actually requires transfers of
data. If the printer is not free, the op-
erating system may choose to put the
data on magnetic tape for later print-
ing. In this case too the user’s compu-
tation will proceed, interrupted from
time to time for data transfers. The op-
erating system may check the infor-
mation written on tape for accuracy.
Should an error be found, the operating
system will rewrite the information cor-
rectly.

All the complex activities of the op-
erating system are accomplished by
processing interrupts. The user for
whom these processes are carried out
has no need to be concerned with the
details of the processing; indeed, he is
quite unaware of them. Needless to say,
the highly skilled system programmers
who write operating systems must have
an intimate knowledge of the input-
output equipment and program-inter-
rupt hardware involved.

Athough the input-output programs
and hardware described here solve
the timing problems of using input-
output equipment, they do little to
assist in specifying the format of the

LENS PHOTOCELL

U

LIGHT PEN

i

TWO USES of a light pen are pointing and drawing. Pointing (“a”
and “b”) tells a computer which parts of a drawing to erase or
move. Drawing (c) is done with a tracking program. Here, to move
the end of a line, the operator points at the end and pushes a

“move” button; the computer follows the pen by displaying cross-
like arrays of spots 100 times a second. Each time, the computer
ascertains the outer vertical and horizontal spots seen by pen,
computes position of pen’s center and redisplays line to end there.
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information transferred. The format in
which information appears outside the
computer is usually very different from
that of the information inside. Humans
want to see decimal numbers; comput-
ers normally use binary numbers. Hu-
mans want dollar signs, decimal points,
separately printed units and separately
printed exponents; computers just deal
with numbers. Specifying the desired
format for input-output information is
an important part of any programming
job. Converting information to and from
the specified format is an essential func-
tion of the computer.

The specification and conversion of
format are well understood for ordinary
scientific and business computation.
Formats consisting of columns of num-
bers with headings, convenient spacing
and suitable units are easily specified
through the “compilers” that most pro-
grammers use to help tell the computer
what to do. Simple statements enable
the programmer to describe each line
he wants printed. For example, a for-
mat statement such as FormaT (1HI,
4r10.3,5 FEET) would be interpreted
by the computer as follows: 1ul, start
a new page; 4F, print four numbers in
decimal notation; 10.3, use 10 columns
for each number and give three places
after the decimal point; 5m, put the

unit designation “feet” at the end of the
line. Most compilers make it easy to
print numbers as integers, as decimal
fractions with a specified number of
places before and after the decimal
point or in scientific notation, such as
11.73 X 10¢ (which comes out 11.73
EG in computers that cannot print su-
perscript). In addition the computer
can print comments, units and titles
either from internal data or by copying
part of the format statement.

Fairly simple formats serve for the

large bulk of computer inputs and
outputs. They are well matched to the
limited capacity of the common output
printers. Since most printers can print
only capital letters, numbers and a few
punctuation symbols, no great com-
plexity of format is required. Most users
of computers have become accustomed
to receiving columns of numbers as the
output from their computations. Re-
search now under way, however, has
shown that less common input-output
devices and more complicated format-
control tools for them can make much
more useful forms of input and output
possible.

We are beginning to recognize that it
is not enough for a computer to calcu-
late and print an answer. The answer

OUTPUT DEVICE in common use is a chain printer, which takes its name from the fact
that the type is on a rapidly moving chain. This printer, which is made by the International
Business Machines Corporation, produces 1,100 lines of 132 characters each per minute.

is useful only when it leads to new hu-
man understanding. Diagrams, draw-
ings, graphs and sketches are essential
tools for human understanding in many
scientific and technical fields. All too
often users of computers have been
forced to convert pictures into numeri-
cal coordinates before giving them to
a computer and to convert columns of
numerical answers back into a picture
or graph before understanding the an-
swer. The time it takes a man to do the
conversion keeps him from trying many
examples; in some cases it may even
cause him to lose sight of what it was
he wanted. If the computer can accept
information in the form most natural
for the man and produce answers in the
form he can most readily understand,
it can be much more useful to him. The
difference is readily apparent if one con-
siders that a single straight line flashed
on a display tube in one or two milli-
seconds might require 15 minutes of
typed output to give the coordinates of
the 1,000 or so points making up the
line.

During the past few years several
experimental systems have been built
that rely on diagrams rather than print-
ed or typed numbers as a medium of
communication between a computer
and its user. These systems have shown
that proper use of graphical input-
output equipment can produce a sub-
stantial increase in a computer’s ability
to aid human understanding of complex
phenomena. In one such system, devel-
oped by Cyrus Levinthal at the Massa-
chusetts Institute of Technology, pro-
tein molecules are shown in perspec-
tive [see “Molecular Model-building by
Computer,” by Cyrus Levinthal, page
171]. The effects of various assumptions
on the shape of the molecule can be
observed directly. In another system,
devised by E. E. Zajac of the Bell Tele-
phone Laboratories, the tumbling mo-
tion of a simulated satellite was recorded
on motion-picture film. Engineers view-
ing the film were able to decide why the
actual satellite’s stabilizing system failed
to work. Such demonstrations have has-
tened the development and application
of computer systems that can accept and
give graphical information.

The basic hardware for graphical out-
put is the cathode-ray-tube display,
known around computer installations as
the CRT display. Such a display con-
tains a cathode ray tube and some elec-
tronic devices that enable a computer to
control it. When given a set of coordi-
nates by the computer program, a simple
cathode-ray-tube display will flash the



STEST

PICTURE INPUT AND OUTPUT on a computer, using a cathode-
ray-tube display, are demonstrated with a program written by Wil-
liam R. Sutherland of the Massachusetts Institute of Technology’s
Lincoln Laboratory. At top left a light pen has been used to posi-
tion predrawn circuits on the tube and to draw “wires” connecting
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CHARACTER
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CHARACTER STENCIL

CATHODE RAY TUBE is equipped to print letters and symbols in
a computer’s output display. A broad beam of electrons emerging
from the electron gun passes through electrostatic plates that deflect
it toward the desired part of a stencil bearing the characters. In this

CHARACTER SELECTION PLATES
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them. Diagram instructs computer to simulate two sine-wave gener-
ators connected to an oscilloscope; the frequency and amplitude of
the generators were specified on a typewriter. The resulting output
is Lissajous figure at top right. At bottom the addition of a noise
generator (IN) and an attenuator (slanting bars) modifies output.

CENTERING PLATES

/ DEFLECTION COILS

case the beam is directed through the letter A; it is recentered
in the tube by the centering plates and then deflected to the desired
place on the display tube by the deflection coils. During passage
through the tube the beam makes a three-quarter helical turn.
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PROGRAM-INTERRUPT SYSTEM stops a computation while a
computer deals with the input or output of data. Each square rep-
resents a memory cell of the computer; when such a cell is used io
instruct the computer it is black, and when a cell is used for the
storage or retrieval of data it is in color. In this program the com-
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puter is adding pairs of numbers and storing the sums. Periodically
(colored bands) the computation program receives a signal from
an input or output device; computation is then interrupted while
the computer goes through the steps (e-m) required to deal with
the input or output of data. Thereafter the computing is resumed.
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“MEMORY-SNATCH?” is similar to a program-interrupt except that
each input or output of data takes only one memory cycle (X) and
so computing is interrupted for shorter periods. In the program-
interrupt system control of the computer passes to the interrupt
program during the input or output transaction; in the memory-

snatch, whenever an input or output unit is ready to transfer data,
the single memory cycle immediately after the input-output unit’s
signal is used to put the datum directly into the computer’s mem-
ory (area D) and computing then proceeds. The computing in
these examples has been made simple for illustrative purposes.



corresponding spot on its face. Com-
plete pictures including lines, curves
and letters can be made up out of thou-
sands of individual spots. Because the
display is entirely electronic, it can work
very fast; a single spot may take only a
few microseconds to show.

This process has its limitations. The
more elaborate the picture, the longer
it takes the computer to compute the
coordinates of all the thousands of spots
in the picture. For this reason some
displays have circuits that can paint
straight lines on the display face auto-
matically, thus eliminating the need for
a program to compute coordinates for
all the spots on each line. Since com-
puter output usually contains some let-
ters and numbers, many displays con-
tain character-generating hardware that
will cause a letter or number to appear
on the display screen automatically.
The character is formed either by pass-
ing the cathode ray through a letter-
shaped mask or by electronically manip-
ulating the beam to paint the letter
[see bottom illustration on page 49].
Display hardware for generating vari-
ous conic sections automatically is now
being developed.

Making good use of cathode-ray-tube
display equipment often requires quite
complex programs. The few installations
that now make extensive use of such
displays have built up libraries of pro-
grams for producing a variety of dis-
play formats. Programs for producing
bar graphs, contour plots, scatter dia-
grams and a wide variety of other useful
formats are separately available. If the
format desired does not fit one of the
available forms, careful individual pro-
gramming of the new format is required.
It is fairly easy to program simple for-
mats such as graphs, but it is consider-
ably more difficult to get all the labels,
scales and notes in the right places.

Some output formats are quite diffi-
cult to achieve. An adequate view of a
solid object, for example, must have
hidden lines removed [see illustration
on next page]. It is easy to write a pro-
gram that can compute the apparent
position of each part of an object from
the shape of the object and the desired
viewing angle. It is very much harder
to write a program that can decide
which parts to omit to make the object
look solid; moreover, the task of elimi-
nation takes much more time than the
simple transformation of coordinates.
Similarly, it is difficult to program a
computer to place the parts of a draw-
ing wisely so that its topology will be
clear. For these reasons output plots
of family trees, simplified circuit dia-
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grams, organization interaction dia-
grams and the like are rare.

With suitable attachments a cathode-
ray-tube display can also be used as an
input device. Since the parts of a pic-
ture displayed on a cathode ray tube are
“painted” on the tube face one after
another, a photocell placed where light
from a part of the tube can fall on it
will respond when it detects light. The
computer can tell what the photocell
saw by noting when it responded.

In one arrangement the photocell and
cathode ray tube are used as a scan-
ner: the photocell is placed behind an
exposed film on which is recorded some
data such as the tracks of nuclear par-
ticles. The computer can then read the
data from the film by noting which dis-
played points are hidden from the pho-
tocell by opaque parts of the inter-
vening film. Scanners of this type are
now manufactured commercially for
converting data from photographic to
digital form, so that the computer can
make the desired calculations. These
scanners are proving to be a boon to
physicists who need to scan hundreds
of thousands of frames from a bub-
ble chamber to find a single significant
event.

Picture input through scanners re-
quires more complicated: programs than
picture output. Although a cathode-ray-
tube scanner can tell a computer which
parts of a photograph are opaque, a
complicated program and a good deal of
computer time are necessary to convert
that information into a simple usable
fact. Lawrence G. Roberts of the Lin-
coln Laboratory of M.LT. wrote such
a program for recognizing solid objects
from photographs. Roberts’ program
demonstrated its ability to recognize
simple plane-faced objects by drawing
additional views of them. Although the
computer required only a few seconds
to read prerecorded picture data from
tape, it took several minutes (an enor-
mous amount of computing time) for the
computer to make sense of the data.
Pattern-recognition programs such as
Roberts’ and those used in analyzing
the tracks of nuclear particles must be
written on an individual basis. Because
of this exacting requirement picture-
scanning input is economical only ex-
perimentally or where there are large
bodies of data to process.

The stylus-photocell ~arrangement
called the light pen can be used to make
the cathode-ray-tube display serve for
the manual input of sketches and dia-
grams [see illustration on page 47]. For
this purpose the photocell is placed in a

small hand-held tube. Since the photo-
cell responds only when light from some
part of the cathode-ray-tube drawing
falls within its limited field of view, it
can tell the computer which part of a
drawing its user is pointing at. With an
appropriate feedback program a light
pen can also be used to enter position
information into the computer. Other
stylus input devices that detect the po-
sition of the stylus through electric and
magnetic-field effects can serve a sim-
ilar function. Some of these, such as the
Rand Tablet (developed by Thomas O.
Ellis of the Rand Corporation), provide
the computer not only with position but
also with a “pencil down” indication;
that is, the device signifies to the com-
puter not only the position of the stylus
but also whether or not the user is
pressing it down. The “pressing down”
signal can be used to signify lines that
are to be retained in the computer.

In a drawing system based on input
from a stylus the computer interprets
motions of the stylus and instructions
given by the operator through push but-
tons or a typewriter keyboard; from
these data the computer constructs a
drawing in its memory. The program
displays the growing drawing on a
cathode-ray-tube display [see top illus-
tration on page 49]. Unlike an ordinary
pencil, the stylus itself does not make
any direct mark on the display. The
computer is placed, in effect, between
the “point of the pencil” and the “pa-
per.” Because the drawing is built
directly in the computer’s memory, no
complicated pattern-recognition pro-
grams are required. A stylus-input de-
vice therefore provides a convenient
method for getting diagrams, circuits,
geometric shapes, chemical symbols and
other pictorial data into a computer.

Such a drawing system is very different

from ordinary drawing with pencil
and paper. Because the computer is
placed between the “point of the pencil”
and the “paper” it can assist in every
step of drawing. For example, the com-
puter can display lines as straight even
though they were sketched badly. It can
join lines at mathematically precise
corners in spite of slight human errors.
It will erase without any trace, or tem-
porarily if you prefer, any unwanted
line you point to. It can quickly copy
any part of the drawing. It can stretch
parts of the drawing to make them fit
with other parts. It can move lines you
have already drawn. It can refuse to
draw lines that are meaningless in the
context of the work in hand.

Most computer drawing systems use
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push buttons as input devices to sig-
nal what action is desired. An experi-
mental system at the Rand Corporation,
however, uses motions of a stylus as the
exclusive control. Since the Rand pro-
gram is intended for drawing block dia-
grams, it recognizes crudely sketched
blocks and substitutes neat ones for
them. It also recognizes lines drawn
between boxes as logical connections
between them. No matter how you draw
the connection, it will appear as a series
of straight-line segments. It will have

an arrowhead at one end. The Rand
program also recognizes printed char-
acters. It substitutes its own highly pre-
cise printing for your letters. It is im-
possible to leave bad printing on your
drawing. You can insert letters by mak-
ing a caret, whereupon the program
will push existing letters aside to make
room for your addition. You can erase
boxes, lines and letters by making a
score-out mark over them. With these
facilities you can quickly and easily
sketch out or modify a diagram.

PERSPECTIVE VIEWS of solid objects can be displayed by a computer. It is easy to pre-
pare a program that will cause the computer to display every part of an object (top). It is
much more difficult to write a program that will achieve the effect shown at bottom by
causing the computer to remove certain lines from the display. Even with an appropriate
program it takes the computer a relatively long time to carry out the instructions. The pro-
gram for this display was written by Lawrence G. Roberts of the Lincoln Laboratory.

The topology of a drawing sketched
into a computer with a stylus-input de-
vice is available explicitly in the com-
puter’s memory. If the drawing repre-
sents a circuit, for example, the electri-
cal connections shown in the drawing
will be represented in the memory in
a form suitable for use in a circuit-
simulator. The computer will “know”
that two terminals are connected be-
cause it will have “watched” while the
connecting wire was drawn. There are
many computer applications for which
specification of topology is important.
Stylus input is beginning to be used to
state topology for circuit simulation,
analysis of communication networks,
digital simulation of analogue systems
and diagramming the flow of digital-
computer programs.

The geometry of shapes is also stated
easily with a stylus-input device. The
stylus serves to sketch the part. If exact
dimensions are important, they can be
entered through a keyboard. In one
case the parts specified by this tech-
nique are cut out by computer-con-
trolled machine tools. In another case
the computer does engineering compu-
tations on the shapes as an aid to the
design of mechanical devices.

Stylus input to computers opens up

new vistas for the application of
computers. We are just beginning to
explore these vistas. The ability to
specify topology, for example, will
make possible a new generation of com-
puter-programming languages based on
pictures rather than on written words.
The ability to specify geometry will
bring computers into use as aids to
mechanical design. The ability to speci-
ty graphical-output formats will make
possible ever clearer presentations of
computed results. Perfection of the tech-
niques for drawing with a stylus will
make a stylus and computer easier to
use than pencil and paper.

Although the full potential of graphi-
cal input and output is still unknown,
there is a growing belief that important
new insights will be gained through its
use. Today graphical capability is un-
known at most computer installations,
even major scientific ones. Widespread
recognition of its potential, however, is
a strong motivating force that will
bring graphics to the computers in most
scientific research programs. It is my
conviction that the widespread use of
graphical inputs and outputs with com-
puters will bring about a major increase
in scientific, engineering and educa-
tional productivity.
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COMPUTER DISPLAYS

IVAN E. SUTHERLAND
June, 1970

hereas a microscope enables us
to examine the structure of a
subminiature world and a tele-

scope reveals the structure of the uni-
verse at large, a computer display en-
ables us to examine the structure of a
man-made mathematical world simu-
lated entirely within an electronic mech-
anism. I think of a computer display
as a window on Alice’s Wonderland in
which a programmer can depict either
objects that obey well-known natural
laws or purely imaginary objects that
follow laws he has written into his pro-
gram. Through computer displays I have
landed an airplane on the deck of a mov-
ing carrier, observed a nuclear particle
hit a potential well, flown in a rocket at
nearly the speed of light and watched a
computer reveal its innermost workings.

My interest for some years has been
the programming of computers to draw
pictures on the face of a cathode ray
tube. Obviously computers can produce
pictures in other ways, such as by means
of mechanical plotters or by printing
arrays of symbols, but because the essen-
tial problems in creating pictures by
computer can be understood by con-
sidering images produced by electron
beams I shall ignore these other forms of
output. I shall also ignore the kinds of
computer-driven picture tubes that pre-
sent modest amounts of text at high
speed dn such places as airline terminals
and brokerage offices; their operation is
straightforward.

Computer displays have become of
major importance to two groups of peo-
ple. One group has a pictorial problem
in the workaday world for which it
would like computer help. These users,
for example, may want to shape a metal
part on a computer-controlled machine
tool; they begin by describing the part
to a general-purpose computer, which

draws a picture of the part and verifies
that the description is accurate. Other
users employ computers to produce the
intricate high-resolution photographic
masks required for making integrated
electronic circuits [see bottom illustra-
tion on next two pages]. Similar pictorial
problems in which computers can help
arise in highway planning, automobile
and aircraft design, topographical map-
ping, architecture, the layout of publi-
cations and the production of clothing
patterns. In these and many more areas,
written language is far from adequate.
The other group using computer dis-
plays is interested in gaining insight into
complex natural or mathematical phe-
nomena. These users simulate physical
situations of various kinds in the com-
puter and use display devices to present
the results of the simulation. For ex-
ample, an organic chemist may want to
synthesize a particular molecule; he cre-
ates a picture of the molecule on a dis-
play screen and then initiates a program
by which the computer presents a selec-
tion of simpler molecules from which
the desired substance can be synthesized
[see illustrations on pages 64 and 65].
An engineer designing a communication
circuit asks the computer for a graph
showing how circuit response varies with
frequency. A physician studying how
blood flows through the arteries obtains
a plot that reveals high vorticity at ex-
actly the locations where the lesions of
atherosclerosis are most common. A
physicist programs a computer to illus-
trate how elementary particles interact
with their own electric fields to give his
students some feeling for quantum-me-
chanical behavior. A circuit designer
draws a circuit and asks a computer to
simulate its operation and to plot its per-
formance in a graph of voltage and cur-
rent. A feedback theorist describes the

location of poles and zeros on a com-
plex plane and watches as the computer
plots the root locus. A mathematician en-
ters the equations for conformal map-
pings and observes the maps produced
by each equation. A pilot practices take-
offs and landings on a simulated airfield
that can assume any orientation on the
display screen as he operates “controls”
for engine power and aircraft attitude.
All these people, interested in educating
themselves or others, use computer dis-
plays as one of many tools for gaining
deeper understanding of a problem.

Two Kinds of Display

Two broad classes of computer-dis-
play system are now in common use:
calligraphic displays and raster displays.
Calligraphic displays “paint” the parts of
a picture on the cathode ray tube in any
sequence given by the computer. The
electron beam in a calligraphic display
is moved from place to place in a pattern
that traces out the individual lines and
characters that make up the picture. Ras-
ter displays make pictures in the same
way that television sets do: the image is
painted in a fixed sequence, usually from
left to right and from top to bottom. The
calligraphic display has the advantage
that information to be displayed can be
stored in computer memory in any order,
whereas information for a raster display
must first be sorted from top to bottom
and from left to right so that it can be
put on the screen in the correct se-
quence. On the other hand, the deflec-
tion amplifiers, deflection yokes and oth-
er electronic components needed for a
raster display are much less costly than
those required for a calligraphic display,
not only because they need not be so
carefully made but also because suitable
components are now mass-produced.
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COMPUTER DESIGN OF “GREEK TEMPLE” demonstrates the
versatility and speed of present-day graphic displays and computer
programs. The sequence was photographed at the International
Business Machines Research Laboratory; the computer was an
IBM 1130 with a 2250 display unit. The “draftsman” begins by ask-

ing the computer to display three geometric solids selected from a
library of shapes on file in a disk memory: a hexahedron, a cylin-
der and a triangular prism (I). The remaining operations are car-
ried out by pressing keys on an “interactive” console that can copy,
move, rotate or distort anything placed on the screen. The drafts-

The task of sorting information from
top to bottom and from left to right for
presentation on raster displays has large-

"ly precluded their use for anything but
presentations of text. In principle, how-
ever, a raster display has the potential of
producing pictures with a range of light
and dark tones, in color if desired, that
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provide a realism unequaled by the line
drawings of a calligraphic display. The
potential of this type of presentation can
be seen in the pictures on page 67, which
were made in our laboratory at the Uni-
versity of Utah by photographing a low-
speed simulation of a raster display. I
shall describe later some recent algo-
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rithms, or mathematical routines, for
sorting picture information to eliminate
hidden surfaces in making raster dis-
plays. I believe such displays will have
become a common form of computer
output within a very few years.

The information to be projected on the
face of a computer display tube is speci-
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DESIGN OF INTEGRATED CIRCUITS exploits the flexibility and
precision now provided by interactive computer displays. This se-
quence, photographed at Fairchild Semiconductor, was made with
a Sanders display unit coupled to an IBM 1130 computer. The goal
in this application is to end up with photolithographic masks in
which line patterns are located with an accuracy of 50 millionths of
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an inch. The resolution of the display is defined by a coordinate
grid of 1,024 lines and 1,024 columns. The coordinates of the lines
drawn on the face of the cathode ray tube are recorded magneti-
cally and then used to control digitally driven machines that cut
greatly enlarged versions of the masks. Subsequently the masks are
optically reduced in size to the tiny dimensions characteristic of



man lengthens the cylinder (2) and rotates the three elements to a
plan view (3). He then adds five more columns (4, 5, 6, 7). The dis-
play is rotated (8) until the columns are viewed at eye level (9).
The hexahedron is then moved to a position below the columns
(10) and widened (11). The emerging temple is rotated to a side
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view (12) and the hexahedron is lengthened until it becomes a
floor slab (13). The prism is raised (I14) and lengthened (15).
Again the temple is rotated (16) and the prism is widened to form
aroof (17). The finished temple is displayed from above (18). Back
at ground level the viewer walks toward it (19) and enters (20).

fied in terms of a coordinate system that
covers the tube face. This coordinate sys-
tem can be thought of as a grid of points
that covers the face of the tube even
though the grid is not actually etched on
the glass. The resolution of the display
system can be specified by saying how
many rows and columns of points there

~ROCEED

are in the coordinate system. Most mod-
ern display systems have a minimum res-
olution of 1,024 rows and 1,024 columns
and a few systems have four times as
many rows and columns. To specify a
point on a 1,024-by-1,024 array requires
that each x and y value contain 10 bi-
nary digits, or “bits” (210 = 1,024); to

o
LIS AINTENCE.

specify a point in a 4,096-by-4,096 array
requires 12 bits for each coordinate.
Higher resolution is not generally sought
because it is difficult to maintain accu-
racy at higher resolutions and also be-
cause the diameter of the electron beam
is so large that having higher deflection
resolution improves the appearance of
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integrated circuits. This circuit will be 150 mils on a side and con-
tain a total of 16 “cells” of seven different types. The pattern in
frame 1 is a mask that specifies the location of metal interconnec-
tions in a logic cell containing 13 diodes and transistors. In design-
ing the pattern the operator uses a light pen to indicate the two end
points of a line segment and the display program automatically
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completes the line. The pen is also used to move elements around.
In this frame the ultimate cell is magnified 308 diameters. In frame
2, at lower magnification (77 diameters), a variety of cells are being
summoned up from memory and are being moved into position
with the help of grid points. In frame 3 the routing for one level of
metal interconnections is being added. In frame 4 the job is done.
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the picture only slightly. Recently, how-
ever, workers at the Bell Telephone
Laboratories have built a device that
uses a very fine laser beam to produce
computer-controlled film images with a
resolution of 32,000 lines and 26,000
columns. The device is being used to
make high-resolution circuit masks [see
top illustration on pages 58 and 59].

Although modern calligraphic displays
have the ability to post dots, straight
lines and text, the earliest display sys-
tems could post only individual dots on
the screen. The computer specified the x
and y coordinate for each dot to be
posted. The coordinate specifications
were converted from digital form to ana-
logue voltages, which were then ampli-
fied to drive the deflection system of the
cathode ray tube [see top illustration on
page 57]. After the transients in the con-
version process and the deflection sys-
tem had subsided, the electron beam
was turned on for a microsecond or so to
plot the indicated dot. Characters and
lines could be built out of individual
dots, but of course not very quickly.

To speed up the process of drawing
lines and characters, special analogue
circuits have been developed that auto-
matically trace outlines on the screen in
a continuous process. To post a charac-
ter the character-generator circuit pro-
duces a wave form for the x and y deflec-
tion systems and an associated pattern
for turning the beam on and off; the two
combined cause the character to appear

COMPUTER DIGITAL TO ANALOGUE
P ColiERERS DEFLECTION
AMPLIFIERS
10-BIT BINARY X-COORDINATE
X VALUE VOLTAGE TO DEFLECTION PLATES
OR COILS
10-BIT BINARY Y-COORDINATE
e Y VALUE VOLTAGE

SYNCHRONIZING

TIMING CIRCUITS

[see bottom illustration on page 57]. To
post a straight line on the screen, the
analogue line generator will produce
coordinated “ramp” wave forms for the
x and y deflection systems so that the
electron beam moves smoothly and con-
tinuously from one end of the straight
line to the other. Modemn display sys-
tems can produce characters in about
five microseconds each and straight lines
in three to 40 microseconds, depending
on length. Some display systems include
analogue equipment for producing sim-
ple curves, such as circles, automatically,
but such facilities are still rare.

To produce a straight line all the way
across a display screen in 40 microsec-
onds is a prodigious feat of electrical
engineering. The human eye has a re-
markable ability to detect even slight
deviations from straightness. Moreover,
if two lines are plotted end to end, any
error in their length such as might be
produced by overshooting or a failure of
the electron beam to be turned on
promptly will show up either as an over-
lap or as a gap in the lines. The lines
must be traced not only straight but also
at a constant rate because any change in
the beam’s rate of motion will show up
as a change in the brightness of the line.
To be sure, one can compensate for
changes in the writing rate of the line by
changing the electron-beam current, but
such a compensation circuit must be ac-
curate or discrepancies will be visible.
No display system that I know of is en-

tirely satisfactory in performance, and
even the best need periodic tuning to
keep operating well. Considering the
difficulty of the task, it is amazing that
the systems work at all.

The Logic of Displays

In addition to the analogue circuits for
generating lines and characters, a com-
puter-display system must incorporate
digital logic circuits to connect the dis-
play to the computer. Because the logic
needed for this purpose often has char-
acteristics in common with the process-
ing unit of a computer, I have come
to call these digital circuits the display
processor. The display processor fetches
information from a memory where the
picture to be posted is defined and con-
verts it to the elementary driving signals
for the analogue circuits that generate
lines and characters.

The display processor interprets dif-
ferent formats of information in the
memory to give them meaning in terms
of the picture produced. For example, it
may interpret sequences of characters to
produce rows of text on the screen, or it
may distinguish sequences of connected
line segments from isolated line seg-
ments, in each case producing the in-
dividual commands required by the
analogue line generator to yield the de-
sired picture. The display processor ac-
counts for more than half of the cost of
many display systems and strongly af-

CATHODE RAY
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COMPUTER DISPLAY EQUIPMENT consists basically of a dig-
ital computer, which specifies the point-by-point coordinates of the
desired display, together with circuits that convert the digital out-
put into analogue form for deflecting the electron beam in a
cathode ray tube. If the values of x and y are each specified by 10
binary digits (0’s and 1’s), the electron beam can be directed to any

INTENSIFICATION PULSE

point in an array consisting of 1,024 lines (the y axis) and 1,024
points per line (the x axis). With only the circuits shown here, the
image on the screen would have to be built up from discrete points.
More modern displays include analogue function generators to
sweep the electron beam in a continuous fashion to generate
smooth lines, numbers, letters of the alphabet and special symbols.



fects the programming techniques that
must be used with the system. Moreover,
not much progress has been made
in standardizing the design of display
processors. For these reasons prospective
users must carefully weigh the character-
istics of competitive systems.

For the past six or seven years my own
professional interest has been in improv-
ing the design of display processors. My
colleagues and 1 have designed or in-
fluenced the design of a series of dis-
play processors of increasing complexity.
Although we know that the evolution of
display-processor design is far from com-
plete, we have learned much about how
the design of a display processor inter-
acts with the programming requirements
for the display system. Like computer
systems themselves, displays require a
great deal of programming to make them
useful; enlightened display-processor de-
sign simplifies the programming task.

The objective of most computer-
graphics programs is easily stated: to
represent objects of some kind and to
provide a means for manipulating them.
For example, if one is designing the mask
for an integrated electronic circuit, the
objects to be represented are the tran-
sistors, resistors, gates, wiring and other
elementary components from which the
circuit is to be built. In depicting an or-
ganic molecule the objects to be repre-
sented are the individual atoms of the
molecule and the bonds between them.
In each application the objects are repre-
sented in the memory of the computer in
a format suitable to the application. For
instance, it may be convenient to list the
atoms one after another in a table, giving
the type and the three-dimensional co-
ordinates for each atom. It may be con-
venient to represent the bonds by listing
each bond in a table with the index num-
bers of the two atoms it joins. Such a stor-
age format is convenient not only for dis-
play but also for the scientific programs
that will manipulate this “data base.”

The data base for a computer-display
application is utilized in many ways. If
the user wants to change the program he
is working on, he may give commands
that cause the computer to change the
data base by replacing, adding or delet-
ing information. Thus the user might add
a new atom to his molecule. If he is ex-
ploring some line of thought, he may ask
that computations be done on the data
base. For example, the computer might
compute the total weight of the molecule
represented, orit might compute new co-
ordinates for the atoms corresponding to
some quantum-mechanical law the user
is trying to understand. Finally, the user
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will want to see some pictorial represen-
tation of the data base on his computer-
display system. It is important to note
that the pictorial representation of the
information in the data base is only one
of many ways the information is used.

The Data behind the Display

The format of the information in the
data base is not usually suitable for direct
use by the display processor. The data
base represents all the relevant facts
about the objects being considered,
whereas the display processor needs in-
formation about the particular appear-
ance of the objects. For instance, the
data base may difffhguish among dif-
terent types of chemical bond, all of
which look the same on the display. Or
the data base may identify different
kinds of atoms according to their atomic
number, whereas in the display they are
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to be presented with a different code
letter, such as C or H or N. The appear-
ance of the objects can be derived from
the data base by a suitable program and
stored for use by the display processor.
The results of this computation form a
“display file” [see bottom illustration on
next page]. The display file is a second-
ary representation of the objects stored
in the data base.

Conversion of the information from
the data base to the display file involves
geometric computation, selection of the
relevant information and expansion of
compact notations into individual lines
and characters for display. Thus the two-
dimensional coordinates required to
make a perspective presentation of the
molecule from a selected viewpoint
might be computed from the three-di-
mensional coordinates known for each
atom. If a magnified view of some por-
tion of the object is desired, it can be

DOT-BY-DOT method of generating lines and characters was originally used in computer
graphics. Newer analogue techniques are much faster and create cleaner images (see below).
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ANALOGUE CHARACTER GENERATOR produces separate wave forms for the x and y
deflections of the electron beam, along with an on-off intensity pattern. Such display sys-
tems can write a character in a few microseconds and a page of text in several milliseconds.
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HIGH-RESOLUTION LASER BEAM produced this test pattern photographic plate by a 10-sided mirror rotating on air bearings.

using a new computer-display technique developed by the Bell The laser beam produces an image consisting of 32,000 scan lines
Telephone Laboratories. One-third of the 15-by-21-centimeter test with 26,000 image points per line. The accuracy of the beam can
pattern is reproduced here actual size. Normally the device is used be controlled to better than one arc second, equivalent to a de-
to make masks for integrated circuits. Modulators and lenses con- viation of less than a third of an inch in a line a mile long. Not’
trol the fine beam of an argon laser, which is deflected to scan a only is the device extraordinarily accurate but also it can produce

provided by geometric scaling as the dis-  tions of the data base can be expanded  the display file—leads to a complex pro-
play file is prepared. Particular items of  into appropriate symbols on the screen.  gram. In many display systems the user
information in the data base can be Each atom might be converted into a  can point to an object of interest on the
selected for display or omitted entirely.  circle with a letter in it; each bond might  screen by using a light pen, a device that
For example, it may be desirable to omit  be converted into a pair of lines (in per-  identifies a specific point on the screen
from the picture all hydrogen atoms and  spective, if that is desired). by producing a brief pulse when the
all bonds connected to them so that the It has long been recognized that the electron beam sweeps past that point.
heavier part of the molecule can be seen  dual representation commonly used in  This tells the computer that some object
more clearly. Finally, the compact nota-  display applications—the data base and  in the display file is to be changed. The

INPUT FROM KEYBOARDS, CONTROLS, DRAWING TABLETS, ETC.

INPUT COMPUTATION
PROGRAMS PROGRAMS

DISPLAY-FILE DISPLAY FILE CATHODE RAY TUBE
GENERATOR SIMPLE
PROGRAMS , DISPLAY PROCESSOR

OUTPUT PROGRAMS

TO OTHER OUTPUT DEVICES
(PRINTERS, PLOTTERS,
MAGNETIC TAPE, ETC)

TYPICAL PROGRAM STRUCTURE for computer displays has stored in the display file. The actual appearance of the objects is
the form shown here. Information about objects is stored in the specified by programs in the display-file generator. These programs
data base. Information about the appearance of the objects is perform geometric operations and expand the definition of objects.
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in 12 minutes a circuit mask that formerly
took 12 hours of machine time. A portion of
the test pattern is enlarged 10 diameters at
the right. The effective resolution exceeds
40 lines per millimeter, which is remarkable
over a field measuring 15 by 21 centimeters.

computer must somehow be able to re-
late each item in the display file to the
item in the data base that caused it to
appear.

If, having identified the item in the
data base, the computer is instructed to
change it, the computer must then also
change the relevant parts of the display
file. If the display picture is to be kept up
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to date so that changes appear promptly
after they are initiated, computation of
the display file must be done quickly.
Unfortunately = general-purpose digital
computers are not well suited to this kind
of geometric computation. For all these
reasons designers of display processors
have begun to provide more computing
capability in the display processor to en-
able it to interpret the data base directly,
thus eliminating the need for a display
file altogether [see illustration below]. If
the design is successful, changes in the
data base will instantly be reflected in
the picture and an identification of a
part of the picture will instantly identify
the corresponding item in the data base.
Specialized display processors designed
to handle such graphical computations
are now beginning to reach the market.
An early innovation in display proc-
essors, now almost universal, provided
them with the ability to display many
symbols from a single symbol definition
in memory. With this capability the
display file can contain a single definition
of a transistor symbol and several refer-
ences to that symbol’s definition. For
each reference the display processor
fetches the individual lines of the symbol
from the single definition and traces the
transistor symbol again in a different po-
sition on the display screen [see “a” in
illustration on page 68]. Obviously all
coordinate information in the symbol is

INPUT FROM KEYBOARDS, CONTROLS, DRAWING TABLETS, ETC.

INPUT
PROGRAMS

COMPUTATION
PROGRAMS

DATA BASE

DISPLAY
PROCESSOR

OUTPUT
PROGRAMS

CATHODE RAY
TUBE

TO OTHER OUTPUT DEVICES
(PRINTERS, PLOTTERS

> MAGNETIC TAPE, ETC)

ADVANCED DISPLAY PROCESSOR eliminates the display file and display-file generator
by providing more powerful computation and selection functions. This simplifies program-
ming by eliminating elaborate cross-references between the data base and the display file.
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stored with respect to the location of the
symbol, and the location for the symbol
must be established before the symbol
definition is called on. This symbol capa-
bility in display processors is identical
with the subroutine capability found in
all general-purpose computers. Like the
subroutine capability, it makes possible
more compact coding because many
symbols can be created from a single
definition.

Unfortunately including subroutine
capability in the display processor tends
to introduce new complexities in the dis-
play programming. A display processor
capable of handling subroutines must
remember during the execution of each
subroutine the location of its call; if the
display file is changed, such information
may be lost. Moreover, the number of
parameters that can be provided to dis-
play subroutines is generally limited to a
simple indication of position. Symbols of
different sizes must have different defi-
nitions in the display file even though
the size of an object may be represented
in generalized form in the data base. The
display file for a processor equipped for
subroutining takes on a structure that
may correspond in part, but not entirely,
to the structure of the data base, and the
display-programming system has to de-
cide when to call on this structure. The
subroutining capabilities in the display
processor prove most useful when the
structure that the display processor can
interpret is sufficiently rich to represent
everything wanted in the data base. If
the symbol parameters available in the
subroutining capability cannot handle
the variability of the symbols represent-
ed in the data base, it is often not worth
the effort of using the subroutining capa-
bility at all.

The fact that information in display
subroutines can be specified with respect
to a symbol origin makes it possible to
specify a position that is outside the
boundary of the display screen. Unfor-
tunately a capacity of only 10 or 12
“bits” of information is usually provided
in the memory registers that hold the
screen coordinates. Thus if the displace-
ment of an image produces values that
lie outside the screen, those values will
be truncated to the required 10 or 12
bits by the removal of the most signifi-
cant parts of the sum.

The “Windowing” Problem

The effect of such truncation is that
the coordinate positions immediately
beyond the right edge of the screen
appear at the left edge of the screen, and
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RIDE IN “ROCKET CAR” down a “country road” was pro-
grammed by a group under Judah L. Schwartz at the Massachusetts
Institute of Technology, which has found computer displays valu-
able in demonstrating abstruse physical phenomena. The road is
lined with telephone poles shaped like inverted L’s. The middle
number under the picture shows the rocket’s velocity as a decimal

fraction of the velocity of light (the decimal point before the first
digit is omitted). The number at bottom left of the screen is the
number of telephone poles passed. The upper number at bottom
right is the reading of clocks by the side of the road; the lower
number shows the time aboard the rocket. The rocket-borne clock
shows a lower cumulative reading than the roadside clocks do.

the coordinate positions just above the
top of the screen appear at the bottom of
the screen. Symbols that overlap an edge
of the screen will reappear at the op-
posite edge. Consequently if screen co-
ordinates are merely truncated to 10 or
12 bits, the screen will appear to have
the topology of a torus. The phenomenon
is particularly annoying if one end of a
short line moves off the edge of the
screen only to reappear at the other
edge. The line between such end points
will cross the entire screen going in the
wrong direction.

The cures for these well-known dif-
ficulties all provide the display user with
a drawing area much larger than the
actual display screen. By one means or
another the display tube is made to be-
have as if it were a window through
which this much larger drawing can be
seen. The computations involved in pro-
viding this illusion are called windowing.

When properly provided, windowing
seems to be a natural part of the way the
display operates. Objects that move off
the screen disappear smoothly at a well-
defined edge. Only when windowing is
missing from a computer-display system
is the absence of this feature immediate-
ly evident.

There are two basic methods of win-
dowing. One method is to provide the
display system with larger analogue de-
flection voltages than are needed for cov-
ering the screen itself and simply to
blank out the beam anytime it is deflect-
ed beyond the edge of the screen. This
procedure, although it is widely used,
has the shortcoming that it places an
additional burden of accuracy on the
analogue deflection system and that it
must of necessity operate slowly, since
there is no way to speed up the beam
when it is drawing parts of the picture
outside the viewing area. The second

method of windowing is to provide a
mechanism to precompute digitally the
actual coordinates of the part of the pic-
ture that should appear in the window.
In this method the display tube is pro-
vided only with valid data and so does
not waste time drawing invisible parts
of pictures. This alternative, often called
clipping, is widely programmed in soft-
ware for sophisticated computer-graph-
ics systems.

Windowing is the most important of
several kinds of geometric computation
needed in preparing information for
presentation on a display screen. Unfor-
tunately the programs required for win-
dowing in an ordinary general-purpose
digital computer, even a big and fast one,
can process only about 1,000 line seg-
ments per second. If additional compu-
tations are needed, for instance to pre-
sent a two-dimensional perspective view
of a three-dimensional object, the opera-

QUANTUM-MECHANICAL SCATTERING, representing what
happens when a particle of given energy meets a barrier, is de-
picted in these M.L.T. computer displays. The particle is represent-
ed by a Gaussian curve, or wave packet, which is the probability
distribution for finding a particle, such as a proton, in a given re-

gion of space. In the upper sequence the particle has only half the
energy needed to pass through a square barrier. Nevertheless, at
the peak of the collision (frames 5, 6) the wave packet penetrates
the barrier, thereby indicating a finite probability for finding the
particle in a region that should be inaccessible to it according to



demonstrating the dilation of time experienced by objects (and
observers) traveling at a large fraction of the velocity of light. As
the rocket car accelerates, the telephone poles appear to bend over
the road, as viewed by an observer in the car. Actually they are
leaning away from the observer because the tops of the poles are
farther away from him than the bottoms of the poles and thus light
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from the tops takes slightly longer to reach his eye. Therefore he
sees the top of each pole at an earlier point in time, hence farther
down the road, than the bottom of the pole. The horizontal mem-
bers atop the poles appear to rotate away from the observer and
finally to bend down. This is a more complicated result of the
special theory of relativity and was not put into computer program.

tion takes substantially longer. Recently
my colleagues and I have spent much
time developing special display proces-
sors that overcome these delays by trans-
ferring the necessary computations to
high-speed, special-purpose digital cir-
cuits. These processors make it easy to
obtain rapid, dynamically changing
views of three-dimensional objects [see
top illustration on next two pages].

I became involved in the development
of such high-speed displays through
a desire to present an observer with
a simulated three-dimensional environ-
ment. My idea was very simple: Mount
miniature cathode ray tubes on the user’s
head, one tube in front of each eye, so
that the computer can control exactly
what he sees. Measure the position of the
user’s head and compute a perspective
picture appropriate to that viewing posi-
tion. As the user turns his head, the per-
spective picture should change just as if

the object portrayed were really in the
room with him. There is no need to mea-
sure his eye position because the picture
presented on his glasses is not changed
by the part of it on which he chooses to
focus. Because the three-dimensional
objects he sees will appear to remain
stationary in space as he moves around
them, an illusion that the objects are
present in the room with the observer
should be created. The equipment illus-
trated at the bottom of the following
page was designed to create this illusion.

The head-mounted display does in-
deed provide the illusion of seeing three-
dimensional objects at identifiable loca-
tions in the user’s environment. Because
the objects presented are transparent and
made of glowing lines essentially free of
texture, no one is fooled into thinking
they are real. On the other hand, even
naive observers are able to identify the
size of the objects portrayed and are able

to move themselves into an appropriate
viewing position to examine a particular
feature of the objects portrayed.

Logic of High-Speed Displays

The significant thing about the head-
mounted display project is not the opera-
tional results but rather that it forced us
to think carefully about the problems of
presenting a real-time perspective pic-
ture. We needed a solution to the win-
dowing problem in three dimensions be-
cause as the user turns his head away
from objects they move out of the field
of view provided by the optical system.
If the objects are to move smoothly out
of view, the correct end points for the
parts still in view must be very rapidly
computed, and prompt decisions must
be made in order to omit parts that are
entirely out of view. Since no general-
purpose digital computer is capable of

B i 7

the pre-quantum-mechanical description of nature. Subsequently
the packet is reflected and the probability distribution is flattened.
In the lower sequence the energy of the wave packet is exactly
equal to the barrier height. In classical physics the particle should
lose all its energy on entering the barrier and remain there for-

ever. In quantum physics a small probability packet gets tem-
porarily trapped inside the barrier (frames 7, 8, 9, 10) while most
of the packet is reflected. In addition a small, flat packet is trans-
mitted. This indicates the probability of a particle’s “tunneling”
through the barrier when the experiment is repeated many times.
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TAKEOFF AND LANDING ON AIRCRAFT CARRIER have
been simulated by the Evans & Sutherland Computer Corporation
for the Naval Training Device Center. The display system used for
this demonstration is installed at Bolt, Beranek and Newman Inc.
It follows the design illustrated at the bottom of page 59, in which
circuit hardware in the display processorreplaces a “software’ pro-
gram for handling information stored in the data base. Only such a

doing these computations fast enough to

system provides the computing speed needed for this kind of real-
time simulation in which two complex objects are moving rapidly
in three-dimensional space. Frame 1 shows what the “pilot” sees
looking down the deck before takeoff. Through a keyboard on the
computer he can adjust the engine throttle and the attitude of the
aircraft. At the left of the screen is a vertical line with a cross that
indicates the aircraft’s altitude. The two boxes at the bottom right

present dynamic views.of any but the
most trivial objects, we were forced to
design and build special-purpose equip-
ment to do rotation, windowing and
perspective computation. Having a good
solution to the windowing problem in

three dimensions quickly led us to a
solution in two dimensions for our latest
design for a display processor.
Computing a perspective picture of a
“wire frame” three-dimensional object is
really rather easy. The position of each
part of the object on the screen is com-

puted by projecting the object onto the
screen in straight lines [see the illustra-
tion on page 65]. Fortunately straight
lines in three-dimensional space project
into straight lines on the screen. Thus the
rotation and projection computations for
each line segment need be done only for

HEAD-MOUNTED DISPLAY at the University of Utah employs
a display processor similar to that used for the aircraft carrier se-
quence. Two miniature cathode ray tubes are builtinto the goggles.
A mechanical linkage tells the computer where the viewer is look-
ing at each instant. The display processor instantaneously sus-plies

the correct image for each head position. The viewer is free to look
anywhere in a 360-degree circle and canlook up and down through
an angle of about 45 degrees. Two samples of what he sees are
shown at the right. The objects grow larger or smaller and move
with relation to one another as the observer moves around.



of the screen indicate the aircraft’'s compass heading (east at take-
off) and the direction to the carrier’s superstructure. At bottom left
are an artificial horizon and a rate-of-climb indicator. Frames 2
through 7 show the aircraft moving down the deck and becoming
airborne. The pilot sees the horizon tilt (8) as he banks to the left.
In the next four displays (9, 10, 11, 12) the view from the left win-
dow of the aircraft is shown on the left half of the screen while the
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view ahead appears on the right half. Ordinarily the two windows
are on separate screens in their normal relation to the pilot. As the
pilot continues to bank, the carrier disappears from the left win-
dow and reappears in the front window (12, 13). Still flying coun-
terclockwise in a large circle, assisted by being able to see the car-
rier’s wake, the pilot lines up the carrier for his approach (14, 15,
16, 17), and then finally levels off for a perfect landing (18, 19, 20).

the ends of the line; the center parts of
the line can be filled in by the two-di-
mensional analogue line generator. If
windowing or clipping in three dimen-
sions is done before projection, the prob-
lems of dividing by a zero or a negative
depth coordinate are avoided [see the
illustration on page 66]. The digital pro-
cessing equipment we developed for the
head-mounted display project is able to
accept information in three dimensions,
convert it to an appropriate viewpoint
and viewing direction and present valid
display-screen coordinates to an ordinary
line generator for drawing a perspective
picture on the screen.

We have found it particularly useful to
have a display system in which a three-
dimensional computing engine is built
into the display processor. In the first
place, coordinate information for display
can be in three dimensions instead of in
two. Symbols can be scaled on the draw-
ing as well as merely being positioned,
and three-dimensional symbols can be
rotated to any desired angle with respect
to other objects in the drawing. Since
clipping is done in the display processor,
the processor can accept the stored data
to a resolution much finer than the actual
resolution of the display itself. Such data
can be regarded as a drawing on a huge
piece of paper (a piece covering a square

mile, say), any part of which, or all of
which, can be presented on the display
screen. For many applications such ca-
pabilities can eliminate the need for a
display file altogether and so greatly sim-
plify the programming of the display.
Again our hope is to operate the display
processor directly on the data base so
that changes in the data base are instant-
ly reflected in the display.

To provide for flexibility in the format
of the data bases, we have chosen four
typical forms in which information com-
monly appears in applications [see il-
lustration on page 68]. In the first form
a sequence of coordinate values is simply
connected by a sequence of straight
lines. This form is the common one for
connecting data points on a graph. In
the second form disjoint lines are repre-
sented by pairs of pointers that indicate
the location of the coordinate data to
be used for the end points. This format
would be useful for representing the
bonds in a molecule. The coordinates
can be either two- or three-dimensional.
The disjoint-line format is useful in a
variety of pictorial representations.

The third form is the simple sub-
routine, where standard format param-
eters for position, size and rotation are
provided. For all fixed-geometry sym-
bols, such as those used in making circuit

diagrams, this form is adequate. We
have also designed the display processor
so that it does not execute any subrou-
tine that is entirely outside the viewing
area. This provision greatly speeds up
the display of magnified views of com-
plex objects. Finally, complete subrou-
tines are available for displaying objects
that are similar in a nongeometric way.
For example, cross-hatched boxes can
be defined by position, size and type of
cross-hatching. Such boxes are not geo-
metrically similar because the number
of cross-hatch lines must be computed
from the size of the box; moreover, the
angle of the cross-hatching must be con-
stant regardless of the size or orientation
of the box.

The Hidden-Surface Problem

In spite of the advances that have
been made in computer graphics in the
past decade, most of the objects dis-
played are still in the form of line draw-
ings. Tt is difficult to present solid objects
with today’s computer displays; indeed,
only half a dozen research installations
even try. The preliminary efforts are
nonetheless rewarding. The difficulty is
in computing what parts of an object are
visible from a given viewing position and
what parts are not. If an object repre-
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sented in three dimensions is to be
rendered as being solid, some parts of
the object must be able to obscure other
parts hidden behind it. Many workers
have tackled this “hidden-surface prob-
lem,” and in the past few years several in-
teresting solutions have been developed.

The effectiveness of a solution to the
hidden-surface problem can best be de-
scribed in terms of the growth of the
solution time with the complexity of
the situation. Almost any method will
work adequately with very simple situ-
ations, but because the computation
time required by some methods grows
with the square of the situation com-
plexity, much computation time may be
required for complex situations. Four
years ago I showed in Scientific Ameri-
can a computer-drawn picture of a solid
object produced by Lawrence G. Rob-
erts, which was typical of the best then

COMPUTER-AIDED CHEMICAL SYNTHESIS program was developed at Harvard Uni-  available [see the article “Computer In-
versity by W. Todd Wipke under the direction of Elias J. Corey. The computer is supplied puts and Outputs,” by Ivan E. Suther-

with a library of chemical compounds and chemical reactions, together with a program for
manipulating this information. By interacting with the computer the chemist can select the
most efficient way to synthesize a desired compound. The chemist starts his “conversation”
with the computer by drawing the structure of the target molecule on a writing tablet. The

land, beginning on page 42]. His pro-
gram took 1.5 minutes to draw a picture
containing 40 separate blocks from

tablet contains a coordinate grid that relays the position of the pen to the display screen. which hldd.en h’nes had been removed;
Here a molecule related to the target molecule appears on the screen at the left, while the the computing time was roughly propor-
screen at right displays a variety of chemical pathways to the target in the form of a “tree.”  tional to the square of the number of
The development of these displays is depicted in the pictures at bottom of these two pages.  objects examined. Today general-pur-
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CHEMICAL SYNTHESIS PROBLEM is presented to a venerable
PDP-1 computer at Harvard by a chemist who uses a writing tablet
to draw a picture of the molecule he wants to make. By frame 3 he
has drawn the basic structure of a molecule with eight carbon
atoms. He adds a double bond at the extreme right of the molecule
(frame 4), then bends the bond into the proper stereochemical con-
figuration (5, 6). Addition of an oxygen atom (0O), a nitrogen atom
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(N) and another carbon atom (indicated by the line projecting
from the nitrogen) completes the skeleton structure of the target
molecule: longifolene (7). The computer is now asked to search
for somewhat simpler compounds that can be converted to longi-
folene in a single chemical step. The result of the search is shown
by the tree in frame 8. Longifolene is designated by the 1 at the top
of the tree; three related compounds, designated 2, 3 and 6, are



pose computers of not much greater
power can produce pictures such as
those shown on page 67 in about a third
of the time, and the growth law of these
programs appears to be about N log N,
where N is the number of objects.

The traditional approach to the hid-
den-surface problem was to compare
each object in the picture with every
other object to see which was obscured.
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SCREEN

This procedure requires N — 1 compari-
sons for the first object, N — 2 for the
second object, N — 3 for the third object,

and so on, for a total of (N2— N) =+ 2

comparisons. Moreover, the computa-
tions must be executed in three dimen-

sions with high precision because they
are done before projection onto the
screen. The new methods consider only
the task of computing the picture rather
than the task of comparing objects. If a
picture of the television type is to be pro-
duced, there are, after all, only some
250,000 points on the television screen
at which intensities can be displayed.
Why bother to compute to any better
precision than that?

The most elegant, although perhaps
not the fastest, algorithm to date is one
invented by John Warnock of the Uni-
versity of Utah and somewhat embel-
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listed at the ends of the branches of the tree. The chemist asks to
see the structures of these three molecules and they are presented
to him in frames 9, 10 and 11, together with coded information at
the left of the screen that describes the chemical reaction that will
convert each to longifolene. The computer also evaluates each reac-
tion and assigns a priority, or preference. The computer is then
asked to find related compounds that can be converted into com-

PERSPECTIVE PROJECTION for a computer display is obtained by placing the origin of
the coordinate system at the observer’s eye. The projection of all points on the screen is
then readily computed from the geometry of similar triangles. The diagram shows how the
two end points, I and 2, of an arrow are projected to the points I;and 2. The first equa-
tion states that x, is to x as the distance to the screen, D, is to z. Other dimensions are ob-
tained similarly. Objects extending beyond screen must be “clipped,” as shown on page 66.
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pound No. 3. While the search proceeds the computer can be asked
what it is “thinking.” The words “Computing” (frame 12) and
“Pair matches?” (frame 13) appear on the screen. The last remark
indicates the computer is puzzled whether a particular molecular
structure is identical with another one. Two routes to compound
No. 3 appear in frame 14 and five routes to compound No. 2 ap-
pear in frame 15. In the last frame the search is carried still deeper.
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“CLIPPING,” OR “WINDOWING,” PROBLEM arises when
objects in real space extend beyond the limits of the screen or lie
behind the observer. In the latter case (see top part of illustration)
z has a negative value. Although the equations are correct for
such points, the result would be to project the object upside down.
The problem can be avoided (see bottom part of illustration)

if all lines are first clipped off at planes defined by the edges of
the screen. If one applied the usual equations to the point P,
numerical overflow would result. Point R in the line RS would
project to point R”’, and points close to R would project upward on
the screen. By proper windowing, or clipping, the line P'Q ap-
pears on the screen correctly as P"Q" and R'S appears as R"S".

lished by others (including myself).
Warnock’s algorithm concentrates on
computing shades for parts of the
screen, and also on computing shades for
as largean area as is possible at one time.
I shall describe Warnock’s algorithm in
some detail not only because it shows
much ingenuity in the solution of a dif-
ficult problem in computer graphics but
also because it utilizes a particularly ap-
pealing technique of computation.

Data for Warnock’s algorithm are de-
fined in terms of a collection of surfaces
that form the objects to be shown. The
simplest computations result if these
surfaces are planes bounded by straight
lines, but the algorithm could be ap-
plied to more complex surfaces. Each
surface is assigned a color and a shade,
and each surface is considered to be
opaque. Rotation and translation are
used to get the surfaces into the ob-
server’s coordinate system, and a per-
spective division is performed to posi-
tion the objects on the screen. Depth

information is preserved through the
perspective projection.

Warnock’s program now breaks the
screen up into a few subregions and ap-
plies a standard procedure to each one.
The standard procedure is to sort all
surfaces by x and y position to de-
termine whether they are entirely out-
side the subregion, surround it or par-
tially intersect it. This sorting is done by
first considering gross measures of the
surface’s position (such as: Is its leftmost
point to the right of the subregion?) and
then considering, if necessary, the indi-
vidual edges of the surface. Obviously
surfaces that are outside the subregion
need not be considered further. The al-
gorithm then considers the surfaces that
surround or intersect the region and at-
tempts to prove that certain of them are
hidden by others. For example, if a sur-
rounding surface can be shown to be
in front of all other surfaces throughout
the region, all the other surfaces are
eliminated and the program can shade

the entire region according to the shade
of that surface. If there is only a single
edge in the subregion, perhaps the pro-
gram can fill in the appropriate pair of
shades.

The important thing about Warnock’s
algorithm is its response to a subregion
in which the situation is too complicated
to handle. In such cases the algorithm
simply subdivides the subregion into
smaller regions. The sorting task for a
subdivided region is simpler than it was
for its predecessor because all surfaces
that surrounded the predecessor will sur-
round any of its subdivisions, and all sur-
faces that were found to lie off to the
side of the predecessor will also lie to the
side of its subdivisions. Only those sur-
faces that partially intersected the prede-
cessor region have to be considered in
dealing with its successor regions. Thus
the number of surfaces to be considered
in each subregion becomes quite small
as the area of the subregion decreases.
If the situation in a subregion of the
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THREE-DIMENSIONAL STRUCTURES were created by a com-
puter using programs developed by Gary Watkins, a graduate stu-

dent at the University of Utah. The simple “wire frame” version of

the interlocking blocks (top left) is readily produced because no
effort is made to remove hidden lines. By using special programs,
however, the hidden lines can be identified and the structure can
be displayed as a solid (top right). In this case the electron beam in

the display tube generates surfaces by a raster technique, point by
point and line by line: the entire process takes about a minute per
image. To make pictures in color three different black-and-white
images are created on the screen, one for each primary color, and
then photographed through filters on color film. As the two pic-
tures at the bottom demonstrate, the computer program can also
create highlights, as if the pictures were taken with a flashbulb.




68 I ¢ FUNDAMENTALS

smallest possible size is too complex, the
algorithm simply picks a shading rule
from the nearest adjacent surface, be-
cause such a choice affects only a single
point on the display screen.

Many varieties of the Warnock algo-
rithm are possible, depending on how
complex a situation the algorithm can
handle without having to subdivide, and
also on the method of subdivision. War-
nock’s own programs always divided re-
gions into four equal parts and yielded
an output only when the entire square
was the same shade. The subdivision of
such an algorithm is shown in the illus-
tration at top left on page 69. A smarter
display program, which avoids subdivi-
sion when there is only a single edge in
view, will produce the subdivision pat-
tern shown in the adjacent illustration on
the same page: This program, of course,
requires slightly more time for the com-
putation of each square. Thus there is a
trade-off between the complexity of the
display program and the number of sub-
areas that need to be considered. We are
currently investigating this trade-off sta-
tistically in an attempt to discover what
kind of algorithm may be the best.

The work of Gary Watkins and
Gordon Romney of the University of
Utah has developed some interesting
statistics about the pictures we are draw-
ing. The most significant and surprising
fact is that the sorting task in the hidden-
surface problem is not complicated in
depth but is quite complicated laterally.
The pictures shown in this article, al-
though complicated, are not very deep.
That is, if you penetrate the picture with
a ray at any particular position, you will
hit fewer than 10 surfaces in all but spe-
cially contrived cases, and the average
number of surfaces struck is more nearly
three. We have concluded that the prob-
lem in producing hidden-surface pic-
tures of the type shown here is largely
the problem of sorting the pictures in the
x and y directions to discover those few
surfaces for which a depth computation
is required.

Once the hidden-surface problem is
solved, shading and color are relatively
easy to introduce. The hidden-surface
computation develops information to tell
which surface is visible at each point on
the screen. Since each surface in the
computer includes a color, as well as oth-
er properties, the program can compute
precisely what hue, saturation and
brightness to display. In the simplest pic-
tures the surface is simply displayed in
its appropriate color. It is only slightly
more difficult to compute thé shade, or
brightness level, based on a two-part re-
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REPRESENTATION OF OBJECTS IN DATA BASE takes four principle forms. Line seg-
ments can be represented either as strings of connected coordinates (a) or as sets of dis-
joint lines, each connecting two coordinates (b). Once such linear displays have been
created they can be stored in the memory for recall at any future time. The representation
at the upper left in b is the symbol for a transistor. If point No. 4 were shifted downward
by changing y,, all the lines terminating at No. 4 would be shifted simultaneously without,
however, destroying the topology. Another common representation (c) stores symbols of
fixed geometry, such as elements for designing circuits. These can be called to the screen,
placed in any desired location and scaled to any size. The record in the memory will then
list “Position,” “Size” and a code for calling the subroutine that draws the device. If the
device is a transistor, the subroutine might read like the sequence of numbers in b. A capac-
itor will be called by its own subroutine. Another representation scheme (d) defines a class
of objects that are similar in some simple but nongeometric way, such as hatched boxes.
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HIDDEN-SURFACE PROBLEM has been solved by special algo-
rithms that answer the question: Which of several surfaces lies in
front of all the others? It is no trick, for example, to have a com-
puter draw transparent structures such as that shown at top left on
page 67. The computer plots above represent algorithms for analyz-
ing such a structure and removing hidden lines. The approach at
the left, invented by John Warnock of the University of Utah, em-
ploys an algorithm that systematically divides the screen into sub-

regions (in this case units of four) and applies a standard proce-
dure to each one. All the surfaces that occur in a given subregion
are sorted out and the subregion is divided, if necessary, to end up
with only a single surface that lies in front of all others. The method
is described more fully in the text. A similar algorithm, which
often proves faster, is represented at the right. It avoids subdivi-
sion when only a single edge appears in any subregion. Improve-
ments on these algorithms led to the “solid” figures on page 67.

flectance property: one part for diffuse
reflectance and the other for specular re-
flectance. The photographic output rou-
tines can also compensate for the color
sensitivity of the film used in photo-
graphing the display, so that the result-

ing prints come out exactly as desired.
As a surface of a given color becomes
more nearly perpendicular to the observ-
er’s line of sight, its specular reflectance
dominates its diffuse reflectance and it
becomes whiter as well as brighter. This

effect can give objects a shiny appear-
ance if much specular reflection is in-
cluded, or a dull appearance if only the
diffuse reflectance is used.
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BELL LABORATORIES EXPERIMENT illustrates how a photo-
graph can be analyzed by computer and then redrawn with arbi-
trary symbols. In this case the Greek letter “alpha” was used as a
primary symbol to build up more complex patterns that range
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from very light to very dense in terms of average density per unit

“cell.” These cells were then assigned by a computer to match the
point-by-point reflectivity of the photograph. Leon D. Harmon and
Kenneth C. Knowlton did the experiment as a study in perception.
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It is a profoundly erroneous truism,
repeated by all copy-books and by emi-
nent people when they are making
speeches, that we should cultivate the
habit of thinking of what we are doing.
The precise opposite is the case. Civili-
zation advances by extending the num-
ber of important operations which we
can perform without thinking about
them. Operations of thought are like
cavalry charges in a battle—they are
strictly limited in number, they require
fresh horses, and must only be made at
decisive moments.

—ALFRED NORTH WHITEHEAD

his article is about how to get a

I computer to do what you want,

and why it almost always takes
longer than you expect. What follows is
not a detailed report on the state of the
art of programming but an attempt to
show how to set about writing a pro-
gram. The process of writing a program
is primarily intuitive rather than formal;
hence we shall be more concerned with
the guiding principles that underlie pro-
gramming than with the particular lan-
guage in which the program is to be
presented to the machine.

We shall start with a specific exam-
ple of a programming problem that is
decidedly nontrivial and yet sufficiently
simple to be understood without any
previous knowledge of programming. I
have chosen an unorthodox approach to,
the problem, one that will look strange
to many professional programmers. This
approach enables us to tackle an exam-
ple that would be much too elaborate to
explain otherwise.

Our problem is to program a comput-
er to play checkers. How should we set
about it? There are two main aspects to
the problem. To equip the computer to
deal with the game at all we must find

AND PROGRAMMING

a way to represent the board and posi-
tions on it and furnish the computer
with a program for identifying legal
moves and making them. This is a pro-
gramming problem. Secondly, we must
provide the machine with a method of
selecting a suitable move from the ones
available. This is mainly a problem in
game-playing. Arthur L. Samuel of the
International Business Machines Corpo-
ration has studied this game-playing as-
pect extensively and with considerable
success [see the article “Artificial Intelli-
gence,” by Minsky, beginning on page
123]. Here, however, since we are con-
cerned with programming rather than
game-playing, we shall content ourselves
with a simple general strategy and leave
most of the details unsettled.

he usual approach to writing a pro-

gram, particularly for a complex
problem, divides the process into two
stages. The first of these is called sys-
tem analysis. It involves analyzing the
task to decide exactly what needs to be
done and adopting an overall plan. Once
the general outline of the work to be

performed has been decided on, the
second stage is to write the required op-
erations in a form suitable for the com-
puter. This involves a large number of
more detailed decisions (for example
how information is to be represented in
the machine and how the representa-
tions are to be stored). The detailed
form of the program will depend on the
particular computer to be used.
Confusion has developed about the
naming of these two stages. Some pro-
grammers reserve the term “program-
ming” for the second stage; others call
the first stage “programming” and the
second stage “coding”; still others use
the term “programming” for the entire
process—stages one and two. My own
view is that the distinction between sys-
tem analysis and programming is not a
very useful one. If the system analysis
were carried through to a description of
the program outline in a slightly more
rigorous language than is used at pres-
ent, it should be possible to relegate the
whole of the remaining process of pro-
ducing a detailed program in machine
language to the computer itself.

ORTHODOX APPROACH to the problem of writing a computer program is illustrated on
the opposite page. The problem in this example is comparatively simple: to find the func-
tion e” by summing the series 1 4+ x 4 x2/2! 4 x3/3! + ... until the terms become negligi-
ble. The process of writing a program to solve such a problem is usually divided into two
stages. The first stage, sometimes called system analysis, involves analyzing the task to
decide exactly what needs to be done and adopting an overall plan; this stage is represent-
ed by the block diagram at left. The second stage, called programming by some program-
mers and coding by others, involves writing the required operations in a form suitable for
the computer. The problem in question is expressed in three different programming lan-
guages at right. The diamond-shaped box in the block diagram contains a “decision func-
tion”; the straight vertical lines before and after the word “term” signify “absolute value
of,” and the symbol << means that “|term|” is negligible compared with “sum.” In CPL
(Combined Programming Language) the expression “value of” governs the immediately
following statement; “repeat” governs the immediately preceding statement, and the sym-
bols § and § act as statement brackets. In both CPL and ALGOL the operator “:=" stands
for assignment: the quantities on the right of this operator are evaluated and simnltaneously
assigned to the variables on the left. The symbol * in FORTRAN is a multiplication sign.
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o POWER=1 .

a

CPL

let Exp [x] = value of
§lettr,s=110
t,r, s =xt/r, r+l s+t
repeat until t < <s
resultiss §

- SUM=SUM+ TERW

b

ALGOL

real procedure Exp (x);
value x;real x;
begin real term, power, sum, q;
term: = power: = q: = 1;
sum = 0;
for sum = sum -+ term while g >, —12 do
begin term: = x x term/power;
power: = power + 1;
q: = abs (term/sum) end;
Exp: = sum;
end

C

FORTRAN IV

FUNCTION EXP (X)
TERM =1.

POWER =1.
SUM=0.

10 SUM = SUM + TERM
TERM = X * TERM/POWER
POWER = POWER + 1.

IF (ABS (TERM/SUM).GT.10E — 12 GO TO 10
EXP = SUM

RETURN

END
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a BLACK

BLACK MEN ON 11, 20, 21
WHITE MEN ON 19, 22, 30, 32
BLACK KING ON 29
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POSITIONS on a checkerboard can be represented in a computer in two different ways. To
describe a particular position one has the choice of specifying either what is on each square
(a) or where the pieces that are still in play are located (b). An equivalent alternative to a
is given in ¢, which uses only binary numbers. Three binary digits, or “bits,” are needed to
specify each square: one to show the presence of a black man or king, another to show the
presence of a white man or king and a third to show the presence of kings of either color.

POSSIBLE MOVES
a. —3, —4, +4, +5
b. -5 -4, +4, +3

POSSIBLE MOVES
B =AY s

C BLACK MEN=.... . ceee «uus B S E A M SRR bl 1
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MOVES on a checkerboard can be represented using the numbering scheme of an ordinary
checkerboard (a), but this is inconvenient, as there are two kinds of squares (on alternate
rows), which need different rules. Arthur L. Samuel of the International Business Machines
Corporation devised a neat method of avoiding this difficulty. By extending the board with
rows and columns that are not used and renumbering the squares, he produced a scheme in
which the possible moves are similar for all squares on that part of the board which is ac-
tually used (b). The position shown at the top of this page is represented in this new scheme
of notation in c. Empty squares are indicated by 1’s for all the squares on the board proper.

Let us get on to the problem of pro-
gramming a computer to play checkers
against an opponent. How shall we rep-
resent the relevant features of the game,
and what kind of operations do we want
to be able to perform on them? A good
working rule is to start with the opera-
tions and allow them to determine what
it is you need to represent in the ma-
chine. In this case we clearly require, to
begin with, representations of positions
and moves and of the values associated
with them.

We can approach the kind of preci-
sion the computer requires and still
avoid getting bogged down in prema-
ture detail by using a functional nota-
tion. We let P stand for a position and
agree to include in P not only the num-
ber and arrangement of the pieces on
the board but also various other impor-
tant facts such as which player is to
move. The value of a position can be ex-
pressed by a function PositionValue(P).
The value of any move (say M) obvi-
ously depends on the position from
which it is made; therefore we must
specify the position in writing the func-
tion MoveValue(M,P). Next, in order to
be able to look ahead and examine the
possible consequences of moves, the
computer will need a third function:
MakeMove(M,P), with P representing
the position from which the move is
made. The result of this function is the
new position produced by the move. Fi-
nally, the program needs a fourth func-
tion to find all the legal moves that can
be made from a given position: Legal-
MovesFrom(P). This function has as its
result a list of moves.

hese four functions, together with

the two types of object (P and M),
are sufficient to specify the kernel of
our checkers program. There are two
players in a game of checkers (in our
case the machine and its opponent),
and a position that is good for one will
be bad for the other. We must therefore
make our idea of the value of a position
more precise by saying that Position-
Value(P) gives the value of the position
P to the player who has to move from
it. We can plausibly assume that the
value of the position P to the other play-
er is the negative of this; that is, if the
value of a position to one player is v,
its value to the other will be —-v. (This
assumption is expressed in the terms of
game theory by saying that checkers is
a zero-sum game.)

Next we can define the value of a
move to the player who makes it as the
value to him of the resulting position.
Suppose the result of making the move



M from the position P is the position
P’. Remembering that it is the oppo-
nent who has to make the move from
P’, we can see that the value of the
move M to the player who makes it will
be —PositionValue(P’). Thus in our
notation we can define the value of
a move as follows: MoveValue(M,P) =
—PositionValue[ MakeMove(M,P)]. This
formal statement could be paraphrased
by saying that to value a move for
yourself you make it, find the value of
the resulting position to your opponent
and change its sign.

How shall we find the value of a po-
sition? The basic procedure of the game
is to explore all your possible moves and
all possible replies by the opponent to
some depth and evaluate the resulting
positions. Let us call these “terminal”
positions and say that their values are
produced by the function TerminalVal-
ue(P). This function makes an immedi-
ate assessment of a position (in terms,
perhaps, of such factors as the number
of pieces still in play, their mobility, the
command of the center of the board and
so forth) without any further look-ahead.
We can now say that if P is a terminal
position, its value is TerminalValue(P),
and that if it is not, its value is that of
the best legal move that could be made
from it. Note that the question of wheth-
er a position is terminal or not may de-
pend not only on the position itself but
also on what depth (d) the look-ahead
has reached. This is necessary in order
to put some limit on how far the ma-
chine looks ahead.

The definitions we have been writing
are in fact circular (for example, the
definition of PositionValue involves the
use of MoveValue and vice versa), and
the functions are called recursive, be-
cause each is defined in terms of the
others. This circularity is no disadvan-
tage; indeed, it makes it possible to
start right in the middle of things, to
set up a number of functions whose pur-
pose is only intuitively understood at the
beginning and to define each of them
in terms of the others. This recursive,
or hierarchical, approach to program-
ming is by far the simplest method of
handling complicated operations, since
it allows them to be broken up into
smaller units that can be considered
separately.

We have now constructed a general
game-playing scheme without having
decided on either the details of the
strategy or the structure of the game it-
self. We can complete the outline of our
program by deciding on the representa-
tion of positions and moves and defin-
ing four functions. The functions Legal-
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CAPTURE “TREE” depicts all the possible “‘partial capture moves” for a given piece after
the first such move. In checkers a move is not complete until no more captures can be made.
A maximum of nine captures in a single move is possible, as shown in this example. Capture-
move situation, like that in the main game, can be programmed by using “recursive” func-
tions, that is, functions that are defined in a circular manner in terms of other functions.
Program for this situation is incorporated in the complete checkers program on page 75.
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ChosenPosition

When we come to a detailed consid-
eration of the representation of moves,

LegalPositionsFrom

RemainingPositionList

FindMovelList PartialPositionList

we find that the numbering of squares
on the ordinary board is inconvenient
because there are two kinds of squares
(on alternate rows) that need different
rules. Samuel devised a neat method
of avoiding this difficulty. By extending
the board with rows and columns that
are not used and renumbering the
squares, he produced a scheme in which
the possible moves were similar for all
squares on that part of the board which
is actually used [see bottom illustration
on page 72].

All the possible moves (other than
those in which pieces are captured) fall
into four types, each of which can be
represented by a word (consisting of 45

BestPosition

PositionValue

Terminal TerminalValue

MakeMove

CaptureTree

bits, or binary digits) that can specify

NextMoveDirection any move of its type. Within the frame-

work of the scheme of notation we have
been using it is also a simple matter to
represent capture moves and the pro-

PartialCapturePositionList

CombineCaptureTrees

motion of men to kings.
FinalPosition

PCP

t would go beyond the scope of this
article to discuss all the details of a
working checkers program. The main
outlines of the process of writing such
a program should, however, be appar-
ent by now. The first step is to have a

HIERARCHICAL STRUCTURE of the author’s checkers program is evident in this dia-
gram. Since there is a limit to the size and complexity of a problem one can keep in mind
at one time, it appears that the best way to deal with large and complicated problems is to
treat fairly sizable operations as separate units and then combine them hierarchically. The
logical function “ChosenPosition” is defined recursively in terms of two other functions:
“LegalPositionsFrom” and “BestPosition.” The function “LegalPositionsFrom” deals with
the problem of finding legal positions on the checkerboard at a given point in the game;
all the functions that branch out from “LegalPositionsFrom” treat various aspects of this
problem. The part of this major branch that deals with capture moves, for example, is in
color. The function “BestPosition” and all the functions that branch out from it deal with
the problem of choosing the best position from the list supplied by “LegalPositionsFrom.”

MovesFrom(P) and MakeMove(M,P), to-
gether with the form of P and M, will

give the locations of the pieces still in
play. The first of these alternatives is

determine the nature of the game, and
the functions Terminal(P,d) and Termi-
nalValue(P) between them will deter-
mine the strategy.

The selection of ways to represent
objects in the computer is an art, and
there is little we can do in a systematic
fashion to decide the best way. The
main requirements are that the repre-
sentation should be as compact as pos-
sible and yet as easy as possible to
manipulate.

For representing the various posi-
tions on a checkerboard we have two
distinct possibilities. To describe a par-
ticular position we could either specify
whether each of the 32 available squares
on the board is or is not occupied, and
if it is, by what, or we could merely

more convenient from the standpoint
of finding the legal moves, because it

vague idea of how to solve the problem.
The second step is to specify the opera-
tions needed to carry out this initial
plan, formalizing it by giving names to
the objects on which these operations
are to act. The third step is to clarify
the definitions of the objects and to set-
tle on a representation for each of them.
These representations should be deter-
mined primarily by the operations to be
performed on the objects. Once the rep-
resentations have been decided on, the
component operations can be defined
more precisely in terms of them. One
can then go on to refine the program,
correcting errors or deficiencies that

makes it easier to discover which squares
are unoccupied [see top illustration on
page 72].

may show up in the representations and
adjusting the operations accordingly.
At this stage the major intellectual

COMPLETE CHECKERS PROGRAM is given in the left-hand column on the opposite
page. The language used in the program is an informal and somewhat extended version of
CPL. The names of the logical functions that are specific to this particular program (“Cho-
senPosition” and so on) were selected to be suggestive of the operations they govern. A list
of the primitive, or generalized, functions and the specific data structures used in the pro-
gram is provided in the right-hand column. The chief omissions from the program are the
input and output arrangements and the functions that define the game-playing strategy
[Terminal (P,d) and Terminal Value (P)]. The program has not been debugged on a machine
and so, in accordance with the views expressed in the article, probably still contains some
errors; interested readers may like to look for them. The general notation “Condi-
tion — 4,B” is a conditional expression whose value is 4 if the condition is satisfied (that
is, if it is true) and B otherwise. The section that deals with capture moves is in color.
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ChosenPosition(P) = value of
% let L = LegalPositionsFrom(P)
if Null(L) then Resign
let (p.v) = BestPosition(NIL, = o«,L.0)
resultisp$

BestPosition(P,V,L.d) = Null(L) =~ (P.V). value of
§ let (p,I) = Next (L)
letv = — PositionValue(p.d - 1)
resultis (v > V) — BestPosition(p,v.l.d).
BestPosition(P.V.l.d)$

PositionValue(P.d) = Terminal(P,d) — TerminalValue(P), value of
§ let L = LegalPositionsFrom(P)
let (p.v) = BestPosition(NIL, - o=,L.d)
resultisvi

LegalPositionsFrom(P) = value of
§let L = RemainingPositionList(P,Capture,5)
resultis Null(L)—RemainingPosition List(P,NonCapture 5),L §

RemainingPositionList(P.C.s) =
PartialPositionList(P.C.s,FindMovelist(P.C,s) )

PartialPositionList(P.C.s.L) =
Null(L)—( (s = —5)—NIL,
RemainingPositionList(P,C,NextMoveDirection(s) ).
value of

§letd = SingleDigitFrom(L)
let Ip = MakeMove(P,C.s.0)
let | = (C = Capture)—CaptureTree(lp),

FinalPosition(Ip)

resultis Join (I,PartialPositionList(P.C.s,.L — ¢))$

NextMoveDirection(s) = (s =5)—4,((s=4)— - 4,-5)

FindMovelList(P.C.s) = value of
Slet (XY.Ko)=P
let Empty = ~ X A ~ Y A Board
let § = (C = Capture) — (Shift(Empty.os)AY).Empty
letd = Shift(g.os)A X
resultis (s> 0)—d.d AKH

MakeMove(P,C.s.¢) = value of
let (X.Y,Ko) =P
lety = (C = Capture) — Shift(¢, — os).NIL
let 8 = (C = Capture) — Shift(y.— os).
Shift(¢. — os)
let Xk = Null(¢ A K)— (8 A LastRows).(8 — ¢)
resultis ((X — ¢ + 8).(Y=¢).(K — U A K +Xk)0.8)3

Fina!Position(lp) = value of
Slet (X.Y.Kao.d) = Ip
resultis (Y.X.K,—0)}

CaptureTree(lp) = value of
€ let L = PartialCapturePositionList(Ip)
resultis Null(L) — (FinalPosition(Ip) ),
CombineCaptureTrees(L) §

PartialCapturePositionList(Ip) = value of
Slet (X.Y.Kc.0) = Ip
letP = (X,Y.Ko)
result isMinList(PCP(P.4.5).PCP(P.$.4),
PCP(P.¢ A K,— 4),PCP(P.¢ A K,—5))§

PCP(P.¢.s) = value of
tlet (X.Y.K<ns1:XMLFault xmlns:ns1="http://cxf.apache.org/bindings/xformat"><ns1:faultstring xmlns:ns1="http://cxf.apache.org/bindings/xformat">java.lang.OutOfMemoryError: Java heap space</ns1:faultstring></ns1:XMLFault>