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Introduction 

This little manual is intended to be a constant com­
panion to the VIC-20 personal computer or to any of 
the Commodore family that uses CBM BASIC. It is 
intended for use in creating programs and getting 
them running. 

Each index tab opens to a key word. All key 
words used by CBM BASIC, version 2.0 are in­
cluded, arranged alphabetically. For each keyword 
you are given: 

- The Name, if different from the key word 
- The Token used for internal storage 
- The Class of instruction 
- The required Form 
- The Conditions and results of use 

In addition, examples, error message in­
terpretations, warnings, and cautions are given for 
some key words. 

v 



The following terminology has been used: 
Function-a function is evaluated at run time 

and a single value returned. 

Example: SIN X. 

Command- a command causes the com­
puter, or a computer run, to accomplish' a specific 
operation. 

Example: STOP. 

Statements -a statement provides informa­
tion to the computer, usually relating to program 
execution. Statements are sometimes grouped as 
declarative, conditional, and imperative, which in­
clude commands. Some statements are labeled as 
input-output (I/O) statements. The division fol­
lowed is that used in the Commodore manuals. 

Example: DATA. 

Expression -an expression is a combination 
of statements, variables, functions, constants, 
and/or operators that are reduced to a single value 
at run time. 

Example: IF Y = SIN X THEN STOP 

Run-time-run-time refers to the instant at 
which a specified, item is being worked on by the 
computer's central processor. 

vi 
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Example: Normally, line 20 run-time follows line 10 
run-time. 

Functions and expressions are understood to 
be numerical unless specified. Other classes are 
logical, string, and graphic. Numericals can be in­
teger, having no -decimal point and no fraction, 
or floating point, allowing a decimal point and frac­
tional parts. Floating point numbers may include 
exponents, designated by E. The symbol % indi­
cates integers, and the symbol $ indicates strings. 

There are appendices giving summary infor­
mation on delimiters, operators, and priorities as 
well as other data useful in programming, including 
machine-language codes and forms. 

In preparing this material, the ultimate author­
ity has been the VIC-20 computer itself, in 5K form. 
The manufacturer's literature is the next level of 
authority, and the general literature the last. All 
stated forms have been checked and are correct at 
the time of writing. 

Remember that some items are computer 
specific, for example, the memory map. The key 
words are valid for any computer using CBM Basic, 
version 2.0. The 6502 machine codes are valid for 
several other popular computers. 

Note should be made of two conventions. A 
letter enclosed in a circle indicates that the shift key 
and that letter key are pressed together. In the 
symbol table, a symbol with a diagonal through it 
indicates that the symbol prints as white on a black 
background, that is, is reversed. Other conventions 
follow standard Commodore practice. 

vii 



The author, editor, and publisher would ap­
preciate a note if you find any errors that may have 
crept in, indications of changes by the manufac­
turer, or suggestions for making the volume more 
useful. 
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i I Token 182 Name Absolute Value .... ABS 

U Class Function Alternate A'@ 

U ABS 

U Form ABS (quantity) 

U 
Conditions Returns the absolute value of the quan-

tity, i.e., its magnitude less sign. 

U 
The quantity may be a number, a vari-
able, or an expression. 

i I ABS has no meaning for string quan-
w tities. 

U Example ABS(-3.2) = ABS(3.2) = 3.2 

: I Note In Commodore BASIC, the argument of 

W all functions must be enclosed in 
parentheses. However, with two ex-

U ceptions, the first parenthesis is not part 
of the key word. 

U 
U 
U 
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Token 175 Name Logical AND n 
AND Class Logical Operator Alternate A@ n 

AND n 
Form Value 1 AND Value 2 n 

Conditi,ons Returns the logical AND of the corre-

n sponding bits of the values according to 
the following rules: 

o AND 1 = 0 n 
1 AND 0 = 0 
o AND 1 = 0 n 1 AND 1 = 1 

Values are truncated to 16 bit 2's com- n plement integers before the AND is 
done. n 
Values must be numeric. 

Note Commonly used in statements of the n 
form: 
IF A = 10 AND B = 0 THEN ..... n 

n 
n 
n 



,'" 

: I 
W Token 198 Name ASCII CODE 

I r Class 
U 

Function Alternate A@ 

Ase 

U ASC 

\ I 
~ 

Form ASC (string quantity) 

U 
Conditions Returns the numerical value that is the 

ASCII code of the first character of the 
string quantity. 

U The quantity may be a string, a string 
variable, or a string expression. 

U ASC has no meaning for numericals or 

U 
for the empty string. 

Example If A$ = "TEST" 

U 
PRINT ASC (A$) causes 84, the ASCII 
code for "T", to be printed. 

U 
U 
U 
U 
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ATN 

Token 193 Name Arctangent n 
Class Function Alternate AC!) n 

ATN n 
Form (value) 

Conditions Returns the angle whose tangent is the 
value i.e., the arctangent of the value. 

The angle is in radians, in the range 
-71'/2 to +71'/2. 

The value may be a number, a variable, 
or an expression, and may be fixed or 
floating point type (the evaluation is 
floating point). 

ATN has no meaning for string quan­
tities. 

Example ATN(1) = .785398163. 
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Token 199 Name Character Code 

Class String Function Alternate C@$ 

CHR$ 

Form CHR$(value) 

Conditions Returns the character whose ASCII 
code is equal to the value. 

The value must be in the range 0 to 255 
(some codes do not print, and some are 
duplicated-see appendix). 

The value may be integer or floating 
point, but floating point values are 
rounded down to the nearest integer. 

CHR$ has no meaning for string quan­
tities. 

Example CHR$(99.999) = CHR$(99) = R 

Note Keys F1-F8, represented by CHR$ 133 
- CHR$ 140, may be assigned a num­
erical or string value. This may be done 
in a key-scan routine or by variable as­
signment. 

Caution The $ is part of the short form. 

CHR$ 



CLOSE 

Token 160 Name Close File n 
Class I/O Statement Alternate CL@ n 

CLOSE 

Form CLOSE file number 

Conditions Terminates or closes the channel to the 
input and/or output device established 
by OPEN file number. 

CLOSE discards any data in the as­
sociated file buffers; to prevent loss of 
data, use PRINT# prior to CLOSE. 

See OPEN 

Example CLOSE 4 

Closes the channel. to the printer iden­
tified as device number four. 

Note No error code is given if the device ter­
minated is not present. 
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Token 156 Name Clear variables 

Class Statement Alternate cCb) 

CLR 

Form CLR 

Conditions Clears out all variables, undimensions CLR 

arrays, and sets the data pointer to 
start. 

Effectively, CLR is given at RUN, 
LOAD, and NEW. 

Caution Do not confuse CLR with the CLR/ 
HOME key, which clears the screen. 

Hint For long programs, initialize needed 
variables using direct mode input; then 
initiate program execution by using 
GOTO O. This saves program space. 

If variables are to be preserved for a 
rerun, initiate the next execution with a 
GOTO O. 



Token 157 , Name Change Output Mode 

Class I/O Statement Alternate C~ 

CMD 
Form CMD file number 

Conditions If the specified file number has been 
OPENed, CMD changes output from 

CMD the screen to the device specified for 
the file. 

Use to send a listing or a block of data to 
the device (tape, disk, printer, etc.) 

To terminate, use CLOSE; it is best to 
precede this with PRINT#, to ensure 
that the output buffer is cleared of data. 

See OPEN, CLOSE 

Error Codes ?FILE NOT OPEN 

?NOT OUTPUT FILE 
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Token 154 Name . Continue Execution 

Class Command Alternate C@ 

CONT 
Form CONT 

Conditions If program has been suspended by 
STOP, the stop key or by END within 
the program, CONT causes execution 
to resume at the next statement. 

Use STOP to insert breaks in programs 
for debugging, examining data, and so 
on, and CONT to resume. 

CONT is not functional for an error halt, 
or if the program has been edited, even 
by the deletion of a line. 

Error Code CAN'T CONTINUE 

CONT 



Token 190 Name Cosine n 
Class Function Alternate -none- n 

COS n 
Form COS (angle) n 

Conditions Returns the cosine of the angle which is 
in radians. n 
The angle may be a number, a variable, 

n or an expression. 

cos 
If angle is an integer, it is converted to' a n floating point value. 

COS has no meaning for string quan- n tities. 

Example COS(1) = .540302306 n 
n 
n 
n 
n 
n 



U Token 131 

U Class Statement Alternate 00 

U DATA 

U Form DATA value 1, value 2, - - -

Conditions Holds data for a READ statement. 

U May hold a single datum (value) or any 

U 
number of values. 

To avoid error, there must be a value for 

U 
each demand by a READ statement; 

DATA 
however, excess values are ignored. 

U Value must correspond in type to the 
type expected by READ. 

U Two commas with nothing between are 
interpreted as 0 or as an empty string. 

U Spaces, colons, or commas, used as 
values must be in quotes. 

U A set of values may be placed in two or 
more OAT A statements. The order 

U must be maintained. 

Hint Programs execute faster if DATA 

U 
U 



statements are placed at the end of the n' 
program. -

Error Code Out of Data n 
n 
n 
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U Token 150 Name Define Function 

U Class Statement Alternate D@ 

U DEF 

U Form DEF FN name (variable) = formula 

Conditions Establishes the formula as a callable 

U function, for use by FN name (variable). 

U 
The name can be any legal variable 
name composed of a letter followed by 
o or 1 character, or it can be omitted. 

U If the name is used, the variable is a 
dummy replaced by the actual variable 

DEF 

U at call. 

U 
If the name is not used, the variable 
becomes the name. 

U 
The formula does not have to include 
variables. 

U 
DEF FN has no meaning for string 
quantities. 

U Caution DEF FN must be executed before it is 
called; the easy way to do this is to 

U 
place all such definitions at the start of 
the program. 

U 



Example DEF FN AB(X) = EXP(X) + 1 n 
See FN n 
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U Token 134 Name Dimension Array 

U Class Statement Alternate DCD 

U DIM 

U Form DIM name (elements 1, elements 2 ---) 

Conditions Reserves memory space for the array 

U of the name given (any legal variable 
name). 

U The number of dimensions is equal to 
the number of element values in 

U parentheses. 

The number of elements is one more 

U than the number given for that dimen-
sion. 0 is a valid element number. DIM 

II There is no limit on the number of di-
1..1 

mensions or elements, up to the limit of 

U 
available memory. 

Arrays may be integer, floating point, or 

U string, as indicated by the name. 

U 
To be effective, DIM must be executed 
before the name array is used. 

U 
Arrays cannot be redimensioned during 
program execution. 

U 



If a named array that has not been DI- n 
Mensioned is encountered during 
execution, it is assigned 11 elements in n each dimension; if a DIM statement is 
encountered after this, an error results. 

More than one array may be dimen- n 
sioned in a single statement by using 
the following form: n 
DIM name (elements 1, elements ---), 

n name (elements 1, elements 2 ... ) 
name (elements 1, elements 2) etc. 

Example DIM A %(1,2) produces the integer array n 
A%(O,O) A%(O,1 ) A%(O,2) 
A%(1,O) A%(1,1 ) A%(1,2) n 
Each item in the array can be assigned n a unique value. 

Error Code OUT OF MEMORY n 
RE DIM'D ARRAY n 

n 
n 
n 
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U Token 128 

u 
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Class Statement Alternate E@ 

END 
Form END 

Conditions When encountered during program 
execution, END terminates execution 
and returns control to the keyboard. 

Does not affect the variables or the pro­
gram. 

CONT will initiate execution of any re­
maining program lines. 

END is not required; execution termi­
nation and return to keyboard control 
also occurs when the last program line 
is executed. 

Note STOP, and END or last line completion 
differ only in the report code. The nor­
mal use of END is at the division be­
tween the main program and subpro­
grams. However, a program with many 
subroutine calls will execute faster with 
the subroutines at the start of the pro­
gram. 



EXP 

Token 189 

Class Function 

Name e-Exponent n 
Alternate E@ n 

EXP 

Form EXP (power) 

Conditions Returns the quantity e raised to the 
power. 

The power may be a number, a vari­
able, or an expression in integer or 
floating point form. 

Use EXP(1) to obtain e = 2.71828183. 

Error Code OVERFLOW if the power is greater 
than 88.02969191. 

n 
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U Token 165 Name Function 

j i 

U Class Statement Alternate None 

U FN 

U Forms DEF FN name (variable) = formula 

U 
FN name (variable) 

Conditions (a) A required part of a function defini-

U 
tion statement. 

(b) Used to call the defined function 

U when needed. When a function defini-
tion has been executed, the function is 

U 
available in program or direct modes. 

At call, the variable value is substituted 

U 
for the variable used in the definition. 

The variable value may be a number, a 

U variable, or an expression, that has an 
FN integer or a floating point value. 

U See DEF. 

U 
Example If DEF FN AB(X) = EXP(X) + 1 ; PRINT 

FN AB(2) gives 8.38905611. 

U 

U 



Token 129 n 
Class Statement Alternate F@ n 

FOR n 
Form FOR variable-name = initial value TO n limit STEP increment 

Conditions The first element of a FOR-NEXT loop. n 
The variable name can be any simple n numeric variable (not an array). 

When FOR is encountered in execu- n tion, the variable is set to the initial 
value; execution continues until a 

n NEXT or a NEXT with the same variable 
is encountered; the current value is in-
creased by the increment, or by + 1 if no 

0 increment is given; the new value is 
compared to the limit; if it is less, execu-
tion returns to the statement following n the- FOR definition; if it is more, execu-

FOR tion proceeds with the statement fol-
lowing NEXT. n 
A FOR-NEXT loop will be executed at n least once. 

A NEXT is required for each FOR, or a n program error results; the NEXTs can 

n 
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be on one line, separated by colons; the 
form NEXT variable name 1, variable 
name 2 can be used. 

The initial, limit, and increment values 
may be numbers, variables, or expres­
sions that have integer or floating point 
values. 

A FOR-NEXT loop must be entirely in­
side another (nested), or be entirely 
outside. 

A FOR-NEXT loop can be run in im­
mediate mode if all elements can be 
included in an 88 character line. 

See NEXT, TO; STEP 

Example For N = 1 TO 10: PRINT "X": NEXT 
prints ten Xs in a column. 



FRE 

Token 184 

Class Function 

Name Free Memory n 
Alternate F@ n 

FRE n 
Form FRE (any value) n 

Conditions Returns the number of bytes in memory 
not used by BASIC. n 
The argument, any value, is required, 
but is a dummy argument. The numbers 
8 or 9 are convenient. 

Caution The number returned is the number of 
bytes free at the execution of the FRE. 
A program can require more memory 
during its execution, due to encoun­
tered variables or DIM statements, and 
the need for stacks. 

n 
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U Token 161 

U Class Statement Alternate G@ 

I 

GET# U 
U Form GET# file number, variable 

GET variable 

U Conditions a) Receives one byte of data from the 
device having the opened file number 

U and assigns it to the variable. 

b) If the # and file number are omitted, 

U GET receives one byte from the key-
board and assigns it to the variable; 

U 
however, it does not wait for key de-
pression. 

u. 
If no data is available at execution, GET 
returns the null value. 

U Note In contrast to INPUT#, GET receives 
only one character, but it will accept 
special characters such as a carriage 

-u return or a quotation mark. 

U 
GET# 

U 
U 



GO 

Token 203 

Class Statement Alternate None 

GO 
Form GO TO 

Conditions Used only in the form shown, inter­
preted by Commodore BASIC as 
GOTO. 

See GOTO. 
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Token 141 Name Go to Subroutine 

Class Statement Alternate GO@ 

GOSUB 
Form GOSUB line number 

Conditions Transfers program control to the line 
number, to execute a subroutine which 
must end with RETURN. 

The line number must exist, and be 
given explicitly (not by a variable or an 
expression ). 

On execution of the RETURN, execu­
tion is resumed at the next statement 
following the GOSUB statement. 

Caution While one subroutine can call another, 
the total number of GOSUB statements 
cannot exceed the number of return 
addresses held in 256 bytes of memory. 

Error UND~F'D STATEMENT if the desig­
Message nated line number is not present or is 

nonexistent. 

GOSUB 



Token 137 n 
GOTO Class Statement Alternate G@ n 

GOlD n 
Forms GOTO line number n 

GO TO line number n 
Conditions Causes an unconditional transfer of 

program execution to the specified line n number. 

The line number must exist, and must n be given explicitly (not by a variable or 
an expression). n 

Error UNDEF'D STATEMENT if the desig-
Message nated line number is not present or is n nonexistent. 

n 
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n 
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Token 

Class 

Forms 

Conditions 

139 

Statement Alternate None 

IF 
IF condition THEN action 

IF condition THEN line number 

IF sets up a branching test, the IF-
THEN construct. 

The condition can include variables, 
strings, numbers, and arithmetic or 
logical operators. 

If the condition evaluates as true, i.e., 
non-zero, THEN the specified action 
proceeds. 

The action may be any executable 
BASte command or statement. For the 
special case of a jump to a line number, 
only the line number is required, the 
GOTO being optiona" The ~ine number 
must exist. 

If the condition evaluates as false, i.e., 
0, aJt remairnng eiernents on the/ine are 
ignored, the execution proceeds to the 
next available line. 

IF 



The IF-THEN construct can be used in 
the direct mode. 

Caution Multiple statements on an IF-THEN line 
are a major source of program errors, 
since they may never be implemented. 

Error UNDEF'D STATEMENT may indicate 
Message an error in the condition or the action. 
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Token 133 Name Input From Keyboard 

Class Statement Alternate None 

INPUT INPUT 

Form INPUT "prompt"; variable list 

Conditions Used to secure information from the 
keyboard. 

The prompt is optional; if used, it must 
conform to string rules. It will be printed 
on the screen and followed by a ques­
tion mark and a blinking cursor. If the 
prompt is omitted, only the question 
mark and the blinking cursor appear. 

The variable list may include one or 
more variable names, separated by 
commas. 

The response to the screen prompt or 
question mark should be the values for 
the variables specified by the variable 
list, correct in order, number, and type, 
and separated by commas; a missing 
quantity will cause a double question­
mark to be displayed; wrong types and 
extra quantities will cause an error 
message; however, the excess quan-



tities will be ignored; the return key must 
be pressed after the input is typed. 

A null input is interpreted as 0 if a 
number is expected. 

Cautions The only way to escape from INPUT is 
by holding down the run-stop key and 
pressing the restore key. Variables are 
not cleared by this. 

A skipped quantity will produce an input 
error, as BASIC assumes that only the 
last item on the variable list is missing. 

Error REDO FROM START is probably a 
Messages type mismatch. 

?? indicates a missing quantity. 

EXTRA IGNORED indicates that the 
input includes more quantities than ex­
pected. 
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i I 

U Token Name Input From Device 

i i 
! ! 

Class 1/0 Statement Alternate I@# 
o..J 

I ' 

LJ INPUT# 
INPUT# 

U Form INPUT# file number, variable list 

Conditions Accepts input from the device specified 
I i by a previous OPEN 1/0 statement. U 

1 I 
Input is accepted as whole variables, of 

I I the form, type, and order specified by I I - the variable list, which may include one 

U or more variables. 

May be used to accept data from the 

U keyboard without displaying a prompt. 

U 
May be used to read any whole line of 
text from the screen; the last screen 
character will be read as CHR$(13), or 

U 
carriage return. 

See INPUT, OPEN. 

U Use Input# is usually the fastest and easiest 

U 
way to retrieve file data from tape or 
disk. 

U 
Cautions A type error will halt execution 

U 



A CHR$(13), comma, colon, or semi­
colon not included in quotes will be read 
as the end of the variable. 

The # is part of the short form. 
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Token 

Class 

Form 

Conditions 

181 Name Integer Function 

Function Alternate None 

INT 

INT (quantity) 

Returns the integer value of the quan-
tity, i.e., the largest integer that is equal 
to or less than the quantity. 

The quantity may bea number, a vari­
able, or an expression. 

INT has no meaning for string quan­
tities. 

INT 



LEns 

Token 200 Name Left String Slice 

Class String Function Alternate LE®$ 

LEFT$ 

Form LEFT$ (string, length) 

Conditions Returns the substring, starting from the n 
left. end of named string and including 
the number of characters specified by 
length. n 
The string may be a literal, i.e., an ac­
tual string in quotes, a string variable, or 
a string expression. 

Length may be a number, a variable, or 
an expression. 

See RIGHT$, MID$ 

If length is greater than the number of 
characters in the string, the entire string 
is returned. 

If length is zero, the null string is re­
turned. 
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LEFT$ has no meaning for arithmetic 
quantities, (but numbers are allowable 
string elements). 

Caution The $ is part of the short form. 



Token 195 Name String Length 

Class Function Alternate None 

LEN 
Form LEN (String) 

Conditions Returns the length of the specified 
string, indicating the number of char-

LEN acters, including non printing characters 
and blanks. 

String may be a literal, i.e., an actual 
string in quotes, a string variable, or a 
string expression. 

LEN has no meaning for numerical 
quantities, but numbers are allowable 
string elements. 
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Class Statement 

LET 

Forms LET variable = value 
Variable = value 

Alternate L@ 

Conditions The assignment statement, used to set 
a variable to a value. 

Variable may be any legal variable 
name, numerical or string. 

Value must match variable in type, and 
may be a literal (string or number), a 
variable, or an expression. 

The keyword LET is optional, as in the 
second form shown. 

The form LET A = B = C is not allowed. 

LET 



Token 155 n 
Class Command Alternate LCD n 

LIST n 
Forms LIST n 

LIST line number 1-line number 2 

n 
Conditions Used to place a listing of the program in 

memory on the screen. n 
LIST If a single line number is given, only that 

line number is listed. n 
If two line numbers separated by a dash 
are given, the listing starts with the first n and proceeds to the last; if a line 
number does not exist, the next larger 

n line at start and next smaller one at end 
is used. 

If a single line number followed by a n 
dash is given, the listing starts with line 
number and proceeds to the end of the n program; if the dash is first, the listing 
starts at the first line, and proceeds to 

n the line number. 

The list is edited as it is listed: tokens n are expanded and a blank is inserted 

n 
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after each line number. Other blanks 
are either removed or inserted. 

To s,low the screen scroll during list, 
hold down CTRL. To stop, use RUN­
STOP. 

LIST within a program will terminate 
program execution at the end of the 
tisting. 

See CMD for LIST printing. 



Token 147 n 
Class Command Alternate L@ n 

LOAD n 
Forms LOAD n 

LOAD "filename", device, command. 

n 
Conditions When used alone, LOAD initiates 

transfer of the first program encoun- n tered from the tape recorder to memory; 
any program in memory is lost; status 
messages are given. n LOAD 

To load a particular program from tape 

n or any program from other devices a 
filename and device must be specified. 

The filename may be a string in quotes, n 
a string variable, or a star in quotes if the 
first program is wanted; a star is an n allowable rightmost part of a truncated 
name and means that any characters 
which follow should be ignored. The n device may be specified by number or 
by a numeric variable; if no number is 

n given, tape is assumed. 

The command 1 means to load in the n original place in memory; if omitted, the 

n 
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program is placed at the start of the 
program area. 

A LOAD construct with a line number 
(not a 1 ) can be used as a command to 
find a program, LOAD it and RUN it. 

Variables from \a preceding program 
are not erased at LOAD and are avail­
able if the loaded program is shorter 
than or the same length as the old, if it is 
longer, the variables are overwritten. 

Use NEW before LOAD if variables 
must be cleared, or follow LOAD by 
CLR. 

Examples LOAD 
LOAD "HELLO" 
LOAD "*" 
LOAD "HELLO", 1, 1 



LOG 

Token 188 Name Natural Logarithm n 
Class Function Alternate None n 

LOG n 
Form LOG (value) n 

Conditions Returns the logarithm to the base e 
(natural log) of the value. 

Value may be given as a number, a 
variable, or an expression, and must be 
greater than zero. 

LOG has no meaning for string quan­
tities. 

Example LOG (2.5) = .916290732 
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Token 202 Name Middle String Slice 

Class String Function Alternate M(D$ 

MID$ 

Form MID$ (string, start, length) 

Conditions Returns the substring of a string from 
the character number indicated by start 
and of the number of characters given 
by length. 

The string may be given as a literal (a 
string in quotes), a string variable, or a 
string expression. 

Start and length may be a number, a 
variable, or an expression, and must be MID$ 
in the range 0-255; 

If length is omitted, or there are fewer 
characters than specified length to the 
right of start, all rightmost characters 
are returned. 

If start is beyond the end of the string, a 
null string is returned. 

MID$ has no meaning for numericals, 
but numbers are allowable string ele­
ments. 



Example MID$ ("OWER" + "ASDF", 2, 4) = n 
ERAS 

Caution The $ is part of the short form. n 
n 
n 
n 
n 
n 
n 
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n 
n 
n 
n 
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Token 162 

Class Command Alternate None 

NEW 

Conditions Erases the program, variables, and 
stacks currently in memory in prepara­
tion for a new program. 

If encountered in a program, terminates 
execution and erases program, vari­
ables and stacks. 

See LOAD. 

NEW 



Token 130 n 
Class Statement Alternate N@ n 

NEXT n 
Form NEXT variable-name 1, variable-name n 2 ... 

Conditions The terminating element of a FOR- n NEXT loop. 

If a variable name is given, NEXT ter- n 
minates the loop for that variable. 

Several variable loops may be termi- n 
nated by including their names, sepa-
rated by commas, after NEXT. If this n form is not used, there must be a NEXT 
for each FOR. 

n 
If no variable is specified, NEXT is as-NEXT 
sumed to apply to the most recent FOR. n 
If there is no NEXT for a given FOR, a 
search to the end of the program is n made, and execution is halted. 

Error READY may indicate a missing NEXT. n Messages 

NEXT without FOR indicates an excess 

n NEXT. 

n 
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Token 

Class 

Form 

Conditions 

168 Name Logical NOT 

Logical Operator Alternate N@ 

NOT 
NOT value 

Returns the logical NOT of the bits of 
the value according to the following 
rules: 

NOT 1 = 0 
NOT 0 = 1 

Value is truncated to 16 bit 2's comple­
ment integer before the NOT is done. 

Value must be numeric. 

NOT 



OPEN 

Token 159 Name Open Device Channel 

Class I/O Statement Alternate 00 

OPEN 
Form OPEN file number, device number, 

command number, string. 

Conditions Establishes a channel to a device, to 
allow communication by INPUT#, 
GET#, PRINT#. 

The file number may be any number 
between 1 and 255, and is required. 

The device number selects as follows; 

None given 
o 
1 
2 
3 
4,5 
8 

- Tape deck 
- Keyboard 
- Tape deck 
- RS-232 device 
- Screen 
- Printer 
- Disk 

n 
n 
n 
n 
n 
n 
n 
n 
n 
n 

4-127 
128-255 

- Serial bus device, (CR) n 
- Serial bus device, (CR/LF) 

The command number is specific to 
each device. Common ones are: 

Tape 0 Read file 

n 
n 
n 
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1 Write file 
2 Write file, plus EOT 

Disk 1-14 Open data channel 
15 Open command channel 

Printer 0 Uppercase/graphics 
7 Upper/lowercase 

The string, in quotes, is used as the 
filename for tape, and may be used as 
the filename or as a command for Disk. 

The channel to external devices is buf­
fered, with transmit/receive in whole 
buffer blocks. 

Examples OPEN 1,0 
OPEN 1,1,0 
OPEN 1 ,8,15, 

"COMMAND" 

To read keyboard 
Read from tape 
Send command to 

Disk 



OR 

Token 176 Name Logical OR n 
Class Logical Operator Alternate None n 

OR 

Form Value 1 OR Value 2 

Conditions Returns the logical OR of the corre­
sponding bits of the values according to 
the following rules: 

o OR 0 = 0 
1 OR 0 = 1 
o OR 1 = 1 
1 OR 1 = 1 

Values a're truncated to 16 bit 2's com­
plement integer b~fore the OR is done. 

Values must be numeric. 

Note Commonly used in statements of the 
form: 

IF A = 5 OR B = 10 THEN - - -

n 
n 
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Class Statement Alternate None 

ON 
Form ON variable-relation GOTO Line 

number 1, Line number 2 - - -

ON variable-relation GOSUB Line 
number 1, Line number 2 - - -

Conditions Used to select one of several possible 
jump targets, as established by the 
value of the controlling variable. 

If the variable has the value 1, the first 
line number is selected; if 2, the second, 
and so on. 

If the variable value is less than 1 or 
greater than the number of line num­
bers, execution proceeds to the next 
statement. 

The variable relation may be a variable 
or an expression. 

Note One ON construct can eliminate the ON 
need for a group of IF ,statements. 



Token 194 n 
Class Function Alternate P® n 

PEEK n 
Form PEEK (address) n 

Conditions Returns the byte stored in memory at 
the specified address. n 
The address is indicated by a decimal n number, in the range 0 to 65535. 

The byte value is returned in decimal n form, in the range 0-255. 

Notes Thorough understanding of PEEK and n its companion POKE is necessary to full 
utilization of many features of the n VIC-20 and to make use of machine-
language routines in BASIC program-
ming. n 

n 
PEEK n 

ni 
I 

n 



U Token 151 
POKE 

U Class Statement Alternate p@ 

U POKE 

U Form POKE address, value 

U 
Conditions Used to place a byte into memory at the 

specified address. 

U 
The address is indicated in decimal 
form and must be in the range 0-65536, 
but see the cautions below. 

U The value is read as decimal, is con-

U 
verted to binary, and must be "in the 
range 0-255. 

U 
Note Full understanding of POKE and its 

companion PEEK is necessary for full 
utilization of many features of the 

U VIC-20, and to use of machine lan-
guage in BASIC programming. 

U Caution Improper POKE locations and/or val-
ues can give errors, terminate runs, 

U 
or cause loss of program or data. 
The Programmers' Reference Guide 
should be consulted whenever you are 

U 
not certain. 

U 



pos 

Token 185 Name Cursor Position 

Class Function Alternate None 

POS 
Form POS (any variable) 

Conditions Returns the current cursor position, in 
spaces from left of screen. 

The value is in decimal, from 0 to 21. 

The variable is a dummy variable and is 
required. 
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Token 153 Name Print to Screen 

Class Statement Alternate ? 

PRINT 

Form PRINT print list 

Conditions- Places the contents of the print-list on 
the screen. 

A print list may include: 

-literals, enclosed in quotes and 
printed as given, subject to the 
nonprint character rules below 

-numericals, printed as given 
-variables, functions or expres-

sions, the current value being 
printed. 

Punctuation is used in a print list to es­
tablish a printing format for the several 
elements of the list, as follows; 

-no punctuation, skip to next line; 
-comma, skip at least one space, or go 

to next of the two columns starting at 
0,12. 

-semicolon, no spacing. 

PRINT 



Punctuation at the end of a print list can 
be used to establish the starting posi­
tion for the following print list. 

Numerical values are preceded and 
followed by a space; use literal conver­
sion if numericals must be concate­
nated without spaces. 

The function SPC ( ) is used to insert 
spaces in the print list; the space count 
may be 0-255. 

The function T AS( ) sets the initial posi­
tion of the following print item; the T AS 
count may be 0-255. 

The nonprint characters for cursor 
movement, clear screen, name, and in­
sert may be placed inside quotes, and 
will control screen position; overwriting 
may result. 

Reverse characters are obtained by 
using quotes and the control and RVS 
ON keys. Use the control and RVS OFF 
keys, or the Return key to terminate. 

Color for the characters is obtained by 
using quotes and the control key with 
the appropriate color key. All sub­
sequent characters are printed in the 
new color. 
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See the Programmers' Reference 
Guide for the use of delete and other 
special characters, and for POKE 
commands for special color effects. 

Note Normally, numericals must be trun­
cated to eight column length (or less) to 
place two columns on screen, orTAB() 
can be used for printing at columns 0 
and 11. 



PRINT# 

Token 152 Name Print to Device n 
Class 1/0 Statement Alternate P@# n 

PRINT# 

Form PRINT# file-number, print-list 

n 
n 

Conditions Sends the contents of the print-list to n 
the previously opened file. 

The print-list rules are the same as for 
PRINT. 

Note The easiest way to separate variables 
when writing a file to tape or disk is to 
set a string variable to CHR$(13) or 
RETURN; insert this between all vari­
able sets; a comma or semicolon can 
be used. 

Caution The # is part of the short form. 

Error FILE NOT OPEN 

Messages NOT AN OUTPUT FILE 
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Token 135 Name Read Data list 

Class Statement Alternate R ® 

READ 

Form READ variable list 

Conditions Causes the values in a DATA list to be 
entered as the current values of the 
variables listed. 

Values are read from the DATA list(s) in 
the order specified by the READ vari­
able list. 

If the length of all DATA lists is shorter 
than the length of READ requests, an 
error report occurs. 

If the length of all DATA lists is longer 
than the length of READ requests, the 
extra is ignored. 

See DATA 

Error OUT OF DATA 
Message 

READ 



REM 

Token 143 Name Remark 

Class Statement Alternate None 

REM 

Form REM any-text 

Conditions Allows insertion of explanatory text in a 
program. 

All text after a REM (including key 
words, and punctuation) is ignored 
during program execution. 

To have correct representation of 
graphics in a REM during list, they must 
be enclosed in quotes; if not, they are 
listed as key words. 

Note REM is a convenient place to store 
short machine language routines called 
by a program. 
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Token 140 Name Restore Data List Pointer 

Class Statement Alternate RE@ 

RESTORE 

Conditions Sets a pointer to the start of the first 
DATA list in the program, allowing a 
READ of all or part of the data list to RESTORE 
begin again. 

RESTORE must on a line by itself. 

See DATA, READ. 



Token 142 Name Return to Calling Program n 
Class Statement Alternate REef) n 

RETURN n 
Conditions The required last statement of a sub- n 

routine. 

Causes program execution to resume n 
RETURN at the next statement after the calling 

GOSUB. n 
See GOSUB 

Warning Any other statements on same program n 
line will never be executed. 

n 
Error RETURN WITHOUT GOSUB 

Message n 
n 
n 
n 
n 
n 
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Token 201 Name Right String Slice 

Class String Function Alternate RQ)$ 

U RIGHT$ 

U1 

u 
u 
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Form RIGHT$(string, length) 

Conditions Returns the rightmost characters of the 
substring formed by starting at the right 
end and counting back the specified 
length. 

The string may be literal, i.e., an actual 
string in quotes, a string variable, or a 
string expression. 

If length is zero or is omitted the null 
string is returned. 

See LEFT$, MID$. 

RIGHT$ has no meaning for numericals 
(but numbers are allowable string ele­
ments). 

Caution The $ is part of the short form. 

RIGHT$ 



Token 187 Name Random Number n 
Class Function Alternate R@ n 

RND 
Form RND (value) 

Conditions Returns a pseudorandom number from 
a sequence of 65535 such numbers. 

The returned numbers are greater than 
zero but less than 1. 

If value is negative, its magnitude is 
used as the seed for the random 
number generator, each seed value 
producing a different starting point in 
the sequence. 

If value is zero, the internal clock (TI) 
reading is used as seed. 

The sequence is seeded at random at 
power-up. 

Example INT(RND(1) * 6) + INT(RND(1 )*6) +2 
simulates the throw of two dice. 
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U Token 138 

U Class Command Alternate R@ 

U RUN 

U 
Conditions Used to start execution of a BASIC pro-

gram. 

U RUN alone starts execution at the low-
est line number in the program; the 

U 
variables are cleared before starting 
execution. 

U 
RUN followed by a number will start 
execution from that line number, if it RUN 

exists, or will give an error; the variables 

U are cleared. 

U 
RUN followed by a variable name will 
clear that variable and then start execu-
tion at line 0, if it exists, or will give an 

U 
error; other variables are cleared. 

Hint Program memory space can be saved 

U by entering initial variable values in the 
immediate mode, and starting execu-
tion with a GOTO line number. 

U Error UNDEF'D STATEMENT = line number 

U 
Message does not exist. 

U 



Token 148 n 
Class Command Alternate s0 n 

SAVE n 
Forms SAVE n 

SAVE "filename" 
SAVE "filename", device, command 

n 
Conditions If used alone, SAVE outputs the pro-

gram in memory for recording on a tape; n the tape must be manually positioned; 
overwrite of any program under the 
head will occur; if the record and play n keys on the VIC recorder are down, 

SAVE 
starting is automatic; the program is 

n stored twice; there is no identification. 

A filename in quotes can be used to 

n identify any output to be saved; it may 
be a literal, a string in quotes, a string 
variable, or a string expression. n 
A device number can be included to 
send the program to another device; n 

1 - Tape 

D 2 - RS-232 Device 
3 - Screen 

4/5 - Printer n 8 - Disk 

n 
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4-127 - Serial Bus Device, CR only 
128-255 - Serial Bus Device, CR-LF 

A command may be included: 

1 - Reload to some memory location. 
2 - Do not read past this point (end­

of-tape marker). 
3 - Combines 1, 2. 

See LOAD 

Error DEVICE NOT PRESENT may indicate 
Message Command 2 or 3. 



Token 

Class 

Form 

Conditions 

SGN Hint 

180 Name Signum Function 

Function Alternate S@ 

SGN 

SGN(value) 

Returns the signum of value, as follows: 
-1 if value is negative 
o if value is zero 
1 if value is positive 

Value may be a number, a variable, or 
an expression. 

SGN has no meaning for string quan-
tities. 

Use in the ON construction to select the 
appropriate routine covering negative, 
zero, or positive sign conditions, as in 
square-root problems. 
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Token 191 Name Sine Function 

Class Function Alternate s(D 

SIN 

Form SIN(Angle) 

Conditions Returns the sine of an angle which is 
given in radians. 

The angle may be numerical, a vari­
able, or an expression. 

SIN has no meaning for string quan­
tities. 

Example SIN(O.5) = .479425539 

SIN 



spec 

Token 166 Name Insert Spaces 

Cla~s . Function Alternate S®( 

spec 
Form SPC(spaces) 

Conditions Use in a print list to insert the specified 
number of spaces before the next print 
element. 

Spaces may be specified by a number, 
a variable, or an expression, in integer 
or floating point form, which must 
evaluate to the range 0-255. 

Cautions The short form includes the first paren­
thesis. 

The following punctuation also affects 
the number of spaces. 
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Token 186 Name Square Root 

Class Function Alternate S@ 

SQR 

Form SQR(value) 

Conditions Returns the square root of value, which 
must not be negative. 

Value may be a number, a variable, or 
an expression. 

SQR has no meaning for string quan­
tities. 

Example SQR(2) = 1.41421356 

SQR 



STEP 

Token 169 Name Step Size 

Class Statement Alternate ST ® 

STEP 

Form FOR variable = initial value TO limit 
STEP increment 

Conditions The optional final element of the FOR 
part of a FOR-NEXT loop. 

Establishes the increment between one 
pass through the loop and the next. 

STEP increment can be omitted, giving 
a default STEP increment of +1. 

The increment may be numericals, 
variables or expressions, in integer or 
floating point form. 

Noninteger step values are allowed. 

See FOR. 
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Token 144 Name Stop Execution 

Class Statement Alternate S® 

STOP 
Conditions Halts program execution and returns 

control to keyboard. 

CONT causes resumption of execution 
at the following statement. 

Is identical to END except in the error 
message generated. 

Is identical to keyboard RUN STOP in 
that execution is halted at the end of 
current statement processing. 

Error BREAK IN may indicate either STOP or 
Message RUN STOP. 

STOP 



STR$ 

Token 196 Name Convert to String n 
Class String Function Alternate ST@$ n 

STR$ 

Form STR$(value) 

Conditions. Converts a value to a string. 

Value may be a number, a variable 
whose current value is converted, or an 
expression that is evaluated and the 
result converted. 

A blank space is included at the begin­
ning of the resulting string if the value is 
positive. This space contains a minus 
sign for negative values. 

Note After conversion, the resulting quantity 
must be manipulated by string rules. 

Example STR$(2 x 6) = "12" 

Caution The $ is part of the short form. 
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Token 158 Name Go Sub Machine Language 
Routine 

Class. Statement Alternate S0 

SYS 

Form SYS location 

Conditions Transfers processing to the machine 
language routine residing in memory at 
the specified location. 

Machine language processing con­
tinues until code 60h (RTS, or Return 
from Sub-routine) is encountered 
(subject to sub-call rules); program 
execution resumes with the next BASIC 
statement. 

See USA. 

Note This statement is called SYS(tem) be­
cause it is a convenient way to use the 
many CBM routines available. It may 
also be used to call special routines; for 
example, one residing in a REM state­
ment; a good understanding of machine 
language is necessary for full use of the 
computer. 

SYS 



TAB( 
Token 163 Name Tabular Set n 
Class Function Alternate T@( 

lAB( 

Form TAB(column) 

Conditions Places the print position in the specified 
screen column. 

TAB( must be used only following 
PRINT or in a print list. 

If current print position is beyond the 
column specified, the print position 
does not move. 

TAB(O) is the leftmost position; the 
rightmost is the screen width minus one 
(usually 21, but may beset by POKE 

.36866). 

Column may be a number, a variable or 
an expression, and must evaluate to the 
range 0-255; floating point values are 
rounded down. 

When used in a print-list, the rules of the 
punctuation following apply. 
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Caution The short form, T@( includes the initial 
parenthesis. 

Error SYNTAX: PRINT is necessary. The ini­
Messages tial parenthesis is part of the short form. 



Token 192 Name Tangent n 
TAN Class Function Alternate None n 

TAN n 
Form TAN (angle) n 

Conditions Returns the tangent of the angle which n is in radians. 

Angle may be a number, a variable or n an expression. 

TAN has no meaning for string quan- n 
tities. 

Error DIVISION BY ZERO occurs if the angle n 
Message is 1r12 or odd multiples thereof. 
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U Token 167 
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U 
U 
U 

Class Statement Alternate None 

THEN 

Forms IF condition THEN action 

IF condition THEN line number 

Conditions Is the required second part of the IF­
THEN construct. 

Establishes the action to be taken if the 
condition is true, i.e., non-zero. 

The action may be any executable 
BASIC command or statement; for the 
special case of jump to a line number, 
only the line number is required, the 
GOTO being optional; the line number 
must exist. 

The IF-THEN construct can be used in 
the direct mode. 

Caution If the condition is not satisfied, execu­
tion proceeds to the next line; multiple 
statements on an IF-THEN line are a 
frequent source of errors 

THEN 



TO 

Token 164 n 
Class Statement Alternate None n 

TO n 
Form FOR VARIABLE = initial value TO limit 

STEP increment 

Conditions The required second element of a 
FOR-NEXT loop. 

Establishes the limiting value of the 
variable, against which the current 
value is tested when the corresponding 
NEXT is encountered. 

See FOR, NEXT, STEP. 

n 
n 
n 
n 
n 
n 
n 
n 
n 
n 
n 
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u 
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u 
u 
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u 
u 
u 
u 
u 

Token 183 Name USer Routine 

Class Function Alternate U® 

USR 
Form USR(value) 

Conditions Calls the user's machine language 
routine whose starting address is 
pointed to by memory locations 0001 
and 0002. 

Value is stored in the floating point ac­
cumulator, and can be used as. an ar­
gument or parameter of the routine. 

During the routine, a value can be 
stored at 0001 and 0002, and recov­
ered as the return of the USR function. 

The machine language routine must 
end with RTS (code 60h), i.e., Return 
from Subroutine. 

Note' Full understanding of machine code is 
needed for use of USR and SYS. See 
the Programmers' Reference Guide. 

USR 



VAL 

Token 197 

Class Function 

Name Numerical Value n 
Alternate v@ n 

VAL 

Form VAL (string-quantity) 

Conditions Returns the numerical value of the 
digits in a string-quantity. 

If the first character of the string quantity 
is not +, -, a decimal point, or a digit, 
the return is a zero. 

With a numerical first character, suc­
ceeding digits or a decimal point are 
returned until the first nondigit character 
is encountered. Only one decimal point 
is returned. 

n 
n 
n 
n 
n 
n 
n 
n 
n 
n 
n 
n 
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u 
u 
u 
u 

u 
u 
u 
u 
u 
u 
u 
u 

Token 149 

Class Command Alternate V@ 

VERIFY 

Form VERIFY "Filename", device 
VERIFY 

Conditions Checks the program "filename" on tape VERIFY 

or disk against the program in memory. 

If name and device are omitted, the test 
is the first program on tape; if only the 
device is omitted, the named program 
on the tape is tested. Name can be a 
string in quotes, or a string variable. 

Note Verify is normally used to check for a 
good entry after a SAVE. 

Error 

VERIFY is used to position tape for a 
new program recording. Use the com­
mand VERIFY "Last program name; 
when the VERIFY ERROR is reported, 
the tape is stopped beyond the end of 
the last program, and it is safe to record 
the additional program. 

Messages OK - programs match. 

VERIFY ERROR - programs do not 
match. 



Token 146 

Class Statement Alternate W@ 

WAIT 

n 
n 
n 

Form WAIT memory location, MASK 1, n 
MASK 2 

Conditions Suspends execution until the bit pattern 
WAIT stored at the specified memory location 

changes as specified by the masks, 
which must be in the range 0-255. 

MASK 1 specifies bits to be tested, by 
AND with the memory location con­
tents. 

MASK 2 specifies the bit pattern to be 
accepted as termination, essentially 
using XOR with the accepted bits (any 
bit being tested for zero should be set to 
one in MASK 2). 

MASK 2 may be omitted. 

Note Normally used for liD timing, but usable 
for interrupt service routines, process 
control, and power-down techniques. 
WAIT is not needed in simple applica­
tions. 

n 
n 
n 
n 
n 
n 
n 
n 
n 
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Appendix A 
Reserved Variables 

The following variable means names are reserved 
for system use. They may be used in programs, 
subject to the following limitations: 

ST or STatus 

An RS-232 associated word used to indicate a 
break, various errors, and the state of the 255 byte 
receiver buffer. Stored at memory location 
144(0090h). 

Warning: Opening an RS-232 channel can 
cause lose of program or data with­
out warning. See the Programmers' 
Reference Guide. 

TI or Time 

A 3-byte register at memory locations 160-

85 



162, which is used to hold the time in tenths of 
seconds since the last reset (by TI$). Stored at 
memory location 160. TI returns the reading (up to 
24 Bits, in decimal). The command form has no 
meaning. 

TI$ or Time string 

A translation of the TI register. In read form, TI$ 
returns the time in HHMMSS format. In command 
form (TI$ = "HHMMSS"), sets the TI variable to the 
time specified. 

Note: These registers are also called a "Jiffy 
Clock". Do not confuse this with the timers 
on the interface adapter chip, addresses 
9114-9119. 
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U 
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U 
U Appendix B 

Operators 

U 
: Arithmetic, in priority order 

U +, Raise to power (exponentation) 
*, I, Multiplication, Division 

U +, -, Addition, Subtraction 

U 
: Arithmetical Logic 

= is equal to 

U 
< is less than 
> is greater than 
< = or =< is less than or equal to 

U > = or => is greater than or equal to 
>< or <> is not equal to. 

U 
: Logical 

AND (See key word) 

U 
OR (See key word) 
NOT (See key word) 

U 
87 
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Appendix C 
VIC-20 Codes 

Screen 
C S S A K 
DEE S E 
OTT C Y 
E 1 2 I 

I 

0 @ 1 

1 A a 3 

2 B b 5 

3 C c 7 

4 D d 9 

5 E e WHT + 

6 F f £ 

7 G g DEL 

8 H h DSC +-
9 I i ESC W -

10 J j R 

11 K k Y 

12 L I I 

13 M m RET P 

14 N n L.C. * 
15 0 a RET 

16 P P 

17 Q q f SR A 

18 R r RON D 

·19 S s CLR G 

20 T t DEL J 

Token 

See Programmers Manual for exact forms of diagonal entries 

89 



Screen 
C S S A K 
0 E E S E 
0 T T C Y 
E 1 2 I 

I Token 

:21' U u L 

22 V V I 

23 W w l~ 
24 X X STP 

25 Y Y 

26 Z z X 

27 [ V 

28 £ RED N 

29 ] ~R I 

30 , GRN / 

31 +- BLU FSR1 

32 SP SP SP 

33 ! -! Z 

34 " " C 

35 # # B 

36 $ $ M 

37 % % 

38 & & 

39 I I F1 

40 ( ( 

41 ) ) S 

42 * * F 

43 + + H 

44 I I K 

See Programmers Manual for exact forms of diagonal entries 
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u 
\ I 

U 

u 
u 
I I 
LJ 

u 
u 
I I u 

u 
u 
I I u 

u 
u 
u 

C 
0 
D 
E 

45 

46 

47 

48 

49 

50 

51 

52 

53 

54 

55 

56 

57 

58 

59 

60 

61 

62 

63 

64 

65 

66 

67 

Screen 

S S 
E E 
T T 
1 2 

-

/ 

0 

1 

2 

3 

4 

5 

6 

7 

8 

9 

. 
< 

= 
> 

? 

B 
~ A 

m B 

El C 

A K 
S E 
C Y 
I 
I Token 

-

= 
/ F3 

0 Q 

1 E 

2 T 

3 U 

4 0 

5 @ 

6 f 
7 F5 

8 2 

9 4 

6 

. 8 

C 0 

= -

:) HOM 

? F7 

@ 

A 

B 

c 
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Screen 

C S S A K 
0 E E S E 
D T T C Y 
E 1 2 I 

I Token 

68 EJ 0 0 

69 EJ E E 

70 D F F 

71 0 G G 

72 [] H H 

73 [;J I I 

74 ~ J J 

75 ~ K K 

76 D L L 

77 [Zl M M 

78 [2J N N 

79 0 0 0 

80 D P P 

81 [I] Q Q 

82 D R R 

83 ~ S S 

84 0 T T 

85 Cd U U 

86 ~ V V 

87 [Q W W 

88 ~ X X 

89 [] Y Y 

90 LtJ z Z 

91 EE l 
See Programmers Manual for exact forms of diagonal entries 
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u 
u 
u 
u 
u 
u 
u 
u 
u 
u 
u 
u 
u 
u 

C 
0 
0 
E 

92 

93 

94 

95 

96 

97 

98 

99 

100 

101 

102 

103 

104 

105 

106 

107 

108 

109 

110 

111 

112 

113 

114 

115 

S 
E 
T 
1 

IJ 
[JJ 

lTIl 
~ 
SP 

[] 

~ 
0 
0 
0 
II 
D 

• ~ 
[] 

rn 
C. 
[9 
5J 
~ 
Cd 
E9 
@ 

8J 

Screen 
S A K 
E S E 
T C Y 
2 I 

I Token 

£ 

] 

~ + 
all +-

B 
~ 
IT] 

B 
El 
EJ 
D 
D 
[] 

R tJ 
~ 
~ 
0 
[SJ 
[21 

0 
D 
~ 
D 
~ 

.93 
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Screen 

C S S A K 
0 E E S E 
0 T T C V 
E 1 2 I 

I Token 

116 D 0 
117 [] [1j 
118 [] ~ 
119 ~ a 
120 ~ ~ 
121 ~ [] 
122 0 0 ltJ 
123 .::J EB 
124 ~ IJ 
125 E!J OJ 
126 ~ iT' 

127 ~ ~ 
128 ~ END 

129 " " FOR 

130 , " NEXT 

131 " " DATA 

132 '" " INPUT '# 

133 "-" INPUT 

134 " " DIM 

135 , " READ 

136 ~ " LET 

137 '" " GOTO 

138 ~ ~ RUN 

lSI Indicates character/background are reversed 

n 
n 
n 
n 
n 
n 
n 
n 
n 
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u 
u 

I i 
U 

u 
u 
u 
u 
u 
u 
u 

C 
0 
D 
E 

139 

140' 

141 

142 

143 

144 

145 

146 

147 

148 

149 

150 

151 

152 

153 

154 

155 

156 

157 

158 

159 

160 

161 

162 

Screen 

S S 
E E 
T T 
1 2 

~ '" ~ ~ 
~ ~ 
~ ~ 
~ '" i, ~ 
I~ ~ 
~ " 's.. I's.,. 
~ ~ 
Ix ~ 
~ ~ 
~ "'-
" " ~ ~ 
~ " [ 

£ 

1 

+ ... 
~ SP 

~ 

'" 

A K 
S E 
C Y 
I 
I Token 

IF 

RESTORE 
RET GOSUB 
UC RETURN 

REM 

BlK STOP 

ON 

IfSR WAIT 
RVS lOAD OF 
ClR SAVE 

DEL VERIFY 

DEF 

POKE 

PRINT # 

PRINT 

CONT 

LIST 

PUR ClR 

~R CMD 

VEL SYS 

CYN OPEN 

CLOSE 

[] GET 

~ NEW 

95 



Screen 
C S S A K 
0 E E S E 
0 T T C Y 
E 1 2 I 

I Token 

163' " D TAS( 

164 ~ 0 TO 

165 , D FN 

166 I~ II SPC( 

167 '" D THEN 

168 '( • NOT 

169 " ~ STEP 

170 , 0 + 
171 "- rn -

172 ~ ell .. 
173 I".. [9 / 

174 ~ ELJ 1 

175 ~ ~ AND 

176 ~ Cd OR 

177 "- ~ > 

178 ~ tIl = 

179 ~ BJ < 
! 180 " 'D SGN 

181 ~ [J INT 

182 ~ [] ASS 

183 " Ll USR 

184 " U FRE 

185 ~ ~ pas 

186 "'" D SQR 

ISJ Indicates character/background are reversed 
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u 
I i 
W 

u 
u 
u 
u 
u 
u 
u 
u 
u 
u 
u 
u 

C 
0 
0 
E 

187 

188 

189 

190 

191 

192 

193 

194 

195 

196 

197 

198 

199 

200 

201 

202 

203 

204 

205 

206 

207 

208 

209 

210 

Screen 
S S 
E E 
T T 
1 2 

I'" 
1"-
1"-
~ 
~ 
~ 
~ " 1Q " B. I'&... 
~ ~ 
'1S1 '" ~ ~ 
~ '" '5ll ~ 
1;J " ~ ~ 
I8J " r"E;J " SJ ~ 
I~ 'x 
rr;:: ~ 
~ ~ 
IW ~ 
11;;J ~ 

A K 
S E 
C Y 
I 
I Token 

.:J RND 

~ LOG 

E!J EXP 

~ COS 

~ SIN 

El TAN 

[I] ATN 

[] PEEK 

.B LEN 

El STR$ 

El VAL 

.D ASC 

D CHR$ 

[] LEFT$ 

~ RIGHT$ 

~ MID$ 

~ 
D 
[S1 
!ZI 
D 
D 
~ 
D 
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Screen 

C S S A K 
0 E E S E 
0 T T C Y 
E 1 2 I 

I Token 

211 ~ ~ ~ 
212 Nt;] "" [J 
213 IDa ~ Cd 
214 ~ " ~ 215 ~ ~ lQl 
216 ~ " ~ 217 I~ '" [] 
218 roo ~ ltJ 
219 11JSt EE 
220 lJ IJ 
221 m OJ 
222 ~ III 1T' 

223 ~ ra. ~ 
224 ~ • 225 I~ IJ 
226 ~ ~ 
227 Ie:;:: 0 
228 .1S: 0 
229 'lSJ. D 
230 

~ II 
231 0 ~ 

232 lil ~ 233 ~ .: 
I2:J Indicates character/background are reversed 

98 

n 
D 
n 
n 
n 
n 
n 
n 
n 
n 
n 
o 
n 
n 



u 
u 
u 
u 
u 
u 
u 
u 
u 
u 
u 
u 
u 
u 

C 
0 
0 
E 

234 

235 

236 

237 

238 

239 

240 

241 

242 

243 

244 

245 

246 

247 

248 

249 

250 

251 

252 

253 

254 

255 

Screen 

S S 
E E 
T T 
1 2 

[1;1 
'm 
~ 
rg 
1iJ 
~ 
Nil 
I~ 
~ 
rs: 
1;:] 
l;J 
3 
~ 
~ 
W 
'@ ~ 
IiIJ 
~ 
1Q 
~ 
'S 

A K 
S E 
C Y 
I 
I Token 

0 
rn 
C. 
[9 
5J 
~ 
\[d 

e:J 
fIl 
BJ 
[] 
[J 
[) 
~ .........,. 

~ 
[] 
'0 
~ 
~ 
~ 
~ 
IT 
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Appendix D 
VIC-20 Memory Map 

Decimal 
o 

144 
256 
512 
828 

1024 

4096 

7680 

8192 

16384 

24576 

32768 

36064 

37136 

37888 

38912 

39936 

40960 

49152 

57344 

65535 

Boundaries Hex 

0 
BASIC System 0090 
KERNAL System 0100 
stack RAM 0200 
system 1 K 033C 
tape buffer 0400 

3 K Expansion RAM 

1000 
BASIC Program 

RAM 1EOO 

5creen 4K 

2000 

8 K Expansion RAM 

4000 

8 K Expansion RAM 
6000 

8 K Expansion RAM 
8000 

Character ROM 
4K 8COO 

9000 
I/O - 0 

Video interface chip 
9400 

Color RAM 

9800 
I/O - 2 

9COO 

1/0-3 

AOOO 

8 K Expansion RAM 
COOO 

BASIC in ROM 
EOOO 

Kernal in ROM 
FFFF 
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U Appendix E 

U VIC-20 
Important Memory Locations 

U Start End Decimal Use 

U 002B 002C 43-44 Points to Start of BASIC 
0020 002E 45-46 Points to Start of Variables 
002F 0030 47-48 Points to Start of Arrays 

U 0031 0032 49-50 Points to End of Arrays 
0033 0034 51-52 Points to String Storage 
0037 0038 55-56 Points to Limit of Memory 

U 0039 003A 57-58 Current BASIC line No. 
003B 003C 59-60 Previous BASIC line No. 
0045 0046 69-70 Current Variable Name 

U 0047 0048 71-72 Current Variable Address 
008B 008F 139-143 RND Seed Value 
0098 152 Number of Open Files 

U OOAO 00A2 160-162 "Jiffy" Clock 
00B2 00B3 178-179 Points to Start of Tape 

U 
00C5 197 Buffer 
028A 650 Current Key Pressed 

Key Repeat (128 = repeat 

U 
all keys) 

033C 03FB 828-1019 Cassette Buffer 
1 EOO 1 FFF 7680-8191 Screen Memory 

U (unexpected) 
8000 8FFF 32768-863 Character Generator ROM 
9000 900F 36864-79 Vic Chip Registers 

U See the Programmers' Reference Manual 

U 

U 
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Appendix F 
VIC-20 

Screen Memory Addresses 
Sum these for Character Addresses Sum these for Color Addresses 

""01 2 3 4 5 6 7 8 91.011i12131415161718192021~ 
7680 38400 

~-+-r-r~+-r1-+-r-r~+-~-+-r-r~+-~ 
7702 38422 
7724 38444 
7746 38466 

7768 38488 
7790 38510 
7812 38532 
7834 38554 

7856 38576 
7878 38598 
7900 38620 
7922 38642 
7944 38664 
7966 38686 
7988 38708 
8010 38730 
8032 38752 
8054 38774 
8076 38796 
8098 38818 

8120 38840 
8142 38862 
8164 38884 

Example: POKE 7933.115 : POKE 38653.2 places a red heart at screen centel 
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Appendix H 
VIC-20 Tone Values 

Note: Notes shown are approximate, you may wish 
to use different values for some notes. 

Note 

C 
C# 
D 
D# 
E 
F 
F# 
G 
G# 
A 
A# 
B 

C 
C# 
D 
D# 
E 
F 
F# 

Poke­
Value 
135 

143 

147 

151 

159 

163 

167 

175 

179 

183 

187 

191 

195 

199 

201 

203 

207 

209 

212 

Note 

G 
G# 
A 
A# 
B 

C 
C# 
D 
D# 
E 

F 
F# 
G 
G# 
A 
A# 
B 

C 
C# 

Poke­
Value 
215 

217 

219 

221 

223 

225 

227 

228 

229 

231 

232 

233 

235 

236 

237 

238 

239 

240 

241 

POKE 36878, X 0 = > x < 15 Set volume 
(15 maximum) 

POKE 36874, poke-value Sets low pitch 
POKE 36875, poke-value Sets middle pitch 

(135 gives approximately middle C) 
POKE 36876, poke-value Sets high pitch 
POKE 36877, poke-value Sets "noise" 

poke value range 128-255 
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Appendix I 
Hex-Decimal Converter 

Second Hax Dilit 

0 1 2 3 4 5 6 7 8 9 A B C 

0 1 2 3 4 5 6 7 8 9 10 11 12 

16 17 18 19 20 21 22 23 24 25 26 27 28 

32 33 34 35 36 37 38 39 40 41 42 43 44 

48 49 50 51 52 53 54 55 56 57 58 59 60 

64 65 66 67 ~ 69 70 71 72 73 74 75 76 

80 81 82 83 84 85 86 "87 88 89 90 91 92 

96 97 96 99 100 101 102 103 104 105 106 107 108 

112 113 114 115 116 117 118 119 120 121 122 123 124 

128 129 130 131 132 133 134 135 136 137 138 139 140 

144 145 146 147 148 149 150 151 152 153 154 155 156 

160 161 162 163 164 165 166 167 169 169 170 171 172 

176 177 178 179 180 181 182 183 184 185 186 187 188 

192 193 194 195 196 197 198 199 200 201 202 203 204 

208 209 210 211 212 213 214 215 216 217 218 219 220 

224 225 226 227 228 229 230 231 232 233 234 235 236 

240 241 242 243 244 245 246 247 248 249 250 251 252 

0 E F 

13 14 15 

29 30 31 

45 46 47 

61 62 63 

77 78 79 

93 94 95 

109 110 111 

125 126 127 

141 142 143 

157 158 159 

173 174 175 

189 190 191 

205 206 207 

221 222 223 

237 238 239 

253 254 255 
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Appendix J 
Relative Jump-Count 

Converter Decimal-Hex 

Minus or 
Back Jump 

First Hex 

''''- F E 0 C B A 9 8 I 
r--

- 0 16 32 48 64 80 96 112 0 - f--
F 1 17 33 49 65 81 97 113 1 - -
E 2 18 34 50 66 82 98 114 2 - -
0 3 19 35 51 67 83 99 115 3 - -
C 4 20 36 52 68 84 100 116 4 - -
B 5 21 37 53 69 85 101 117 5 - -
A 6 22 38 54 70 86 102 118 6 - -
9 7 23 39 55 71 87 103 119 7 Second - -
8 8 24 40 56 72 88 104 120 8 Hex 

- -
7 9 25 41 57 73 89 105 121 9 

r-- -
6 10 26 42 58 74 90 106 122 A 

f-- -
5 11 27 43 59 75 ~I" 1 107 123 B 

f-- -
4 12 28 44 60 76 92 108 124 C 

!-- -
3 13 29 45 61 77 93 109 125 0 - f---
2 14 30 46 62 78 94 110 126 E - f---
1 15 31 47 63 79 95 111 127 F - f---
0 16 32 48 64 80 96 112 128 + ---

0 1 2 3 4 5 6 7 "'-
First Hel 

Plus or 
Forward Jump 

113 
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