Este segundo volume sobre o codigo-maquina,
da autoria -de um estudante de dezassete anos,
é dedicado ao leitor que ja possuirnogoes basi-
cas desta linguagem e pretende .aprofundar os
seus conhecimentos.,Saoaqui longamente trata-
dos aspectos-coemo.os saltos, flags,.chamadas
de subrotinds. e outras instrugdes, -assim como
os bits, operagdes légicas, bytes, produgao de
som, utilizagéo do visor e outrgs. No final, foram
incluidos. apéndices com instrugdes para o Z80
assim como mnemoénicas, para comodidade do
utilizador.

Munido destes valiosos conhecimentos, o leitor
podera partir & descoberta de novos mundos,
dentro do seu Spectrum!
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INTRODUCAO

O leitor resolveu portanto aprender codigo-maquina. Tomou
conhecimento de alguns aspectos basicos, e agora quer aprofundar
0 que sabe. Bom, espero que tenha pegado no livro certo; de ft_lcto
parti do principio de que ji possui alguns conhecimentos basicos
neste campo. Gostaria, porém, de dizer algumas palavras aqueles
que nada conhecem de cddigo-maquina mas que se arriscaram a
adquirir este livro. Como ja fiz notar, a obra é dedicada aos que ja
possuem alguns conhecimentos basicos, mas se ndo é esse 0 seu
caso experimente ler a primeira parte do capitulo um; se ndo lhe
parecer dificil de digerir prossiga. Se no entanto o seu cérebro The
comeca a enviar ‘‘mensagens de erro’’ semelhantes as que ja se
habituou a ver no Spectrum, do tipo ‘‘Sem sentido em portu-
gués’’, talvez seja melhor familiarizar-se primeiro com algl_lmas
questdes basicas em obras como o primeiro volume, da autoria de
James Walsh; este autor parte do principio e conduz lentamente o
leitor as nogdes gerais que fundamentam o uso do cédigo-
-maquina. Se ji o leu, respire fundo e mergulhe no primeiro
capitulo deste segundo volume. Se estd numa livraria, compre o
livro ou deixe-o onde esti — afinal de contas, onde julga que
esta? Numa biblioteca?



I

COMO VIAJAR DENTRO DO SPECTRUM

Antes de comegarmos a escrever programas em codigo-ma-
quina, convira talvez saber o que se¢ vai passar nos capitulos
seguintes e definir o melhor modo de usar este livro.

Como ja disse na introdugdo, esta obra nao é pensada para
quem ainda nada conhece de codlgo-maquma, e sim para aqueles
que ja tém sobre ele algumas nogoes basicas. Para o caso de o
leitor querer recordar estas nogdes, vamos fazer um breve resumo
daquilo que convira saber.

O cédigo- maquma, ou linguagem-maquina, é uma linguagem
de programagao que a CPU (Unidade Processadora Central) do
computador ¢ capaz de entender. Consiste numa série de nimeros
que a CPU transforma em acgdes. Um exemplo desta hnguagem
a0 os programas contidos na ROM do seu Spectrum, ou seja, na
parte inicial da memdria onde se encontram as rotinas que organi-
zam este computador. Esta ROM compreende as instrugdes Basic,
tradu-las e executa rotinas em codigo-maquina que correspondem
a fungdes Basic como a PRINT e a GO TO.

O cddigo- maquma ¢ uma linguagem muito mais proéxima da
maquina, muito mais rapida do que a Basic ¢ nada tem a ver com
a ROM; a pastilha integrada Z80 que forma a CPU do Spectrum é
a unica parte do computador que trata o codlgo maquina. Este
cddigo, apesar de guardado na memdria, possui nomes apropria-
dos para cada instrugdo, pelo que nos é fécil ter uma ideia do que
cada nimero «faz». A esses nomes chamamos «mnemonicas».
O Z80 possui um certo nimero de registos, sendo em torno a estes
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que a linguagem se estrutura. Os registos em causa sdo usados do
mesmo modo que as variaveis em Basic. Existem dois conjuntos
de registos «normais», e alguns «especiais» que podemos conside-

rar equivalentes as variaveis de sistema ja conhecidas da Basic.-

Conjurlltc()1 Al|F Al P Conjunto
ol de Ta | [elo| e
D | E D'} E
H | L H | L’

IX
IY
SP
v
R

Cada caixa contém um registo. As caixas mais pequenas
podem guardar nimeros entre 0 € 255, e as maiores entre 0 e
65535. Se juntarmos duas caixas adjacentes, podemos criar caixas
grandes. Por exemplo, se juntarmos B e C obteremos um «par de
registos» chamado BC. S6 podemos utilizar os registos A, B, C, D,
E, H, L, os seus equivalentes do conjunto alternativo de registos,
IX e IY. Os outros registos sao utilizados pela propria CPU Z80.

- Por outro lado s6 podemos usar um dos conjuntos alternati-
vos de registos de cada vez. A instrugdo:

EXX

permite-nos trocar de conjunto de registos.
Para atribuir um valor a uma variavel Basic dizemos:

LET A =20

Em cé6digo-maquina usamos em vez disto a palavra:«load»
(‘‘carregar’’), abreviada para LD, e dizemos:

LD A,14

O ndmero aqui usado ndo é um nimero decimal, mas sim
hexadecimal, ou seja, corresponde a um sistema de nimeros de
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«base 16». Nesta base hexadecimal, o nimero 14 corresponde ao
decimal 20. Com efeito, 1 X 16 + 4 é igual a 20. O algarismo da
direita indica as unidades, e o da esquerda grupos de 16 unidades,
enquanto que no sistema decimal o da esquerda indica grupos de
dez unidades. Se utilizarmos um nimero de dois bytes, o algaris-
mo que se segue (3.° a contar da direita) corresponde a grupos de
255 unidades, e 0'4.° algarismo indica grupos de 4096 unidades.
Nesta base usamos portanto, como unidades, os algarismos 0a
15. Necessitamos obviamente de uma forma de indicar os algaris-
mos 10 a 15; usamos para tal as primeiras letras do alfabeto.
Segue-se uma tabela dos primeiros 20 nimeros em-hexadecimal e
em decimal.

Hexadecimal Decimal
0 0
1 1
2 2
3 3
4 4
5 5
6 6
7 7
8 8
9 9
A 10
B 11
C 12
D 13
E 14
F 15

10 16
11 17
12 18
13 19
14 20

Podem-se guardar dois algarismos hexadecimais em cada
byte de memoria, ou seja, nimeros correspondentes de 0 a 255

em decimal. :
Os registos. permitem-nos realizar bastantes operagdes. Dis-
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pomos de instrugées como a LD para definir um valor, e outras
como ADD (‘‘somar’’) para somar o conteudo de dois registos.
Os programas sdo. guardados, como ja disse, sob a forma de uma
série de codigos. Por exemplo, a instrugdo ‘‘Carregar dado em
A’ é representada por dois nimeros hexadecimais:

LD Ad ————— 3Ed

O primeiro numero é 3E, em hexadecimal, que indica o facto
de querermos carregar um valor em A; o segundo, ‘‘d’’, designa o
nimero de um byte que queremos carregar neste registo. Se
quisermos carregar um par de registos, por exemplo o BC,
devemos indicar nimeros de dois bytes, mas estes sao normal-
mente representados.em .codigo-maquina pela ordem inversa:

LD BC, 15 6A —— 01 6A 15

O primeiro valor, 01, indica que vamos carregar um valor em
BC; o segundo é o byte ‘‘menos significativo’” do dado, isto €, os
dois algarismos que normalmente seriam escritos do lado direito;
o terceiro nimero corresponde ao byte ‘‘mais significativo” ou
seja, aos dois algarismos que normalmente seriam escritos a
esquerda.

Existem muitas outras instrugdes, sendo possivel encontrar
um resumo destas no Apéndice D. O leitor ji deve conhecer as
instrugoes de carga (‘‘load’’), as instrugdes aritméticas como a
ADD (somar) e SUB (subtrair), a instrugdo RET (rétorno no final
da execugdo da rotina em cddigo-mdquina) e ter alguns conheci-
mentos sobre o ‘‘stack’’ se bem que este venha a ser referido mais
adiante.

Se descobrir num programa uma instru¢ao que nao compre-
ende e nao for explicada suficientemente ao longo do livro,
podera encontrar a sua descricao no Apéndice A. :

Ao longo do livro utilizei um programa hexadecimal, em
Basic, para introduzir programas em cddigo-maquina no compu-.
tador. Se possuir um dos programas de montagem (auxiliares para
desenvolvimento de programas) que existem no mercado, use-o.
Todas as listagens existentes no livro indicam’ os enderecos € 0s
cgddgo, a cxrregar neles. Note por outro lado que usamos a base
hexadecimal em todas as listagens, mas que no texto que se segue
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a0s numeros se encontra normalmente ‘‘hex’’ ou ‘‘decimal’’ para
esclarecer qual o tipo de nimero usado. Se possui um programa
Assembler pode introduzir na maquina os programas aqui apresen-
tados em mnemonicas, mas verifique se o seu Assembler aceita as
mnemonicas ‘‘standard’’ para o Z80 e pode converté-las em
codigo-maquina carregado a partir dos enderegos indicados.

No segundo capitulo comegaremos por estudar os varios
métodos de executar saltos no interior de um programa. Em
seguida estudaremos o modo como o computador pode tomar
decisoes, indicando como exemplo um programa para producao
de caracteres com o dobro da altura normal. No capitulo trés
estudaremos os bits que formam cada byte, o modo de actuar
sobre eles e de verificar o estado em que se encontram, e
estuadaremos como exemplo o ficheiro de atributos.

Terminaremos o capitulo trés com um programa que permite
ao Spectrum transformar-se numa maquina de escrever ‘‘inteli-
gente’’. O capitulo quatro trata das instrugdes l6gicas XOR, AND
e OR, usando novamente o ficheiro de atributos como exemplo.
O capitulo seguinte estudara as instrugdes de rotagao e os seus
usos; e referira os decimais codificados em binario e o modo de os
usar com instrucoes do Z80.

O capitulo sexto é dedicado aos ‘‘ports’’ de entrada/saida, e
discute o modo como um computador comunica com o mundo
exterior ¢ as maneiras de nos servirmos desse conhecimento.
Dedicaremos algum tempo a estudar a produgao de efeitos sonoros
pelo Spectrum. O dltimo capitulo é dedicado a um topico directa-
mente relacionado com o hardware — o sistema de interrupgao.
Este é explicado recorrendo ao auxilio de material presente na
ROM, sendo descritos os dois tipos de interrupgdes e os . trés
modos que estas podem assumir.

No final do livro encontram-se quatro apéndices que listam
nimeros decimais e hexadecimais, os respectivos cédigos ASCII e
as mnemonicas Z80; o modo como as instrucoes Z80 influem
sobre as ‘‘flags’’; as variaveis de sistema, dando alguns esclare-
cimentos sobre elas; ¢ finalmente as definigdes de todos os tipos
de instrugdes usadas pelo microprocessador Z80.

Depois de fazer esta breve resenha do que vira a ser tratado
no livro, podemos passar ao nosso primeiro topico: a execugao de
saltos em cddigo-maquina, um aspecto essencial de qualquer
programa nesta linguagem.
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Quando se programa em Basic € muitas vezes necessario
enviar a execugdo para uma parte diferente daquela onde nos
encontramos. E facil fazé-lo recorrendo a declaragao GOTO. Esta
instru¢ao nao necessita sequer de ser seguida de um numero, que
pode ser substituido por uma expressao. Esta possibilidade de
empregar uma expressao como

GO TO 10 * A + 100

permite-nos executar saltos dentro de um programa de uma forma
bastante versatil. A palavra ‘‘salto’” é de facto mais apropriada a
uso em cédigo-maquina do que em Basic. Mas € de qualquer
modo uma palavra suficientemente boa para qualquer linguagem
que nos permita ‘‘mover-nos’’ de um ponto de um programa para
outro.

Em cédigo-maquina tudo se passa de um modo levemente
diferente. Nao existem ‘‘expressdes’’, mas dispomos de dois tipos
diferentes de ‘‘instrugdo’ para dizer ao microprocessador do
Spectrum (um Z80-A, como deveria saber) que passe para outro
ponto de um programa.

Mas como é habitual o cédigo-maquina parece dispor de
solugdes mais complicadas para tudo. Comecemos portanto por
estudar o nosso caro amigo Contador de Programa (PC), a fim de
tornar mais claras algumas explicagdes futuras.

No interior de uma CPU (unidade processadora central) Z80
existem muitos registos, mais do que em muitas outras CPU’s,
que nos sio muito uteis em programagao. Alguns sao quase
exclusivamente usados pela CPU para sua propria consulta, equi-
valente até certo ponto as varidveis de sistema. Um destes € 0
Contador de Programa. '

O Contador de Programa indica & CPU a Jocalizagao da
instrucao que esta a executar. Consideremos o programa seguinte.

8000 LD A,10 3E 10
8002 LD B,08 06 08
8004 ADD A,B 80
8005 RET C9

A esquerda vemos enderegos a partir de 8000. E neles que se
encontra guardado o codigo a executar. Olhando para este, verifi-

16

camos que se comega por carregar 10 hexadecimal no registo A.
Mantenha presente que trabalharemos sempre em hexadecimal,
sendo ficara certamente confuso! Em seguida carrega-se 08 hexa-
decimal no registo B. Depois somam-se os contetidos dos registos
A e B. A instrucio RET reenvia-nos ao comando Basic.
Voltemos ao Contador de Programa. A medida que a CPU
¢‘]&”’ cada instrucao, o contador de Programa passa ao enderego
seguinte. De inicio, ao executarmos o programa acima, o Conta-
dor de Programa (PC) guarda o enderego 8000 (ou seja aquele
onde se encontra a primeira instrugdo). A CPU reconhece que
deve carregar no registo A um ‘‘valor directo’’, ¢ portanto 1é-o no
enderego seguinte, 8001, nesse momento disponivel no Contador
de Programa que entretanto foi incrementado. A CPU carrega
aquele valor, 10 hexa, no Acumulador (registo A), e entretanto o
PC é novamente incrementado de modo a permitir a leitura da
instrugio seguinte no enderego 8002. Este processo € continuado
até ser lida uma instrugio que mande executar um salto; neste
caso existe uma instrugdo RET, mas por agora nao falaremos dela.
O leitor perguntara talvez ‘‘como posso ordenar a CPU que
dé um salto?’’. Convira portanto esclarecer este ponto. Utilizamos
a instrucio JP seguida de um enderego (para onde se deseja
saltar). Esta instrucdo é de facto muito semelhante a GO TO,
exceptuando o facto de ndo se poder aqui utilizar expressoes; €
possivel usar alguns registos mas falaremos do assunto mais tarde.
Observemos por agora 0 pequeno programa que se segue.

8000 LD A,10
8002 LD B,01
8004 ADD A,B
8005 JP 8004

Este programa carrega 10 hexadecimal no Acumulador e 01
hexadecimal no registo B. Em seguida soma B a A. A instrugao
que se segue obriga a execugdo a saltar para o endereco 8004,
onde B é novamente somado a A. Esta operagao continua indefi-
nidamente, a menos que o leitor tropece como ¢ habitual no cabo
de alimentag@o...

O que de facto acontece é que quando a CPU encontra a
instrucdo JP 18 os dois bytes que se seguem e carrega o valor neles
contido no Contador de Programa. Este registo duplo passa
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portanto a conter um enderego diferente, 8004, o que leva por sua
vezaCPUa procurar a mstrugao seguinte no novo enderego. Note
0 modo coro o nimero 8004 é guardado no programa, comegan-
do por 04 e seguindo-se 80. Tenha sempre em conta este modo de
guardar niimeros quando estes ocupam dois bytes. No caso da
instrugdo JP, é sempre seguida de dois bytes.

Por exemplo se quiser saltar para o endereco 0001 ndo pode
esquecer o primeiro byte (ou seja, os dois primeiros zeros):

8000 JP 0001 C3 01 00

Observemos agora o programa que se segue:

8000 JP 8006 C3 06 80
8003 JP 8009 C3 09 80
8006 JP 8003 C3 03 80
8009 JP 8003 C3 03 80
800C RET ,

800D JP 800C C3 0C 380

A CPU atingira alguma vez a instrugdo RET que lhe permi-
tira voltar ao comando Basic?

Como o leitor ja deve ter compreendido, o cdédigo da instru-
¢do JP é C3 (hexadecimal), sendo seguida de dois bytes que
indicam a CPU o enderego para o qual deve saltar.

Existem outras formas da instrucdo JP, a maior parte das
quais estudaremos no segundo capitulo, mas vejamos ja algumas:

JP (HL)
P (IX)
P (IY)

Em Basic poderemos dizer:
GO TO A

Em c6digo-maquina podemos actuar do mesmo modo com
algumas limitagOes desde que usemos os ‘registos de indexagio ou
o par de registos. HL. O registo de indexagao IY ndo devera
porém ser usado porque afecta o funcionamento do Spectrum, se
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bem que nao permanentemente, sendo no entanto possivel que
provoque a perda do programa que se encontra na maquina.

JP (HL)

A instrucao anterior provoca um salto para o enderego con-
tido em HL. Por exemplo, se HL contém 700C (hexadecimal),
sera executado um salto para a instrugao que se encontra neste
enderego.

6FF9 01 02 00 - LD BC,0002
6FFC 21 00 70 LD HL,7000
6FFF E9 JP (HL)
7000 09 ADD  HL,BC
7001 E9 P (HL)
7002 C9 RET

O programa que acabamos de apresentar ndo € particular-
mente util, mas convira ao leitor tentar apreceber-se do modo
como funciona.

6FF9 — Carrega 2 em BC

6FFC — Carrega 7000 em HL

6FFF — Executa um salto para o enderego indicado em HL,
neste momento 7000.

7000 — Soma BC a HL, pelo que este ultimo registo passa a
conter 2 + 7000, ou seja, 7002.

7001 — Novo salto para o endereco em HL., desta vez 7002
(irrelevante dado que se trata do byte seguinte).

7002 — RET, retorno a Basic.

Podemos tentar agora introduzir alguns programas curtos no
seu Spectrum. O primeiro serd precisamente aquele de que acaba-
mos de falar, o que permitird ao leitor verificar como funciona.

Para introduzir um programa no Spectrum necessitaremos de
um pequeno programa Basic que guarde os valores necessarios na
memoria, acima da RAMTOP. Escreva o seguinte:

10 LET address = 26665
15 READ a$
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20 LET byte = 0

30 FOR'i = 1 TO 0 STEP —1

40 LET a = CODE a$ —55: IF a$<**."” THEN LET a=a+7

50 LET byte = byte + a * 16 + i: LET a$ = a$ (2 TO):
NEXT i :

60 POKE address, byte: LET address = address + 1:
IF LEN a$ =. 0 THEN GO TO 15

70 GO TO 20

80 DATA “‘010200°’,°“210070°",“E9’*,“09°*,*‘E9”,**C9”’

Este programa traduzird nimeros hexadecimais, guardando-
-os depois em qualquer ponto da ROM por nos escolhido. Na
linha 10 vemos que a varidvel ‘‘address’” (‘‘enderego’) foi
atribuido o valor 28665. Isto deve-se ao facto de a primeira
instrugio do programa em cddigo-maquina ser armazenada em
6FF9 (ou seja, 28665 em decimal).

Os cbdigos de operagdo, em hexadecimal, sdo guardados
numa declaragio DATA na linha 80. Baixamos a RAMTOP
usando a instrugio CLEAR com o sufixo 28600; trata-se de um
valor inferior ao necessario mas convém muitas vezes deixar
algum espago livre para alterar um programa, por exemplo.

Escreva em seguida:

RUN
O programa sera interrompido com a mensagem de erro:
Out of DATA Line 80

ou seja, falta de dados na linha 80. Esta mensagem nao € aqui
importante — acontece apenas que O programa nao sabe que ja
dispoe dos dados suficientes. : '

O programa é carregado em dez bytes da RAM, comegando
em 28665 decimal ou 6FF9 hexadecimal. Podemos: colocd-lo
agora em execucao — escreva:

PRINT USR 28665

Depois de dar entrada a esta ordem vera impresso no visor o
nimero dois.
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Este simples facto informa-nos ja de que a CPU atingiu a
instrugio RET no endereco 7002 (hexadecimal). Se assim nao
fosse o programa executaria um ciclo sem fim, o que nos obriga-
ria a desligar a mdquina da alimentagdo. O segundo aspecto
curioso é a impressao do nimero dois.

De facto, quando o Spectrum termina a execugao do nosso
programa em cdodigo-méquina (ao encontrar a instrugdo RET),
imprime no visor o valor contido no par de registos BC. Se
observarmos o programa verificaremos que contém a instrugao:

LD BC, 0002

que como sabemos carrega em BC o valor dois. E por isto que,
quando usamos o prefixo PRINT numa instrugao USR ¢ impresso
um valor. Nem sempre nos interessa porém que a maquina
imprima o valor de BC no visor; € isso que acontece por exemplo
num jogo. Mas podemos evitar isto usando a declaragao LET.
Usamos entdo uma variavel que ndo tem qualquer utilidade além
de respeitar a sintaxe da declaragio LET. Experimente:

LET variavel = USR 28665

Desta vez nada aparece escrito no visor, mas a rotina foi
executada do mesmo modo. Para ter a certeza, escreva:

PRINT variavel

Surpresa! Surgiu novamente no visor o mimero dois....

Por vezes queremos deslocar um programa de uma posigao
em memoria para outra. Por exemplo, escrevemos um programa
que deve ser guardado no topo da meméria de um Spectrum de
16 K. Mas um amigo deseja usar também o seu programa,
localizando-o porém no topo da memodria de um Spectrum de
48 K. Usando o programa carregador de Basic, devemos obvia--
mente alterar o valor da variavel ‘‘address’’, na linha 10. Mas se
tivermos usado a instrugdo JP no programa, teremos igualmente
de alterar o enderego indicado por esta.

7FFO LD B,08
7FE2 LD A4C
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TFF4 ADD A,B
TFFS JP  7FFF

7JFFF  RET

O programa anterior é o escrito para o Spectrum de 16 K.
Prolonga-se até 7FFF, o ultimo byte de memdria. Soma 08 a 4C
(hexadecimal), e em seguida salta para 7FFF onde ‘‘encontra’
uma instrugao RET que reenvia o comando para a Basic. Vejamos
0 que acontece se nos limitarmos a guarda-lo num endereco mais
elevado num Spectrum de 48 K:

FFFO LD B,08
FFF2 LD A,4C
FFF4 ADD A,B
FFF5 JP 7TFFF

FFFF  RET

O programa soma novamente 08 e 4C, mas em seguida salta
para 7FFF. Este byte pode conter qualquer coisa, e portanto €
necessario alterar a instrugao RET. Neste caso é facil fazer a
alteragao, mas imagine o que acontecera num programa com 50
instrucoes JP... Seria necessario algum tempo para alterd-las a
todas. Necessitamos portanto de um programa que possa Sser
“‘re-localizado’’ (‘‘relocatable’’, em inglés), isto €, de um progra-
ma que possa ser passado para um ponto diferente da memoria
sem necessidade de alteragoes.

Em cddigo-méaquina dispomos de uma instrugdo especial que
nos possibilita isto. Possui mais algumas limitagoes quando com-
parada 4 JP, mas continua a ser bastante versatil. Para-a usar

devemos no entanto compreender a convengdo designada pelo

nome ‘‘complemento para dois’’.

O salto em causa é chamado Salto Relativo (JR), sendo esta
mnemonica seguida de um nimero que especifica a quantidade de
bytes que devem ser ignorados e se o salto ¢ realizado para a
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frente ou para tras. Se o salto é executado para trds usa-se um
nimero negativo, e € aqui que se usa a convencio ‘‘complemento
para dois’’.

Normalmente a CPU trata apenas nimeros positivos, mas
por vezes, como acontece no caso dos saltos JR, pode reco-
nhecer certos tipos de numeros de um sé byte como sendo
negativos.

Para formar um ndmero negativo, digamos 10 (hexa-
decimal), subtraimo-lo de 100 hexadecimal (ou seja, de 256
decimal).

100 hex — 10 hex
256 dec — 16 dec

= FO (ou — 10 hex)
= 240 (ou -16 dec)

Estes dois calculos sao iguais, mas executados nas duas bases
hexadecimal e decimal. Talvez seja mais facil ao leitor realizar a
subtraccao em decimal, pelo que necessitara de fazer uma conver-
sdo. Pode utilizar o Apéndice A do Manual Sinclair ou o Apén-
dice A deste livro para converter os valores.

Entre as instrucdes Z80 existe porém uma instrucao que
realiza este calculo em nosso’ lugar:

NEG

Esta instrugdo transforma um niimero positivo que se encon-
tre no Acumulador num nimero negativo. Vamos experimentar
um pequeno programa para verificar os resultados desta instrugao.

Introduza na maquina o programa Basic ja listado, nao se
esquecendo porém de -escrever:

CLEAR 28600

Em seguida, utilize o programa em c6digo-maquina que se segue:

7000 3E 10 LD A,10
7002 ED 44 NEG

7004 4F LD C,A
7005 06 00 LD B,00
7007 C9 RET
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Note que NEG é uma instrugdo de dois bytes. Utiliza o
prefixo ED hexadecimal, e 44 como c6digo de operagdo.
Para carregar o programa no Spectrum altere a linha 80, a

linha DATA do programa Basic, para:
80 DATA “‘3E10”,“ED44”,**4F”*,*“0600”,‘C9"’
Altere ainda a linha 10 para:
10 LET address = 28672
Em seguida escreva:
RUN
e depois:
PRINT USR 28672

Tal como esperivamos surge NO Visor O nimero 240, a
resposta em decimal que obtivémos ja anteriormente.
Observemos o programa:

7000 — Carrega-se 10 hex em A

7002 — O valor em A ¢é tornado negativo

7004 — Passamos A para BC a fim de podermos ver a
resposta no Vvisor.

7005 — O byte mais significativo, B, ¢ eliminado porque nao
é necessario no caso de nimeros inferiores a 256.

7007 — RET reenvia o comando para Basic.

Vejamos agora o seguinte programa:

7000 OE 00 LD C,00
7002 06 01 LD B,01
7004 18 04 JR 700A
7006 OE 10 LD C,10
7008 06 00 LD B,00
700A C9 RET
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Primeiramente o programa limpa C e carrega em B o nimero
01 hexadecimal. Nestas condigoes BC passa a conter 0100.
Depois encontramos uma instrugao de salto relativo, significando
04 que sao ignorados quatro bytes — os correspondentes as
instrugoes LD C,10 e LD B,00, passando directamente a instrugéo
RET. O nimero que se segue a instrugdo JR, neste caso, conta
sempre a partir do byte correspondente quando positivo.

Se portanto se seguisse 08, seriam ignorados os oito bytes
seguintes.

Vejamos agora este segundo programa:

7000 C9 RET
7001 3E 10 LD A0

7003 06 06 LD  B,06

7005 80 ADD A,B

7006 18 F8 R 7000
7008 00 NOP

Se iniciarmos a execugdo pelo byte 7001, sera carregado
10 em A, 06 em B, somando-se em seguida o conteido dos
dois registos e atingindo uma instrugao de salto relativo. Desta
vez 0 nimero que se segue ao cddigo de operagao é negativo.
O salto é executado para tras, num total de oito bytes. Se
comecarmos na instrugio NOP encontraremos uma RET que
ordena a CPU que develva o comando a Basic. Verifiquemos
estas ‘‘contas’’:

256 — 8 = 242,
convertendo para hexadecimal:
242 = F8 hexadecimal

E de facto o nimero F8 que se segue 2 instrugdo JR, pelo que
tudo parece correcto.

Usando a complementagio para dois podemos usar nimeros
positivos entre 0 e 127 (decimal) ou negativos entre -1 e -128
(decimal). De facto, o 0 é contado como sendo positivo. Num
programa comprido ndo poderemos usar sempre a instrugéo JR,
porque os saltos deverdo ser feitos muitas vezes para bytes a

25



maior distAncia. Ndo é portanto possivel tornar todos os progra-
mas ‘‘re-localizaveis’’.
Estude o seguinte:

7000 18 FE JR 7000
7002 C9 RET

O leitor reconhecera certamente o facto de FE, em hexade-
cimal, ser interpretado como -2. O programa saltara portanto de
novo para a propria instrugao JR, mantendo-se nela indefinida-
mente, ou até a maquina ser desligada. :

Se nao se importa de introduzir novamente na maquina o
programa carregador em Basic (se é que o tirou da memdria do
computador), pode experimentar o programa atras.

Altere no entanto a linha 80 para:

80 DATA ““18FE”,“*C9”’
Carregue na tecla RUN, e em seguida escreva:
PRINT USR 28672

Nada parece acontecer!

De facto, a maquina estd a executar um ciclo sem fim...
Experimente carregar em BREAK — nada acontece ainda. Recor-
de que BREAK nao actua sobre programas em coédigo-maquina.
Mais tarde indicaremos a forma de recuperar esta fungdo; mas por
agora limitemo-nos a desligar o Spectrum como tinica forma de
parar a execugao do programa... ,

Por vezes, no decorrer de um programa, o leitor desejara usar
a mesma rotina bastantes vezes. Para nao se ver for¢ado a
escrevé- -la repetidamente, pode usar uma subrotina. As subro-
tinas em codigo-méaquina sao semelhantes as que usamos em
Basic. A instrugio GOSUB corresponde em cédigo.a instrugao

CALL (‘“‘chamar’), e a declaragdo RETURN corresponde. em,

codigo RET. )

Quando usamos cddigo-maquina no Spectrum, a nossa rotina
¢ de facto uma subrotina chamada pela ROM. Quando queremos
que a rotina termine voltando a ROM (e portanto a linguagem de
comando Basic), temos de usar a instrugao RET.
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CALL utiliza um enderego directo, isto é, um enderego que €
carregado directamente em PC e nunca pode ser calculado relati-
vamente como nas instrucoes JR. Nao existe qualquer forma
relativa da instrugao CALL, o que dificulta também a escrita de
programas que possam ser carregados em qualquer endereco da
RAM.

O programa que se segue soma os dois nimeros de dois bytes
guardados em BC e DE, colocando o resultado em HL.

7000 60 LD HB
7001 69 LD L,.C
7002 19 ADD HL,DE
7003 C9 RET

Esta escrito sob a forma de uma subrotina, e acrescentamos
agora um curto programa para a utilizar:

7004 01 4C 2A LD BC,2A4C
7007 11 7E 4D LD DE,4D7E
700A CD 00 70 CALL 7000
700D 44 LD B,H
700E 4D LD C,L

700F C9 RET

Este programa carrega 2A4C em BC e 4D7E em DE, cha-
mando em seguida a subrotina ‘‘somar’’. O resultado é novamente
cgrregado em BC, o que nos permite imprimir o resultado no
visor, em decimal, quando voltamos a Basic. Vamos executar este
programa, alterando porém a linha: 10 para:

10 LET address = 28672

E a linha 80 para:

80 DATA ““60°°,69",°19,°C9”,**014C2A"*,*“117E4D”’,
G‘CDOO70’7,G‘44”’6$4D”

Escreva RUN e
PRINT USR 28672
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O programa imprime no Visor o niimero 30666; € este o valor
da resposta em -decimal.

Existem certas subrotinas muito Uteis em certos programas.
Por exemplo, no sétimo capitulo inclui-se uma que verifica se se
carregou na tecla BREAK. A propria ROM contém muitas subro-
tinas tuteis, duas das quais estudaremos mais adiante.

Como o leitor ja notou, o codigo hexadecimal de uma
chamada (‘‘CALL”’) incondicional € CD. A seguir escrevé-se _
enderego directo, em dois kytes, por exemplo:

CALL 70C0 — CD CO 70

Existem outras formas da instrugdo CALL, que acedem
subrotinas condicionalmente, mas s6 as estudaremos no proximo
capitulo. Por agora citemos um outro tipo de chamada de subro-
tina — a instrugdo RST (‘‘restart’’ — “‘recomegar’’). Esta instru-
¢do s6 permite no entanto aceder algumas subrotinas bem defini-
das ja existentes em ROM - as que se iniciam nos enderegos:

0000
0008
0010
0018
0020
0028
0030
0038

Esta instrugav é mais rapida do que as CALL, e apenas ocupa
um byte perque cada uma delas tem um codigo diferente:

RST 00 — C7
RST 08 — CF
RST 10 — D7
RST 18 — DF
RST 20 — E7
RST 28 — EF
RST 30 — F7
RST 38 — FF
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Talvez o leitor pergunte a si mesmo porque razao lhe falo no
assunto, visto que se trata de enderegos em ROM que ndo pode
inclui-los nos seus programas.

Erro! Entre estes enderecos encontra-se um dos mais impor-
tantes para o utilizador — o inicio da rotina em ROM que imprime
texto no visor, acedido pela instrugio RST 10. ;

Esta subrotina é uma espécie de mina de ouro para todos
aqueles que programam em codigo-maquina, e poupa todo o
trabatho de ter de reescrevé-la... Para a aceder devemos previa-
mente carregar em A o cédigo do caracter que desejamos impri-
mir, escrevendo em seguida a instrugdo RST 10. Por exemplo, se
quisermos imprimir “‘Ola’’:

LD A, 4F
RST 10
LD A, 6C
RST 10
LD A, 61
RST 10
RET

Em primeiro lugar carrega-se no Acumulador o nimero 4F
(hexadecimal). Se o leitor olhar para a tabela existente no Apén-
dice 1 do Manual Sinclair verificara que este nimero corresponde
a letra maitscula *“O”’. Em seguida, RST leva a CPU a executar a
rotina que se inicia no enderego. 10. (hexadecimal). Passamos
depois 2 impressao da letra ‘1’ ¢ da letra ‘‘a’’. Falta evidente-
mente o acento, e as:letras s3o impressas. normalmente: a preto
sobre fundo branco. Alterar este modo de imprimir a mensagem
obriga necessariamente a complicar o programa. Suponhamos que
o leitor quer imprimir o acento sobre o ‘‘a’’. Pode aproveitar para
isso a plica existente no teclado do Spectrum, cujo cédigo € 39
decimal (27 hexadecimal), como pode verificar no Apéndice A do
Manual Sinclair. Mas a letra ‘‘a’” deve ser impressa sob 0 acento,
e ndo a frente dele; dispomos no entanto de um cédigo de
retrocesso da posi¢io de impressao no conjunto de caracteres do
Spectrum (ainda no mesmo Apéndice A, o cédigo 8, “‘cursor
left’”). Executando a rotina de impressdo para todos estes codigos
o leitor conseguira o seu objectivo:
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LD A, 4F
RST 10
LD A, 6C
RST 10
LD A, 27
RST 10
LD A, 8
RST 10
LD A, 15
RST 10
LD A, 1
RST 10
LD A, 61
RST 10
RET

O leitor notara que além dos cddigos correspondentes as
letras e ao acento, e do cdédigo 8 correspondente ao retrocesso,
sdo ainda empregues dois outros valores: 15 e 1. 15 (hexadecimal)
é o codigo correspondente a OVER (consultar ainda o Apéndice
A) seguindo-se o 1 da habitual instrugio Basic OVER 1 que
permite neste caso imprimir o ‘‘a’’ na mesma posi¢ao em que ja
se encontra 0 acento sem O apagar.

Podemos usar 0 mesmo processo para imprimir as letras a
cores. Observemos novamente o Apéndice A, onde poderemos
constatar que o comando de cor (INK) é 10 hexadecimal. Se agora
enviarmos este cédigo para a rotina de impressao, seguindo-o de
um nimero entre 00 e 07, sera escolhida a cor correspondente a
este ultimo niimero! Experimentemos por exemplo um Pedro em
azul...

7000 3E 10 LD A, 10
7002 D7 RST 10
7003 3E 01 LD A01
7005 D7 RST 10
7006 3E 50 LD A,50
7008 D7 RST 10
7009 3E 65 LD A,65
700B D7 RST 10
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700C 3E 64 LD A,64

700E D7 RST 10
700F 3E 72 LD A72
7011 D7 RST 10
7012 3E 6F LD A,6F
7014 D7 RST 10
7015 C9 RET

Comegamos por enviar o valor 10 para o Acumulador antes
de aceder a rotina de impressdo; em seguida temos de indicar o
cddigo de cor, neste caso 01 designando azul. Se néo se tratar de
um cédigo valido (valido significa aqui entre 00 e 09) o compu-
tador devolve uma mensagem de erro:

K Invalid colour

Continuando a estudar o programa, o leitor facilmente identi-
fica os cddigos hexadecimais com as letras que formam a palavra
““Pedro’’, consultando o Apéndice 1. Note em particular que o
codigo de RST é D7. Talvez o leitor pense que o programa €
excessivamente comprido para imprimir apenas ‘‘Pedro’’. Este €
porém o método lento de construir o programa (apesar de muito
rapido em execugdo). Mais tarde o leitor conseguird descobrir um
método mais rapido. Se ndo conseguir, pode usar a minha rotina
descrita um pouco mais adiante. Vamos entao executar este iltimo
programa.

Altere a linha 10 do carregador para:

10 LET address = 28672
(se nao for ja isto...).
Em seguida altere a linha 80 do seguinte modo:
80 DATA “3E10’9"6D7’7’5‘3E01’,,56D7’7,‘63E50”,‘6D79"
_“3E65,,,“D7”,“3E64”,“D7”,“3E72",“D7”,
“3E6F”’65D79’, ‘Cg”

Depois de ter verificado se os dados estao certos, carregue
em RUN e:
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PRINT AT 0,0;;RANDOMIZE USR 28672

A primeira parte desta instrugao (Print at 0,0) define a
posigao onde serd impressa a palavra “‘Pedro’’. Observe o terceiro
bloco de dados na linha 80 do carregador, ‘*3E01”’. Experimente
substituir 01 por outra cor a fim_.de verificar se a rotina funciona
correctamente. Ndo se esqueca de que deve executar novamente 0
carregador antes de escrever a instrugao USR. Nao posso afirmar
que sei tudo, € um facto para o qual ndo encontro uma razao clara
¢ que quando se esquece 2 instrugio PRINT AT... executando
apenas a instrugao USR a palavra ‘‘Pedro’ & impressa durante
curtos instantes desaparecendo imediatamente a seguir. Experi-
mente por si mesmo:

RANDOMIZE USR 28672

Vé o que acontece? Descubra agora 0 que ¢ passa quando
escreve:

a) CLS:RANDOMIZE USR 28672

b) PRINT TAB 10:RANDOMIZE USR 28672
- ¢) PRINT’:RANDOMIZE USR 28672

d) PRINT;:RANDOMIZE USR 28672

e) PRINT,:RANDOMIZE USR 28672

E possivel fazer muito mais coisas usando uma rotina- de
impressao. Pode-se fazer cintilar (FLASH) uma mensagem, Ou
imprimi-la com maior brilho. Talvez o leitor ndo se importe de
olhar novamente para o famoso Apéndice A a fim de descobrir o
codigo do comando de FLASH. Com sorte descobrira que & 12
hexadecimal. Se nao conseguir O seu manual esta certamente mal
impresso, ou o leitor necessita de éculos! Para ‘‘ligar’” o FLASH
basta usar a seguir a 12 o numero 1 e para o desligar o numero 0;
0 mesmo Sse passa com O comando BRIGHT, cujo codigo € 13
hexadecimal e que ¢é ligado/desligado seguindo aquele codigo do
nimero 1/0. Tentemos dar alguma animagdo ao nosso Pedro
azul... Acrescentemos mais alguns dados no inicio da linha 80
(imediatamente antes de “‘3EI0°’):

3 ‘3E12”,“D7” ,“3E01 L] ,“D777 "L ‘3E13’7;“D’7,, ,4 ‘3E01”,“D7”
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Note que 9‘12 indica FLASH e 13 indica BRIGHT. Nao se
esqueca de verificar os dados. Execute o programa carregador,
finalmente escreva:

PRINT AT 0,0;;RANDOMIZE USR 28672

_ E possivel usar outros cédigos de comando — vejamos uma
lista destes:

06 — Move a posigao para a coluna 00 ou 16, a que estiver

a~seguir, tal como uma virgula incluida numa instru-
c¢ao PRINT.

08 — Estes quatro cédigos sdo usados pela maquina para

09 executa}r os comandos de cursor, deslocando este

0A para cima, para baixo, etc; nesta utilizagao,

0B porém, SO 08 (esquerda) actua, sendo usado para
imprimir ‘‘por cima’’ do que ja foi escrito, como se
de_screve no Manual Sinclair. Os outros cédigos impri-
mir um ponto de interrogagao.

10 ,INK) — J4 usamos este cddigo; recordamos que deve ser
seguido por um cédigo valido de cor (00 a 99), alte-
rando a cor de INK. '

11 (PAPER) — Tal como 10, este codigo define uma cor —
neste caso a de PAPER. Deve ser seguido igualmente
de um cddigo de cor valido.

12 (FLASH) — O cédigo 12 “‘liga” o FLASH quando €
seguido do valor 01, e ‘‘desliga-o’’ quando ¢ seguido
.do Valo_r 00. O cédigo 08 pode ser usado para uma
impressao “‘transparente’’, ou seja igual ao que esta por
baixo (esta questio é explicada no capitulo 16 do
Manual Sinclair).

13 (BRIGHT) — .Este codigo de comando altera a luminosi-
dade (ou seja o brilho) do visor, do mesmo modo ja
descrito para FLASH.

14 (INVERSE) — ‘‘Liga” e ‘‘desliga’ a impressao em in-
verso, do mesmo modo que BRIGHT.
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15 (OVER) — Este codigo € us_ado para i'mprimir sobre (zl(x)tr(;
caracter, apagando-o quando ’se.guldo do codigo 00 01(1) :(:ldigo
apagando quando seguido do coédigo 01. Juntamente com odie
de comando 08 pode ser usado para escrever letras‘ com ac ,
etc, como no exemplo de impressdo da palavra oia’’.
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II

IR OU NAO IR

(X3

J4 sabemos como executar saltos ‘‘absolutos’’ e relativos, e
como chamar uma subrotina e voltar dela. Interessa agora estudar
as decisoes; de facto, o computador ¢ definido como uma maquina
capaz de realizar decisdes logicas.

Decisoes, Decisoes...

A CPU toma decisoes baseando-se num udnico registo — o
registo ‘‘F’’ (de ‘‘Flags’’). Observemos melhor os bits do registo
F, listados em seguida:

BIT 0 — C, flag ‘‘carry’’ (transporte de uma unidade em
operacoes aritméticas).

— N, flag somar/subtrair.

— PJ/O, flag de paridade/‘‘overflow’’.

— Nao usado, sempre igual a zero.

— H, flag “‘half-carry”’.

— Nao usado, sempre igual a zero.

— Z, flag zero.

— S, flag de sinal.

N AN B LN -~

Como se pode verificar existem apenas seis ‘‘flags’’, nao
sendo usados dois dos bits. Cada bit esta associado a uma letra
ou duas que indicam o seu significado. Podemos ignorar a flag .
somar/subtrair (S) e a flag H porque a CPU ndo pode tomar
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decisdes baseando-se nelas, o que de resto pouca utilidade
teria.

As flags alteram-se quando sao executadas certas instrugdes €
sempre de modos bem definidos. Normalmente alteram-se quando
¢ realizada uma operagdo aritmética .no Acumulador; alteram-se
ainda quando se INCrementa ou DECrementa um registo, €
noutras situagoes. Por exemplo, se acrescentarmos 10 ao Acumu-
lador, as flags dir-nos-ao se o Acumulador passou a conter o valor
zero, se é negativo (seguindo a convengdo do completo para dois)
ou se ultrapassou o valor maximo que este registo pode conter
(‘“‘overflow’’) e provocou o transporte de uma unidade.

As “‘Flags”

A flag “‘carry”’ diz-nos se ocorreu ou nao um ‘‘overflow’’ no
registo. Por exemplo, s somarmos 10 a F3 (sempre em hexade-
cimal), obtemos 103 hexadecimal, um valor excessivamente
grande para um Unico byte; nestas condigdes o algarismo mais
significativo (um) € eliminado, deixando como resultado apenas
03. Mas F3 + 10 ndo é de facto igual a 03, e a flag “carry’’ €
passada ao valor 1 a fim de nos avisar do que se passou. Se pelo
contrario for excedido o menor nimero que pode ser contido no
byte (zero), a flag “‘carry’’ serd igualmente passada ao valor 1. Se
tirarmos 05 a 03 o resultado sera um nimero negativo, represen-
tado em complemento para dois. Mas nao sabemos se esse
niimero é um valor hexadecimal positivo ou um ndmero em
complemento para dois; podemos no entanto verificar o estado da
flag ‘‘carry’’ para verificar se foi ou pdo excedido o valor zero.

Flag paridade|*‘overflow’” . O uso desta flag e as condigoes
em que é passada ao valor um ou ao valor zero sao um pouco
complicados e ndo seria muito relevante explica-los nesta parte do
livro.

Flag zero. A utilidade desta flag é bastante simples: diz-nos
se o resultado da ultima operagio executada foi ou nao zero. Por
exemplo, carreguemos primeiramente o valor 02 hexadecimal no
registo B. Se agora usarmos a instrugao DEC B, a flag Zero sera
passada a zero porque B nao contém ainda o valor zero. Mas se
decrementarmos novamente B, este contera de facto o valor zero €
a flag Z sera passada ao valor 1 para indicar o facto. Esta flag €
extremamente util, e tornaremos a falar dela mais adiante.
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dois F;a%gl dedsznql. St? estan}os a usar a complementagao para
doi I; t.ag e sinal dir-nos-4 se o resultado da ltima operagio
egativo. Se tal acontecer esta flag serd passada ao valor um
se€ nao ao valor zero. '
As outras duas flags, as H e N, servem épenas de referéncia a

propria CPU — nio v
prop ale portanto a pena preocuparmo-nos com

Consideremos o exemplo seguinte:

LD A,10
LD B,10
SUB A,B

Subtrai-se 10 a 10, o i
0, 0 que deixa zero em A; a flag Z
portanto a 1. Como nao houve transporte, a flag C pasia a%a.ss:

flag de sinal é passada a 0 indi _
em A é positivo: icando que o valor final guardado

AN
oo

g

1. LD A,00
LD B,B5
ADD A, B
Z : 0 (Zero)
g : 0 (Carry)
: 1 (Si
2. LD A,00 (Sinab
SUB 20
Z : 0 (Zero)
C : 1 (Carry).
S 1 (Si
3. LD A,00 (Sinal
SUB B35
Z : 0 (Zero)
C : 1 (Carry)
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S : 0 (Sinal)
4, LD A,00
ADD 20

Z : 0 (Zero)

C : 0 (Carry)

S : 0 (Sinal)

Qual seria o valor resultante-se somassemos 10 hexadecimal
a 70 hexadecimal?

Que valores conteriam as flags Zero, Carry, e Sinal?

Em primeiro lugar, se somarmos 70 hexadecimal a 10 hexa-
decimal obteremos 80 hexadecimal ou —7F em complemento para
dois. Nem um nem outro destes valores € igual a zero, pelo que a
flag Z contém o valor zero. Nao foi ultrapassado o valor maximo
ou minimo possiveis, pelo que a flag Carry contém igualmente o
valor zero. '

Mas o bit 7 passa ao valor um, indicando que de acordo com
a convengao de complementagdo para dois o nimero € negativo,
pelo que a flag de sinal é passada a um.

_“‘Mas afinal para que servem estas flags?’’, perguntard o
leitor. Bom, usando as instrugdes JP, JR, CALL e RET nas suas
formas condicionais, podemos realizar saltos condicionados:

JP condigaol, nn nn
CALL condi¢aol, nn nn
JR condigao2, dis

RET condigaol

onde

condigdol = Z/NZ/NC/C/PO/PE/M/P
condicao2 =Z/NZ/NC/C

dis (deslocamento)= * nimero hexadecimal
nn nn=endere¢o hexadecimal

Como se pode ver, cada um dos saltos e a instrugao de
retorno utilizam agora um sufixo constituido por uma ou duas
letras. Vejamos o que estas letras significam:

Z = Flag Zero ao valor 1.
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NZ = Flag zero ao valor 0.

NC = Flag Carry ao valor 0.

C = Flag Carry ao valor 1.

PO = Flag P/V ao valor 0 (Paridade impar — Parity Odd)
PE = Flag P/V ao valor 1 (Paridade par — Parity Even)
M = Flag S ao valor 1 (negativo — Minus)

P = Flag S ao valor 0 (positivo).

Podemos portanto interpretar a instrucdo

JP Z,705C

como significando: ‘‘se o resultado da dltima operagio foi zero,
saltar para 705C”’. Do mesmo modo:.

CALL NC,700A

pode ser interpretada como : se a dltima operagio nido provocou
um tranqungz, chamar a subrotina que se inicia em 700A.

Por ““ultima operacéo’’ entendemos a tltima instrugdo capaz
de alterar as flags. Instrugdes como ‘‘LD’’ e muitas outras nao
actuam sobre as flags.

LD A,10
ADD A,05
LD B,03
LD HL,0735
RET Z

Quando, no exemplo acima, se atinge a instrugio RET Z, as
ﬂags,rftﬂe.ctem ainda o valor de A apds a instrugao ADD A,05.
As varias instrugées LD podem ser ignoradas quando se observa o
estado das flags. A seguir apresenta-se uma lista das instrugdes

capazes de alterar as flags que nos interessam, ou sej
s a as fla,
C, S e P/V. o o foge 2

ADC
ADD
AND
BIT
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CCF

Cp

CPJ

CPIR

CPDR

CPL

DAA

DEC (apenas em registos simples)

INC (apenas em registos simples)

IN

INI

IND

INIR

INDR i
LD A,I (note-se que estas sao as Unicas instrugoes LD que
afectam as flags)

LD AR

LDI

LDD

LDIR

LDDR

NEG

OR

OUTI

OUTD

OTIR

OTDR .
POP AF (as flags sdo definidas pelo byte superior do stack)
RLA

RL

RLCA

RLC

RLD

RRA

RR

RRCA

RRC

RRD

SBC

SCF

SLA
SRA
SRL
SUB
XOR

Ainda nao estudamos algumas destas instrugdes; mas por
enquanto nao se preocupe com O -assunto,

Como pode ver, a maior parte destas instrugdes tém a ver
com a execugao de operagdes matemdticas. Se deseja saber quais
as flags alteradas por cada instrugdo consulte o Apéndice C no
final do livro.

E muito vulgar utilizar as flags a seguir a instrugdes DEC e CP.

Em Basic podemos formar facilmente ciclos recorrendo as
instrugoes FOR... TO... (STEP)... NEXT. Em cédigo-maquina o
problema apresenta-se de outro modo, se bem que o principio
aplicado seja o0 mesmo. Em primeiro lugar, para formar um ciclo
bastante simples, carregamos num registo o niimero de vezes que
desejamos ver feita determinada coisa; em seguida, onde utiliza-
riamos um NEXT em Basic, decrementamos esse registo, € se nao
for igual a zero fazemos executar o ciclo de novo. Observe o
programa seguinte para tornar tudo isto mais claro. Imprime 5
letras ““A’’, usando RST 10 como descrevemos no capitulo 1.

7000 06 05 LD B,05
7002 3E 41 LD A41
7004 D7 RST 10

7005 05 DEC B

7006 20 FA JR NZ,7002
7008 C9 RET

Estudemos um pouco este programa:

7000 — Carrega-se em B o niimero 5 hexadecimal.

7002 — Carrega-se em A 41 hexadecimal, porque é este o
codigo de A.

7004 — Imprime o caracter.

7005 — B (o contador) € decrementado.

7006 — Se B nao for ainda igual a zero, reenvia a 7002 a
fim de imprimir um novo A — devido a instrucao
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JR NZ que significa ‘Salto relativo se a flag zero
nao for 1. :

O registo B é muitas vezes usado como contador. Isto
deve-se ao facto de dispormos de uma instrugdo muito util que se
aplica exclusivamente ao registo B:

DINZ (dis) 10 xx

A instrucao combina ‘DEC B’’ e ‘‘JR NZ”’ numa tnica
ordem, e -apresenta duas vantagens: ,

a) Gasta menos memoria — dois dnicos bytes, um para a
instrugao e outro para o deslocamento.

b) E executada mais rapidamente do que DEC B ¢ JR'NZ, o
que pode por vezes ser uma questdo critica em ciclos a executar
em tempos rigorosos.

Podemos portanto poupar um byte e reescrever o programa
do seguinte modo:

7000 06 05 LD B,05
7002 3E 41 LD A41
7004 D7 RST 10
7005 10 FA DINZ 7001
7007 C9 RET

Introduza esta versdao modificada no computador, alterando
do seguinte modo a linha 80:

80 DATA ‘0605’’,*‘3E41”’,“D7°*,*‘10FA”*,*‘C9”
Assegure que a linha 10 é:
10 LET adress=28672
Depois de fazer tudo isto e verificado os dados, escreva
RUN

e em seguida

PRINT AT 0,0;:RANDOMIZE USR 28672
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Nao se esqueca de que necessitamos da ordem PRINT AT
0,0 porque de outro modo o Spectrum pensa que estd a montar
uma linha e quando termina limpa o visor. Se tudo estiver certo, o
leitor observara agora cinco A’s maidsculos no visor.

Este modo de executar ciclos é optimo, mas que acontecera
se desejar cumprir um ciclo entre os valores 10 e 20? Este sistema
ja ndo servird porque depende de uma contagem que termina em
0. E aqui que se torna muito util a instrugdo de comparagao:

CP

O significado literal ¢ ‘‘Compare o que se segue com o
conteido do Acumulador’’. O resultado da comparagao ¢é reflecti-
do no estado das flags. A instrugdo subtrai o dado que se segue ao
conteudo de A sem colocar o resultado em A — limita-se a
actualizar as flags para o resultado.

O dado que se segue a instrugdo pode ser um registo de um
linico byte, um niimero ou uma posi¢ao em memoria indicada por
HL, IX+ deslocamento ou IY + deslocamento.

CP nn FE nn
CP A BF
CP B B8
CP C B9
CP D BA
CP E BB
CP H BC
CP L BD
CP (HL) BE
CP (IX+ (dis)) DD BE
CP (IY +(dis)) FD BE

A frente de cada instrugdo de comparagio apresentamos os
cédigos correspondes.

A instrugdo de comparagao é muito util para resolugio de
situagbes que em Basic empregam as declaracoes IF... THEN; por
exemplo, se compararmos com 20 e se A contiver 20 a flag Z sera
passada a 1 (20—20=0), se A for menor do que 20 a flag C sera
passada a 1, e se A for maior do que 20 a flag C sera passada a 0.

As situagdes que apresentamos em seguida podem ser consi-
deradas quase como tendo o significado que Thes damos em Basic:
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1. CP 5F
JP Z,7000

Como pode verificar, é subtraido teoricamente SF ao con-
teado de A. Neste caso, se o célculo produz zero, ¢ realizado o
salto. Este resultado sé sera obtido se em A estiver também SF;
poderiamos portanto escrever:

IF A=5F (hex) THEN GOTO 7000 (hex)

2. CP 2C
JP C,7000

Neste caso subtrai-se teoricamente 2C a A (nio se esquega de
que dizemos ‘‘teoricamente’’ porque o resultado nunca é colqcado.
em A). Se A for maior do que 2C, a subtragio desta quantlflade
dard um resultado positivo. Mas se A é inferior a %C, dara um
resultado negativo, passando a 1 a flag Carry. Poderiamos escre-
ver isto sob a seguinte forma:

IF A <2C (hex) THEN GOTO 7000 (hex)

3. CP 10
JP NC,7000

Se tirarmos 10 a A e este registo contiver um mime.ro
superior a 10, o resultado sera positivo. Isto §ignifica que nao
havera transporte, e portanto a flag Carry passara a zero. Podemos
portanto escrever:

IF A > 10 (hex) THEN GOTO 7000 (hex)

Voltemos agora ao nosso problema de um ciclq que nao
termine em zero. Observe o seguinte; trata-se de um ciclo que €
cumprido entre 10 hexadecimal e 1F hexadecimal.

7000 3E 10 LD A,10
7002 3C INC A
7003 FE 20 CP 20
7005 20 FB R NZ,7002
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7007 C9 RET

Primeiramente carrega-se 10 em A, sendo este o valor a que o
ciclo se deve iniciar. Em seguida o Acumulador é incrementado
(em 7002), e em seguida ““CP 20"’ compara 20 com o contetido do
Acumulador; se este nio contém 20 a flag Z é passada a zero,
sendo executado um salto para 7002. Comparamos com 20 porque
¢ superior em uma unidade ao dltimo valor que pretendemos. Se
comparassemos com 1F A seria incrementado em 1E passando a
conter 1F, o salto seria executado e o ciclo nio seria executado para 1F.

Desenvolvendo este programa, vejamos um outro que impri-
me ““A’s’’ nas colunas 16 a 31 em decimal, ou 10 a IF em
hexadecimal.

7000 06 10 LD B,10
7002 3E 17 LD A,17
7004 D7 RST 10
7005 78 LD AB
7006 D7 RST 10
7007 3E 41 LD A 41
7009 D7 RST 10
700A 78 LD AB
700B FE 20 Cp 20
700D 20 F3 JR NZ,7002
700F C9 RET

7000 B recebe o valor 10 em vez de A, porque necessitamos
deste Gltimo registo para executar a impressao.

7002 Carrega-se em A o nimero 17 hexadecimal, que cons-
titui o codigo de comando de TAB.

7004 O comando de TAB é “‘enviado”.

7005 Passamos agora o nimero da coluna, que se encontra
em B, para o Acumulador.

7006 E ‘“‘enviado’’ o nimero da coluna.

7007 Carrega-se em seguida em A o codigo da letra ““A’’,

7009 E impressa a letra A.

700A Passamos agora o valor em B para A, a fim de
podermos compara-lo.

700B Compara-se com 20, porque o ultimo valor que dese-
jamos utilizar é IF (31 decimal).
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700D Se o acumulador ainda nao ¢ 20 é impresso um novo

caracter.
700F Retorno aoc comando Basic.

No caso de ciclos que usem registos de um so byte a
programagao € bastante simples, mas quando necessitamos de
fazer uma contagem envolvendo nimeros de dois bytes a questéo
torna-se mais complicada. A decrementagao de um registo de dois
bytes afecta as flags pelo que estas nao dardao os resultados
pretendidos. Nao € portanto possivel fazer o seguinte, por

exemplo:

LD BC,062D
DEC BC
JR NZ...

Discutiremos o modo de resolver este problema no Capitulo
IV, onde estudaremos todas as instrugbes que actuam *‘logica-
mente’’ sobre um registo.

O Conjunto de Caracteres

Antes de apresentar uma pequena rotina que permita impri-
mir caracteres com o dobro da altura normal, convira rever o que
se passa com o conjunto de caracteres usado pelo Spectrum.

Ainda bem que o computador permite o uso de caracteres
definidos pelo utilizador, porque o leitor ja estara familiarizado
com o assunto € nao necessito de prolongar aqui uma explicagao
sobre ele. Todos sabemos que cada caracter ¢ constituido por 64
pontos formando um quadrado de oito vezes oito pontos (ou
pixels). Muitos saberdo ainda que cada fiada de oito pontos €
guardada em memdria sob a forma de oito bits, ou um byte.
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12864 32 16 8 4 2 1
00000000 00
00111100  3C
01000010 42
01000010 42
01111110 7E
01000010 42
01000010 42
’ 00000000 00

) O conjunto de caracteres normalmente usado pelo Spe

esta guardado em ROM a partir do endereco 3000phexa(icci$rln
Este conjunto define todos os caracteres desde o ‘‘espago’” até a(;
simbolo de copyright. Os gréficos definidos pelo utilizador encon-
tram-§q guardados noutro ponto da meméria. Podemos no entanto
redefinir o conjunto de caracteres usado pela mdquina, guardando
0 novo conjunto a partir de um endereco RAM apropriado e
alte'r,eme o valor da varidvel de sistema CHARS (5C36). Esta
variavel contém normalmente o valor 3C00, igual ao enderégo do
conjunto de caracteres menos 100 hexadecimal (256 decimal). Ao
definirmos um novo conjunto de caracteres devemos também
guardar nesta variavel o novo enderego menos 100 hexadecimal
para que a miquina o possa encontrar. ' v

Caracteres de altura dupla

Para criar um caracter com o dobro da altura normal somos
de facto forgados a criar dois conjuntos de caracteres. Um conters
a metadp superior de todas as letras, e o.outro conteri a sua
metade inferior. Para produzir estes dois conjuntos de caracteres
poderemos partir do conjunto original e ‘‘esticar’’ cada caracter
de modo a ocupar o espago de dois em altura. Por exemplo, no
caso da letra A, podemos obter o caracter do modo indicad(; na
figura da pdgina seguinte.
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Metade
superior

Metade
inferior

Assim, os quatro bytes superiores sdo duplicados de modo a
obter os oito bytes superiores do novo caracter; os quatro bytes
inferiores do original s@o do mesmo modo transformados nos oito
bytes da metade inferior do novo caracter.

Recorrendo a um programa em cédigo-maquina podemos
realizar este trabalho com grande rapidez. Em primeiro lugar
negessitamos de um ciclo ‘‘exterior’’ que execute cada um dos 96
caracteres. Depois necessitaremos de um ciclo interior que trate a
parte superior de cada caracter, e outro que trate a parte inferior
destes.

O programa funcionard portanto do seguinte modo:

TRATAR CADA CARACTER <——

TRATAR ME’LTADE SUPERIOR<-[

TRATAR ME'!TADE INFERIOR%,

CARACTER SEGUINTE
48

Teremos de decidir agora onde convird guardar ambos os
conjuntos de caracteres. O melhor local sera acima da RAMTOP,
para nao serem corrompidos por outros programas. Se dispomos
de um programa Disassembler ou Monitor ji localizado acima da
RAMTOP, teremos de alterar os enderegos. Onde diz PUT1 e
PUT?2, na primeira parte do programa, use os enderecos seguintes:

48K: (PUT1);FA (PUT2);FD
16K: (PUT2);7A (PUT2);7D

A nossa primeira tarefa consistird em construir um ciclo que
processe cada um dos caracteres. Necessitamos de utilizar dois
enderegos, que nos indicarao a inicio de cada um dos conjuntos de
caracteres.

LD HL,BOTSET 21 00 (PUT2)
PUSH HL E5

LD HL,TOPSET 21 00 (PUT1)
LD DE,SNCET 11 00 3D
LD C,60 OE 60

Definimos portanto o enderego da parte inferior (BOTSET) e
guardamo-lo no stack. Definimos em seguida o enderego da parte
superior (TOPSET) e deixamo-lo em HL. Carregamos DE com o
valor SNCSET (3000), que € o inicio do conjunto de caracteres
normal do Spectrum. Finalmente carregamos em C o valor 60
hexadecimal porque é necessario tratar 96 (60 em hexadecimal)
caracteres. Em seguida tratamos do ciclo 'de execugio da metade
superior de cada caracter.

TPHALF LD B,04 06 04
TSLICE. LD A,(DE) 1A
LD (HL),A 77

INC HL 23
LD (HL),A 77
INC (HL) 23
INC DE 13

DJNZ TSLICE 10 F8
Note que a primeira instrucdo carrega quatro em B. Define-se
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assim B como contador, e como temos de construir quatro grupos
de dois bytes iguais em cada meio-caracter é carregado com 4.
Em seguida carrega-se no Acumulador o byte enderegado por DE;
recordemos que este par de registos indica o conjunto de caracte-
res normal do Spectrum. Este byte & agora transferido para o
primeiro conjunto de caracteres novos. Em seguida.incrementa-se
HL e o novo byte é novamente guardado em (HL) (recorde-se de
que temos de duplicar cada byte para ‘‘esticar’’ a letra). Em
seguida, DE ¢é incrementado, passando a indicar o segundo byte
do caracter original.

Este processo ¢ repetido quatro vezes usando a instrugdo
DINZ que ja estudamos anteriormente.

O ultimo passo antes de encerrarmos o ciclo exterior consiste
em construir a metade inferior do caracter. Isto é feito ‘de uma
maneira muito semelhante a usada para a metade superior.

EX HL,(SP) E3
LD B,(04) 06 04

BSLICE LD A,(DE) 1A
LD (HL),A 77
INC HL 23
LD (HL),A 77
INC HL 23
INC DE 13
DJNZ BSLICE 10 F8
EX HL,(SP) E3
DEC C oD
JR NZ,TPHALF 20 E6
POP HL El
RET C9

Este sector do programa inicia-se de modo diferente, por uma
instrucao EX HL,(SP). Para os ndo iniciados, esta instrugao muito
util serve apenas para substituir o valor em HL pelo que se
encontra no stack. Usamo-la aqui para substituir em HL o ende-
rego do primeiro conjunto de caracteres pelo do segundo con-
junto. Apés DINZ BSLICE encontra-se -outra EX HL(SP), que
obriga novamente HL a apontar para o primeiro conjunto de
caracteres. C é entdo decrementado, e se nao for zero executa um
salto relativo para construir o caracter.seguinte.' Se ja nao houver
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mais caracteres sao executadas as duas ultimas instrugdes, POP
HL e RET. A primeira serve para remover o ultimo valor-do
stack, que indica a posigao do primeiro conjunto de caracteres.

7000 21 00 7D LD HL,7D00
7003 ES PUSH HL

7004 21 00 7A LD . HL,7A00
7007 11 00 3D LD DE,3D00

700A OE 60 LD C,60
700C 06 04 LD . B,04
700E 1A LD A,(DE)
700F 77 LD (HL),A
7010 23 INC HL
7011 77 LD (HL),A
7012 23 INC HL
7013 13 INC DE
7014 10 F8 DINZ 700E
7016 E3 EX (SP),HL
7017 06 04 LD B,04
7019 1A LD A,(DE)
701A 77 LD (HL),A
701B 23 INC HL
701C 77 LD (HL),A
701D 23 INC HL
701E 13 INC DE
701F 10 F8 DINZ 7019
7021 E3 EX (SP),HL.
7022 0D DEC C

7023 20 E7 JR NZ,700C
7025 El POP HL
7026 C9 RET

Para fazer funcionar esta rotina introduza os cddigos hexa-
decimais em declaracdes DATA no final do carregador. Néo se
esquega de usar os nimeros mais apropriados a 16K ou 48K
(conforme a maquina que estiver a usar). No programa escrevi os
valores para 16K, mas se os utilizadores de maquinas de 48K
voltarem um pouco atrds verao como os devem alterar. Se estiver
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a usar um programa Monitor de codigo-maquina que utilize os
enderegos 7A00 a 7FFF em 16K ou FA0O a FFFF em 48K, tera de
fazer algumas alteragoes nos enderegos senéo o programa formara
0s novos conjuntos de caracteres em enderecos ja ocupados pelo
Monitor...

Vejamos agora o modo de usar o nosso gerador de caracteres
duplos. Partindo do principio de que ja deu entrada a todos os
dados e fez executar o carregador, interessar-lhe-a certamente
saber como pode usar as novas letras.

Primeiramente devera definir duas variaveis:

Para a maquina de 16K — LET top = 121
LET bot = 124
Para a maquina de 48K — LET top = 249
LET bot = 252

Imaginemos agora que pretende imprimir a palavra ‘‘Hello’’:

10 POKE 23607,top: PRINT ‘‘Hello™
20 POKE 23607,bot: PRINT ‘‘Hello’”:POKE 23607,60

Na primeira linha fazemos apontar a varidvel CHARS (uma
variavel de sistema, veja o Apéndice C) para o conjunto de
caracteres superior. A maquina imprime entao as metades superio-
res dos caracteres. Para podermos acrescentar a metade inferior
dos caracteres imediatamente abaixo usamos novamente a declara-
¢d0 POKE levando CHARS a apontar para o segundo conjunto de
caracteres. O ultimo POKE da linha 20 é necessario para voltar ao
conjunto de caracteres normal do ZX Spectrum.

Veja o que acontece quando se faz:

POKE 23607,top
em modo directo. Do mesmo modo, experimente:
POKE 23607,0

Porque razao se altera a aparéncia do visor?
Consegue encontrar uma utilidade para isto?
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OS BITS

Como o leitor sabe certamente cada byte ¢ constituido por
oito bits. Cada um destes é um algarismo bindrio. A soma de
todos estes algarismos constitui um byte. Por vezes usamos um
byte nao no seu conjunto, como uma ‘‘palavra de oito bits’’, mas
como um conjunto-de bits independentes, usados como *“flags’’
ou para indicar nimeros menores. Ji observamos o registo F e os
seus bits, usados independentemente uns dos outros, € o modo
como cada um destes bits nos diz alguma coisa sobre a ultima
operagdo ou comparagao executadas em coédigo. O Ficheiro de
Atributos (que se inicia em 5800 hexadecimal) dispde de um byte
para indicar as caracteristicas em termos de cor, brilho, etc. de
cada posigio de caracter no visor. Cada byte de atributos indica
ao processador a cor da tinta, a cor de fundo e o facto de essa
posicdo ter uma cor mais brilhante ou estar a cilintar.

Vejamos como se distribuem os byts de atributos:

i 71615 4 31 2 1 0 1
l | l'————l———L INK

BRIGHT

FLASH
Se quisermos fazer cintilar um caracter, passamos ao nivel 1

o bit 7 do correspondente byte de atributos, nao sendo necessario

alterar qualquer dos outros bits. Para conseguir isto dispomos da

instrugao:
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SET

O programa que se segue faz cintilar o primeiro caracter do
visor:

7000 21 00 58 LD  HL,5800
7003 CB FE SET  7,(HL)
7005 C9 RET

7000 Carrega-se em HL o valor 5800 hexadecimal. E este o
enderego do primeiro byte de atributos.

7003 A instrugao SET passa a 1 o bit 7 da posigao (HL), e
como HL aponta para o primeiro atributo € o bit 7
corresponde a ‘‘flash’’, o primeiro caracter passa a
cintilar.

7004 Retorno ao comando. Basic.

- A instrugao SET apenas passa a 1 o bit especificado — deixa
todos os bits tal como estao. Pode ser usada para alterar o estado
de qualquer bit (0 a 7) de qualquer registo simples (A,B,C,D,E,H,
ou L) ou qualquer posicao indicada por (HL), (IX + deslocamento)
ou (1Y + deslocamento). Vejamos em seguida uma lista das instru-
goes SET (x é um ndmero qualquer entre 0 e 7):

SET (x),A

SET (x),B

SET (x),C

SET (x),D

SET (x),E

SET (x),H

SET (x),L

SET (x),(HL)
SET (x),(IY +dis)
SET (x),(IX +dis)

Para complementar a instru¢cdo SET existe ainda a instrucdo
RES. Actua de um modo muito semelhante a instrugao anterior,
passando no entanto o bit apropriado a zero.

RES (x),A
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RES (x),B

RES (x),C

RES (x),D

RES (x),E

RES (x),H

RES (x),L

RES (x),(HL)
RES (x),(IY +dis)
RES (x),(IX +dis)

Assim, se quisermos que o primeiro caracter deixe de cintilar
podemos passar o bit 7 para 0, usando a instrugdo RES.

7000 21 00 358 LD HL,5800
7003 CB BE RES 7,HL)
7005 C9 RET

Como existem tantas instrucoes SET e RES diferentes perde-
riamos muito espago a lista-las completamente, mas o leitor pode
encontra-las no Apéndice A deste livro ou do manual Sinclair.

O programa que se segue demonstra o uso da instru¢ao SET,
colocando em ‘‘flash’” as oito linhas superiores do visor.

7000 21 00 58 LD HL,5800
7003 06 00 LD B,00
7005 CB FE SET  7,(HL)
7007 23 INC© HL.
7008 10 FB DINZ 7005
700A C9 RET

7000 Carrega-se em HL o enderego do primeiro byte, 5800.

7003 Carrega-se em B, usado como contador, o valor 00 de
modo a preencher os primeiros 256 bytes.

7005 Passa-se a um o bit *‘flash’’ da posigdo indicada por

HL.

7007 Altera-se o enderego contido em HL para o atributo
seguinte.

7008 A instrugio DINZ provoca a repeticdo da operagéo
256 vezes.

700A Retorno ao comando Basic.
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Experimentemos agora o programa, usando o carregador
Basic depois de substituir.a linha 80:

80 DATA °210058’,°‘0600","‘CBFE™’,*‘23"’,
“ 10FB’,,66C9’,

e de verificar se a linha 10 é:
10 LET address = 28672

Em seguida carregue em RUN, e quando obtiver a mensagem
de erro (ao terminarem os dados) escreva:

RANDOMIZE USR 28672

Como pode verificar, as oito linhas superiores ‘cintilam’’ —
se tal nao acontecer escreveu certamente algo incorrecto. Apenas
para demonstrar que nada mais foi alterado nos varios caracteres,
escreva:

LIST:RANDOMIZE USR 28672
Surgira imediatémente no visor um programa cujas linhas

superiores cintilam! Podemos agora tornar a imagem mais bri-
lhante introduzindo uma pequena alteragao:

7000 21 00 58 LD HL,5800
7003 06 00 LD B,00
7005 CB Fe6 SET  6,(HL)
7007 23 INC HL

7008 10 FB DINZ 7005
700A C9 RET

Em vez de passarmos ao valor 1 o bit 7 fagamo-los com o bit
6, o bit que indica o brilho dos caracteres. Alteremos portanto.o
valor ‘‘CBFE’’ da linha 80 para ‘“‘CBF6’’.

Em seguida escreva:

RUN,
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e depois
LIST:RANDOMIZE USR 28672

Se a cor de fundo for branca, o bit ‘‘lavado’’ pelo cédigo-
-maquina sera ainda mais branco!

Convém ainda estudarmos uma Gltima instrugao relacionada
com os bits:

BIT

Esta instrugdo verifica qual é o estado de um determinado bit;
se for zero passa a 1 a flag Z, e se for um passa a 0 a mesma flag.
As diferentes formas da instrugao BIT sdo semelhantes a RES e
SET, e tal como estes dois tipos de instrugdo aquelas empregam o
prefixo CB (hexadecimal). Os cddigos podem uma vez mais ser
encontrados no Apéndice A deste livro ou do manual Sinclair.

BIT (x),A

BIT (x),B

BIT (x),C

BIT (x),D

BIT (x),E

BIT (x),H

BIT (x),L.

BIT (x),(HL)
BIT (x),IX+dis)
BIT (x),JY +dis)

O programa que se segue altera todos os caracteres, modifi-
cando para todos o atributo ‘‘FLASH™’:

7000 21 00 58 LD HL,5800
7003 CB 7E BIT 7,(HL)
7005 28 04 JR Z,700B
7007 CB FE RES 7,(HL)
7009 18 02 JR 700D
700B CB FE ‘ SET  7,(HL)
700D 23 INC HL
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700E 7C LD AH

700F FE 5B CP 5B

7011 20 FoO JR NZ,7003

7013 C9 RET

7000 :  Carrega-se em HL o inicio do ficheiro de atributos.

7003 : E verificado o bit ‘‘flash’’ de (HL).

7005 : Se o caracter ndo cintila, a execugdo salta para
700B.

7007 : Senado deixa de cintilar.

7009 : Salto para 700D.

700B : Faz o caracter cintilar.

700D : Desloca HL para o atributo seguinte.

700E : Passa H para A e verifica se se encontra no final
do ficheiro de atributos.

7011 ~ : Se nao estiver, passa a 7003 para tratar o byte
seguinte. -

7013 : Retorno ao Basic.

Experimentemos agora este programa.
Altera a linha 80 para o seguinte:

80 DATA “210058”,“CB7E",“2804",“CBBE",
(‘1802”,‘(CBFE’?"‘2355,‘¢7C79"6FE5B99’£520F0’,,“C9,7

Em seguida carregue em
RUN

e depois escreva:
RANDOMIZE USR 28672

O visor fica em FLASH. Em seguida e$creva novamente-no
teclado:

RANDOMIZE USR 28672

O visor volta ao normal. Experimente escrever:
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PRINT AT 10,0; FLASH 1; ‘“Verificar a rotina FLASH 2’

Em seguida consegue fazer cintilar todo o visor, exceptuando
a mensagem, escrevendo novamente:

RANDOMIZE USR 28672

Vamos agora aproveitar tudo-o que ji aprendemos para
escrever um novo programa.

Maquina de escrever

Vamos desenvolver um programa a que chamaremos
‘“Maquina de escrever’’. Trata-se de um programa bastante sim-
ples que permite utilizar o visor como uma pagina semelhante a
usada nas maquinas de escrever — podendo-se imprimir nela
instruges de programa depois passadas para uma impressora, por
exemplo. As principais fungbes deste programa sao:

a) Comandos do cursor: para cima, para baixo, para a
esquerda e para a direita.

b) Repeticdo automatica das teclas.

¢) Envio do cursor para a posigao inicial.

d) Apagar caracteres:.

e) Retorno ao principio da linha seguinte.

Em primeiro lugar necessitamos de dois bytes de dados que
nos indiquem a posigao do cursor no visor, e de dois outros que
indiquem a posigdio de impressdo no ficheiro de atributos. O
quinto byte de dados dir-nos-a qual a tecla premida pelo utiliza-
dor. Vamos dar a estes bytes os seguintes nomes: -

PRINT — 6D00
ATTRB — 6D02
KEY — 6D04

Comegaremos por escrever o programa a partir de 6D05, ou
seja imediatamente depois dos dados.

Até agora ainda ndo explicamos o modo de ler o teclado em
cédigo-méaquina. E no entanto muito simples executar esta fun-
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¢a0. Nas varidveis de sistema existe uma posigao chamada
LAST K, que contém o codigo da udltima tecla premida. Este
valor é actualizado 50 vezes por segundo. O método usado para
conhecer a tecla premida é portanto o seguinte:

Tornar a variavel LAST K igual a zero.

Ler o teclado.

Passar o valor de LAST K para o Acumulador.
Se o Acumulador contém zero voltar ao passo 2.

BN -

O aspecto positivo deste sistema & qfle permite a repetigao
automatica da tecla premida.

Podemos utilizar os nossos conhecimentos sobre a instrugao
RST 10 para imprimir caracteres no visor usando o cddigo de
comando AT, mas o cursor em flash ndo pode ser obtido através
desta instrugao porque destruiria 0 que se encontrasse escrito sob
o cursor. Isto deve-se ao facto de o nosso cursor ser diferente do
normalmente usado pelo Spectrum. Em vez de se encontrar
sempre entre caracteres, estara sobre eles. Isto evita a necessidade
de deslocar todos os caracteres a direita do cursor sempre que este
¢ movido.

O programa fard uma de duas coisas sempre que é premida
uma tecla: imprimir um caracter ou realizar uma operagao de
cursor, por exemplo apagar um caracter ou deslocar o cursor para
cima. Deve saber quais os codigos que deve imprimir e quais os
codigos que correspondem a comandos do cursor. Vamos portanto
obrigar o programa a consultar uma tabela de cddigos, tendo cada
um deles um endereco de dois bytes a frente. Se o cédigo da tecla
premida corresponde a um dos cddigos da tabela, o programa salta
para o enderego indicado a frente do cddigo. Se ndo rencoritra
qualquer cddigo igual, imprime o cédigo respectivo. Observemos
a tabela seguinte:

DEFB 07 — EDIT 0705 6D
DEFB 08 — LEFT 0883 6D
DEFB 09 — RIGHT 095A 6D
DEFB 0A — DOWN 0A69 6D
DEFB 0B — UP 0B76 6D
DEFB 0C — DELETE 0C9% 6D
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DEFB 0D — ENTER O0DA6 6D
DEFB OF — GRAPHICS OFAS 6D
DEFB FF — FINAL DE TABELA FF

Nesta tabela encontram-se os codigos correspondente a varias
teclas de comando — tendo cada um deles nimeros de dois bytes
A frente. Estes nimeros de dois bytes indicam o inicio da rotina
que trata o comando em causa:

07 — EDIT — Desloca o cursor para 0,0.

08 — LEFT — Desloca o cursor para a esquerda.
09 — RIGHT — Desloca o cursor para a direita.
0A — DOWN — Desloca o cursor para baixo.
0B — UP — Desloca o cursor para cima.
0C — DELETE — Elimina o caracter.

0D — ENTER — Retorno de linha.

OF — GRAPHICS — Saida do programa.

“Delete”” apaga o caracter que se encontra por baixo do
cursor, e desloca este uma posi¢dao para a esquerda. “Enger”
desloca o cursor para a extremidade esquerda da linha imediata-
mente a seguir. ‘Graphics’” retorna ao comando Basic, deixando a
imagem intacta a fim de permitir a sua passagem para uma
impressora recorrendo a ordem COPY. ‘

Resolvemos ja alguns problemas, e podemos definir o fluxo-
grama a partir do qual construiremos o programa. Na figura da
péagina seguinte apresentamos este fluxograma.
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TECLA
f GRAPHICS

RETORKO
AO BASIC

A partir deste fluxograma poderemos escrever o programa de
uma forma sistematica, tratando separadamente de cada uma das
fungoes descritas naquele. Observemos portanto a primeira
“ecaixa’’ da figura.

INICIO: DEFINIR PRINT AT 0,0;

Como ja decidimos, a posi¢do do cursor sob a forma de
coordenadas AT sera guardada em bytes de dados designados
PRINT (6D00 hexadecimal). Logicamente, portanto, é necessario
no caso da primeira caixa do fluxograma carregar 00 em PRINT
(nimero de coluna) e PRINT+1 (niimero de linha).

6D05 RESET LD HL,0000 21 00 00
LD (PRINT),HL 22 00 6D

_Definir posicao de impressao de atributos

Necessitamos aqui de determinar o endereco do byte corres-
pondente no ficheiro de atributos tendo em conta as coordenadas
AT. Para tal multiplicaremos o nimero de linha por 32, somamos
o resultado ao nimero de coluna e finalmente adicionamos o total
a ATTRBS, o inicio do ficheiro de atributos.

6D0OB ATRSET LD DE,(PRINT) ED 5B 00 6D

LD C,E 4B

LD E,D 5A

LD D,00 16 00

LD HL,ATTRBS 21 00 58

LD B,20 06 20
MULT32 ADD HL,DE 19

DINZ MULT32 10 FD

LD E,C 59

ADD HL,DE 19

LD (ATTRB),HL 22 02 6D

A dltima instrucdo refere-se a 6D02, que como dissemos
é ATTRB, a posic¢do de impressdo no ficheiro de atributos. Nao
ha necessidade de dar entrada ao programa a medida que o
estamos a desenvolver — o leitor deverd apenas tentar compre-
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endé-lo, e no fim trataremos da sua introducdo na maquina e da
sua execugao.

Colocar o cursor no visor

Esta tarefa ¢ bastante simples. HL contém a posi¢ao de
impressdo no ficheiro de atributos, porque foi essa posi¢ao que
precisamente acabou de calcular. Basta-nos portanto passar a um
o bit 7, que corresponde a FLASH, em (HL).

6D22 KEYGET LD A,00 3E 00
LD HL,LAST K 31 08 5C
LD (HL),00 36 00
KEYTST CP (HL) BE
JR Z,KEYTST 28 FD
LD A,(HL) 7E
LD (KEY),A 32 04 6D

O valor da tecla premida é portanto armazenado em “‘KEY”’
(6D04).

Eliminar cursor

Agora eliminamos simplesmente o cursor, usando a instrugao
RES.

6D30 NOCURS LD HL,(ATTRB) =~ 2A 02 6D
‘ RES 7,(HL) CB BE

A tecla existe na tabela?

Devemos agora determinar se uma dada tecla, por exemplo
ENTER ou DELETE, existe na tabela, ou se a tecla premida
corresponde simplesmente a um codigo que deve ser impresso.
Para tal usaremos a tabela anteriormente listada, que se encontrara
em memoria a partir da posigio ““TABLE’’. O processamente sera
0 seguinte:

1. Apontar DE para o inicio da tabela, ‘TABLE”’ (6DAC).
2. Verificar se (DE), o cddigo da tabela, é igual ao codigo
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RES (x),B
da tecla premida, “KEY’’.

3. Se for, incrementar DE.

4. Ler os dois bytes seguintes da tabela, e passar os respec-
tivos valores para HL. Em seguida executar um salto
para este enderego contido em HL.

5. Se o cédigo na tabela n3o é igual ao da tecla premida,
incrementar trés vezes DE a fim de ler o cddigo seguinte
da tabela.

6. Se o byte em causa contiver o valor FF (correspondente
ao final da tabela), imptimir o cédigo da tecla premida;
se nao, voltar ao passo 2.

6D35 SEARCH LD DE,TABLE 11 AC 6D
LD HL,KEY 21 04 6D
TSTKEY LD A,(DE) 1A
CP (HL) BE
JR NZ,NEXBYT 20 07
INC DE 13
EX DE,HL EB
LD E,(HL) SE
INC HL 23
LD D,(HL) 56
EX DE,HL EB
JP (HL) E9
NEXBYT INC DE 13
INC DE 13
INC DE 13
CP FF FE FF

JR NZ,TSTKEY 20 EE

As caixas correspondentes a teclas especiais serdo tratadas
mais adiante.

Imprimir um caracter

No capitulo I encontramos a instru¢do RST 10 que permite
imprimir muito facilmente um caracter no visor.
Utilizaremos o cédigo de comando 16 e a RST 10 para imprimir
portanto o codigo correspondente a tecla premida.
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6D4D PUT KEY LD DE,(PRINT)  ED 5B 00 6D
LD A,16 3E 16
RST 10 D7
LD A,D 7A
RST 10 D7
LD AE 7B
RST 10 D7
LD A,(HL) “TE
RST 10 D7

Deslocar o cursor para a direita

Depois de ter sido impresso um caractér, o cursor é deslo-
cado uma posicao para a direita. Se, antes de-ser deslocado, se
encontrava na coluna 32, é movido para a primeira coluna da
linha seguinte carregando 00 em 6D00 (nimero de coluna). A
execugao salta para esta linha sempre que se carrega na tecla
““cursor para a direita’’. Depois de o cursor ter sido deslocado é
executado um salto para ATRSET, a segunda caixa descrita.

6D5SA RIGHT LD HL,6D00 21 00 6D
INC (HL) 34
LD A,20 3E 20
CP (HL) BE
JR NZ,ATRSET 20 A8
6D63 NEXLIN LD (HL),00 36 00

Deslocar o cursor para baixo

O cursor é movido para baixo uma posi¢ao a menos que se
encontre na 22.2 linha do visor. E entao executado um salto para
ATRSET.

LD HL,6DO} 21 01 6D

6D69 DOWN
LD A,15 3E 15
CP (HL) BE
JP Z,ATRSET CA 0B 6D
INC (HL) 34
JP ATRSET C3 OB 6D
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Deslocar o cursor para cima

O cursor é movido uma posigao para cima a menos que se
encontre na primeira linha do visor. Em seguida € executado um
salto para ATRSET.

6D76 CUR UP LD HL,6DOI 21 01 6D
LD A,00 3E 00
CP (HL) BE
JP Z,ATRSET CA OB 6D
DEC (HL) 35
JP ATRSET C3 0B 6D

Deslocar o cursor para a esquerda

O cursor é movido para a esquerda a menos que se encontre
na coluna zero, caso em que 6D00 (nimero de coluna) é carre-
gado com 1F hexadecimal (31 decimal), o nimero da ultima
coluna, e é executado um salto para CUR UP. Se o cursor se
moveu para a esquerda, ¢ executado um salto para ATRSET.

6D83 LEFT LD HL,6D00 21 00 6D
DEC (HL) 35
LD AFF 3E FF
CP (HL) BE
JP NZ,ATRSET C2 0B 6D
LD (HL),IF 36 1F
JP CUR UP 63 76 6D

Imprimir um espaco

Trata-se de uma rotina de ‘‘apagar’” um caracter. Usando
RST 10, imprime-se um espago nas coordenadas em uso, sendo
em seguida o cursor deslocado para tras uma posigdo saltando
para LEFT.

6D94 DELETE LD DE,(6D00) ED 5B 00 6D
LD A,16 3E 16
RST 10 D7
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LD AD TA

RST 10 D7

LD AE 7B

RST 10 D7

LD A,20 3E 20
RST 10 D7

JP LEFT C3 83 6D

Retorno ao comando Basic

Quando se carrega na tecla 9 juntamente com SHIFT
(GRAPHICS), € executado um retorno ao comando Basic;

6DAS EXIT RET C9
Colocar o cursor na extremidade esquerda .

~ Isto nem sequer é feito... A tarefa em causa é deixada a fase
final de RIGHT, designada por NEXLIN (6D63). ‘A execugdo
salta para esta rotina sempre que se carrega em Enter.

6DA6 ENTER LD HL,6D00 21 00 6D
JP NEXLIN C3 63 6D

Tabela de teclas
Esta é a ultima questdao a tratar antes de comegarmos a

introduzir o programa na maquina. Trata-se da tabela de endere-
¢os de teclas especiais.

6DAC TABLE DEFB 07 ‘EDIT’ 07
DEFB 056D 05 6D
.DEFB 08 ‘LEFT’ 08
DEFB 836D 83 6D
DEFB 09 ‘RIGHT’ 09
DEFB 5A6D 5A 6D
DEFB 0A ‘DOWN’ 0A
DEFB 696D 69 6D
DEFB 0B ‘UP’ 0B

68

DEFB 766D . 76 6D
DEFB 0C ‘DELETE’ 0C
DEFB 946D 94 6D
DEFB 0D ‘ENTER’ 0D
DEFB A66D A6 6D
DEFB OF ‘GRAPHICS’ OF
DEFB FF ‘END’ FF

Acabamos assim de estudar toda a listagem.. Vou apresentar
agora o programa completo, para facilitar ao leitor a sua consulta.

6D05 21 00 00 LD HL,0000
6D08 22 00 6D LD (6D00),HL
6D0B ED 5B 00 6D LD DE,(6D00)
6DOF 4B LD C.E

6D10  SA LD E.D

6D11 16 00 LD D,00

6DI13 21 00 58 LD HL,5800
6D16 06 20 LD B,20

6DI8 19 ADD HL,DE
6D19 10 FD DINZ 6D18
6D18 19 ADD HL,DE
6D19 10 FD DINZ 6D18
6D1B 59 LD - E,C

6DIC 19 ADD HL,DE
6DID 22 02 6D LD (6D02),HL
6D20 CB FE SET 7,(HL)
6D22 - 3E° 00 LD A,00
6D24. 21 08 5C LD HL,5C08
6D27 36 00 LD " (HL),00
6D29 BE CP (HL)
6D2A 28 FD JR Z,6D29:
6D2C 7E LD A,(HL)
6D2D 32 04 6D LD (6D04),A
6D30 2A- 02 6D LD HL,(6D02)
6D33 CB BE RES 7,(HL)
6D35 11 AC 6D LD ~ DE,6DAC
6D38 21 04 6D LD HL,6D04
6D3B 1A ' LD A,(DE)
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6D3C
6D3D
6D3F
6D40

6D41 -

6D42
6D43
6D44
6D45
6D46
6D47
6D48

6D49

6D4B
6D4D
6D51
6D53
6D54
6D55
6D56
6D57
6D58
6D59
6D5SA
6D5D
6DSE
6D60
6D61
6D63
6D65
6D66
6D67
6D68
6D69
6D6C
6D6E
6D6F
6D72
6D73

07

FF
EE
5B
16

00
20

A8
00

00 6D

6D

6D

6D
6D

(HL)
NZ,6D46

DE '
DE,HL

E,(HL)

HL

D,(HL)
DE,HL
(HL)

DE

DE

DE

FF
NZ,6D3B

DE,(6D00)

A,l6

10

AD

10

AE

10

A,(HL)

10

HL,6D00

(HL)

A,20

(HL)
NZ,6D0B

(HL),00

HL,6D01
A,15
(HL) -
Z,6D0B
(HL)
6D0B

6D76 21 01 6D LD HL,6D01

6D79 3E 00 LD A,00
6D7B BE CP (HL)
6D7C CA 0B 6D JP Z,6D0B
6DTF 35 DEC (HL)
6D80 C3 0B 6D JP 6DOB
6D33 21 00 6D LD HL,6D00
6D86 35 DEC (HL)
6D87 3E FF LD AFF
6D89 BE Cp (HL)
6DSA C2 OB 6D JP NZ,6D0B
6D8D 36 IF LD (HL),1F
6DSF 00 NOP

6D90 00 NOP

6D91 C3 76 6D JP 6D76
6D94 ED SB 00 6D LD DE, (6D00)
6D98 3E 16 LD = A6
6D9A D7 RST . 10
6D9B 7A LD  AD
6D9C D7 RST 10
6D9D 7B LD AE
6D9E D7 RST 10
6D9F 3E 20 LD A,20
6DA1 D7 RST 10

6DA2 - C3 83 6D JP 6D83
6DAS C9 RET

6DA6 21 00 6D LD HL,6D00
6DA9 C3 63 6D P 6D63

Introduza agora os c6digos hexadecimais indicados na coluna
da direita em declaragdes DATA do carregador Basic.

Imediatamente a seguir a estes dados introduza os seguintes.
coédigos, também em - declaragdes DATA (mas néo inclua os
enderecos indicados no lado esquerdo!):

6DAC 07 05 6D 08 83 6D 09 S5A
6DB4 6D O0A 69 6D OB . 76 6D 0OC
6DBC 94 6D OD A6 6D OF A5 6D
6DC4 FF 00 00 00 00 00 00 OO0
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6DCC 00 00 00 00 OO0 00 00 00
6DD4 00 00 00 00 00 00 00 00
6DDC 00 00 00 00 OO0 00 00 00
6DE4 00 00 00 00 00 00 00 00

Coma comegamos a partir do enderegco 6D 00 em vez de
70 00 como € habitual, teremos de alterar a linha 10 para:

10 LET Address = 27909

Para o caso de o leitor ter cometido um erro na introdugao
dos codigos (tal como os governos se enganam ao fazer estatis-
ticas...), é melhor gravar em cassette o carregador antes de tentar
executar o programa. Depois de o fazer, pode finalmente executar
o carregador premindo na tecla RUN; em seguida pode executar o
nosso programa escrevendo:

PRINT AT 0,0;; RANDOMIZE USR 27909
Como estudamos detalhadamente todo o programa, o leitor

deve conhecer ja o modo de o utilizar. Como referéncia indicamos
agora os comandos:

SHIFT 5 a SHIFT 8 — Comandos do cursor
DELETE -— Apaga caracter

EDIT — Reenvia o cursor para 0,0.
GRAPHICS — Retorno ao comando Basic.
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OPERACOES LOGICAS

J4 falamos sobre bits e sobre as instrugdes que nos permitem
manipulé-los individualmente. . Neste capitulo veremos algumas
novas instrugdes que também alteram os bits, chamadas ldgicas.
Este nome deve-se ao facto de todas elas se fundamentarem na
chamada légica booleana. Neste momento o leitor provavelmente
ndo tem qualquer ideia sobre o que possa ser a logica booleana,
mas de facto trata-se simplesmente de uma designagao que cobre
certas instrugdes ldgicas, tal como ‘‘linguagem estruturada’ des-
creve uma linguagem com estrutura como a Pascal ou a FORTH.

Em Basic dispomos das instrugdes OR, AND e NOT. Usa-
mo-las em declaracoes IF — THEN a fim de tomar decisdes.
Estas trés instrucoes sao também ‘‘booleanas’’, mas empregam-se
aqui num sistema muito mais flexivel. Nao podemos construir
equivalentes a declaragio IF — THEN em cddigo-maquina, mas €
ainda possivel obter efeitos semelhantes usando o que ja conhece-
mos sobre saltos condicionais (por exemplo:JP Z,nnnn) e acres-
centando as ‘‘instrugoes ldgicas’’ estudadas em seguida.

Observemos um pouco os principios aplicados nas instrugoes
Basic OR e AND. Estas declaragdes, como sabemos, actuam do
seguinte modo:

1. x AND y: Se a condigao x for verdadeira e a condigao
y também o for, o resultado sera verdadeiro.
Por exemplo, 1=1 AND 10=10 ¢ verda-
deiro, e “H”’=*H’’ AND a$=a$ também,
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ao contrario de 2=3 AND 1=1 ou
“H?’=*‘H’ AND “B”’=°“C’, que sio
falsas. _

2. x OR y: Se a condigado x, a condigao y ou ambas
forem verdadeiras, o resultado.sera igual-
mente verdadeiro. Por exemplo, 2=2 OR
3=1 ¢ verdadeiro, tal como a a$=a$ OR
b$=c$; mas 1=2 OR 5=0 é sempre uma
condigao falsa, tal como ““‘C’=°“D¢ OR
“BTU=A".

Em cédigo-maquina nao trabalhamos com cadeias ou varia-
veis, e sim com ‘‘bits’’ que podem assumir o valor ‘0’ ou ““1”".
Podemos usar a linguagem Basic para obter este tipo de processa-
mento. O computador sabe dizer-nos se uma dada coisa € verda-
deira ou nao. Experimente escrever:

PRINT 1=1

.~ Esta afirmagao pode parecer estipida, mas o computador
imprime um ‘‘1”’. Porqué? Porque sabe que 1 é de facto igual al,
e exprime a verdade légica desta afirmagdo através do nimero
“1” Experimente agora escrever:

PRINT 1=0

Todos sabemos que esta igualdade ndo é verdadeil, e o
mesmo se passa com o Spectrum. Da-nos a conhecer o facto
imprimindo um zero. Podemos portanto concluir que a maquina
usa zeros e uns para exprimir a verdade de uma afirmacao lgica,
do modo que se segue:

0 =falso
1 = verdadeiro

Experimentemos agora escrever:

LET falso=0: LET verdadeiro=:1

PRINT verdadeiro AND verdadeiro
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Como verdadeiro=1, o com_putador imprime um “‘1”’. Isto
deve-se ao facto de a variavel ‘‘verdadeiro’’ ser equivalente a uma
expressdo verdadeira. Tendo em conta que a variavel *‘falso™ =0
e que zero significa ‘‘falso’’, veja se consegue prever o que
acontecera ao escrever:

PRINT falso AND verdadeiro

A maquina 1mpr1me um zero (mdlcando ‘‘falso’’) porque as
duas condigdes nao sio ‘‘verdadeiras’’. Podemos construir uma
tabela (a que se chama ‘‘tabela de verdade”) para a instrugao
AND:

AND RESULTADO
falso falso falso
verdadeiro | verdadeiro verdadeiro
falso verdadeiro falso
verdadeiro falso falso

Podemos agora converter esta tabela de modo a usar apenas
zeros e uns, recordando que ‘1’ significa verdadeiro e *‘0”
significa falso:

AND:

— OO
S|l o| O

—
— O = O
[

Se fizessemos as mesmas experiéncias com a fungao OR,
obteriamos a seguinte tabela de verdade:
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OR: o olo
0 1|1
1 0|1
1 1|1

Estas tabelas correspondem exactamente ao funcionamento
das instrugdes OR e AND em cddigo-maquina, exceptuando o
facto de apenas actuarem sobre dois conjuntos de oito bits.

Se aplicarmos a instru¢io AND ao Acumulador e a outro
registo, a CPU compara os dois bits da mesma ordem de cada um
dos registos. O resultado é necessariamente um ‘‘1”” ou um “‘0’’.
A tabela que ja construimos permite-nos prever o resultado desta
operacao. Por exemplo:

AND: 1
1
1

S, O

01
10
00

ol —~o
ok P k.
olo~
ol ~o

-Resultado

Note que os unicos bits do resultado que se encontram ao
valor ‘‘1’’ sdo os que correspondem a comparagao de dois bits
com esse valor. Vejamos ainda um outro exemplo; convira ao
leitor seguir o resultado bit a bit tentando compreender o que se
passa:

AND: 00111101
11110100
Resultado 00110100

- Ja compreendeu? Veja se consegue descobrir os resultados
sozinho: . :
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AND:

ot
<O
- —
[ew Y
—0
—

(=R
b

Resultado ?

Recordando que s 1 AND 1 produz o resultado *‘1’°, é
obvio que a resposta é:

10100101
Voltemos agora a tabela de verdade da fungdo OR:

OR: 0 0{0

1
01
1

Se portanto aplicarmos a instrugio OR aos dois bytes que se
seguem: '

Obteremos o resultado:
01111101

Note que os tnicos bits do resultado iguais a zero sdo os que
correspondem a comparacdo de dois zeros.

A instrugio AND toma a forma de ‘‘AND.r’’ (onde r indica
um registo). Funciona comparando logicamente os bits do registo
r com os bits correspondentes do Acumulador, guardando em
seguida o resultado neste altimo. Do mesmo modo, ‘“OR r”’
compara logicamente os bits do registo r com os bits correspon-
dentes do Acumulador. Vejamos agora uma lista de todas as
instrugdes AND e OR, juntamente com 0s respectivos codigos:

71



AND A A7

AND B A0
AND C Al
AND D A2
AND E A3
AND H A4
AND L’ A5

AND (HL) A6
AND (IX+dis) DD A6 dis
AND (IY +dis) FD A6 dis

AND nn E6 nn
OR A B7
OR B BO
OR C B1
OR D B2
OR E B3
OR H B4
OR L B5
OR (HL) B6

OR (IX+dis). DD B6 dis
OR (IY+dis) ED B6 dis
OR nn F6 nn

Uma das utilidades da fungdo AND consiste em verificar
certos bits de um byte. Consideremos como exemplo um byte de
atributos, como fizemos no Capitulo III.

171615 4 31 2 1 0 1
. asmm— R aa—
FLASH BRIGHT PAPER INK

O nosso objectivo consiste em alterar todos os caracteres em
INK 0 para INK 2 (ou seja passa-los de negros para vermelhos).

Obviamente necessitaremos de um ciclo para processar cada byte’

de atributos. Mas o cddigo crucial encontrar-se-a no interior do
ciclo. Em primeiro lugar queremos considerar os trés bits menos
significativos (ou seja os bits 0, 1 ¢ 2). E aqui que AND mostra a
sua utilidade. Observe o seguinte: .
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Atributos: 11010111
Valor 07: 00000111
Resultado: 00000111

O leitor nota certamente que sé os bits 0, 1 e 2 do byte de
atributos surgem com o valor um no-resultado. Isto’ deve-se ao
facto de ter sido executada uma funcdo AND com o nimero 07
hexadecimal (equivalente, em binario, a 00000111). Qualquer que
seja o valor dos restantes bits do byte de atributos, sdo necessa-
riamente desprezados. Consideremos ainda um outro exemplo:

Atributos: 11110110
Valor 07: 00000111
Resultado: 00000110

O refiul)ado ( neste caso 06 hexadecimal porque a funcado
AND executada sobre o primeiro bit produz zero. Vemos portanto
que quando usamos a fungdo AND sobre um byte, os bits iguais a
zero no nimero que é comparado ‘‘mascaram’’ quaisquer bits
desse byte que sejam iguais a um. Este processo permite-nos
portanto ‘‘esconder’’ certos bits.

Se entdo utilizarmos a instrugio AND 07 sobre o byte de
atributos, obtemos apenas a cor de INK, passando todos os outros
bites necessariamente a zero. Podemos em seguida comparar este
valor de INK usando as flags, verificando se deve ser alterado:

7000 21 00 S58° LD . HL,5800
7003 7E LD A,(HL) -
7004 E6 07 AND 07

6006 20 02 JR NZ,700A
7008 CB CF SET LA
700A 77 LD (HL),A
700B 23 INC HL

700C 7€ LD AH
700D FE 5B CP 5B

700F 20 F2 JR NZ,7003
7011 C9 : RET
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Se observarmos © programa anterior passo a passo, veremos
que primeiro se carrega em HL o enderego do inicio do ficheiro de
atributos. Em seguida carrega-se no Acumulador o byte de atri-
butos em causa. Depois usa-se a instrugcao AND 07, que passa a
zero todos os bits excepto os que indicam a cor INK. Se o byte
nao for zero, é executado um salto relativo para 700A, porque
nessas condicoes a cor INK nio é preto. Se o for, o bit 1 do
Acumulador € passado a 1, passando a cor para vermelho.

Verifiquemos o funcionamento deste programa:

Comece por preparar o carregador Basic. Em seguida altere a
linha 80, introduzindo os cddigos apresentados na listagem do
programa.

Em seguida carregue na tecla RUN, escrevendo depois:

INK 2: LIST : RANDOMIZE USR endereco

Devera verificar (se a cor de fundo ndo for vermelha...) que
os caracteres negros passam imediatamente para vermelho!

Para demonstrar que apenas sao alterados os caracteres a
negro, escreva:

INK 0: LIST : INK 2 : LIST : RANDOMIZE USR enderego

Um uso muito habitual da instrugdo OR consiste em passar
certos bits de um byte para o valor um. Suponhamos que nos
interessa passar ao valor um os bits seis e sete de um byte de
atributos a fim de imprimir um caracter em BRIGHT ¢ FLASH.
Podemos fazé-lo partindo de um byte que possua apenas ao valor
um os bits seis € sete, e executando depois a fungdo OR entre este
byte e o de atributos. Se introduzirmos isto num ciclo, podemos
alterar todo o visor. |

Atributos: 0 0
Valor EO: 1 1

" Resultado: " 1 1

1010
0000
1010

[ B N an]
— O

Nio siao aqui apenas alterados‘os bits seis e sete, o que
corresponde exactamente ao que pretendiamos. Vamos agora exa-
minar um programa que coloca todo o visor em FLLAH e BRIGHT.

80

7000 21 00 58 LD HL,5800

7003 TE LD A,(HL)
7004 F6 EO OR EO

7006 77 LD (HL),A
7007 23 INC HL

7008 7C LD AH

7009 FE 5B CP 5B

700B 20 F6 JR NZ,7003
700D C9 RET

O modo de trabalho deste programa é muito simples. Carre-
ga-s€ em HL o endereco inicial do ficheiro de atributos, e em
seguida carrega-se o byte correspondente em A. Os bits seis € sete
sdo passados ao valor 1 (através da instrugdo OR EO), carregando-
-se 0 byte de atributos com o novo valor. Finalmente incrementa-
-se HL, verifica-se se atingiu o final do ficheiro de atributos, € se
tal ndo tiver acontecido passa ao byte de atributos que se segue.

Verifiquemos a execugao do programa. Utilize a seguinte
linha 80 no programa carregador:

80 DATA ‘‘2100587EF6E077237CFE5B20F6C9™
Em seguida, depois de carregar na tecla RUN, escreva no teclado:
LIST : RANDOMIZE USR enderego

Verificard que o visor passa instantaneamente a FLASH e
BRIGHT.

Algumas experiéncias

O leitor pode agora fazer algumas das experiéncias que se

seguem: :

1. Utilize valores diferentes de EO na instrucdo OR, e tente
descobrir o porqué dos resultados obtidos.

2. Experimente usar AND em vez de OR com diferentes
valores. Descubra as razdes dos seus efeitos.

3. Em vez de usar OR para passar a 1 os bits seis e sete,
tente modificar o programa de modo a usar SET, a
instrugdo estudada no Capitulo anterior.
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OR Exclusivo

Existe ainda uma outra instrugdo légica. Chama-se OR
Exclusivo e é bastante semelhante 2 instrugao OR. E usada pelo
Spectrum quando se utiliza OVER. O que se segue deveria ter
algum sentido para o leitor.

PAPER + PAPER = PAPER
INK + PAPER = INK
PAPER + INK = INK
INK + INK = PAPER

Sao estes os resultados quando OVER tem o valor 1. Utiliza-
se a instrugao XOR quando se marca um pixel ou se.imprime um
caracter no visor. Se pensarmos em INK como valendo 1 e
PAPER como correspondendo a zero, notaremos que a tabela
anterior pode ser expressa do seguinte modo:

000
101
011
110

E esta a tabela l6gica da fungdo XOR, consistindo a tinica
diferenca em relagao a OR no facto de dois ‘‘uns’’ produzirem um

‘‘zero”’ em vez de um ‘‘um’’. Vejamos uma lista dos codigos de
operagao das instrugoes XOR:

XOR A AF
XOR B A8
XOR C A9
XOR D AA
XOR E AB
XOR H AC
XOR L AD
XOR (HL) AE

XOR (IX+dis) DD AE dis
XOR (IY +dis) FD AE dis
XOR nn EE nn
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Experimente usar XOR no tdltimo programa e observe os seus

“efeitos. Use-a quando tem alguma coisa em FLASH ou BRIGHT

no visor. Se nao compreender estes efeitos, realize as ‘‘somas’’
dos bits € veja se a questdo se torna mais clara para si. Se tiver
dificuldades, consulte a tabela seguinte:

XOR 0]olo
| 0ol 1|1

1] o1

1| 1]o

Vejamos alguns exercicios simples:

1.  1XORO=? 2. 1XOR1=?
3. 1011 4. 1100
XOR 0110 1010
9 9
5. 10111011
XOR 01101010
' ?

A {ltima questdo que iremos estudar neste capitulo é um
método para ‘verificagdo do zero em dois bytes’’. No Capitulo II
observamos um ciclo usando registos de um sé byte. Quando

“desejamos realizar uma operagao mais de 256 (decimal) vezes,

necessitamos de utilizar como contador um par de registos. Um
modo de o fazermos consiste em usar a instrucdo CP.

LD HL,1000
PROG

LD AH
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CP 00

JR NZ,PROG
LD AL

CP 00

JR NZ,PROG
RET

Como o leitor tera notado, H e L sdo verificados separada-
mente a fim de saber se ambos contém zero. A instrugao CP nn
utiliza dois bytes, mas podemos poupar espago neste caso usando
AND. Se utilizarmos AND A, o Acumulador nao € alterado mas
as flags sdo configuradas de modo a representarem A. Vejamos
porque razdo nao ¢ alterado o conteudo de A. Nao se esquega que
““AND A’ apenas executa a fungdo AND entre o Acumulador e
ele proprio, pelo que os valores dos bits comparados sao sempre
iguais.

11001010
11001010
11001010

Tenha em conta a tabela de verdade da fungdo AND:

000
010
100

111

Como podemos ver, A ndo sofre qualquer modificagao,
apesar de as flags serem alteradas de modo a representarem O
estado desse registo. Isto permite-nos tomar uma decisao valida, e
portanto podemos substituir a instrugido CP 00 por uma AND A.

LD HL,1000
PROG -

84

INC HL

LD AJH
AND A

JR NZ,PROG
LD AL
AND A

JR NZ,PROG
RET

Mas ainda nao fizemos a nossa descoberta mais interessante.
Podemos comprimir ainda mais esta verificacao de zeros, recor-
rendo a instrugdo OR. Se carregarmos H em A e fizermos OR L,
poderemos descobrir qualquer bit que se encontre no valor 1, e
nesse caso A néo sera igual a zero. Se pelo contrario todos os bits
de HL forem iguais a zero, A apresentara também o resultado
zero. Vejamos uma forma modificada do mesmo programa:

PROG LD HL,1000 21 00 10
START . .
INC HL 23
LD AH 7C
OR L B5
JR NZ,START 20 7?7
RET c9

Experimentemos agora o resultado deste programa, usando-o
para imprimir 200 (hexadecimal) asteriscos no visor.

7000 21 00 20 LD  HL,2000
7003 3E 2A LD  A2A
7005 D7 DST 10

7006 23 INC HL

7007 7C LD AH

7008 BS OR L

7009 20 FA R NZ,7005
700B  C9 RET

Introduza o programa na maquina utilizando na linha de
DATA do carregador os cddigos hexadecimais indicados & frente
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dos enderecos na listagem anterior. Em seguida carregue em

RUN
e depois escreva:
PRINT AT 0,0;: RANDOMIZE USR endereco

A méql_zina imprimira em seguida exactamente 200 (hexade-
cimal) asteriscos.
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ROTACOES

Este capitulo tratard das rotagoes. Estas instrugdes servem
basicamente para deslocar os bits de um registo para a esquerda
ou para a direita, em diversas combinagOes envolvendo a flag
““carry’’. O melhor modo de representar este modo de funciona-
mento consiste em recorrer a diagramas, mas apresento também
uma explicagdo escrita além dos codigos de operagao de cada
tipo.

As instrugdes de rotagao ndo tém uma utilidade 6bvia, mas
podem ser usadas essencialmente em aplicagdes em que ne-
cessitamos de ‘‘construir’’ um byte bit a bit, ou verificar um
byte bit a bit. Estas instrugdes podem igualmente ser usadas
para multiplicagdo por poténcias de dois (2, 4, 6, 8, etc.),
existindo algumas que permitem usar a forma Decimal Codi-
ficado em Binario, que explicarei mais adiante. A maior parte
das instrugdes possuem uma variante que actua especificamente
sobre o Acumulador, além de outra que actua sobre os registos
simples habituais, incluindo o Acumulador. Estas ultimas uti-
lizam co6digos de operagao de dois bytes, e portanto para o
Acumulador existem duas instrugdes diferentes, tendo - umg
delas um unico byte e a outra dois bytes. E obvio que em
situacbes em que se pretende rodar o Acumulador convira
preferir a versio de um sé byte, a fim de poupar alguma
memoria. :

A ‘instrugdo geral tem o seguinte formato:
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RLC r
onde r pode ser qualquer dos registos A, B, C, D, E, H, L, (HL),
(IX +dis) ou (IY +dis).

Estg instrugao roda o registo ou byte ‘‘r’’ para a esquerda; o
bit mais significativo (bit 7) é rodado de modo a passar para o bit
menos significativo. O bit ou flag ‘‘carry’’ € passado a um ou a
zero de acordo com o conteido do bit 7 no inicio da operagao.
Isto permite ao programador determinar o que se encontrava no bit
sete antes da rotagao, verificando o estado da Flag ‘‘carry’’ apds a
instrucao de rotagao.

Vejamos uma lista das instrugdes desta forma, comecando
pelo de um dnico byte, correspondente ao registo A:

RLCA 07

RLC A CB 07
RLC B CB 00
RLC C CB 01
RLC D CB 02
RLC E CB 03
RLC H CB 04
RLC L CB 05
RLC (HL) . CB 06

RLC (IX +dis) DD CB dis 06
RLC (IY +dis) FD CB dis 06

RL r

Esta instrucao roda o registo ou byte ‘‘r’’ para a esquerda
através do bit de transporte. O bit sete é deslocado ‘para o bit
‘“‘carry’’, e o conteido deste bit é deslocado para o bit zero do
registo :rodado.

Vejamos a lista de instrugdes:

RLA : 17
RL A CB 17
RL B CB 10
RL C CB 11
RLD CB 12
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RL H CB 14

RL L CB 15
RL (HL) CB 16
RL (IX + dis) DD CB dis 16
RL (IY +dis) FD CB dis 16

RRC r

Esta operagao ¢ semelhante a instrugdo RLC r, mas a rotagio
€ realizada para a direita. Desta vez o bit zero sera passado para o
bit sete ¢ para a flag “‘carry’’:

RRCA OF

RRC A CB OF
RRC B CB 08
RRC C CB 09
RRC D CB 0A
RRC E CB 0B
RRC H CB 0C
RRC L CB 0D
RRC (HL) CB OE

RRC (IX+dis) DD CB dis OE
RRC (IY +dis) FD CB dis OE

RR r
Trata-se da operagao inversa de RL r. Neste caso o bit zero

de r € deslocado para a flag ‘‘carry’’; “nro o valor inicial desta
passado para o bit sete de “‘r’’:

RRA IF
“RR A CB IF
RR B CB 18
RR C CB 19
RR D CB 1A
RR E CB 1B
RR H CB IC
RR L CB 1D
RR (HL) CB IE
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DD CB dis 1E
FD CB dis 1E

RR (IX +dis)
RR (Y +dis)

Por vezes é preferivel ‘‘deslocar’” um registo em vez de o
“‘rodar’’. Em vez de ‘‘rodar’’ o bit zero passando-o para o bit sete

ou vice-versa, o bit sete pode perdido ou deixado como esta ao’

mesmo tempo que é passado para o bit seguinte. Estas instrugoes
de deslocamento dos bits nao possuem uma instrugao especifica
para o Acumulador; sao todas formadas por dois bytes, come-
¢ando pelo prefixo CB (hexadecimal).

SLA r
Esta instrucdo desloca simplesmente todos os bits para a

esquerda. O bit sete é passado para a flag ‘‘carry’’, sendo
introduzido um zero no bit zero.

SLA A CB 27
SLA B CB 20
SLA C CB 21
SLA D CB 22
SLA E CB 23
SLA H CB 24
SLA L CB 25
SLA "(HL) CB 26

SLA (IX+dis) DD CB dis 26
SLA (Y +dis) FD CB dis 26

SRA r
Esta instrugéd desloca todos os bits do registo ou byte para a

direita. O bit zero é deslocado para o bit ‘“‘carry”’. O bit sete €
copiado no bit seis, mas nao ¢ alterado.

SRA A CB 2F
SRA B CB 28
SRA C CB 29
SRA D CB 2A
SRA E CB 2B
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SRA H CB 2C
SRA L CB 2D
SRA (HL) CB 2E
SRA (IX+dis) DD CB dis 2E
SRA (IY +dis) FD CB dis 2E

SRL r

Esta instrugdo desloca os bits para a direita, mas ao contrario
do que € habitual nao lhe corresponde qualquer equivalente que
desloque os bits para a esquerda. Existe até um espago livre nos
cddigos das rotagdes onde caberiam estas instrugdes, o que indica
que deveriam fazer parte da CPU Z80 mas que os fabricantes
desta ndo conseguiram fazer funcionar. De qualquer modo, SRL
desloca os bits para a direita, colocando um zero no bit sete e
passando o bit zero para a flag ‘‘carrv’’.

SRL A CB 3F
SRL B CB 38
SRL C CB 39
SRL D CB 3A
SRL E CB 3B
SRL H CB 3C
SRL L CB 3D
SRL (HL) CB 3E

SRL (IX +dis) DD CB dis 3E
SRL (IY +dis) FD -CB dis 3E

DECIMAIS

Antes de estudarmos as instrugées RLD e RRD devemos com-
preender a forma Decimal em Cod1f1cagao Binaria (BCD). Esta
forma de representar nimeros é muito importante em computa-
dores. E uma espécie de ‘‘interface’’ entre os seres humanos e a
representacao bindria, que tenta ligar ambos. A maior parte dos
mdlcadores LED aceitam os algarismos sob a forma BCD. Um
linico algarismo BCD ¢é bastante facil de compreender, corres-
ponde a quatro algarismo bindrios, cujo valor ndo ultrapassa nove
(sendo nao seria decimal...).

Quando pretendemos armazenar nimeros numa forma deci-
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mal podemos usar a rotagao BCD. Por exemplo, se quisermos
guardar 99 sob a forma decimal, seria normalmente necessario
converter este nimero para hexadecimal voltando depois a con-
verté-lo se quiséssemos, por exemplo, imprimi-lo em decimal no

visor. Vejam(s ’o o feiia represent’éo ¢ nimero decimal 56:

Quatro bits mais representativos: 0101

5
Quatro bits menos representativos: 0110=6

il

~ Se quiséssemos pensar no numero 56 como sendo hexadeci-
mal, convertendo-o depois (veja o valor 56 hexadecimal no
apéndice do Manual Spectrum), verificariamos que corresponde a
86 decimal — mas estamos a considerar aqui 56 como decimal e
nio como hexadecimal.
Se se carregar um nimero hexadecimal no Acumulador é
possivel converté-lo para BCD usando uma instrugao DAA —
Decimal Adjust Accumulator:

DAA 27

Imaginemos entao que carregamos no Acumulador o namero
43 hexadecimal. Se observarmos o Manual, verificaremos que 43
hexadecimal corresponde a 67 decimal. Se aplicarmos agora uma
instrugao DAA ao Acumulador 0 conteido deste passa de 43 para
67, um nimero BCD. .

A instrugao DAA s6 pode alterar decimais até 99, porque sO
podemos representar dois algarismos em cada registo.

Se somarmos dois nimeros BCD, o resultado devera ser
ajustado podendo-se usar DAA para corrigir o resultado em BCD.
Do mesmo modo, se se subtrairem dois nimeros em BCD a
instrugdo DAA corrigira o resultado para BCD. §

Vejamos entdo como funcionam as.instrugoes RLD e RRD.

RLD [ ‘ 3
(7 413 0le——7 413 0]
S

Acumulador S
' Conteddo de (HL)
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f instru¢do RLD roda os trés blocos de quatro bits pela
metade: menos significativa do Acumulador e pelas duas metades
da posi¢ao de meméria indicada por HL, sempre para a esquerda.
Estes quatro blocos de bits encontram-se obviamente na forma
BCD, e dispéem de um nome proprio — ‘‘nibble’’. Vejamos
agora o diagrama correspondente a RRD:

‘ 1
0 —7 4[3 0]
[
Conteudo de (HL)

[7 413

Acumulador

A instrucdo RRD actua no sentido contrario a RLD, deslo-
cando o.algarismo BCD mais significativo de (HL) para a metade
menos significativa, passando esta para a metade menos significa-
tiva dp Acumulador, e a menos significativa do Acumulador par
a mais significativa de (HL). ' :

_ Encerremos aqui este capitulo e esperamos que no préoximo o
leitor se distraia um pouco ao som de musica...
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PORTS

Os computadores devem obviamente poder comunicar com o
mundo exterior. O ‘‘mundo exterior’’ inclui normalmente o leitor,
as impressoras, gravadores, teclados e visores — .pelo menos no
que se refere ao ‘‘mundo’’ do ZX Spectrum. Se nao puder
comunicar connosco o computador torna-se indtil, um pouco
como uma aparelthagem video que nao esteja ligada a um receptor
de televisdo. Dividimos os modos de comunicagao de um compu-
tador em duas categorias principais, as entradas e as saidas. As
entradas sao as informacgdes recebidas pelo computador, por
exemplo através do teclado. Pelo contrario, as saidas sdo as
informagées enviadas pelo computador por exemplo para um
monitor video. Para poder comunicar com o exterior, o sistema
computador, quer se trate de-uma maquina de. lavar roupa progra-
mavel ou do ZX Spectrum, utiliza aquilo que € designado tecnica-
mente por ports. Este nome (que equivale a portos em portugués)
tem alguma légica — podemos imaginar um navio transportando
as informagdes deste para outro local. Obviamente, . s¢ olharmos
para o interior do Spectrum nao veremos navios movendo-se de
um lado para o outro, mas o principio de ““funcionamento’” € 0
‘mesmo. Se o leitor gostar de se entreter com 0 hardware, pode
utilizar alguns dos ‘‘portos’” livres no Spectrum — mas deve
nesse caso ler o Capitulo XXIII do Manual Sinclair para dispor de
informacgoes sobre o assunto.

Mas os ‘‘ports’ ndo servem apenas aqueles que se interes-
sam pela electronica. Nao necessitamos de comprar equipamento
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extra para sabermos o que fazem, ja que dispomos de alguns ports
muito uteis .“é mao de semear’’ — os ports usados pelo Spectrum
para comunicar connosco. Espero que o leitor tenha uma ideia de
como se acedem os ports usando o comando Basic, mas comega-
mos de qualquer modo por este assunto dado que constitui uma
1nt.r'odugﬁo bastante logica ao tratamento feito em cddigo-ma-
quina. Em primeiro lugar deixe-me recordar-lhe alguns aspectos
dp problema. Normalmente podem existir até 256 ports num
§1stem§1 780, mas devido a uma subtileza deste microprocessador
¢ possivel usar até 65536 ports em certas situagdes; voltaremos. a
este assunto mais adiante.

O Spectrum s6 utiliza na sua configuragdo original alguns
destes ports, e aquele que iremos estudar imediatamente é o que
produz sons € comunica a cor da margem ao visor.

Introduza na maquina este pequeno programa, e execute-o
em seguida:

: 10 FOR i = 0 TO 7: OUT 254,1: PAUSE 3: NEXT i:
GO TO 10 o

~ Como pode verificar, a margem do visor assume em sequén-
cia as oito cores disponiveis no Spectrum. O .primeiro aspecto a
notar ¢ que estamos a utilizar o port 254. Este port encontra-se
associado portanto a margem do visor, mas também a0 microfone
do ZX Spectrum e as tomadas EAR e MIC. A instrugio OUT
assume na lingunagem Basic o seguinte formato:

OUT port,dado

No nosso exemplo, o port tem o niimero 254 ¢ o dado € a cor
da margem. Note que o port encontra-se porém dividido em varias
partes. Cada uma delas € comandada por um bit ou bits diferentes.
Vejamos para que servem os oito bits do port 254:

0

; } Cor de BORDER
3 - Tomada MIC

4 —. Altifalante
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} N3io usados

NN

Sabemos agora o que cada um dos bits faz; talvez ja nos seja
possivel obter alguns sons. Antes do mais devemos compreender
que um ‘‘1’" no bit quatro liga o altifalante, € um ‘°0’’ na mesma
posigao desliga-o. Se portanto alternarmos o um e 0 2ero devemos
obter um ruido. Introduza o programa seguinte para verificar o
que se passa:

10 OUT 254,274*1: OUT 254,2714%0: GO TO 10

Existem duas ordens OUT, uma que liga o altifalante e outra
que o desliga. Se observar o programa, verificard que o primeiro
dado fornecido é 274*1. O dois € usado porque estamos a
trabalhar em binario, base dois. O quatro indica o bit que nos
interessa, e o um indica que desejamos ligar o altifalante. Do
mesmo modo, na segunda declaragio OUT, existe um zero que
desliga o altifalante. Tal como se encontra, 0 programa é muito
lento e o som consiste apenas nuns frageis ‘‘clicks’’. Para tornar a
execugdo mais rapida eliminamos as contas que fazem perder
tempo ao computador, e substituimos as expressoes dos dados
pelos seus valores resultantes, 16 e zero, alterando portanto 0
programa do seguinte modo:

10 OUT 254,16: OUT 254,0: GO TO 10

Mas mesmo mais rapido, o ruido produzido ¢é ainda muito fraco;
estamos bastante longe dos ‘‘zaps’’, “pums” e ‘‘bongs” da
maquina de jogos local. Para ‘‘aquecer’”’ um pouco o ambiente
devemos portanto concentrar 0 n0ossos esforcos no codigo-maquina,
agora que ji adquirimos alguns conhecimentos sobre os ports.

Na linguagem-maquina do Z80 dispomos de instrugoes direc-
tamente relacionados com declaragdes Basic. Chegam até a ter 0s
mesmos nomes, IN e OUT. Por exemplo, se quisermos enviar'os
dados presentes no Acumulador para o port 254, podemos sim-
plesmente ‘‘dizer’’:

OUT (FE).A
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Ao contrérioAda instrugdo Basic, porém, colocamos o nimero
do port entre paréntesis (FE, correspondente a 254 decimal). Isto
deve-se ao facto de considerarmos o numero de port como. um
enderego, e portanto para seguir o formato. geral das instrugdes
780 utilizamos paréntesis para significar que a informacao, neste
caso o contetido de A, é enviada para um enderego, o do port.
Tentemos entdo traduzir o nosso programa Basic em cddigo-
maquina. Como no entanto esta linguagem ¢ muito rapida teremos
de introduzir pausas entre as instrugoes OUT, senao no preciso
momento em que a membrana do altifalante consegue comegar a
mexer-se num sentido recebe ordens para se mover no outro, € o
resultado liquido é que nao produz som nenhum... Para introduzir
estas pausas utilizaremos o registo B. Indicaremos em C o nimero
de “‘clicks’’ a realizar. O nome verdadeiro destes clicks &, alias,
‘“‘ciclos’’. Passemos entao ao programa. '

Par.a o utilizar escreva os cdodigos hexadecimais no carrega-
dgr Basu_:,, e proceda do modo habitual. As duas estranhas instru-
¢oes no 1nici’0 e no fim do programa nio sdo erros: explica-las-
-emos no proximo capitulo. Basicamente, servem para assegurar
que o computador dedica toda a sua energia a produgao dos sons,
em vez de ignorar o assunto em cada 1/50 de segundo, preocu-
pando-se com outras coisas como a leitura do teclado.

7000 F3 DI

7001 OE FF LD C,FF
7003 3E 00 LD A,00
7005 D3 FE ouT (FE),A
7007 06 CO LD B,CO
7009 10 FE DINZ 7009
700B 3E 18 LD A,18
700D D3 FE ouT (FE),A
FOOF 06 CO LD B,CO
7011 10 FE DINZ 7011
7013 0D DEC C

7014 20 ED JR NZ,7003
7016  FB EI

7017  C9 RET

Neste programa carregamos FF em C, de modo a serem
produzidos 255 (decimal) ciclos. Isto define- o comprimento da,
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nota. Os dois ciclos que utilizam B decidem o tempo durante 0
qual o altifalante € ligado e desligado. Ajustando estes valores em
B podemos determinar a tonalidade do som. Vejamos um diagra-

ma que ilustra a questdo:

A duracdo de tl é decidida pelo primeiro ciclo B, e a duragéo
de t2 pelo segundo ciclo B. O numero de ciclos é determinado por
C. Como se pode verificar, os ciclos tém uma forma quadrada,
sendo por isso que lhes chamamos “‘ondas quadradas’’. Os dife-
rentes sons produzem ondas de forma diferente. Uma flauta, por
exemplo, tende a produzir uma onda do seguinte tipo:

Este som é muito mais suave. Infelizmente, no Spectrum,
estamos limitados a ondas quadradas a menos que COmMpremos um
acessorio apropriado; nestas condigdes o som ¢ um tanto duro,
pouco musical. Mas mesmo tendo em conta esta limitagdo €
possivel .obter efeitos bastante bons. o

Um -dltimo ponto relativo a este- programa: O leitor tera
notado que a margem do visor passa a negro. Isto deve-se ao facto
de termos mantido os bits zero, um e dois iguais a zero, o que
produz uma cor de margem negra.

O nosso programa funciona peifeitamente, mas. £ um tanto

desnecessario porque existe uma rotina em ROM que faz a me¥ma

coisa e é muito facil de usar. Encontra-se a partir do endereco
03BS5, e para usa-la basta carregar o nimero de ciclos em DEea
duragéo destes, ou a tonalidade, em HL. Experimente por exem-
plo o seguinte programa:
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7000 21 00 O3 LD HL,0300

7003 11 .00 02 LD DE,0200
7006 CD B5 03 . CALL 03B5
7009 C9 RET

. Conseguimos assim um modo muito mais rapido de obter um
simples BEEP! Mas interessa-nos algo mais do que um simples
BE{:‘P dado que também o podemos obter em Basic; vejamos
entdo como é possivel obter sons mais interessantes.

O.programa que se segue utiliza a rotina em ROM para
produzir um BEEP cada vez mais agudo:

7000 21 00 10 LD HL;1000
7003 11 20 00 LD DE, 0020
7006 ED 52 SBC HL,DE
7008 11 01 00 LD DE, 0001
700B  E5 PUSH HL

700C CD B5 03  CALL 03B5
700F El POP HL

7010 7C LD AH

7011 A7 AND A
7012 20 EF R NZ,7003
7014 C9 RET

) O programa comega por carregar 1000 (hexadecimal) em HL;
¢ este 0 valor inicial do BEEP. Em seguida carrega 0200 (hexade-
C{ma.ll) no par de registos DE, indicando a quantidade que sera
diminuida de HL de cada vez. Em seguida subtrai-se DE a HL de
modo a reduzir o conteiido deste. Carrega-se depois em DE.um
valor que determina o tempo durante o qual o computador faz soar
cada tom, antes de passar para outro mais agudo. Antes de
chamarmos a rotina em ROM, guardamos o contetido de HL no
stack. Depois de a ROM ter feito o seu trabalho trazemos este
valor de volta a HL, verificando em seguida se o registo H ¢ igual
a zero. Se for, o programa termina; se ndo, passa ao tom seguinte.
O conjunto destes tons produz um som cada vez mais agudo que
pode ser usado em disparos laser. A rotina é bastante versatil;
experimente usar outros valores tanto para o ‘‘passo’’ (valor que &
dlmmpldo a HL) como para o valor inicial de HL ou para a
duragio de cada tom. Através da experiéncia conseguird obter
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uma grande variedade de sons; se 0s experimentar recorrendo a
um ciclo Basic verificard que podem ser bastante eficazes.

Que poderemos dizer, por exemplo, sobre os motores de
automéveis? Bem, o som por eles produzido tem um nome
especial:; ‘‘ruido”... Talvez nao seja uma designagdo muito
técnica, mas indica o som produzido por um gravador de cassete,
que é bastante agudo, ou o som grave dos potentes motores de
qualquer nave espacial. As pessoas que ja utilizaram sintetizado-
res conhecem estes diversos tipos de som, mas aqui manteremos a
simplicidade das coisas interessando-nos apenas pelo bom e velho
“‘ruido”’.

O ruido é de facto formado por impulsos espagados aleatoria-
mente, e portanto é muito facil simula-lo. Necessitamos antes de
mais de uma fonte de dados aleatdrios, € em vez de escrever um
programa complicado de geragdo de numeros aleatorios usaremos
todos os cédigos da ROM como dados. Isto significa que nos
repetiremos um pouco quando terminarem 0s dados, mas como o
ruido nao é das coisas mais agradaveis é improvavel que o leitor
note a repetigao. O motor de um navio produz um ruido grave,
pelo que teremos de espagar os impulsos usando um ciclo B.
Utilizaremos HL para indicar o byte em ROM, e DE para contar 0
nimero de ciclos necessirios. Vejamos qual sera a aparéncia
grafica do nosso ruido:

1 T[] ][]

E passemos a listagem do programa:

7000 F3 DI
7001 21 00 00 LD HL,0000
7004 11 00 20 LD DE,2000
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7007 TE LD A,(HL)

7008 D3 FE OuUT (FE),A
700A 06 FF LD B,FF
700C 10 FE DINZ 700C
700E 1B DEC DE

700F 23 INC HL

7010 7B LD AE

7011 B2 OR D

7012 20 F3 JR NZ,7007
7014 FB EI

7015 C9 RET

Experimente o programa usando o carregador Basic habitual.
Notara que o programa produz ainda cores bastante diferentes na
margem do visor, o que pode ser bastante interessante. Como
poderemos eliminar este efeito? Sugestio: use AND.

E como poderemos obter explosdes? Bent, a técnica € bas-
tante semelhante. Usaremos o mesmo ruido, mas fa-lo-emos
evoluir de uma tonalidade aguda para uma tonalidade grave. Para
0 conseguirmos, tornamos cada vez maior a pausa entre cada
ruido. Vejamos um programa para este efeito: '

7000 21 00 00 LD HL,0000
7003 OE 00 LD C,00

7005 16 20 LD D,20

7007 7TE LD A,(HL)
7006 E6 18 AND 18

700A D3 FE ouT (FE),A
700C 41 LD B,C

700D 10 FE DINZ 700D

700F 23 INC HL

7010 - 15 DEC D

7011 20 F4 JR NZ,7007
7013 0C INC C

7014 20 EF JR NZ,7005
7016 C9 RET

Neste programa utilizamos o registo C como um contador
que torna o ciclo B cada vez mais demorado. Podemos tornar o

efeito mais lento aumentando o valor inicial de D. Se pelo
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contrario se pretende obter uma explosdo mais rapida, reduz-se o
valor incial do registo D. Usando um efeito de explosio muito
rapido, chamado por um ciclo. Basic aleatoriamente, podemos
obter o efeito de trovoada e reldmpagos. Se se substituir INC C
por DEC C (Cédigo OD), obtem-se um som progressivamente
mais agudo, muito eficaz para uso num jogo quando algo surge no
visor. Neste programa encontra-se ainda a solugdo para a minha
altima pergunta, como libertar-se de uma margem multi-colorida;
utilizamos a instrugdo AND 18 para garantir que s os bits trés e
quatro sao alterados.

Chegamos assim ao final do Capitulo VI, e espero que o
leitor tenha obtido algumas ideias que possa utilizar a obtengao de
efeitos sonoros, além de compreender o modo como os computa-
dores comunicam com o mundo exterior. No Apéndice D apresen-
ta-se uma lista completa das diversas instrugoes IN e OUT,
juntamente com as respectivas definigdes. Se quiser experimentar
o0 uso de ports extra, podera adquirir os que existem no comércio.
Alguns possuem linhas de entrada e saida separadas, enquanto
outros utilizam circuitos integrados mais complexos e sao progra-
maveis. Em geral, para uso doméstico, quanto maior for o nimero
de linhas de entrada/saida melhor. Por outro lado, procure
aprender a usar bem as instrugoes IN e OUT em Basic, pois se
souber fazé-lo ndo tera dificuldade em utilizd-las em cédigo-
-maquina.
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POSSO INTERROMPER?

Neste capitulo comegaremos por estudar as interrupgoes, €
depois dedicaremos alguma atengdo 2 ROM. As interrupgdes nao
tém grande utilidade directa no Spectrum, mas ajudam-nos a
compreender um pouco o funcionamento da maquina.

- A ROM do computador necessita de executar certas tarefas. a
intervalos regulares. Estas tarefas variam de computador para
computador, mas uma delas consiste sempre em actualizar um
qualquer tipo de ‘‘reldgio’’ ou contador. Este contador permite
uma temporizagio rigorosa. O modo como o computador realiza
estas tarefas consiste na execugdo de interrupgoes.

Uma interrupgao € um sinal enviado a CPU por uma entidade
externa a ela, por exemplo o circuito 16gico. Este sinal indica a
CPU que deve parar o que esta a fazer e dedicar-se a outra tarefa.
Quando acaba a nova execugdo, ou mais. exactamente quando
deixa de responder a interrupgao, continua o que estava a fazer
anteriormente. '

Existem dois tipos de interrupgdo. Um deles, a interrupgao
“‘maskable’’, é aquela que a CPU pode ignorar quando necessa-
rio; o outro, a interrupcdo ‘‘non-maskable’’, nao se encontra
nessas condigoes. No caso do ZX Spectrum é produzida uma
interrupgao ‘‘maskable’’ em cada 1/50 de segundo; o circuito
légico envia entdo um impulso para um perne chamado INT da
CPU Z80 A. ' -

Quando este sinal é recebido, é chamada a subrotina exis-
tente em ROM a partir do endereco 0038. Vejamos o programa:
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Rotina de interrupgao

003A 2A 78 5C LD HL,(5C78)
003D 23 INC HL

003E 22 78 5C LD (5C78),HL
0041 7C LD AH

0042 BS OR L

0043 20 03 JR NZ,0048
0045 FD 34 40 INC (IY +40)
0048 C5 PUSH BC

0049 D5 PUSH DE

004A CD BF 02 CALL 02BF
004D D1 POP DE

004E Ci1 POP BC

004F El pPOP HL

0050 F1 POP AF

0051 FB El

0052 C9 RET

0053 El POP HL

0054 ©6E LD L,(HL)

Primeiramente passa-se o conteddo dos reglstos AF e HL
para o stack. E necessario fazé-lo a fim de ndo corromper os
valores neles contidos, dado que se interrompeu uma rotina e
quando a interrupgdo tiver terminado a mdaquina voltara a ela
como se nada tivesse acontecido. O passo seguinte consiste em
carregar em HL os dois bytes menos significativos da variavel de
sistema FRAMES. Este valor em dois bytes € entao incrementado,
realizando-se um teste para verificar se chegou a zero. Este teste
utiliza a instrugao ‘‘OR’’, ja descrita no Capitulo IV. Carregando
H em A e executando a instrugdo OR sobre L, se HL for 1gua1 a
zero o mesmo acontecera ao resultado no Acumulador. Se HL nio
for zero, é anulada a instru¢ao que manda.incrementar o byte mais
significativo de FRAMES (INC IY+40) Usa-se INC: (1Y +40)
porque no reglsto IV encontra-se sempre o enderego base SC3A.
Este enderego € o de inicio da area de variaveis de sistema, o que
permite 3 ROM consultar estas utifizando o valor em IY e um
deslocamento em vez de recorrer ao par de registos HL. Por
exemplo, se quisermos utilizar HL em vez de IY sera necessario
utilizar as segumtes instrugoes: -
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PUSH HL
LD HL,5C3A
INC (HL)
POP HL

Em vez disto,v basta neste caso:
INC (Y +40)

Em seguida guarda-se o conteudo dos outros registos no
stack, antes de chamar a subrotina que executa uma leitura do
teclado na varidvel de sistema K-SCAN, determinando em se-
guida a ultima tecla premida, guardada em LAST K. Em seguida
devolvem-se aos registos os seus valores. iniciais, através de
instrugées POP.

Finalmente, existe uma instrugao EI antes do retorno.

A instrucdo EI é “‘irma’’ da DI. Como ainda nao encontra-
mos estas instru¢des, vamos agora referir-nos a elas.

A fungdo destas instrugdes ¢ bastante simples. Ja mencionei
o facto de existirem dois tipos de interrupgao: ‘‘mascardvel’’ e
‘‘nao-mascaravel’’ (que pode ser ou nao desprezada). O Spectrum
utiliza uma intervengdo ‘‘maskable’’ para actualizago do seu
reldgio interno e para leitura do teclado. Quando ¢ executada uma
interrup¢do deste tipo, a CPU interrompe automaticamente a
aceitacao de interrupgdes, ou seja, ignora qualquer nova interrup-
¢do. Evita assim que a interrupgdo seja interrompida... Como se
pendurasse a porta um letreiro “‘Nao incomode!”’. Quando ter-
mina a execucao da interrupgio ‘‘tira o letreiro”’ usando a instru-
¢do EL EI significa portanto ‘‘Enable Interrupt”’ (Permitir Inter-
rupgdo), e nada mais do que isso. E utilizada porque de outro
modo as interrupgdes seriam definitivamente ignoradas. E sem
interrupgdes o Spectrum nunca verificard sequer se o leitor carre-
gou em alguma tecla..

Existem outros rnomentos em que a ROM ndo desejara ser
incomodada: Quando carrega um -programa de cassette, por.
exemplo. Se o circuito 1dgico ‘‘interroimpe’’ a CPU no momento
em que esta a carregar um byte, por exemplo, quando a interrup-
Gao tiver terminado. o gravador pode estar ji a enviar para a
maquina o byte seguinte.

Para evitar estas perturbagoes podemos portanto utilizar a
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instrugao DI, que significa ‘‘Disable Interrups™ (impedir interrup-
¢des). Como ja dissemos, esta instrugao serve muito simples-
mente para dizer a CPU que deve ignorar as interrupgdes ‘‘mas-
kable’’ -até ‘‘aviso em contrario’’, por exemplo através de uma
instrugao EI. A propdsito, sempre que a CPU é ligada aceita
interrupgOes ‘‘maskable’’.

Modo de interrupcao

Mas ainda nao foi dito que a CPU néo passa necessariamente
para as subrotinas em 0038 hexadecimal quando ¢ interrompida.
Passa a essas subrotinas apenas porque se encontra no ‘‘modo de
interrupgdo 1”’. Que sao entdo os ‘‘modos de interrupgao’’? Antes
do mais convém dizer que para o utilizador do Spectrum estes
modos de interrupgdo sdo em grande parte irrelevantes porque os
outros s6 tém interesse para o utilizador que goste de ligar a
maquina hardware proprio. A razio porque menciono os modos
de interrupgdo é que um deles (a saber, 0 modo 2) utiliza o registo
I, que provavelmente é desconhecido do leitor. .

Neste ponto sou forcado a entrar um pouco no desagradavel
mundo- do hardware a fim de explicar os modos de interrupgao,
pelo que pego ao leitor alguma paciéncia. Vou tentar ser 0 mais
simples possivel.

O modo de interrupcao zero

As interrupgdes sdo muitas vezes utilizadas como uma espé-
cie de <‘Ola’’, de cumprimento entre computadores falando entre
si. Obviamente as maquinas ndo falam, e preferem em vez disso
enviar mensagens serialmente (do mesmo modo que se guarda um
programa numa cassette) ou em paralelo, ou sejd, enviando um
byte inteiro (oito bits) de cada vez. Antes de um computador
““falar’’ com outro, necessita de chamar a-atengao do segundo;
isto é feito executando interrupgdes (note porém que 0s.computa-
dores inimigos, como o BBC ¢ o Spectrum, se ignorain aristocra-
ticamente usando DI!). Mas que acontecera se existir ainda uma
outra interrupgdo, executada 50 vezes:‘por segundo, para actuali-
zar um contador, por exemplo? E necessirio neste caso que o
computador possa dizer ao seu ‘‘camarada’: “‘Ola, sou o outro
computador, podemos falar um pouco?”’, a fim de que a CPU do
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segundo nao o confunda com o reldgio que tem no pulso... Um
m~odo de conseguir isto consiste em recorrer ao modo de interrup-
¢ao zero.

(6] que acontece quando a maquina trabalha neste modo é que
quando a interrupgao é feita o dispositivo que interrompe tem
tempo para ‘‘dizer’” um byte inteiro 8 CPU. Quando a CPU
recebe este byte executa-o muito simplesmente, como faz com
anlquer outra instrugao. Tendo em conta que as instrugoes  RST
tém um byte de comprimento, o computador pode ‘‘dizer’” RST
28, por exemplo. Em 0028 poderia encontrar-se uma rotina capaz
de receber a mensagem do outro computador. Por outro lado, se o
circuito 1égico interrompe nesse momento, indicando que € che-
gado o momento de acertar o reldgio, pode dizer RST 38, levando
a CPU a passar a execugdo da rotina em 0038 hexadecimal, que
actualiza o contador. Recorrendo a estas directivas RST em modo
zero um “‘dispositivo’’ pode portanto indicar 4 CPU a rotina que
deve executar.

O modo de interrupcao um

E este o modo de interrupgdo em que o computador se
encontra quando é ligado. Se for produzida uma interrupgdo, é
chamada a subrotina em 0038 hexadecimal. O Spectrum utiliza
este modo de interrup¢do do modo ji indicado.

O modo de interrupcao dois
‘ E agui que ‘se utiliza o registo I. O nome. completo’ deste

registo € IV, ou ‘‘vector de interrupgao’. “Vector’” ¢ um
termo técnico que designa um indicador de uma tabela. Para-cada
dispositivo capaz de produzir interrupgoes existe um endereco de
subrotina apropriado numa tabela guardada em memoria.
Tabela de interrupcoes

8000 10 00

8002 00 70

Para determinar qual a subrotina a chamar, ¢ formado um
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indicador (*‘pointer’”) quando a CPU ¢é interrompida. Este indica-
dor apontard para dois bytes de dados existentes na tabela em
causa. O indicador é formado considerando o registo I como o
byte mais significativo e o byte para onde o dispositivo ‘““envia’’ a
CPU como byte menos significativo. Se utilizarmos a tabela
acima, por exemplo, se o registo I contém 80 e o dispositivo envia
um zero, sera chamada a rotina 0010. Consideremos esta questao
por fases a fim de a tornar mais facil de compreender:

1. E produzido um pedido de interrupgao.

2. A CPU recebe um byte do dispositivo que originou o
pedido de interrupgéo.

3. Usando o registo I como byte mais significativo ¢ o byte
enviado como byte menos significativo, a CPU constroéi
um indicador ou vector.

4. No enderego indicado pelo vector encontraremos o byte
menos significativo e o mais significativo. .

5. Estes dois bytes sdo entdo usados para chamamento da
subrotina desejada. :

Para alterar o modo de interrupgao em que o computador se
encontra usamos as instrugdes IMO e IM2. Quando a maquina €
ligada a ROM cumpre uma rotina que inicializa todo o sistema,
executando entre outras uma instrugdo IM1. Vejamos os codigos
de operagoes das instrugbes relativas a modos de interrupgao:

-IMO ED 46
M1 ED 56
M2 ED 5E

Interrupgoes ‘‘non-maskable’’

Como ji mencionei anteriormente, existem dois tipos de
interrupcées. A NMI (interrupgao ‘‘nao-mascaravel’’) sera estu-

dada agora. Dado ndo poder ser ignorada (é esse o sentido da-

expressao ‘‘non-maskable’’), esta interrupcao s6 é de facto igno-
rada quando estd a ser executada outra interrupgao. ‘Quando ¢é
produzida uma NMI a CPU passa a executar a subrotina que se
inicia em 0066 hexadecimal, independentemente do modo em que
se encontra.

108

_ Infelizmente a rotina NMI em 0066 parece ter um erro...
Vejamos a sua listagem.

> 20066

0066 F5 PUSH AF

0067 ES5 PUSH HL

0068 2A BO 5C LD HL,(5CBO0)
006B 7C LD AH

006C BS OR L

006D 20 01 JR NZ,0070
006F E9 JP (HL)
0070 El pPOP HL

0071 Fl POP AF

0072 ED 45 RETN

O primeiro aspecto a notar é que a rotina em causa termina
pela instrugao RETN. Esta instrugao € usada em vez de RET para
terrpinar a execugao da rotina ‘‘non-maskable’’. Mas o aspecto
mais importante é o erro aparente. Se estudarmos o programa,
notamos que inicialmente € passado para o stack o conteudo dos
pares de registos AF e HL. Em seguida é carregado em HL o
Qqnteﬁdo dos enderecos SCBO e 5CB1. Se o leitor estiver disposto
a investigar estes enderegos, constatara que se trata dos dois bytes
livres na area das variaveis de sistema. A questdo adensa-se... Em
seguida ¢ executada uma instru¢iao ‘‘OR 0’ sobre HL, usando o
método ja descrito no Capitulo IV. A instrugao seguinte deveria
ser JR Z,0070, mas em vez disso é JR NZ,0070. A questdo ¢ que
se tratasse de uma JR Z, se esses bytes ndo fossem zero seria
realizado um salto para o enderego indicado em HL. Deste modo
seria possivel relacionar uma tecla com a NMI de tal modo que se
esses bytes contivessem o enderego de uma rotina apropriada seria
possivel por exemplo escapar a um ‘‘crash’’.

Mas tal como se encontra, esta rotina s6 produz o salto no
caso de os bytes serem zero, o que a transforma num modo
p{aticamente initil de repor o sistema operativo nas suas condi-
goes iniciais, como se encontra ao ser ligado. Se o ‘‘erro’’ nao
existisse, estaria aberta a porta para a obtengdo de teclas de
fungdes programaveis e muitas outras aplicacoes. Enfim, espere-
mos ter melhor sorte da proxima vez...
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APENDICE A

TABELA DE CODIGOS ASCII EM DECIMAL
E HEXADECIMAL. MNEMONICAS Z80

Este apéndice inclui todos os niimeros entre 0 ¢ 255 ou 00 e
FF em hexadecimal, os caracteres ASCII correspondentes e as
mnemonicas Z80 que lhes estdao associadas. Essas ultimas encon-
tram-se listadas em trés colunas; na primeira, encontram-se as
mnemonicas que. nao utilizam prefixo; na segunda, as que pos-
suem o prefixo CB; finalmente, as que utilizam o prefixo ED. As
instrugdes que envolvem os registos de indexagao IX e IY pos-
suem coOdigos hexadecimais correspondentes as HL equivalentes
prefixadas por DD no caso de IX e FD no caso de IY.

HEX DECIMAL  CARACTER Z80 (s/ prefixo) PREFIXO CB  PREFIXO ED
00 0 NOP RLC B
01 1 LD BC,nn RLC C
02 2 - LD (BC),A RLC D
03 3 Nao usados  yNo'Be  RLC E
04 4 INC B RLC H
05 5 - DEC B RLC L
06 6 Virg. impressio LD B,n RLC (HL)
07 7 Mont. de linha RLCA RLC A
08 8 Cursor esq. "EX AF,AFF RRCB
09 9 Cursor direita - ADD HL,BC RRC C
0A 10 Cursor p/ baixo LD°A;(BC) RRC D
0B 11 Cursor p/ cima DEC BC RRC E
0C 12 Apagar caract. INC C RRC H
0D 13 Entrar linha DEC C RRC L
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HEX DECIMAL CARACTER 780 (s/ prefixo) PREFIXO CB PREFIXO ED HEX DECIMAL CARACTER Z80 (s/ prefixo) PREFIXO CB PREFIXO ED

0E 14 Ntimero LD Cn RRC (HL) 3E 62 < LD A,n SRL (HL)

OF 15 Nio usado RRCA RRC A 3F 63 ? CCF SRL A

10 16 Comando INK DINZ dis RL B 40 64 @ LD B,B BIT 0,B IN B,(C)

11 17 Com. PAPER LD DEyin RL C 41 65 A LD B,C BIT 0,C OUT (C),B
12 18 Com. FLAH LD(MDE),A RLD 42 66 B LD B,D BIT 0,D SBC HL,BC
13 19 - Com. BRIGHT INC DE RL E 43 67 C LD B.E BIT 0.E LD (nn),BC
14 20 Com. INVERSE INC D RL H 44 68 D LD B,H BIT 0,H NEG

15 21 Com. OVER DEC D RL L 45 69 E LD, B,L BIT 0,1 RETN

16 22 Com. AT LD D,n RL (HL) 46 70 F LD B,(HL) BIT 0,(HL) IM O

17 23 Com. TAB RLA RL A 47 71 G LD B,A BIT 0,A LD LA

18 24 JR Dis RR B 48 72 H LD C,B BIT 1,B IN C,(C)

19 25 ADD HL,DE RR C 49 73 I LD C,C BIT 1,C OuT (C),C
1A 26 LD A,(DE) RR D 4A 74 J Lb C,D BIT 1,D ADC HL,BC
1B 27 Ni d DEC DE RR E 4B 75 K LD C,E BIT 1,E LD BC,(nn)
1C 28 a0 usados INC E RR H 4C 76 L LD C,H BIT 1,H

1D 29 DEC E RR L 4D 77 M LD C,L- BIT 1,L RETI

1E 30 LD E,n RR (HL) 4E 78 N LD C,(HL) BIT 1,(HL)

1F 31 RRA RR A 4F 79 o LD C,A BIT 1,A LD R,A

20 32 espago JR NZ,dis SLA B 50 80 p LD D,B BIT 2,B IN D,(C)
21 33 ! LD HL,;n  SLA C 51 81 Q LD D,C BIT 2,€ OUT (C),D
22 34 ” LD@n),HL SLA D 52 82 R LD D,D BIT 2,D SBC HL,DE
23 35 INC HL SLA E 53 83 S LD D,E BIT 2,E LD (on),DE
24 36 $ INC H SLA H 54 84 T LD D,H BIT 2,H

25 37 % DEC H SLAL 55 85 U LD D,L BIT 2,L ‘

26 38 & LD H,n SLA (HL) 56 86 \ LD D,(HL) BIT 2,(HL) IM 1

27 39 g DAA SLA A 57 87 w LD D,A BIT 2,A LD Al

28 40 ( JR Z,dis SRA B 58 88 - X LD E,B BIT 3,B IN E,(C)
29 41 ) ADD HL.HL SRA C 59 89 Y LD E,C . BIT 3,C OUT (C),E
2A 42 * LD HL,(nn) SRA D 5A 90 Z LD E,D BIT 3,D ADC HL,DE
2B 43 + DEC HL SRA E 5B 91 [ LD E,E BIT 3,E LD DE,(nn)
2C 44 ’ INC'L SRA H 5C 92 / LD E,H BIT 3,H

2D 45 - DEC L SRA L 5D 93 ] LD E,L BIT 3,L

2B 46 ) LD L,n SRA (HL) SE 94 1 LD E,HL) BIT 3,(HL) IM 2

2F 47 / CPL SRA A 5F 95 - LD E,A BIT 3;A LD AR

30 48 0 JR NC,dis 60 96 £ LD H,B BIT 4,B IN H,(©)

31 49 1 LD SP,nn 61 97 a LD H,C BIT 4,C OUT (C),H
32 50 2 LD (nn),A 62 98 b LD H,D BIT 4,D SBC HL,HL
33 51 3 INC SP 63 99 c LD HE BIT 4,E LD (nn),HL
34 52 4 INC (HL) 64 100 d LD HLH . BIT 4H

35 53 5 DEC (HL) 65 101 e LD H,L BIT 4,L

36 54 6 LD (HL),n 66 102 f LD H,(HL) BIT 4,(HL)

37 55 7 SCF 67 103 g LD H,A BIT 4,A RRD

38 56 8 JR C,dis SRL B 68 104 h LD L,B BIT 5,B IN L,(C)

39 57 9 ADD HL,SP SRL C 69 105 i LD L,C BIT 5,C OUT (O),L
3A 58 : LD A,(nn)* SRL D 6A 106 j LD L,D BIT 5,D ADC HL,HL
3B 59 : DEC SP SRL E 6B 107 k LD L,E BIT 5,E LD HL,(nn)
3C 60 < INC A SRL H 6C 108 1 LD LH BIT 5,H

3D 61 = DEC A SRL L 6D 109 m LDL,L BIT 5,L
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HEX

6E
6F
70
71
72
73
74
75
76
71
78
79
7A
7B
7C
D
7E
TF
80
81
82

84
85
86
87
88

8A
8B
8C
8D
8E
8F
90
91
92
93
94
95
96
97
98
99
9A-
9B -
9C
9D

116

DECIMAL

110
111
112
113
114
115
116
117
118
119
120
121
122
123
124
125
126
127
128
129
130
131
132
133
134
135
136
137
138
139
140
141
142
143
144
145
146
147
148
149
150
151
152
153
154
155
156
157

CARACTER

CPHANNENIEEEEEEEEEEO ' — N XxE<E T na90 =

Graficos
> do
utilizador

780 (s/ prefixo)

LD L,(HL)
LD LA
LD (HL),B
LD (HL),C
LD (HL),D
LD (HL),E
LD (HL),H
LD (HL),L
HALT

LD (HL),A
LD A,B
LD A,C
LD A,D
LD AE
LD AH
LD A,L
LF A,(HL)
LD AA
ADD A,B
ADD A,C
ADD A,D
ADD AE
ADD AH
ADD AL
ADD A,(HL)
ADD A,A
ADC A,B
ADC A,C
ADC A,D
ADC AE
ADC AH
ADC AL
ADC A,(HL)
ADC AA
SUB B
SUB C
SUB D
SUB E
SUB H
SUB L
SUB (HL)
SUB A
SBC A,B
SBC A,C
SBC A,D
SBC AE
SBC AH
SBCA,L

PREFIXO CB

BIT 5,(HL)
BIT 5,A
BIT 6,B
BIT 6,D
BIT 6,D
BIT 6,E
BIT 6,H
BIT 6,L
BIT 6,(HL)
BIT 6,A
BIT 7,B
BIT 7,C
BIT 7,D
BIT 7,E
BIT 7,H
BIT 7,L
BIT 7,(HL)
BIT 7,A
RES 0,B
RES 0,C
RES 0,D
RES 0,E
RES 0,H
RES 0,L
RES 0,(HL)
RES
RES
RES
RES
RES
RES
RES
RES
RES
RES
RES
RES
RES
RES
RES
RES
RES
RES
RES
RES
RES

(394
-~

mbnb>rtkhmvowbatEboaEh

wmwwNNNNNPNNH»—»—umﬂr—)—a—o

RES3,L -

PREFIXO ED

RLD
IN F,(C)

SBC HL,SP
LD (nn),SP

IN A,(©)

OUT (C),A
ADC HL,SP
LD SP,(nn)

HEX

9E
9F
A0
Al
A2
A3
A4
A5
A6

A7

A8
A9
AA
AB
AC
AD
AE
AF
BO
Bl
B2
B3
B4
B5

B7
B8
B9
BA
BB
BC
BD
BE
BF
co
Ci
C2
C3
C4
cs
C6
c7

C9
CA
CB
CcC
CD

DECIMAL

158
159
160
161
162
163
164
165
166
167
168
169
170
171
172
173
174
175
176
177
178
179
180
181
182
183
184
185
186
187
188
189
190
191

192

193
194
195
196
197
198
199
200
201
202
203
204
205

CARACTER

(0)

®| .
(q) | Gréficos
(r) fido
(s) | utilizador
®

(w)
RND
INKEY$
PI

FN
POINT
SCREENS$
ATTR
AT
TAB
VALS$
CODE
VAL .
LEN
SIN
Cos
TAN
ASN
ACS
ATN
LN
EXP
INT
SQR
SGN
ABS
PEEK
IN
USR
STR$
CHR$
NOT
BIN
OR
AND
> o=
<=
<>
LINE
THEN
TO
STEP

7280 (s/ prefixo)

SBC A,(HL)
SBC AA
AND B
ANDC
ANDD
ANDE
AND H
ANDL
AND (HL)
AND A
XORB
XORC
XORD
XORE
XORH
XORL
XOR (HL)
XOR A
ORB
ORC
ORD
ORE
ORH
OR L.
OR (HL)
ORA
CPB
CPC
CPD
CPE
CPH
CPL

CP (HL)
CPA
RETNZ
POPBC
JPNZ,nn
JPnn

‘CALL NZ,nn

PUSH BC
ADD An
RSTO
RETZ
RET
JPZ,nn

CALLZ,nn
CALL nn

PREFIXO CB

RES 3,(HL)
RES 3,A
RES 4,B
RES 4,C
RES 4,D
RES 4,E
RES 4 H
RES 4,L
RES 4,(HL)
RES 4,A
RES 5,B
RES5,C
RES 5,D
RES5,E
RES 5,H
RES 5,L
RES 5,(HL)
RES 5,A
RES 6,B
RES 6,C
RES 6,D
RES 6,E
RES 6,H
RES 6,L
RES 6,(HL)
RES 6,A
RES7,B
RES 7,C
RES7,D
RES 7,E
RES 7,H
RES 7,L
RES 7,(HL)
RES7,A
SET 0,B
SET0,C
SET0,D
SET0,E
SET 0,H
SETO,L
SET 0,(HL)
SET0,A
SET 1,B
SET 1,C
SET 1,D
SET 1,E
SET 1,H
SET 1,L

PREFIXO ED

LDI
CPI
INI
OUTI

LDD

CPD
OUTD

LDIR
CPIR
INIR

OTIR

LDDR
CPDR
INDR

OTDR
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HEX

CE
CF
DO
D1
D2
D3

D4

D5
D6
D7
D8
D9
DA
DB
DC
DD

DE
DF
EO
El
E2
E3

E5
E6
E7
E8
E9
EA
EB
EC
ED
EE
EF
FO
F1
F2
F3
F4
F5
F6
F7
F8
F9
FA
FB
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DECIMAL

206
207
208
209
210
211
212
213
214
215
216
217
218
219
220
221

222
223
224
225
226
227
228
229
230
231
232
233
234
235
236
237
238
239
240
241
242
243
244
245
246
247
248

249

250
251

CARACTER

DEFFN
CAT
FORMAT
MOVE
ERASE
OPEN
CLOSE
MERGE
VERIFY
BEEP
CIRCLE
INK
PAPER
FLASH
BRIGHT
INVERSE

OVER
OuUT
LPRINT
LLIST
STOP
READ
DATA
RESTORE
NEW
BORDER
CONTINUE
DIM

REM

FOR

GO TO
GO SUB
INPUT
LOAD
LIST

LET
PAUSE
NEXT
POKE
PRINT
PLOT
RUN
SAVE
RANDOMIZE
IF

CLS

780 (s/ prefixo)

ADC A,n
RST8
RETNC
POPDE

JP NC,nn
OUT (n),A
CALL NC,nn
PUSH DE
SUBn

RST 16
RETC

EXX
JPC,nn
INA,@m) -
CALL C,nn
PREFIXA _
INSTRUGCOES
USANDO IX
SBCA,n
RST ‘1{5,'

RET PO
POP HL

JP PO,nn

EX (SP),HL
CALL PO,nn
PUSH HL
ANDn

RST 20
RETPE

JP (HL)
JPPE,nn -
EXDE, HL
CALLPE,nn -

XORn
RST28
RETP
POP AF
JPP,nn

DI

CALL P,nn
PUSH AF
ORn
RST3®
RETM
LD SP,HL.
JPM,nn
El

PREFIXO CB

SET 1,(HL)
SET 1,A
SET2,B
SET2,C
SET2,D
SET2,E
SET2,H
SET2,L
SET 2,(HL)
SET2,A
SET 4,B
SET3,C
SET3,D
SET3,R
SET 3,H
SET3,L

SET 3,(HL)
SET3,A
SET4,B
SET4,C
SET4,D

'SET4,E
‘SET4,H

SET4,L
SET4,(HL)
SET4,A
SET 5,B
SET5,C
SET 5,D
SET5,E
SET 5,H
SET5,L
SET 5,(HL)
SET5,A
SET6,B
SET 6,C
SET 6,D
SET6,E
SET 6,H
SET6,L
SET 6,(HL)
SET6,A
SET7,B
SET7,C
SET7,D
SET7,E

PREFIXO ED

FC
FD

FE
FF

252
253

254
255

DRAW
CLEAR

RETURN
COPY

CALL M,nn
PREFIXA
INSTRUCOES
USANDO IY
CP n

RST %8

SET 7,H
SET 7,L

SET 7,(HL)
SET 7,A

119



APENDICE B

Neste apéndice pode-se observar como as instrugées afectam
as flags. Sao listadas todas as instrugdes Z80, apresentando a
frente o respectivo efeito sobre as flags. So se indicam as flags
importantes, a saber a flag Carry, a flag Paridade/Overflow, a
flag Zero e a Flag Sinal, ndo tendo as outras qualquer utilidade
directa para o programador uma vez que nio desempenham
qualquer papel na tomada de decisGes (ndo sao consideradas como
condicoes nas instrugdes JR, JP, CALL e RET). Nesta tabela

serao usados alguns simbolos:

Nas mnemonicas: nn

nnnn

r

d
c
dis

Nas flags: 0

Nimero de um sé byte
Nimero de dois bytes
Registo de um s byte
(A, B,C,D,E, H L)
Registo de dois bytes
Condigaoe

Deslocamento calculado
em complemento para dois

A flag é passada a zero

A flag é passada a 1

A flag nao ¢é afectada

A flag é alterada em funcao
do resultado
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INSTRUCOES
(mnemonicas)

A flag tem um valor

aleatorio

A flag é passada a 1 se

o registo B ou o par de
registos BC (dependendo da
instrugao) contiverem zero
no final da operacao

FLAGS

z

P

@!

ADC A,
ADC HL,d
ADD A r
ADD HL.,d
ADD IX.,d
ADD IY.,d
AND r
BIT b,r
CALL nnnn
CALL c,nnnn
CCF

CPr

CPI

EX DE,HL
EX (SP),HL
EX (SP),IX
EX (SP),IY

122

AR

. o

AR AIRIAIA. -

A WHHWHI - - BB - - IR

o .

AAR

- .QW. .

R BRARII . -

c OCRARIAIAIA

. .

INSTRUCOES
{mnemonicas)

FLAGS

EXX
HALT
IM 0

IM 1

M 2
INC r
INC d
IN A,(nn)
IN r,(C)
INI

IND
INIR
INDR

JP nnnn
JP c¢,nnnn
JP (HL)
JP (IX)

LD d,nnnn

LD A,(nnnn)
LD (nnnn),A
LD d,(nnnn)
LD (nnnn),d

B I IR~ - I

T e e e .

¢ o T

~ R

B I N N "

a A
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INSTRUCOES
(mnemonicas)

FLAGS

o]

LDI

LDD
LDIR
LDDR
NEG

NOP

OR r
OUT (nn),A
ouT (O),r
OUTI
OUTD
OTIR

w .

. WoowWw

INSTRUCOES
(mnemonicas)

FLAGS

RST 28
RST 30
RST 38
SBC A r
SBC HL.,d
SCF
SET b,r
SLA r
SRA r
SRL r
SUB r
XOR r

e . e

AARIAA -

o -

AAIZIA. -

A

AAR”AIA-. -

— . .

OCARAXI-

Nota: Nos casos em que se indica ‘‘r’’ nas mnemonicas, esta

OTDR . - . . .
R letra representa nao so os registos de um s6 byte como ainda

POP AF

o o— — .

D < INCINC IR R

. z.\j.\;.\g.g. .

POP d . . (HL), (IX+dis), (IY-+dis) e dados directos ‘‘nn’’ quando

PUSH AF
PUSH d
RES b,r
RET
RET ¢
RETN
RETI

. RLA

RLCA
RRA
RRCA
RL r
RLC r
RR r
RRC r
RRD
RST 00
RST 08
RST 10
RST 18
RST 20
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ARAIAD. -

RRRAIR -

AR TRIA -

WARARIAIAIA - - o o

aplicavel.
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APENDICE C
VARIAVEIS DE SISTEMA

Este apéndice apresenta uma lista de todas as variaveis de
sistema e explica-as um pouco melhor do que o Manual Sinclair.
Estas explicagdes serdo melhor compreendidas por aqueles que
conhecerem o mecanismo da ROM. :

A indicagdo ‘X’ antes do nimero de bytes de cada varidvel
significa que esta s6 devera ser utilizada se o leitor compreender
os efeitos possiveis da alteragdo.

VARIAVEIS DE SISTEMA

Endereco
Bytes em hex. Etigueta Fungdo

8 5C00 KSTATE Esta variavel consiste em oito byts,
cada um deles contendo informagdes
sobre a tecla premida, como seja o
periodo de repeticdo, o seu codigo em
modo ‘‘extended’’, etc.

1 5C08 LAST K Esta variavel contém sempre o cédigo
da dltima tecla premida, tendo em
conta o modo. S6 ¢ alterada quando se
carrega numa nova tecla. A repeticao
automatica afecta a varidvel. Passan-
do-se a zero pode-se verificar se foi
premida alguma tecla.
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Endereco

Bytes em hex.

Etiqueta

Funcdo

1

1

2

1

2

X38
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5C09

5CO0A

5C0B

5COD

REPDEL

REPPER

Tempo (em 50 ciclos por segundo)
durante o qual é necessario carregar
numa tecla para repetir. Possui. inicial-
mente o valor 23 hexadecimal.

Atraso (em 50 ciclos por segundo)
entre as sucessivas repeticoes de uma
tecla. Inicialmente contém o valor 05
hexadecimal. Pode-se diminuir para
um minimo de 01 hexadecimal a fim
de tornar mais rdpida a repetigao.

DEFADD Endereco dos argumentos da fung@o

definida pelo utilizador no caso de
estar a ser avaliada alguma.

K DATA Quando é escrito directamente no te-

clado um cédigo .de comando, por
exemplo tecla shift em modo ‘‘exten-
ded’’ e tecla 1 (INK azul), o segundo
byte, ou seja a cor concreta ou O uso
ou nao de FLASH, é guardado aqui
enquanto o codigo INK, PAPER,
FLASH ou INVERSE ¢ impresso.
Depois disto a ROM consulta este byte
para impressdo a seguir ao codigo de
comando.

5COE TVDATA Esta varidvel é usada’pela rotina de

5C10

STRMS

impressdo para guardar AT, TAB e os

comandos de cor dirigidos para a tele-

visao.

Esta variavel é usada para guardar os
deslocamentos em CHANS. Para um
total de 19 ficheiros, 16 do utilizador €
trés da maquina, existe um desloca-

Endereco

Bytes em hex.

2

1

1

1

Etiqueta

Fungao

5CB6

5C38

5C39

CHARS

RASP

PIP

mento. Quando este é somado a
CHANS, aponta para um endereco que
constitui o inicio da rotina de trata-
mento desse ficheiro.

Indica o endere¢co do conjunto de
caracteres menos 100 hexadecimal
(incluindo no conjunto de caracteres
todos os que possuem cddigos entre 32
— espago — e 127 — copyright —
inclusive). A varidvel contém normal-
mente o enderego 4C0O0 (conjunto de
caracteres em 4D00) mas este valor
pode ser alterado levando-a a apontar
para um novo conjunto de caracteres,
definido pelo utilizador.

Som produzido pelo computador
quando se introduzem codigos de
comando de cor ilegais, ou quando a
linha de programa em montagem
ultrapassa um comprimento de 23
linhas. Para alterar este comprimento,
modifique o conteido desta variavel.

Nesta variavel encontra-se definida a
duragio do som produzido pelas teclas
ao serem premidas. Pode aumentar o
seu valor a fim de tornar mais audivel
o som produzido.

5C3A ERR NR Indica o cédigo das mensagens, menos

um. Inicialmente em FF hexadecimal.
Se for alterada por um programa
Basic, quando este programa termina a
maquina imprime a mensagem de erro
desejada.
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Endereco

“End
Bytes em hex. naereco

Funcao Bytes em hex.

Etiqueta Etiqueta Funcgao

X1

X1

X2
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5C3B
5C3C

5C3D

5CBF

5C41

5C42

5C44

5C45

FLAGS Este byte contém as flags que contro-

lam o sistema Basic.

TVFLAG Flags associadas a impressao no visor

e na impressora.

ERR SP Esta varidvel aponta para um elemento

do stack da maquina. Quando ocorre
um erro, € para este enderego que a
execugdo salta depois de o stack ser
limpo por RST 08. Alterando este ele-
mento, é possivel escrever novas roti-
nas de tratamento de erros.

LIST SP Esta variavel aponta para o enderego

MODE

de retorno do stack da maquina, para o
qual salta a execugdo ap6s uma lista-
gem automatica.

Esta variavel especifica o cursor em
uso — K, L, C, E ou G.

NEWPPC Linha para onde deve saltar a execu-

NSPPC

PPC

¢do. Usada nas instrugées GOTO e
GOSUB.

Namero da declaracdo da linha para
onde deve saltar a execugao. Alte-
rando primeiro a variavel NEWPPC e
depois NSPPC forga-se' um salto para
uma determinada declaragao de uma
linha.

Numero -de linha onde se encontra
a instrucdo actualmente em execu-
¢ao.

1

X2

X2

X2

X2

X2

X2

5C47

5C48

5C49

5C4B

5C4D
5C4F

5Cs1

5C53

5C55

5C57

SUBPPC Nimero da instrugao actualmente em

execugao.

BORDCR Esta variavel contém os atributos da

E PPC

VARS

DEST

CHANS

janela inferior do visor. Os bits zero a
dois correspondem a cor INK, e os
bits trés a cinco a cor de PAPER/
/BORDER. Os bits FLASH e BRIGHT
nao sao usados.

Numero de linha onde se encontra o
cursor.

Esta varidvel indica o inicio da area
onde estao guardadas as variaveis
durante a execucdo de um programa
Basic.

Endereco da variavel em atribuigao.

Indica a tabela de enderecos usada por
STRMS.

CURCHL Indica o enderego da tabela anterior

PROG

(de enderegos de tratamento de fichei-
ros) que esta a ser usado pela rotina de
tratamento.

Esta variavel indica o inicio da area
onde se encontra o programa Basic.

NXTLIN Indica o endereco da linha do progra-

ma Basic que se segue a que esti em
execugao.

DATADD Aponta para o separador final do

tltimo elemento DATA. Se nao existir
DATA no programa, aponta para 80
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Endereco

Bytes em hex.

X2

X2

X2

X2
X2

X1
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Etiqueta

Funcao

5C59
5C5B
5C5D
SC5F
5C61

5C63
5C65
5C67

- 5C68

5C6A
. 5C6B

5C6C

E LINE

K CUR

CHADD

X PTR

hexadecimal, no fim das informagdes
de canal.

Endereco da ordem que esta a ser in-
troduzida no teclado.

Enderego do cursor no interior da linha
avaliada.

Endereco do caracter a interpretar em
seguida.

Endereco do caracter que se encontra
depois do indicador “*7”.

WORKSP Endereco da area de trabalho tempo-

raria.

STKBOT Endereco inferior do stack de calculo.

STKEND Endereco do inicio da memoria livre.

BREG

MEM

Registo de calculo usado para diversos
fins (contagem).

Endereco da é4rea usada para as seis

~ memorias de célculo, (normalmente

MEMBOT, mas nem sempre).

FLAGS2 Mais flags.

DF SZ

STOP

Numero de linhas (incluindo uma em
branco) que constituem a -janela do
visor.

Niumero-de linha superior em listagem
oy
automatica.

Enderego
Bytes em hex.

Etiqueta

Funcgao

; v

5C6E

5C72

5C74

5C76

5C78

5C7B

5C7D

OLDPPC Numero de linha para onde salta a

ordem CONTINUE.

STRLEN Comprimento do destino (tipo cadeia)

em atribuicao.

T ADDR Endereco do elemento seguinte da

SEED

tabela de sintaxe. Na ROM existe uma
extensa tabela que define o local onde
se encontra a rotina correspondente a
cada ordem e o modo de obter a infor-
magao necessaria.

Origem da fungao RND. E esta a
variavel sobre a qual actua a fungao
RANDOMIZE.

FRAMES Contador de imagens com trés bytes,

UDG

incrementado em cada ciclo da alimen-
tagdo (50 ciclos por segundo). Con-
sulte o capitulo 18 do Manual Sinclair.

Enderego do primeiro caracter grafico
definido pelo utilizador. Recorde que
quando se altera a RAMTOP para
incluir um programa em codigo-ma-
quina, a 4rea -de UDG’s nao ¢ afecta-
da. Se colocar cédigo nesta area, cor-
rompera certamente quaisquer caracte-
res graficos que tenha definido.

COORDS Usada para armazenamento temporario

da coordenada X quando sao realiza-
dos calculos para defini¢do da posigao
de PLOT.
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Endereco
Bytes em hex.

Etiqueta Funcdo

1

l .

X1

X1

X2
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5C7E
5C7F

5C80

5C81

5C82

5C84

5C86

5C88 -

5C89

5C8A

- 5C8C

5C8D

Como acima, mas para a coordenada Y.

P POSN Niimero da posi¢ao de impressdo (32
colunas).

PR CC Byte menos significativo do enderego

da posicao que se segue para LPRINT
AT (no buffer da impressora).

Nao usada.
ECHO E Numero de coluna (32) e de linha (24)
do final do buffer da impressora.

DFCC Endereco da posicio de PRINT da
fiada superior do caracter no ficheiro
de imagem. Pode ser dirigida para
outra posigao.

DFCCL Como DFCC, para a parte inferior do
visor.

S POSN Nﬁméro de coluna (32) para a posicao
de PRINT.

Nimero decoluna (24) para a posigao
de PRINT.

SPOSNL Comp SPOSN, para a janela inferior.

SCR CT Conta os *‘‘scrolls’’ da imagem; contém
mais. um.do que o nimero de ‘‘scrolls™
realizados antes de a.imagem parar
imprimindo ‘a pergunta ‘‘scroll?’. .Se
for regularmente colocado aqui o-valor
255, a imagem rolara indefinidamente,
sem parar nunca.

ATTR P Atributos permanentes (definidos por

Endereco
Bytes em hex.

Etiqueta Fungdo

30

5C8E

5C8F
5C90

5C91
5C92

5CBO

5CB2

5CB4

declaracdes INK, PAPER, etc., glo-
bais).

MASK P Usada para atributos transparentes.
Qualquer bit igual a um indica que o
atributo correspondente nao ¢ retirado
de ATTR P mas do valor que se en-
contra ja no visor.

ATTR T Atributos temporarios- em uso (por
exemplo definidos em instrugoes
PLOT, PRINT, DRAW).

MASK T Como MASK P, mas temporario.
P FLAG Mais flags.

MEMBOT E nesta 4rea que a unidade de célculo
aritmético pode guardar até seis dife-
rentes nimeros em notagdo de virgula
flutuante (cinco bytes cada), utilizando
“‘memdrias’’ especiais (ver variavel
MEM).

INTERR Ex-vector de interrupg¢ao, ndo usado
devido as caracteristicas da programa-
¢do da ROM. Consultar o capitulo
“‘Posso Interromper?’’. Pode ser usada
sem restrigdes. pelo programador.

RAMTOP Esta varidvel contém o enderego do
~ altimo byte da area Basic.

PRAMT Enderego do ultimo byte fisico da
RAM.
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APENDICE D

MNEMONICAS Z80 E SUA EXPLICACAO

Este apéndice fornece uma breve descricao de cada uma das
ordens aceites pela processador Z80. Refere-se ao tipo de funcio-
namento que provocam e a correpondente actuagao sobre as ﬂags
Niao sdo indicados os respectivos cédigos hexadecimais, mas é
possivel encontra-los no apéndice A, onde se encontram listadas
todas as mnemonicas Z80 juntamente com 0s respectivos codigos
de operagio e os codigos de operagao e ASCII correspondentes
usados pelo sistema operativo do Spectrum

Nas explicagdes que se seguem serao usadas algumas abre-
viaturas:

= Registo de um s6 byte

A, B, C, D, E, F, H, L = Registos simples do ZX
Spectrum,

nnnn = Dado directo, de dois bytes.

dl = Registos de dois bytes: BC, DE, HL ou SP.

d2 = Registos de dois bytes: BC, DE, HL, IX, IY e SP.

x = Nimero de ordem de um bit, compreendido entre 0 e 7.

dis = deslocamento em nimero de bytes, segundo a conven-
¢do de ‘‘complemento para dois’’

res = valor hexadecimal num sé byte: 00, 08, 10, 18 20,
28, 30 ou 38.

Apresentamos em seguida as instrugées de cédigo-maquina
ordenadas alfabeticamente:
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ADC

ADC
ADC
ADC
ADC

ADC

ADD

ADD
ADD

ADD

ADD

ADD
ADD
ADD

138

A,r

A,(HL)
A,(IX +dis)
A, (IY +dis)
A,nn

HL,dl

A,r

A,(HL)
A,(IX +dis)
A,(Y +dis)
A,nn

HL,dl
IX,dl
IY,dl

Soma o registo r ao Acumulador, e
soma igualmente a flag carry ao resul-
tado. Exceptuando ADC A,A, o con-
teido do registo operando mantém-se.
A flag N é passada a zero pela instrucdo
ADC, e as restantes flags reflectem o
estado final do Acumulador.

Idénticas a ADC A,r, mas somando ao
Acumulador os dados indicados por
(HL), (IX +dis) ou (IY +dis), ou dados
directos.

Realiza uma soma dupla, acrescentando
primeiro o valor da flag ‘‘carry’’ ao bit
menos significativo do registo L, e so-
mando em seguida o par de registos dl
(BC, DE, HL, SP) a HL.. A flag N sera
passada a zero e as outras flags reflecti-
rao o estado de HL.

Realiza uma soma simples num unico
byte, adicionando r ao Acumulador.
ADD passa a zero a flag N, e as outras
flags reflectiraio o estado do Acumu-
lador.

Exactamente como em ADD A,r, ex-
cepto que neste caso se soma a A 0 con-
teido do enderego indicado por HL,
IX +dis e IY +dis, ou um’ dado, directo
formado por dois bytes.

Realiza uma soma a dois bytés sobre o
contetido dos pares de registos HL,, IX
ou IY respectivamente. Soma-se a estes
um par de registos dl (HL, BC, DE,
SP), o qual se mantém inalteravel no
final da operacao.

AND r

AND (HL)
AND (IX +dis)
AND (IY +dis)
AND nn

BIT x,r

BIT x,(HL)

BIT x,(IX + dis)
BIT x,(IY +dis)

CALL nnnn

Realiza uma operagao logica AND sobre
o conteido do Acumulador. Os bits do
registo r sdo comparados com oS corres-
pondentes do Acumulador, € quando
ambos sao iguais a um o resultado é
também 1, guardado no Acumulador;
em todos os outros casos o bit em ava-
liacdo € passado ou mantido ao valor
zero no Acumulador. O registo ope-
rando, r, ndo € afectado por estas opera-
coes. As flags sdo afectadas em fungao
do resultado no Acumulador.

E executada uma operagio légica AND
sobre o Acumulador. Os dados indica-
dos por HL, IX+dis, IY +dis, ou os
dados directos na forma nn sao compa-
rados com o conteido do Acumulador,
ficando neste o resultado da operagao
logica AND executada bit a bit. O ope-
rando ndo ¢ afectado em caso algum. As
flags sdo afectadas em fungéo do resul-
tado no Acumulador.

Esta instrugao verifica o bit x (onde x
varia entre zero ¢ sete) do registo r,
(HL), (IX +dis) ou (IY +dis). Se o bit &
zero, a flag Zero é passada a 1. Se o bit
é um, a flag Zero é passada a zero.
A flag C ndo é afectada, a flag H ¢
passada a um e¢ a flag N a zero.
O estado das flags S e P/V ndo pode ser
previsto.

Provoca um salto para uma subrotina
que se inicia no enderego nnnn. O ende-
reco da instrucdo seguinte ¢ guardado
no stack, mantendo-se ai até ser atin-
gida uma instrugdo RET. Nenhuma das

‘flags é afectada por esta instrugdo.
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CALL C,nnnn
CALL M,nnnn
CALL NC,nnnn
CALL NZ,nnnn
CALL P,nnnn
CALL PE,nnnn
CALL PO,nnnn
CALL Z,nnnn

CCF

CPr

CP (HL)

CP (IX+dis)
CP (IY +dis)
CP nn

CPD

140

Estas ordens actuam exactamente do
mesmo modo que uma CALL incondi-
cional, sendo no entanto ignoradas
quando a condigdo ndo é satisfeita. As
flags ndo sao afectadas.

O estado da flag Carry é invertido. A
flag N é passada a zero, mas as outras
flags nao sdo alteradas.

Esta instrugéo subtrai o registo r ao Acu-
mulador, mas ndo altera o conteudo de
qualquer destes. As flags sdao porém mo-
dificadas em funcao do resultado.

Estas instru¢gdes comportam-se exacta-
mente como CP r, mas comparando ago-
ra ou dadds indicados por HL, IX +dis e
IY +dis, ou dados directos, com o con-
tedido do registo A, em vez de a compa-
ragio ser feita com um registo simples.
As flags reflectem o resultado da opera-
¢d0, que nao altera o contetido dos regis-
tos envolvidos.

O conteido da posigﬁo de memoria indi-
cada por HL é comparado com o con-
teiido do Acumulador. A flag N é passa-
da a 1, e as outras flags reflectem o
resultado da operagao excepto'a flag C,
que ndo ¢ afectada. O registo BC,
actuando como contador, é entdo ‘decre-
mentado tal como o par de registos HL,
apontando assiin para a posigao seguinte
(inferior) em memodria. Se o par de
registos BC passa a zero a flag P/V ¢
passada igualmente para zero; no caso

CPDR

CPI

CPIR

CPL

DAA

El

contrario mantém-se a um.

Actua exactamente do mesmo modo que
CPD, mas depois de HL ter sido decre-
mentado juntamente com BC, se este
nao for zero repete a operagao. A repe-
ticao nao se verificara se BC for igual a
zero ou se o valor do Acumulador for
igual ao da posi¢ao de memoria indi-

- cada por HL.

Esta instrugdo actua exactamente como
a CPD, incrementando no entanto o.
registo HL. em vez de o decrementar.

Esta instrugao actua exactamente como a
CPDR, exceptuando o facto de o registo
HL ser incrementado ao terminar a ope-
ragao, em vez de decrementado.

Complementa o conteido do Acumula-
dor. Os bits iguais a um sao passados
para zero € os iguais a zero sao passados
a um. Todas as flags da CPU sao manti-
das no seu estado anterior, excepto as
flags H ¢ N, passadas a um. '

Esta instrugao altera o valor do Acumu-
lador, passando-o de um valor binario
para dois algarismos decimais em codi-
ficagdo binaria. Os quatro bits mais
significativos reflectem o algarismo das
‘“‘dezenas’’, e os quatro menos signifi-
cativos reflectem o algarismo das
‘‘unidades”’

Esta instrucdo (‘‘enable interrupt’”)
ordena a CPU que aceite interrupgoes
“‘exclusivas’’. Depois de ser recebida

- uma interrupgdo, nao € aceite qualquer
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EX AF,AF

EXX

EX DE,HL

EX (SP),HL

EX (SP),IX
EX (SP),IY

HALT

IM 0
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outra até ser recebida outra instrugao
ElL

Esta ordem de um s6 byte troca os valo-
res em AF e AF’. As flags reflectem o
estado de A depois da troca.

Esta instrugao substitui os pares de re-
gistos BC, DE e HL pelos registos cor-
respondentes do conjunto alternativo.

Esta instrugdo troca entre si os valores
dos pares de registos DE e HL.

O dltimo valor colocado no stack ¢é tro-
cado pelo conteido de HL. Tanto o
valor de SP como as flags ndo sao
afectados por esta instrugao.

Semelhantes a EX (SP),HL, estas duas
instrugdes trocam pelo ultimo valor do
stack o conteudo dos registos IX e IY.
As flags nao sao alteradas.

Esta istrugao leva a CPU a interromper
todas as operagOes, mantendo-se neste
estado até receber um sinal de interrup-
g_éo ou ‘‘reset’’. A memoria dindmica é

“‘refrescada’’ porque o processador pro-
cessa de facto repetidamente a instrugao
NOP para esse efeitq. Esta instrugao
nao altera quaisquer reglstos ou flags.

Esta instrucdo ordena a. CPU que se
mantenha no modo de 1nterrup§ao Zero.
Quando recebe uma interrupgao, a'CPU
permite que um dispositivo externo con-
venienteménte concebido e accionado
force a passagem de uma instrugao para
o canal de dados. A CPU executara

IM 1

M 2

IN 1,(C)

IN A,nn

DEC r

DEC (HL)
DEC (IX+dis)
DEC (Y +dis)

DEC d2

depois essa instrugao. As flags nao sao
afectadas por qualquer ordem IM.

Esta instrugao coloca a CPU no modo de
interrupgao 1. Quando recebe uma in-
terrupcao, a CPU executa uma RES-
TART para o enderego 38 hexadecimal.
As flags nao sao afectadas.

Esta interrupgao passa a CPU ao modo
de interrup¢ao 2. A CPU, quando
“‘interrompida’’, saltarad para um ende-
reco formado, considerando o conteudo
do registo vector de interrupcao (IV ou
apenas I) como equivalente aos oito bits
mais significativos e a informagao colo-
cada no canal de dados como equiva-
lendo aos oito bits menos significativos.

Esta ordem leva a CPU a ler o valor no
port C, colocando-o no registo r. As
flags nao sao afectadas.

Actua exactamente da mesma maneira
que a instrugao anterior, mas usa agora
o dado directo nn e o registo A em vez
do registo r.

Esta instrucdo decrementa o registo r.
Niao afecta a flag C. A flag N é passada
a zero. As outras flags reflectem o valor
resultante no registo r. .

Esta ordem decrementa o conteido da
posi¢ao de memoria indicada por HL,
IX +dis ou IY +dis. As flags sdo afecta-
das do modo ja indicado para DEC r.
Esta instru¢do decrementa o par de regis-
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DI

DINZ

INCr

INC HL
INC (IX +dis)
INC (IY +dis)

INC d2

IND
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tos d2 (BC, DE, HL, SP, IX ¢ IX). Nao
afecta qualquer das flags.

Este comando instroi a CPU para néo
aceitar uma interrupgao mascaravel.

Esta ordem decrementa o registo B. Se
B ndo for igual a zero ¢ realizado um
salto relativo, usando.o deslocamento e
a complementagdo para dois; o deslo-
camento é somado ao Contador de Pro-
gramas (registo PC).

Esta instrugdo incrementa o registo r.
A flag *‘carry’’ ndo ¢ afectada, a flag N
é passada a zero e as outras reflectem o
valor resultante do registo r.

Esta ordem incrementa o conteido da
posigao indicada por HL, IX+dis e
IY +dis. As flags sao afectadas do modo
descrito anteriormente para INC r.

Esta instrugdo incrementa o par de regis-
tos d2 (BC, DE, HL, SP, IX ou IY).
Nao afecta as flags.

Esta ordem leva & aceitagao dos dados
provenientes do ‘‘port’’ deentrada es-
pecificado pelo registo C. Os dados sao
transferidos para a posi¢do de memoria
indicada por HL; este ‘registo é em
seguida decrementado. O registo B,
servindo como contador, é também
decrementado:¢ se passar a zero a flag
Z assume o valor 1. O estado das flags
S, M e P/V nao pode ser previsto.
A flag N ¢é sémpre passada a 1 por esta
instrugio, e a flag ‘‘carry’” nao €
afectada.

INDR

INI

INIR

JP (HL)

JP (IX)
JP (IY)

JP nnnn

JP C,nnnn
JP M,nnnn
JP NC,nnnn
JP NZ,nnnn
JP P,nnnn
JP PE,nnnn
JP PO,nnnn
JP Z,nnnn

Esta instrugdo actua exactamente como
a anteriormente descrita, mas se B nao
for zero no final da operagio esta é
repetid:il. Isto significa que no final da
execugao as flags serdo afectadas do
modo indicado, mas a flag Z estara
obrigatoriamente em 1.

Esta instrugao tem exactamente 0 mesmo
efeito que IND, mas o par de registos
HL ¢ incrementado em vez de decre-
mentado.

Esta instrugao actua exactamente como
!NDR, mas o par de registos HL ¢
incrementado em vez de decrementado.

Esta instrugdo provoca um salto para o
enderego especificado pelo par de regis-
tos HL.

Esta instru¢do provoca um salto para o
enderego especificado pelo registo de
indexagao IX ou IY respectivamente.
As flags nao sdo afectadas por estas
instrugoes.

Esta instrugdo provoca um salto directo
para o enderego nnnn. As flags nao sao
alteradas por ela.

Estas instrugdes sao ignoradas pela CPU
a menos que a condigdo seja satisfeita.
Se o for, é executado um salto directo
para o endereco nnnn. As flags nao sao
alteradas por estas instrugoes.

145



JR dis

JR C,dis
JR NC,dis
JR NZ.dis
JR Z,dis

LD (nnnn),A
LD (nnnn),d2
LD (BC),A
LD (DE),A
LD (HL),r

LD (HL),nn
LD (IX+dis),r
LD (IX+dis),nn
LD (Y +dis),r
LD (IY +dis),nn
LD A,(nnnn)
LD A,(BC)
LD A,(DE)
LD r,(HL)

LD r,(IX+dis)
LD r,(JY +dis)
LD r,(r)

LD r,nn

LD d2,(nnnn)
LD d2,nnnn
LD A,

LD AR

LD R,A

LD SP,HL
LD SP,IX

LD SP,IY

Esta instrugdo provoca um salto relativo.
O endereco de destino é formado
usando o byte de deslocamento € a con-
vengdo de complementagao para dois. O
deslocamento é calculado a partir do
endereco da posigio seguinte. JR dis
deixa as flags no seu estado anterior.

Estas instrugdes actuam do mesmo modo
que JR dis, sendo no entanto ignoradas
pela CPU a menos que a condicdo seja
satisfeita.

A instrucdo LD possui uma grande quan-
tidade de combinagdes. Listamos aqui
todas as suas formas possiveis. Copia
simplesmente um valor do dado que se
encontra a direita, que pode ser o con-
teido de um dado endereco ou de um
registo simples ou duplo, ou um dado
directo, para o destino indicado do lado
esquerdo, que pode consistir num regis-
to ou par de registos ou numa posi¢ao
de meméria. Nem todas as combinagdes
30 no entanto possiveis, pelo que o lei-
tor devera verificar, quando programa,
se a sintaxe que esta a usar se encontra
indicada no Apéndice A, a fim de ter a
certeza de que ndo estd a escrever um
programa impossivel...

LDD

LDDR

LDI

LDIR

NEG

O contetdo da posigdo de memoria indi-
cada pelo par de registos HL ¢ transfe-
rido para a posi¢@o indicada pelo par de
registos DE. DE e HL sao em seguida
decrementados. BC € decrementado, e
se passa a zero a flag P/V sera igual-
mente passada a zero; senao sera colo-
cada a 1. As flags H e N passam a zero,
mas as outras sao mantidas no seu esta-
do anterior.

Esta instrugao actua exactamente do
mesmo modo que LDD, mas se BC nao
for zero no final da operagao esta é
repetida. Isto significa que no final a
flag P/V sera zero, sendo as outras flags
afectadas no modo indicado anterior-
mente.

Esta instrugao actua exactamente como
LDD, excepto que HL e DE sao incre-
mentados em vez de decrementados. As
flags comportam-se exactamente do
mesmo modo.

Esta instrugdo comporta-se exactamente
como LDDR, mas neste caso os registos
HL e DE sdo incrementados em vez de
decrementados. :

Esta instrucao ‘‘nega’” o conteido do
Acumulador de acordo com a conven-
¢do de complementacdo para dois. Em
primeiro lugar todos os bits sdo comple-
mentados (‘‘invertidos’’), ou seja, os
que sd0 zero passam a um € vice-versa.
Em seguida soma-se um ao resultado.
As flags S e Z reflectem o resultado da
operagdo, e a flag P/V é passada a 1 se
o Acumulador comegou, e portanto ter-
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NOP

ORr

OR (HL)
OR (IX +dis)
OR (1Y +dis)
OR nn

OTDR
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minou, com 80 hexadecimal. Se nao
passa a 0. A flag C passa a 0 se o
Acumulador comegar e terminar com
0 hexadecimal. Se ndo é passada a 1.
A flag N é sempre passada a 1.

Esta instrugdo leva simplesmente a CPU
a perder tempo, nada mais fazendo além
de incrementar o Contador de Programa
para a posicao seguinte. Nenhuma das
flags é afectada.

O registo de um unico byte r € usado
numa operagdo légica OR executada
sobre o contetido do Acumulador. Os
bits deste sdo comparados um a um com
os equivalentes do registo r. Se qual-
quer dos bits ou ambos forem um, o bit
correspondente do Acumulador € pas-
sado a 1; se ndo é passado a zero.
O registo r nao é afectado. A flag C
passa a 0, o mesmo acontecendo com a
flag N. A flag H passa sempre a 1 e as
outras reflectem o resultado da operagao.

Do mesmo modo jd descrito para a ins-
trugdo anterior, o conteido da posi¢ao
de memoria indicado por HL, IX +dis,
IY +dis ou um dado directo nn sado usa-
dos numa operagao OR sobre o Acumu-
lador.

De um modo semelhante aoe descrito
para INDR, sédo transferidos :dados da
posicio de memoéria indicada por HL

para o ‘‘port’’ especificado pelo registo ‘

C, actuando o fegisto B como “‘byte de
contagem’’ e sendo HL decrementado
depois de cada execugdo da opera-
¢ao. '

OTIR

OUT (C),r

OUT nn,A

OuUTD

OUTI

POP AF

POP BC
POP DE
POP HL
POP 1IX
POP 1Y

PUSH AF

Esta instrugdo actua exactamente da
mesma maneira que OTDR, mas neste
caso o par de registos HL ¢ incrementado.

Esta instrugdo envia o dado existente no
registo r para o port de entrada/saida
especificado pelo registo C. As flags
n3o sdo alteradas.

Esta instrugao é semelhante a OUT (C),r,
exceptuando o facto de o dado directo
nn especificar o port e o dado de uso ser
obtido no registo A.

Trata-se de uma instrugao muito seme-
Ihante a ordem IND anteriormente des-
crita, mas no caso de OUTD o dado é
enviado para o port a partir da posigao
especificada em HL. )

Esta instrugio € semelhante a OUTD,
mas apos cada operagdo o par de regis-
tos HL é incrementado em vez de decre-
mentado.

O valor de dois bytes que se encontra no
topo do stack é removido e guardado no
par de registos AF. O ‘‘Stack Pointer’’,
SP, é entdo incrementado duas vezes de
modo a indicar o dado seguinte. As
flags nao sao alteradas.

Estas instrugbes actuam exactamente do
mesmo modo que POP AF, mas o valor
recolhido do stack é agora guardado nos
pares de registos BC, DE, HL, IX e IY
respectivamente.

Esta instrucao tem um efeito oposto a
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PUSH BC
PUSH DE
PUSH HL
PUSH IX
PUSH IY

RES x,r

RES x,HL

RES x,(IX+dis)
RES x,(IY +dis)
respectivamente.
RET

RET C
RET M
RET NC
RET NZ
RET P
RET PE
RET PO
RET Z

RET 1
150

POP AF. O valor guardado no par de
registos AF & colocado no stack, sendo
o ‘‘Stack Pointer’” decrementado duas
vezes. As flags nao sdo afectadas por
esta operagao.

Estas instrugdes actuam exactamente do
mesmo modo que PUSH AF, excepto o
facto de serem guardados no stack os
valores contidos respectivamente nos
pares de registos BC, DE, HL, IX e IY.

Esta instrugdo passa o bit x do registo
de um sé byte r para zero. As flags da
CPU nao sdo afectadas.

Estas instrugdes passam a zero o bit x
do contetido da posi¢ao de memdria
indicada por HL, IX+dis e IY +dis

O valor no topo do stack & removido e
transferido para o Contador de Progra-
ma, PC. O Stack Pointer € incremen-
tado duas vezes de modo a apontar para
o dado seguinte. A execugdo do pro-
grama continua utilizando o novo valor
contido em PC. As flags nao sao
afectadas.

Estas instrugdes actuam exactamente do
mesmo modo que a anterior ordem RET,
mas sao ignoradas pela CPU a'menos que
a condi¢do seja satisfeita..As flags nao
sao afectadas.

Estas duas instrucdes ndo serdo necessa-

RET N

RL r

RL (HL)

RL (IX+dis)
RL (IY +dis)

RIC r

RLC (HL)
RLC (IX+ dis)
RLC (IY +dis)

RLD

rias ao leitor, mas sao muito tteis para o
tratamento de interrupgdes pelo Z80. No
Spectrum, as interrupgdes sao usadas para
ler o teclado. Esta leitura é interrompida
em certos momentos, por exemplo quan-
do a impressora ou a interface de ligagao
ao gravador estdo a ser usadas.

Os bits do registo r ou da posigao de me-
moéria indicada por HL, IX+dis ou
1Y + dis s@o rodados pelo bit de transporte,
com se mostra na figura seguinte.

e 76543210

As flags H e N passam ao valor zero. As
flags S, Z e P/V reflectem o resultado da
operagio. A flag P/V reflecte a paridade
do registo ou posigdo de memoria roda-
dos.

O registo r ou a posigao de memoria indi-
cada por HL, IX +dis ou IY + dis respec-
tivamente é rodado do modo indicado no
diagrama seguinte. As flags comportam-
-se do mesmo modo qué na instrugao
anterior.

[CJ«-[F7654321'0J‘J

Esta instrugio permite rodar um alga-
rismo de quatro bits, decimal em codifi-
cagdo binaria, na metade menos signifi-
cativa do Acumulador, para a esquerda
sobre dois algarismos em memoria indi-
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cados por HL. Esta operagdo ¢ melhor
esclarecida pelo seguinte diagrama:

0o 7654!32'10J
-t

ACUMULADOR (HL)

Esta instrugdo é bastante semelhante a
anterior, rodando igualmente algarismos
em codificagao binaria. Mas neste caso
os algarismo sao rodados para a direita
como se mostra na figura seguinte:

10 7654]32110 |

=
[ 321
RRD
v
| | 32
ACUMULADO
RR R :
RR (HL)
RRC r
RRC (HL)

RRC (IX +dis)
RRC (IY +dis)

RST res
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R (HL)

Estas instrugoes actuam de modo seme-
lhante a RL, mas a rotagdo é agora
realizada na direc¢do oposta como se
podera ver no diagrama:

Lrc 76543210 H

Estas instrugoes actuam de modo seme-
lhante a RLC, mas a rotagio é'realizada
na direcgao oposta como se ilustra na
figura seguinte:

[ CH765432.1<-0{ I—J

Esta instrugao constitui uma versao abre-
viatura da instrugao CALL, restringida
aos enderegos 00, 08, 10, 18, 20, 28, 30

SBCA,r

SBC
SBC

SBC A,(IX+dis)
SBC A,(IY +dis)

SBC

SCF

SET

SET
SET
SET

A,nn
A,(HL)

HL,dl

X,r

X,(HL)
x,(IX + dis)
x,(IY + dis)

e 38. RST € abreviatura de RESTART.
Estas instrugées nao afectam as flags.

Esta instrugdo subtrai o registo r do
Acumulador. O conteudo da flag
““carry’’ é subtraido ao bit menos signifi-
cativo do Acumulador. A flag N € passa-
da a 1, mas as outras flags nao sao
alteradas.

Esta instrugao actua do mesmo modo que
SBC A,r, exceptuando o facto de ser
subtraido o dado directo nn, ou o con-
teddo da posigao de memoria indicada
em HL, IX+dis e IY +dis respectiva-
mente ao Acumulador, em vez do con-
tedido de outro registo. :

Esta instrugao realiza uma subtracgdo a
dois bytes, com transporte. O par de
registos dl é subtraido de HL, sendo a
flag ‘‘carry’’ subtraida ao bit menos
significativo de HL. A flag N é passada a
1. As flags restantes reflectem o estado
de HL.

A flag “‘carry”’ é simplesmente passada
a 1 por esta instrugao. As flags He N sao
passadas a zero, e as flags restantes sao
deixadas sem alteragao.

Esta instrucdo passa a um o bit x do
registo r. Nenhuma das flags da CPU ¢
afectada.

Estas instrugdes passam a um o bit x da
posicio de memoria indicada por HL,
IX+dis ou IY+dis respectivamente.
Nenhuma das flags é afectada.
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SLA r

SLA (HL)
SLA (IX+dis)
SLA (IY +dis)

SRA r

SRA (HL)
SRA (IX +dis)
SRA (IY +dis)

SRL r

SRL (HL)
SRL (IX+ dis)
SRL (Y +dis)

SUB r

SUB (HL)
SUB (IX+ dis)
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Estas instrugoes deslocam o registo r, ou
o conteido das posi¢es de memoria in-
dicadas por HL, IX+dis e I'Y +dis res-
pectivamente, do modo indicado no dia-
grama seguinte. As flags comportam-se
do modo ja descrito para RL r.

[c | 76543210 0

Estas instrugoes sao semelhantes as SLA,
mas o deslocamento é neste caso realiza-
do no sentido contrario, como se ilustra
em seguida:

T76543210J—»{_b——|

Estas instrucoes deslocam o registo r ou
a posi¢do de memoria indicada por HL,
IX+dis ou I'Y + dis respectivamente para
a esquerda, como se mostra na figura se-
guinte:

0+ 76543210 | C |

As flags sdo afectadas do modo indicado

- para RL.

Esta instrugao realiza uma subtracgao de
um unico byte. Subtrai simplesmente o
conteudo do registo r ao Acumulador. O
registo r ndo’ é alterado, a flag N é
passada a um e as restantes flags reflec®
tem o estado ém que fica o Acumulador.

Estas instrugdes actuam exactamente do
mesmo modo que SUB (r), exceptuando

SUB (1Y +dis)
SUB nn

XOR r

XOR nn

XOR (HL)
XOR (IX +dis)
XOR (IY +dis)

o facto de se subtrair o contetido da posi-
¢ao de memoria indicada por HL,
IX +dis ou IY + dis respectivamente, ou
um dado fornecido directamente ao
Acumulador.

E realizada uma operagao ‘‘OR exclu-
sivo’’ entre o contetdo de r ¢ o contelddo
do Acumulador. Os bits sdo comparados
um a um. Se o bit do Acumulador e o do
registo r forem ambos zero ou um, o bit
do Acumulador passa a zero. De outro
modo-passa a um. A flag ‘‘carry’’ passa
a zero, tal como a flag N, a flag H é
passada a um e as flags restantes reflec-
tem o resultado no Acumulador.

Estas instrugoes actuam do mesmo modo
que no caso anterior, mas a operagao OR
exclusivo ¢ realizada entre 0 Acumulador
e um dado directo ou o conteido da
posi¢do de memoria indicada por HL,
IX+dis ou IY +dis respectivamente.
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