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INTRODUCTION 
One often gets the impression that programming in assembly 

language is some very difficult and obscure technique used only 
by those advanced programmers. As it happens, assembly language 
is merely different, and if you have successfully used Integer or 
Applesoft Basic to do some programming, there's no reason why 
you can't use assembly language to your advantage in your own 
programs. 

This book will take a rather unorthodox approach to explain
ing assembly programming. Because you are presumably some
what familiar with Basic, we will draw many parallels between 
various assembly language techniques and their Basic counter
parts. An important factor in learning anything new is a familiar 
framework in which to fit the new information. Your knowledge 
of Basic will provide that framework. 

[ will also try to describe initially only those technical details 
of the microprocessor operations that are needed to accomplish 
our immediate goals. The rest will be filled in as we move to 
more involved techniques. 

This book does not attempt to cover every aspect of machine 
language programming. It does, however, provide the necessary 
information and guidance to allow even a somewhat inexperi
enced person to learn machine language in a minimum of time. 
You should find the text and examples quite readable, without 
being overwhelmed by technical jargon or too much material 
being presented at once. 

I'd like to take this opportunity to briefly mention a few of 
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my own programming philosophies. Writing programs to do a 
given task is essentially an exercise in problem solving. Problem 
solving is in fact a subject in itself. No matter what your pro
gramming goal is, it will always involve solving some particular 
aspect that, at that moment, you don't really know how to solve. 
The most important part is that, if you keep at it, you eventually 
will get the solution. 

One of the key elements in this process, I believe, and the 
particular point to stress now, is that it is important to be a tool 
user. Programming in any language consists of using tht:· various 
commands and functions available to you in that language and 
of putting them all together in a more complex and functioning 
unit. If you are not familiar with the options you have at any 
given moment-that is, your tools-the problem-solving process 
is immensely more difficult. 

My intent in this book is to present in an organized way the 
various operations available in assembly language and how they 
can be combined to accomplish simple objectives. The more 
familiar you are with these elements, the easier it will be to solve 
a particular programming problem. 

You may wish to keep your own list of the machine language 
commands and their functions as we go along. A list of these 
commands is included in appendix C, but I think you'll agree 
that by taking the time to write each one down as you learn it, 
along with your own personal explanation of what it does, you 
will create a much stronger image in your mind of that particular 
operation. 

You may wish tu supplement this book with other books on 
6502 programming. Recommended books include: 

Randy Hyde, Using 6502 Assembly Language (Northridge, CA: 
DataMost, 1981); $19.95. 

Don Inman and Kurt Inman, Apple Machine Language (Reston, 
VA: Reston Publishing, 1981); $12.95. 

Lance A. Leventhal, 6502 Assembly Language (Berkeley: Osborne/ 
McGraw-Hill, 1979); $16.99. 

Rod nay Zaks, Programming the 6502 (Berkeley: Sybex, 1981 ); 
$13.95. 

There are undoubtedly others that are also available, and you 
should consider your own tastes when selecting which ones 
seem most appropriate to your own learning style. 
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An additional concern for a book like this is which assembler 
to use. (An assembler is an editor-like utility for creating machine 
language programs. If you're vague on this check chapter two 
for more information.) Although I'm somewhat biased, my 
favorite assembler is the one available from Southwestern Data 
Systems called Merlin. It not only contains a good assembler, 
but also a number of additional utilities and files of interest. 
Merlin is not required, however, as the examples given are writ
ten to be compatible with most of the assemblers currently avail
able. These include the Apple DOS Tool Kit, TED II, the S.C. 
Assembler, and many others. 

Also available from Southwestern Data Systems is a utility 
called Munch-A-Bug (M.A.B.) which allows a person to easily trace 
and de-bug programs, a process which can be of tremendous 
help. M.A.B. also includes its own mini-assembler which can be 
used for the beginning listings provided in this book. 

In terms of hardware, any Apple II or Apple II Plus should 
be more than adequate for your needs and no additional hard
ware is required. Disk access is discussed in several chapters, 
but is othenvise not a concern throughout the remainder of the 
book. 

One warning before you start into the subject of machine 
language programming. As with any nontrivial endeavor, many 
people sell themselves short because of what I call the instant 
expert myth. How many people hear someone play a piano well, 
and say, "My, what a beautiful thing. I think I'll get one and 
learn how to play myself!" They then spend a substantial amount 
of money, sit down, and press a few keys. Surprise! To their 
great disappointment, the Moonlight Sonata does not magically 
flow from their fingers! They usually then become immediately 
discouraged and never pursue the area further, turning some
thing that could give them tremendous pleasure into an expen
sive means of support for a flower vase. 

I've seen this same effect in almost every area of human 
activity. If what you wanted was the Moonlight Sonata, a record 
will produce the sound you desire. People know that it takes 
talent (talent = 99% practice = 99% time) to play well, but are 
then disappointed when they can't sit down and perform like 
an expert immediately. 

One of the great secrets to learning anything is to be satisfied 
with minor learning steps. Playing the Apple is in many ways 
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much easier than learning to play a piano, but you should still 
not expect to sit down and write the world's greatest database 
in your first evening. 

Set yourself some simple and achievable goals. Can you move 
one byte from one memory location to another? If you can you' re 
well on your way to mastering programming. My feeling is that 
virtually anyone can become better than eighty to ninety percent 
of his fellow citizens in any area simply because eighty to ninety 
percent of the other people aren't willing or inclined to spend 
the necessary time to learn the skill. Reaching the top ninety
nine percent is certainly difficult, but ninety-five percent is sur
prisingly easy. 

This book is written with the intention of providing those 
simple achievable steps. And surprisingly enough, by the time 
you finish this book you will have written a simple database of 
sorts, along with some sound routines, some programs that use 
paddles and the disk, and a few other nifties as well! 

So hang in there and don't expect to be an expert on page 
five. I will guarantee that by page one hundred you may even 
surprise yourself as to how easy machine language programming 
really is. 

One final note. I'd like to thank Al Tommervik for his tre
mendous help and support in this project as both editor and 
friend, and Greg Voss who provided many insightful sugges
tions in transforming the monthly series into the book. Also Eric 
Goez for his encouragement to never accept less than the best, 
and his attentive (if not enthusiastic) listening to my various 
plans over the years. 

Last but not least my thanks and sincere thoughts of appre
ciation to the many people that have shared in my own expe
riences in computing over the last few years. Whether they were 
readers of the column, users of my programs, or the wealth of 
new friends that have entered my life via the Apple, they have 
made all my efforts more than worthwhile and brought rewards 
beyond any simple economic gains of an ordinary job. 

Alas for anyone who thinks that computers lead to a loss of 
the humanistic aspects of life. They need only look to the amaz
ing community that has been drawn together from all parts of 
the world by the Apple to see that friendship and human crea
tivity will always outshine the simple tools we use to express 
ourselves. 
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My wish for you, dear reader, is that you receive as much 
enjoyment from the Apple and programming as I have. 

Roger Wagner 
Santee, California 
December 1, 1981 
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CHAPTER I. 
Apple's Architecture 

The first area to consider is the general structure of the Apple 
itself. To help visualize \vhat's going on in there, why not take 
a look inside. That's right-~rip the cover off and see what's in 
there! Don't be timid~get your nose right down in there and 
see what you shelled out all those hard-earned bucks for. 

Providing you haven't gotten carried away in dismembering 
your Apple, the inner workings should appear somewhat like 
those in the photo below 

B 

The main items of interest are the 6502 microprocessor (A) 
and the banks of memory chips (B). If you're not an electronics 
whiz, it reillly doesn't matter. You can take it as a device of magic 
for all it matters. The memory chips have the capability of storing 
thousands of individual number values and the 6502 supervises 
the activities therein. All the rest of the electronic debris within 
is supplied only to support the memory and the 6502. The cir
cuits allow you to see displays of this data on the screen, and 
permit the computer to watch the keyboard for your actions. 
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The screen and keyboard are rather secondary to the nature 
of the computer and are provided only to make you buy the 
thing. As far as the Apple is concerned, it could talk lo itself 
perfectly well without either the screen or the keyboard. 

6502 Operation 

So how does it work? The heart of the system is the 6502 
microprocessor. This device operates by scanning through a 
given range of memory addresses. At each location, it finds some 
particular value. Depending on what it finds, it executes a given 
operation. This operation could be adding some numbers, stor
ing a number somewhere, or any of a variety of other tasks. 
These interpreted values are often called opcodes. 

In the old days, programmers would ply their trade by load
ing each opcode, one at a time, into successive memory locations. 
After a while, someone invented an easier way, using a software 
device to interpret short abbreviated words called mnemonics. A 
mnemonic is any abbreviated command or code word that 
sounds somewhat like the word it stands for, such as STX for 
STore X. The computer would then figure out which values to 
use and supervise the storing of these values in consecutive 
memory locations. This wonder is what is generally called an 
assembler. It allows us to interact with the computer in a more 
natural way. In fact, Basic itself can be thought of as an extreme 
case of the assembler. We just use words like PRINT and INPUT 

to describe a whole set of th!" operations needed to accomplish 
our desired action. 

In some ways, assembly language is even easier than Basic. 
There are only fifty-five commands to learn, as opposed to more 
than one hundred in Basic. Machine code runs very fast and 
generally is more compact in the amount of memory needed to 
carry out a given operation. These attributes open up many 
possibilities for programs that would either run too slowly or 
take up too much room in Basic. 

Memory Locations 

Probably the most unfamiliar part of dealing with the Apple 
in regard to machine level operations is the way addresses and 
numbers in general are treated. Unless you lead an unusually 
charmed life, at some point in your dealings with your Apple 
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you have had it abruptly stop what it was doing and show you 
something like this: 

8BF2- A=03 X=9D Y=OO P=36 S=F2 

This occurs when some machine level process suddenly encoun
ters a break in its operation, usually from an unwanted modi
fication of memory. 

Believe it or not, the Apple is actually trying to tell us some
thing here. Unfortunately, it's rather like being a tourist and 
having someone shout, "Alaete quet beideggen !" at you. 1 It doesn't 
mean much unless you know the lingo, so to speak. ... 

What has happened is that the Apple has encountered the 
break we mentioned and, in the process of recovering, has pro
vided us with some information as to where the break occurred 
and what the status of the computer was at that crucial moment. 
The message is rather like the last cryptic words from the recently 
departed. 

The leftmost part of the message is of great importance. This 
is where the break in the operation occurred. Just what do we 
mean by the word where? Remember all that concern about 
whether you have a 16K, 32K, or 48K Apple? The concern was 
about the number of usable memory locations in your machine. 
This idea becomes clearer through the use of a memory map, such 
as the one shown below. 

J. "Watch where you're stepping you nerd!" (in case you're not familiar 
with this particular dialect) 
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Inside the Apple are many electronic units that store the 
numerical value!> we enter. By numbering these units, we assign 
each one a unique address. This way we can specify any particular 
unit or memory location, either to inquire about its contents or 
to alter those contents by storing a new number there. 

In the Apple there are a total of 65,536 of these memory 
locations, called bytes. The chart gives us a way of graphically 
representing each possible spot in the computer. 

When the computer shows us an address, it does rot do it 
in a way similar to the numbers on the left of the memory map, 
but rather in the fashion of the ones on the right. You may well 
remark here: "I didn't know BFFF was a number; it sounds more 
like a wet sneaker .... " 

Hexadecimal Notation 

To understand this notation, let's see how the 6502 counb. 
If we place our byte at the first available location, it's address is 
$0. The dollar sign is used in this case to show that we are not 
counting in our familiar decimal notation, but rather in hexa
decimal (base sixteen) notation, usually called hex, which is how 
the computer displays and accepts data at the Monitor level. 

After byte $0, successive locations are labeled in the usual 
pattern up to $9. At this point the computer uses the characters 
A through F for the next six locations. The location right after 
$F is $HJ. This is not to be confused with ten. It represents the 
decimal number sixteen. The pattern repeats itself as in usu.::il 
counting with: 

$10, 11, 12, 13 ... 19, lA, 1B ... IE, lF, 20 

Try not to let this way of counting upset you. The pattern in 
which a person (or machine) counts is rather arbitrary, and 
should be judged only on whether it makes accomplishing a task 
easier or not. The biggest problem for most people is more a 
matter of having been trained to use names like one lzundrl.'d when 
they see the numerals 100. How many items this corresponds 
to really depends more on the conventions we agree to use than 
on any cosmic decree. To aid in your escape from your possibly 
narrow view of counting, you may wish to read the diversionary 
story following this chapter. In any event, it will be sufficient 
for our purposes to understand that $1 Fis as legitimate a number 
as 31. 

----··-----
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The hex number $FF (255) is the largest value a single byte 
can hold. A block of 256 bytes (for instance $0 to $FF) is often 
called a page of memory. In the figure below, all the addresses 
from $0 to $FF are shown in block b. Four of these blocks 
together, as inc, make up lK of memory. As you can see, there 
are actually 1,024 bytes in lK. Thus a 48K machine actually has 
49, 152 bytes of RAM. 

; oc 

OB 

OA 
i----·--···· 

09 

08 

07 

06 

05 

04 

03 

02 

01 

CO-·G 

BO-HF 

AO-AF 

90-9F 
t------~ 

80-!!I' : 

-:-1 
70-~ 

~0-of I 
50-51' 

(

I 00 I 0-F $0 L___J 
L.__'..:'._j--7~-b--~--7 0 --- --) 0 $0000 

kl (dl 

one memory location 

Block d shows the Apple's entire range again. If you do not 
have a full 48K of memory, then the missing range will just 
appear to hold a constant value (usually $FF), and you will not 
be able to store any particular value there. 

The range from $COOO to $FFFF, an additional 16K, is all 
reserved for hardware. This means that any data stored in this 
range is of a permanent nature and cannot be altered by the 
user. Some areas are actually a physical connection to things like 
the speaker or game switches. Others, like $EOOO to $FFFF are 
filled in by the chips in the machine called ROMs. 
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ROM stands for Read Only Memory. These chips hold the 
machine language routines that make up either Applesoft or 
Integer, depending on whether you have an Apple Plus or the 
standard model. One of the chips is the Monitor, which is what 
initializes the Apple when it is first turned on so you can talk 
to it. 

The Monitor can be thought of as a simple supervisor pro
gram that keeps the Apple functioning at a rather primitive level 
of intelligence. It handles basic input and output for the com
puter, and allows a few simple commands relating to such things 
as entering, listing, or moving blocks of memory within the 
Apple. Don't be fooled though. The amount of code required 
to do just these things is not trivial, and in addition provides us 
with a ready-made mini-library of routines that we can call from 
our own programs, as will be shown later is this book. 

Apple provides an excellent discussion of the Monitor and 
its commands and operation within the Apple II Reference Manual, 
currently supplied with all new Apples. You may wish to consult 
this if you are unsure of the general way in which the Monitor 
is accessed and used. 

Now that break message should have at least a little meaning. 

8BF2- A=03 X=9D Y=OO P=36 S=F2 

The 8BF2 is an address in memory. The display indicates that 
the break actually occurred at the address given minus two (8BF2 

2 = 8BFO). For reasons that aren't worth going into here, the 
Monitor always prints out a break address in this plus-two fash
ion. What about the rest of the message? Consider the next three 
items: 

A=03 X=9D Y=OO 

The 6502, in addition to being able to address the various mem
ory locations in the Apple, has a number of internal registers. 
These are units inside the 6502 itself that can store a given num
ber value, and they are individually addressable in much the 
same way memory is. The difference is that instead of being 
given a hexadecimal address, they are called the X-Register, the 
Y-Register, and the Accumulator. In our error message, we are 
being told the status of these three registers at the break. 
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-65~~--I 
cx~Register ~ I 
I Y-Register I 
~umulator] 

-------~ 

$7FFF 
machine 
language program 

The above figure illustrates what we know so far. The 6502 
is a microprocessor chip that has the ability to scan through a 
given range of memory, which we will generally specify by using 
hex notation for the addresses. Depending on the values it finds 
in each location as it scans through, it will perform various 
operations. As an additional feature to its operation, it has a 
number of internal registers, specifically the X-Register, the Y
Register, and the Accumulator. Memory-related operations are 
best done by entering the Monitor level of the Apple (usually 
with a CALL - 151) and using the various routines available to 
us. 

Exploring the Monitor 

It is possible to program the computer manually by entering 
numbers one at a time into successive memory locations. A pro
gram of this sort is called a machine language program because 
the 6502 can directly run the coded program steps. Humans, 
however, find this type of data difficult to read and are more 
likely to make mistakes while working with it. 

A more convenient method of programming is to assign some 
kind of code word to each value. The computer will translate 
this word into the correct number to store in memory. This trans
lation is done by an assembler, and programs entered or displayed 
in this manner are called assembly language programs. 

As an example, let's look at some data within your Apple, 
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first in the machine language format and then in the assembly 
language format. First we must enter the Monitor. Type in: 

CALL 151 

This should give you an asterisk (*) as prompt. Now type in: 

F800.F825 

This tells the Monitor we want to examine the range of memory 
from $F800 to $F825. The general syntax of the command is: 

<slart address>. <end address> 

the period being used to separate the two values. 
Upon hitting RETURN you should get the following data: 

F800- 4A 08 20 47 F8 28 A9 OF 
F808- 90 02 69 EO 85 2E Bl 26 
F810- 45 30 25 2E 51 26 91 26 
F818- 60 20 00 F8 C4 2C BO H 
F820- cs 20 OE F8 90 F6 

* 
The range I have picked is the very beginning of the Monitor 

ROM. The data here can be directly read by the 6502, but is very 
difficult for most humans to make much sense of. This is 
machine language. 

Now type in: 

F800l 

This tells the Monitor to give us a disassembly of the next twenty 
instructions, starting at $F800. The syntax here is: 

<slart address>l 

To disassemble means to reverse the process we talked about 
earlier, taking each number value and translating it into the 
appropriate code word. 

After hitting RETUR.!\J you should get: 
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F800- 4A LSR 

f801- 08 PHP 

f802-- 20 47 F8 JSR $f847 

F805 ·· 28 PLP 

F806- A'I OF l.DA #$OF 

f808- 90 02 BCC $F80C 

FBOA-- 69 EO ADC #$EO 

F80C- 85 2F. STA S2f 

F80[- Bl 26 l.DA ($26),Y 

F8Hl·- 45 30 EOR $30 

F812-- 25 2E AND S2E 

F8l4·- 51 26 EOR 1$26),Y 

F616-- 91 26 STA ($26).Y 

F8l8- 60 RTS 

1'819·- 20 00 f8 JSR $1'800 

F81C- C4 2C CPY $2C 

F81E- BO 11 BCS $f831 

F820- cs lNY 

FS21- 20 OE I'S JSR $FSOE 

f824- 90 F6 BCC $F81C 

This is a disassembled listing. Although it probably doesn't 
do a lot for you right now, I think it's obvious that it is at least 
more distinctive. 

Let's look at it a little more closely. ln Basic, line numbers are 
used to begin each set of statements. They're particularly handy 
when you want to do a COTO or COSUB to some other part of the 
program. ln machine language, the addresses themselves take 
the place of the line numbers. In our example, the column of 
numbers on the far left are the addresses at which each operation 
is found. To the right of each address are one to three hex values, 
which are number values stored in successive addresses. These 
are the opcodes with their accompanying operands. 

At $F802, for instance, is the opcode $20. Remember, the 
dollar sign is used to show we are using base sixteen. $20 is the 
opcode for the command JSR. All mnemonics are made up of 
three letters. In this case, JSR stands for Jump to SubRoutine and 
is rather like a cosuB in Basic. The next two numbers, $47 and 
$F8, comprise the operand, that is, the number that the opcode 
is to use in its operation. To the right we see that th1c~se numbers 
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give $F847 as the object of the JSR.
2 Continuing with our analogy, 

what would be a GOSUB 1000 in Basic appears as a JSR $F847 in 
assembly language. The command JSR $F847 will jump to the 
subroutine at $F847 and return when done. 

You've just learned your first word of assembly language: JSR! 
Looking through the listing, you can see several of these. The 
first one goes to some routine outside the listing. What about 
the other two JSR commands? You should be able to see that they 
reference routines within the listing. The second enters at $F800, 
the third at $F80E. 

In Basic, a GOSUB eventually ends with a H.ETURN. The JSR has 
an analogous counterpart. Looking at the entry point at $F80E 
and what follows, can you find anything that looks like it might 
be the equivalent of a RFTURN? Take the time to find it if you can 
before reading on. 

If you picked the RTS, you're right. RTS stands for return from 
subroutine. As with a RETURN, when the program reaches the 
Rrs, it returns to where it originally came from. Encountering 
the RTS at $F818, program execution would resume at $F824, if 
entry was from the JSR $F80E at $F821. 

You might notice that almost all machine code blocks that 
you may have used along with Basic programs, such as tone 
routines, usually end with a $60 as the last byte. This is the 
opcode for lffS. In almost any assembly language program you 
write, you must end with an RTS. This is because, to the computer 
as a whole, your program is a temporary subroutine of its overall 
operation. 

When your program ends, the RTS lets the Apple return to 
its original operations of scanning the keyboard and such. When 
you do a CALL 768 from Basic, for example, you are essentially 
doing a JSR to that machine routine. The 768 is the decimal value 
for the address of the start of the routine, equivalent to $300 in 

2. Notice that it takes two bytes to store the value for an address. For example, 
for th<' address $F847. the value "F8" is stored in one byte, and "47" in another. 
Reading an address is generally a matter of mentally Ct)mbining the two bytes. 

The byte representing the left-hand portion of the number is often called the 
high-order lrytc; the byte representing the right-hand portion is called the /aw
arder /Jyte. 

It is important to realize that the hvo bytes that make up an address are 
almost always reversed in regards to what you might normnlly expect. That is to 
say that in an address byte-pair, the low-order byte always comes fir~t, imme
diately followed by the high-order byte. This means that when examining raw 
memory, you must mentally reverse the byte to determine the address stored. 
Fortunately when using the L command, the dissassernbler does this for you. 
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hexadecimal. At the end of that routine, the RTS returns you to 
your Basic program to let it continue with the next statement. 

It's Culture That Counts 

Many people have remarked that our choice of ten as a number 
base is related to the fact that we have ten fingers on our hands. 
One can only guess how a different set of circumstances would 
have profoundly changed our lives. Speculating, for instance, 
on which two commandments would have been omitted had we 
only eight fingers is enough to keep one awake at night. 

A living example of this arbitrary nature of number bases was 
recently brought to light by the discovery of a long lost tribe 
living in the remote jungles of South America. It would seem 
the tribe had been isolated from the rest of the world for at least 
10,000 years. An interesting aspect of their life was a huge pop
ulation of dogs living among the people. In fact, dogs so out
numbered the people (so to speak) that the people had evolved 
a counting system based on the number of legs on a dog, as 
opposed to our more rational base ten. They counted in the 
equivalent of base four. 

In counting, they would be heard to say, "one, two, three .... " 
Since they had never developed more than four symbols to count 
with (0,1,2,3) when they got to the number after three, they 
wrote it as 10 and called it doggy, thus confirming the quantity 
in terms of a natural unit in their environment. Continuing to 
count they would say, "doggy-one (11), doggy-two (12), doggy
three (13) .... " 

At this point they would write the next number as 20 and call 
it twoggy. A similar procedure was used for 30. 

20--twoggy 
21-twoggy-one 
22-twoggy-two 
23--twoggy-three 

30--troggy 
31-troggy-one 
32-troggy-two 
33--troggy-three 

Now, upon reaching 33, the next number must again force 
another position in the number display. 

You're probably wondering what they called it. The digits are 
of course 100. Oh, the name? Why, of course, it's one houndred. 
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CHAPTER 2 
Assemblers 

I mentioned earlier that the basic principle of the Apple is its 
ability to scan through a range of memory and execute different 
operations depending on what numeric values it finds at each 
location, or address. Instead of tediously loading each location by 
hand with mundane numbers to create a program, an assembler 
is used to translate abbreviated codewords, called mnemonics, into 
the proper number values to be stored in memory. 

The types of assemblers available are quite diverse, and range 
from the Mini-Assembler present in an Apple with Integer Basic 
(or the A1unc!J-A-Bug package) to sophisticated editoriassemblers 
like Mal in. 

For now, we'll use the Mini·· Assembler to try a short program. 
For writing very simple machine language programs, Integer 
Basic Apples have a built-in Mini-Assembler. If all you have is 
Applesoft, this is not available. Jn either case, you'll want to get 
a more complete assembler to do any real program 1.-vriting. 

Starting with chapter three, I'll assume you have an assem
bler, and have learned at least enough about operating it to enter 
a program. Sinn' the only two commands we have at this point 
are JSR and RTS, our routine will be very simple. In the Monitor 
at $FBDD is a routine that beeps the speaker. Our routine will 
do a !SR to that subroutine, then return to Basic via an lffS at the 
end. 

To enter the program using the Mini-Assembler, follow these 
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steps: 1 From Integer, enter the Monitor with a CALL 151. Then 
type in: 

F666G 

F666 is the address where the Mini-Assembler program starts. 
G tells the Monitor to execute the program there. You can think 
of G as go; its Basic equivalent is RUN. The general syntax is: 

<start address>G 

The prompt should change to an exclamation mark (!). To use 
the Mini-Assembler, you must follow a basic pattern of input. 
See page 49 in the newest Apple II Reference Manual for a thorough 
description of this. For now, though, enter: 

!300: JSR FBDD <RETURN> 

The Apple will immediately rewrite this as: 

0300- 20 DD FB JSR $FBDD 

The input syntax is to enter the address at which to start the 
program followed by a colon and a space, then enter the mne
monic, another space, and then the operand, in this case the 
address for the JSR to jump to. 

Next type in: 

!RTS <RETURN> 

which will be rewritten as: 

0303- 60 RTS 

Be sure to enter one space before the RTS. What the assembler 
has done is to take our mnemonic input and translate it into the 

1. If you do not have the Mini-Assembler available, you can enter the same 
data into memory by entering the Monitor and typing in: 

300: 20 DD FB 60 <RETURN> 

Rejoin us at the 300L mark on pg. 15 
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numeric opcodes and operands of actual machine language. 

Now type in: 

!$FF59G 

This will exit the Mini-Assembler, giving you back the asterisk 
prompt (*) of the Monitor. You can now LIST your program by 
typing in: 

300L 

The first two lines of your listing should be: 

0300- 20 DD FB JSR $FBDD 
0303- 60 RTS 

What follows after $303 is more or less random and does not 
affect the code we have typed in. When run, this program will 
jump to the beep routine at $FBDD. At the end of that routine 
is an RTS that will return us to our program at $303. The RTS there 
will then do a final return from the program back to either the 
Monitor or Basic depending on where we call it from. 

From the Monitor type in: 

300G 

The speaker should beep and you will get the asterisk prompt 
back. Now go back into Basic with a control-B. Type in: 

CALL 768 

The speaker should again beep and then give you the Basic 
prompt back. CALL 768 should work from Integer or Applesoft. 

As long as the programs are not very involved, the Mini
Assembler is handy for writing quick routines. A complete table 
of routines in the Monitor appears in appendix D at the end of 

the book. Try to write your own JSR's to one or more of these 
routines. You might even try doing several in a row for fun. 

Now let's look at the operation of a more typical assembler. 
This example assumes you're using an assembler similar to the 
ones mentioned in the introduction. If you have a different 
assembler that gives you different results, you may have to con-
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suit your operating manual for the proper procedures for enter
ing source listings. 

Before presenting the listing, I'd like to clarify two commonly 
used terms in assembly language programming, source code and 
object code. Source code is the English-like text you enter into the 
assembler. This text has the advantage of being easily readable, 
and may include whole sentences or paragraphs of comments 
very similar to REM-type statements found in Basic. Source code 
is, however, not directly executable by the 6502. It simply does 
not understand English-like text. As mentioned earlier, the 6502's 
preferred (and in fact only acceptable) diet is one to three byte 
chunks of memory in which simple and unambiguous numbers 
are found. 

The assembler takes this text and produces the pure numeric 
data, called the object code, which is directly executable by the 
6502. 

Now the listing: 

Object Code 

300- 20 DDFB 
303- 60 

Source Code 

l **************** 
2 * SAMPLE PROGRAM * 
3 **************** 
4 * 
5 * 
6 OBJ EQU $300 
7 ORG EQU $300 
8 BELL EQU $FBDD 

9 * 
10 START JSR BELL ; RING BELL 
11 END RTS ; RETURN 

To the right side of the listing is what is generally called the 
source code. This is the program, coded using mnemonics and 
various namPs or labels for different parts of your routine. Very 
few actual addresses or values are used in the source code. 

To the left is the object code. This is what is actually put in 
memory as the machine language program. The object code is 
what the computer actually executes; it is obviously rather dif
ficult to understand, at least compared to trying to understand 
it when you have the advantage of the source code. Being more 
readily able to understand the coding places greater imFortance 
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on having the source listing for a given program and explains 
why your Apple II Reference Manual contains a source listing for 
the Apple Monitor. Such listings were considered necessary in 
documenting a system when the Apple came out. 

lfowever, source listings for Applesoft, Integer, and the Disk 
Operating System (DOS) are much harder to come by and are 
generally considered private property by Apple. 

Most assemblers display both the object code and the source 
code when the ASM (for assemble) command is used. Object and 
source code are, however, usually saved to disk as two separate 
and distinct files. Initially, let's consider just the source listing. 

The first thing to notice is that, just like in Basic, we again 
have line numbers. In assembly language, though, the line num
bers are solely for use with the program editor, and are not used 
at all to reference routines. Inserting a line is done with a special 
editor command, and all following lines are automatically 
renumbered to accommodate the new line. 

Next notice the syntax, or proper ordering of the information. 
Generally the syntax consists of three basic elements, or fields, 
to each line. These fields are either defined by their position on 
the line or, more often, by delimiters. A delimiter is a character 
used to separate one field from another. In most assemblers, a 
space is used. Using this convention, you don't have to tab over 
to some specific position for each field on the line. Instead you 
just make sure each field is separated from the adjacent one by 
a space. 

The first field is for a label and is optional. Lines 10 and 11, 
for example, each have a label that applies to that point in the 
routine. In this case, the label START indicates where we first 
begin the program. END is the clever label used for the finish. 
You may even recognize this program as the one we used to beep 
the speaker earlier. Some assemblers limit the number of char
acters used in the label. 

As the program becomes more complex, we can do the equiv
alents of GOTO and GOSUR by using these labels instead of a line 
number. You'll notice that to do this, BELL has to be defined 
somewhere in the listing. Since BELL does not occur as a label 
within our own program (lines 10 and 11 L it is defined at the 
beginning using the EQC (EQUals) statement. The statement 
reads: "BELL LQUals $FBDD:' This way, whenever we use the label 
BELi., the assembler will automatically set up the JSR or whatever 
to the address $I;BDD. 
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The second field is the command field which includes the 
opcode and its operand. [n line 10, the JSR is the opcode and the 
operand is BELL Not all opcodes will have an operand. 

The third field, to the right, is the comment field. u~.e of the 
comment field is optional and is reserved for any comments 
about the listing you might wish to make (for example, RING 
BELL). The semicolon in the source code is used as the delimiter 
for the comments field. Comments can also be done at the very 
beginning of the line by using an asterisk as the REMark character. 
As in Basic, everything after the asterisk is ignored by the assem
bler. 

Assemblers also have what are sometimes called pseudo 
opcodes, like EQU. Although pseudo opcodes do not translate into 
6502 code, they are interpreted by the assembler according to 
assigned definitions as the object code is assembled. 

Another use of pseudo opcodes involves OBJ and ORG on lines 
6 an 7 of the source listing. OBJ stands for OBJect and defines 
where the object code will be assembled in memory. In this case, 
the code will be assembled starting at the address $300. ORG 
stands for ORiGin and defines the base address to be used when 
creating the JSR's, JMP's, and other functions that reference spe
cific addresses within the program. Generally OBJ and ORG are 
the same, and for the time being we'll leave it at that. Consult 
your assembler manual for more specific information on use of 
these commands. 

Remember, only the actual program is converted into the 
object code. The remarks and the EQU, OBJ, and ORG statements 
are only used in the source code and are never transferred to the 
object code. 

Load/Store Opcodes 

One of the most fundamental operations in machine code is 
transferring the number values between different locations 
within the computer. You'll recall that in addition to the 64K of 
actual memory locations, there were registers inside the 6502 
itself. These were the Accumulator, the X-Register, and the Y
Register. There are a number of opcodes that will load each of 
these registers with a particular value, and, of course, another 
set to store these values somewhere in the computer. The table 
below summarizes these: 
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to load: 
to store: 

Accumulator 
tDA 
STA 

X-Register 
LDX 
STX 

Y-Register 
LOY 
STY 

The first mnemonic, LDA, stands for LoaD Accumulator. LDA i" 

used vvhenevn vou wish tu put a value into the Accumulator. 
Conversely, to store that value somewhere, vou \Vould execute 
the :>TA command, which stands for STore Accumulator. The 
opcodes for thi.• X-Register and YRegister are similar and rer· 
form the identical function Vl!ith the associatPd registers. 

Now the question is .. how do we control what numbers get 
put into the register we're concerned vvith? There are basicallv 
hvo options. The first is to put a sp<'cific number there. This is 
usually indicated in the source listing hv preceding the numbt'r 
we want to be loaded 1vith a "#" chara1..·ter. 

99 
IOO 

LDA #$05 .:LOAD ACC. WITH THE 
;VALVE '$05' 

For inst.mce, in this l·xampk" \Ve h,we loaded the Acn1rnulat,)r 
with the value 5. Hmv d1' you lhink 1,·e would luad thP X-I\egister 
ur the Y-Register with the vaha tV 

nw other alternative is tu kiad tlw register with tht:• umtents 
of anothl'r memorv h1e<1lion. To do ·we letive off the 
"#" char deter. 

99 
100 

I.DA $05 ;LOAD ACC. wn H THI: 
;CONTENTS Of LOC. $05 

ln this Cdse, \Ve :~n' loading Uw /\ccumula!or with vvh.1lc'.L'r 

kKatiun SW-i t,, be hu!ding dt the moment. 
flwse tv,:o optHlnS a re caJied 11ll1dC.'i lhl' first t'Xclrl\· 

pie { #S051 \VC call tlw im1111'd1dc mode. because it i~; not neu·:.;';clfY 

to gu t1l a menwrv locafa)n to get tlw 1.frs1red \«1lue. The second 
c1s1.' we call the 1IIN1iutc mode. ln thi:, m(1de. vve put a given nlue: 
in tlw h,· fir'>t going lr> a specilit•d menwrv luc·ati,1;1 tLit 
hold:; tfw \'aluc \Vant. 

Pulting II All Together 

tht· 1-1bilit\· tu tr,n1sfcr nurnbPr~ "';bou~ th•· 
(1tht r q;brnt:Jim•s within tht.> :\ppk ·,·ic1 ,~ 
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JSR, and to return safely to the normal \vorld via an RTS when 
we're done. In addition, we have an assembler that will allow us 
easily to generate a source listing for our program, which can 
also be easily modified. Let's put all this together to write a short 
program to print some characters on the screen. Appendix E 
contains two charts (the ASCII Screen Character Set, and the 
Text Screen Map) that will supply the necessary inforrr:ation to 
achieve this. 

When a character is printed on the screen, what is really 
happening is that a number value is being stored in the area of 
memory reserved for the screen display. Change a value there 
and a character on the screen will change. The Text Screen Map 
gives the various addresses of each position on the screen. The 
upper left corner corresponds to location $400, the lower right 
to $7F6. 

The ASCII Screen Character Set shows which number values 
create which screen charilcters. Suppose we want to print the 
word APPLE in normal text. The chart indicates that wt· should 
use the following values: 

A---$CI 
P-$00 
P--$00 
L--$CC 
E-$C5 

If we want the word to appear on the seventh line of the screen., 
we should loM! these values into locations S700 to $704 To test 
this, enter the folluwing program using yuur .:lssembler. If you 
still don't haVl' one, the A pp le Mini-Assem bier can lw used, 
although WL' •viii soon reach the point where it will not be suf
ficient for our needs. If you are using the Apple Mini-As~.embler, 
enter only the program itself, ignoring the OBJ, UEC comments. 
In place of !Sl< HUM! enter JC.I~ SFCSS. 

At the beginning of the program, we define wht·re it is to be 
assemb!Pd. Then we define a routine in the Apple called HUME, 

which is part of the Apple Monitor and is at SFC58. Whenever 
this routine is called, the screen is cleared and the cursor put in 
the upper left corner. This ensun's us that onlv the word APPLE 
will be printed un the scn'en. 

1 ************** 
2 *TEST PROGR. #I * 

3 ************** 
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ORG $300 
4 OBJ $300 
5 HOME EQU $FC58 
6 * 300- 20 58 FC 7 START JSR HOME ; CLEAR SCREEN 

303- A9 Cl 8 LDA #$Cl i'A' 

305- 80 00 07 9 STA $700 
308- A9 DO 10 LOA #$DO ;'P' 

30A- 80 01 07 11 STA $701 
300- 80 02 07 12 STA $702 
310- A'l CC 13 LOA #$CC ;'L' 

312- 80 03 07 14 STA $703 
315- A9 CS 15 LDA #$C5 ;'E' 
317- 80 04 07 16 STA $704 
:HA-- 60 17 END RTS 

The routine will begin by doing a JSR to the HOME routine to 
dear the screen. Then the Accumulator will be loaded with an 
immediate $Cl, the value for the letter A. This will then be stored 
at location $700 on the screen, which will cause the letter A to be 
visible on the screen. The next value loaded is for the letter P, 
and this is stored at $701 and $702. It is not necessary to reload 
the Accumulator, since storing the number does not actually 
remove it from the Accumulator. The number is just duplicated 
at the indicated spot. The process continues in this pattern until 
all five letters have been printed, and then an RTS returns us to 
normal operation. 

Once you have assembled the routine at $300, try calling it 
both from the Monitor level with: 

300G 

and from Basic (either one) with: 

CALL 768 

You should also change the LDAISTA to the X-Register and Y
Register equivalents to verify that they work in a similar manner. 

Summary 

You now have at your disposal a total of eight opcodes and 
a familiarity with assemblers. These few opcodes are probably 
the most often used, and, •vith just these alone, you can do quite 
a number of things. The JSH allows you to make use of all the 
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routines already available in the Monitor. I highly recommend 
getting The Apple Monitor Peeled by W.M. Dougherty, now avail
able exclusively from Apple, for more information on using these 
routines. His book gives a lot of detail on what is available. 

In chapter three, we'll look at some more advanced address
ing techniqu('S, and how to do counters and loops. 
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CHAPTER 3 
Loops and Counters 

Now we get into not only more mnemonics, but the tech
niques of using them to accomplish various overall operations. 
In particular, we'll look at counters and loops in assembly lan
guage. In Basic, the FOR-NEXT loop is one of the more essential 
parts of many programs, and this is no less true in machine 
programming. The only difference is how the loop/counter com
bination is actually carried out. 

In Basic, the testing of counters is done either by IF-THEN 

statements or, automatically, in the NEXT statement of the IOR

NEXT loop. In assembly language, the testing is done by exam
ining flags in the Status Register. These flags indicate the status 
of the various registers and memory locations. The Status Reg
ister is a fourth register of the 6502, one we have not previously 
mentioned. Before going on with loops and counters, it ~vill be 
necessary to briefly discuss the Status Register, and in addition, 
binary numbers. 

Like the other three registers-the Accumulator, the X-Reg
ister, and the Y-Register---the Status Register holds a single byte. 
You'll recall that each byte in the Apple can have a value from 
0 to 255 ($00 to $FF). 

As it happens, there are many ways of looking at and inter
preting numbers. The one of common expt•rience is that in which 
we consider only the mc1gnitude of the number. Noticing that 
255 is larger than 128 gives us only a very simple form of infor-
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mation---whether a number is either less than, equal to, or 
greater than another number. 

A second way of looking at numbers is in binary form. Base 
two allows us to see more information in a number and, hence, 
is that much more useful. We have already seen how a single 
byte can be represented either as 0 to 255 or as $00 to $FF. In 
binary the range is 00000000 to 11111111. For instance 133 (base 
ten) was represented as $85. In binary it has the appearance 
10000101. In this case, each 1 or 0 represents the presence or 
absence of a given condition. Thus, eight distinct pieces of infor
mation are conveved, as well as all the various combinations 
possible. 

Before you run shrieking from the room, remember that this 
is all done to make things easier, not harder. Besides, learning 
base sixteen (hex) wasn't that bad back at the beginning of this 
book, \Vas it? So let's take a moment to see what this bits and 
bytes stuff is all a bout. 

Binary Numbers. 

The Apple is an electronic device and, actually, in many ways, 
a simple one dt that. In most parts of its circuitry, the current is 
either off or on. That's it. No in-between. Having two possible 
positions is pt•rfect for base two. The idea of a number base has 
to do with how many symbols, or units, you use for counting. 
We normally use ten. We have a total of ten possible symbols 
to write in a single position before we have to start doubling up 
and using two positions to represent a number. You'll recall in 
hex that, by using 0 through 9 and A through F, we had sixteen 
possibilities; thus, \Ve were in base sixteen. With the on/off 
nature of the Apple, we're limited to two possibilities: 0 or l. 

How high can we count in one position? Not very. We start 
at 0, then go to l, and that's it. Then we have to add another 
position. The next number, therefore, is 10. As before, remember 
that, in this case, Ill represents what we usually call tvm. If we 
use three positions, the lowest number is 100 (representing the 
quantity four in base ten). 

For a given number base, there is a formula for the highest 
decimal number you can represent with a given number of 
positions. 
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. . . where N is the largest decimal number, B is the number 
base, and p is the number of positions available. 

By using eight positions, we can go up to 11111111, which 
just happens to equal 255. How handy! This is the same maxi
mum value as our bytes. And, if the truth be known, it's actually 
the other way around. We use the numbers 0 through 255 
because we are using eight bits to make up each byte. Whether 
each bit is a 0 or a 1 depends on whether the part of the circuit 
that is responsible for that bit is off or on. 

The Status Register. 

Here at last is our representation of a single byte, made up 
of eight bits. In particular, the byte we are looking at is the Status 
Register of the 6502. The important difference between this reg
ister and the others is that it is not used to store number values. 
Instead it indicates various conditions. 

b () 

N v B [) 

Sign Break 
Not lhed 

Overflow Decimal 

The bits of the Status Register are numbered from right to 
left, 0--7. Each bit in this register indicates the status and/or 
results of different operations and is called a flag. It is by using 
this register that we can create counters and loops in our pro
grams. The flag we will be immediately concerned with is bit 
one, the zero fla;,;. In terms of the commands we already know, 
the zero flag is affected by an LOA, LOX, or LDY. 

If the value loaded into the Accumulator, X-Register, or Y
Register were $00, the flag would be set to one. If it were a 
nonzero number, the flag would be zero. Seemingly backward 
perhaps, but remember, each flag is set to show the presence 
or absence of a given condition, in this case, $00. The setting or 
clearing of each Status Register flag is done automatically by the 
6502 after each program step, indicating the results of any par
ticular operation. 
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Incrementing and Decrementing. 

To create a counter and then a loop, we will use the Status 
Register to tell when a given register or memory location reaches 
zero. \Ne will also nei;:•d a way of changing the value of the 
counte1 in a regular fashion. In the 6502, this is done by i11m'
mcntin,I\ ()f dcae111c11ti11x by one each time, as indicated. 

Acrnmulator Y- X- J\Iernory 
Register Regii.ter tocation 

lnuement by one: Not Available INX !NY INC 
Denemenl by one: Not Available DEX DEY or:c 

This t,]b!e shmvs the mnemonics used to incrPment or dec
rement a particular register or memory location. 

Note that directly incrementing ur decrementing the Accu
mulator is not possible. The mcrementidecrement commands 
alted the zero flag, Lfrpending on whether the result of the 
opPratinn is zero c•r not. 

the usual svntax for using these commands in an assembly 
listing is: 

10 
J1 
12 
13 
14 
1') 

INX 
INY 
DEX 
DEY 
INC 
DEC 

$0600 
$A/\5'.I 

For tlw register operations, tht:> command stands alone, with 
no i11::cd of dn opt•rand. In the case of l>JC and DEC the memory 
locations k· brc, opr·ratcd on are given, in hex of course, usually 
preceded by tlw dollar sign. 

Orw thing to rm•ntion here is the u•mp-1irow1d n.lture of the 
opera{10ns, To understand this, examine the follO\ving d1art: 

Original 
l '<rnlenls 

$05 

'!>Of 
$01 

$FF 
:),00 

26 

Increment Decrement Z-Flag set? 
$06 $04 no, no 
$10 $0[ no 1 no 
$02 $00 no, yes 
$00 $FE yes, no 
$01 SFI' no, no 
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The effects of incrementing and decrementing different 
values are shown, along with the effects on the zero flag after 
the operations. The first case is simple, 5 + I = 6, 5 ·- 1 ·~ 4. 
In both cases, the result is nonzero, so the zero flag is not set. 
For $OF, the same holds true. Remember that, in hex, the next 
number after $OF is $10. In the case of $01, incrementing pro
duces $02. When we decrement $01, the result is SOO; the zero 
flag is set. 

Here's where it gets interesting. When the starting value is 
$FF, adding one would normally give $100. However, since a 
single byte only has a range of $00 to $FF, the 1 is ignored. and 
the value becomes $00. This sets the zero flag. In the case of 
decrementing, $FF 1 = $FE, so the zero flag is not set. 

If we start with $00, although incrementing produces the 
expected $01, decrementing wraps arnund in the reverse of the 
previous case, giving $FF. Both results are nonzero, so Z-··-short 
for the zero flag-is dear, that is, not set, for both operatmns. 

Looping with BNE 

The only procedure remaining to enable you to cn:·alc a loop 
is a way uf testing the Z-flag and then being abk to get back to 
the top of the loop for another pass. In Basic a simple loop 
might look like this: 

10 HOME 
20 x = 255 

30 PRINT X 
40 X=X-·1 
50 IF X <> 0 THEN GOTO 30 
60 END 

ln this program. \Ve start with the counter X set at 25:1. Then 
the valut' is printed, decremented, and the process repeated 
until the counter reaches zero. We can rnake the loop execute 
any number of tim~~s bv properly setting the initial vahw of X. 

ln machme code, the kst and COTO is dorw with a branch 
instruction. Jn this case, the one we'll use first is BNF. Bf\iE st<Hllh 
for Branch Nut Equal Jnd is a branch instruction executed vvhen 
a register is loaded with tlw value z.ero. This can happen either 
directly with ..;omcthing like a "LD/\ #$00" or as the result of an 
arithmt>tic ope1«1tion, such as an INX, DFC, or AflC .. Herc ;s the 
assembly language equivalent of the Basic listing: 
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l ************ 
2 * LOOP PROG. 1 * 
3 ************ 
4 . 
5 OBJ $300 
6 ORG $300 
7 HOME EQLT $FC58 
8 . 
9 START JSR HOME 

10 LDX #$FF 
11 LOOP STX $700 
12 DEX 
13 BNELOOP 
14 END RTS 

And here is the way Apple's disassembler would show it: 

*300L 

0300- 20 58 FC JSR $FC58 
0303- A2 FF LDX #$FF 
0305- SE 00 07 STX $0700 
0308- CA DEX 
0309- DO FA BNE $0305 
0308-- 60 RTS 

In this program, we first do a JSR to the clear screen routine 
in the Monitor that we used in chapter two. Then we load the 
X-Register with a starting value of $FF. Now we start the loop. 
Storing the X-Register at $700 will make the loop's action visible 
as a character on the screen for each pass through the loop. 
Next, DEX subtracts one from the current value of the X-Register. 
The BNE will then continue the loop back up to LOOP until the 
X-Register reaches $00, at which point the test will fail, and 
program execution will fall through to the RTS at the end of the 
program. People will also refer to the execution of a branch 
instruction saying the branch is ignored or taken depending on 
whether program flow falls through the branch instruction, or 

to the new address indicated by the branch instruction. 
Try entering this now, and also notice how fast the program 

runs. You probably weren't able to see very much, bu:: all 255 
values were put to the screen. The inverse A that's left on the 
screen is how a $01 at $700 appears. ($00 doesn't printed
why?) To verify that each pass is being executed, replace the STX 

$700 in the source listing with a JSR $FBDD. If you don't want 
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to hear 255 beeps, try changing the initial value of the X-Register 
in line 10. As before, you should be able to call this program 
from the Monitor with a 300G, or from Basic with a CALL 768. 

You may also wish to try the equivalent version of the pro
gram, using the Y-Register or a memory location as the counter. 
I would suggest trying to write a program using JNC, INX, or INY 

to drive the counter as a practice program. 
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CHAPTER 4 
Looping with BEQ 

In chapter three, we started into the various techniques of 
creating and using counters and loops in machine language. To 
accomplish the loop, we used the value in one of the registers 
as a counter and the branch instruction that tests for the presence 
of a nonzero number in the register to actually do the iooping. 
Recall that this evaluation of zero/nonzero is done via the zero 
bit, or of the Status Register of the 6502. 

The complement of the BNE instruction is something called 
BEQ, which obscurely enough stands for Branch EQual. It oper
ates in just the opposite fashion from BNE; that is, it branches 
only when the register or memory location reaches a value of 
zero. 

For example, consider this Basic listing: 

10 HOME 
20 x 255 

30 PRINT X 
40 x == x 
50 IF X = 0 THEN 70 
bO GOTO 30 
70 END 

Jn this case, tht• loop c1.mtinm's as a;, X is not equal to 
zero. !fit the branch mstruction is cirrit'd out and the program 
ends. In assembly language, this program would be the 
alPnt: 
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J *********** 
2 *LOOP PROG. 2* 
3 *********** 
4 * 
5 OBJ $300 
6 ORG $300 
7 HOME EQU $FC58 
8 * 
9 START JSR HOME 

10 LOX #$FF 
11 LOOP STX $700 
12 DEX 
n BEQ END 
14 JMP LOOP 
15 ENO RTS 

Notice that this program requires the addition of a new instruc
tion to our repertoire, the JMP command. This is analogous to 
a COTO in Basic, and in this program will cause program exe
cution to jump to the routine starting at LOOP each time. Only 
when the X-Register reaches zero does the BEQ take eifoct and 
cause the program to skip to the RlS at end. Here is the way this 
would appear when put into memory, and then listed with the 
L command from the Monitor: 

*300l 

0300- 20 58 FC JSR $FC58 
0303- A2 FF wx #$FF 
0305- SE 00 07 STX $0700 
0308- CA DEX 
0309- FO 03 BEQ $030E 
030B- 4C 05 03 JMP $0305 
030E-· 60 RTS 

The assembler automatically translates the positions of LOOP 
and END into the appropriate addresses to be used by the BEQ 

and JMP when it assembles the code. 
Remember that to the left are the addresses and the values 

for each opcode and its accompanying operand. The more intel
ligible translation to the right is Apple's interpretation of this 
data. 

Branch Offsets and Reverse Branches 

Notice that the JMPs and JSRs are immediately followed by the 
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addresses (reversed) that they are to jump to, such as in the first 
JSR as $300. 

However, branch instructions are handled a little differently. 
The $03 is an offset that tells the 6502 to jump three bytes past 
the next instruction. 

Since the next instruction is at $308, the 6502 will branch to 
$30E, thus skipping the JMP command and going directly to the 
IffS, which terminates the routine. 

Branches can also be done in the reverse direction. Here is 
a rather inefficient, but illustrative example: 

l ************* 
2 *LOOP PROG. 2A * 

3 ************* 

4 * 
5 OBJ $300 
6 ORG $300 
7 HOME EQU $FC58 

8 * 
9 START JSR HOME 

10 JMP SETX 
11 END RTS 
12 * 
13 SETX LOX #$FF 
14 LOOP STX $700 
15 DEX 
16 BEQ END 
17 JMP LOOP 

The Monitor listing for this would be: 

0300- 4C 04 03 JMP $0304 
0303- 60 RTS 
0304- A2 FF LOX #$FF 
0306- BE 00 07 STX $0700 
0309- CA DEX 
030A-- FO F7 BEQ $0303 
030C- 4C 04 03 JMP $0304 

In this example, the branch, if taken, will cause the program 
to move back up through the listing. To indicate this branch in 
the opposite direction, the high bit is set. This is the same tech
nique that is often used to show negative numbers in machine 
language programs. Please note that it is not just a matter of 
setting the high bit. If that were the case, the value following 
the BEQ command might be expected to be $89. (The address of 
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the next instruction ($300 minus where we want to go to ($303) 
equals $09. Then with the high bit on, we have $89.) 

This is almost correct. The actual value 1s arrived at bv sub
tracting the branch distance from $100. Thus $100 minus $09 
equals $F7. This is so that the destination address can still be 
arrived at through addition. Notice that $30C + $F7 = $403. It 
is then very easv for the 6502 to correct this back one page to 
$303. 

If all this seems a bit confusing, try no! to let it bother you. 
Jn actual practice, there is not much reason to be concerned 
about tlw way in whJCh the offset byte is determined since your 
assembler will determine the proper values for you when cissem
bling code, and Apple's disassembler, as well as many others, 
including Sourccror. will give the destination address whe:1 read
ing other cOlk. 

This is also a guod time to stress the importance of working 
through each of thes(' examples on vour O\vn, step by step, to 
make sure vou understand exactly what happens at eac'ri step. 
and how it relates tu the rest of the program. If you're not sure, 
go back over it until th;c1i proverbial light comes t)n 1 

Screen Output Using COUT 

A" the X-Regiskr i~; incremenled in this program, we'll stuff 
the value into $700 so we can seP something on the screen as 
!ht' counter advances. 

Now vou may remark from your experience in chapter three, 
that although this program is ple,1s<Jntly simple in its logic, it is 
not much fun tu watch on the screen because it runs so quickly. 

To solve this, we will start to make more extensive use of the 
routim's already present in the Monitor to do ,:ertain tasks, and 
thus make our programming requirements a little simpler. 
Referring tl1 ttH- Monitor subroutines in appendix D, it happens 
thJt the first rou tim• listed is something called cou1. Thi:; is the 
rputirw that actually sends a character we want output tc• what
l'Ver device(s) mav currently be in use. Most of the time, this 
JUsl: goes directly to the next routine listed, courl (clewr with 
thl· names, aren't tlwy?), which specifically handles the screen 
output What this means for u~ is that anvtinw we want to output 
a charactl'r, we don't have to write our uwn routines to >vorry 
about all the in -depth details about the screen (cursor position, 
';'- reen size, whether it's timt' to scroll), we just load the Accu-
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mulator with the ASCil value for the character we want to print, 
and then do a JSR $FDED! 

Novv comes some programming technique. We would like to 
have the counter value in the Accumulator so we can print it via 
COUT, but unfortunately our increment/decrement commands 
only work for the X-Register, the Y-Register, and given memory 
lorntions. To solve this, we'll have to expand our listing a little. 
This time, we'll use a memory location as the counter, and then 
load the Accumulator, on each pass through, to print out a visible 
-;ign of the counter'-; activity. Good locations to use for experi
menting are $06 to $09. These are not used by either Integer, 
Applesoft, DOS, or the Monitor. This is important for avoiding 
conflicts with the Apple's normal activities while running your 
own programs. 

And now our revised listing: 

1 ************ 
2 *LOOP PROG. 2B* 

3 ************ 
4 * 
5 OBJ $300 
6 ORG $300 
7 CTR EQU $06 
8 HOME EQU $FC58 
'I COUT EQU $FDED 

10 * n START JSR HOME 
12 LOA #$FF 
13 STA CTR 
14 LOOP LOA CTR 
15 JSR COUT 
16 DEC CTR 
17 BEQ END 
18 JMPLOOP 
19 END RTS 

Apple's L command will give this after you've Jssembled it in 
1ne1norv· 

*300L 

0300- 20 58 FC JSR $FC58 
0303-- A'l FF LOA $FF 
0305- 85 06 S'JA $06 
0307- AS 06 LDA $06 
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0309- 20 ED FD JSR $FDED 
030C- C6 06 DEC $06 
030E- FO 03 BEQ $0313 
0310- 4C 07 03 JMP $0307 
0313- 60 RTS 

A call to this routine via our usual 300G from the Monitor, 
or a CALI. 768 from Basic should clear the screen, then print all 
the available characters on your Apple, in all three display modes 
(normal, flashing, and inverse). The beep you hear is the control
C (bell) being printed to the screen via COUT. The invisible control 
characters account for the blank region between the two main 
segments of output characters. You will also see some characters 
that are not normally generated by the Apple, such ao. under
score, reverse slash, and the left square bracket (_, \ . [). 

The alphabet is backward because we started at the highest 
value and worked our way down. From chapter three, though, 
you'll remember that when a byte is incremented by one from 
$FF, the result wraps around back to $00. This will produce an 
action testable by a HF(l. Using this >vrap-around effect of the 
increment command, we can rewrite the program to be a little 
more conventional likl' so: 

1. *********** 
2 *LOOP PROC. 3* 
3 *********** 
4 * 
5 OBJ $300 
6 ORG $300 
7 CTR EQlJ $06 
8 HOME EQU $FC58 
9 COUT EQU $FDED 

10 * 
11 START JSR HOME 
12 LOA #$00 
13 STA CTR 
14 LOOP I.DA CTR 
15 JSR COUT 
16 INC CTR 
17 BEQ END 
18 JMP LOOP 
19 END RTS 

With the Appk' showing: 
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*300L 

0300- 20 58 FC JSR $FC58 
0303- A9 00 LOA #$00 
0305- 85 06 STA $06 
0307- AS 06 LOA $06 
0309- 20 ED FD _JSR $FDED 
030C- E6 06 INC $06 
030E- FO 03 BEQ $0313 
0310-- 4C 07 03 JMP $0307 
0313- 60 RTS 

A call to this routine should now print out the characters in 
a more familiar manner. At last our programs are starting to do 
something interesting! It gets better! 

Reading a Game Paddle 

Let's try reading a game paddle, and use what we get back 
to print something to the screen! Granted, I'm not any more 
sure than you are what good this might be, but it's guaranteed 
to be a new program in your library! 

The PRLAD subroutine in appendix D indicates that a paddle 
can be read by loading the X-Register with the value for the 
paddle you wish to read, followed by a JSR $FBI E. When the 
routine returns, the value of the paddle will be in the Y-Register. 
All we have to do then is grab this, stuff in the Accumulator, 
and then do our JSR COUT. 

1 ************* 
2 *PADDLE PROG. l* 

3 ************* 

4 * 
5 OBJ $300 
6 ORG $300 
7 TEMP EQU $06 
8 PREAD EQU $FBIE 
9 HOME EQU $FC58 

10 COUT EQU $FDED 

11 * 
12 START JSR HOME 
13 LOX #$00 
14 LOOP JSR PREAD 
15 STY TEMP 
16 LOA TEMP 
17 JSR COUT 
18 JMP LOOP 
19 *INFINITE LOOP 

------------- ---· 
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You should get this in memory: 

*300L 

0300- 20 58 FC JSR $FC58 
0303- A2 00 LOX #$00 
0305- 20 lE FB JSR $FB1E 
0308- 84 06 STY $06 
030A- AS 06 LOA $06 
030C- 20 ED FD JSR $FOED 
030F- 4C 05 03 JMP $0305 

This ruutine when called will quickly fill up the screen and 
then change the stream of characters output as you turn paddle 
zero. Since >ve have no test for an end, reset is the only way to 
stop this infinite loop. 

Depending on your propensity toward being hypnotized, 
you may lose touch with the world for indefinite periods of time 
while running this program. At the inverse and flashing end, 
it's also remarkably good at stimulating migraine headaches in 
record time. By carefully controlling the paddle, you can also 
observe some interesting bits of ASCII trivia. For example, after 
the inverse and flashing range, you should be able to stop the 
flow by moving into the control character range. With sufficient 
dexterity, you should be able to lock onto the persistent beep of 
the bell (control-G). 

Shortly after this point, the screen will zip into motion when 
you hit the line feed character (control-J) and, of course, also at 
control-M (carriage return). What fun, eh' When normal char
acter output returns as you pass the halfway point, you can 
delight in various patterns of screen filling. Why, you may even 
wish to try writing your name by deft control of the paddle
child's play! 

Paddle Program Problems 

Returning to reality here, it is worth mentioning that some 
problems in accuracy can arise from repeatedly reading lhe pad
dle so quickly. The analog circuits don't have time to return to 
zero, and various problems creep in. 

Also, we have been a bit negligent in looking out for conflict
ing use of the registers by the various routines we are calling. 
There is often no assurance that the register you're using for 
your own routine won't be clobbered by the Monitor routine you 
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use. In the case of the paddle and output routines, you'll note 
they did mention how the X-Register, the Y-Register, and the 
Accumulator were affected by each of the routines. 

For the record, here is a reasonable facsimile of our program 
in Applesoft: 

10 HOME 
20 T = PDL(O) 
30 PRINT CHR$(T) 
40 GOTO 20 ; 

It is also worth mentioning that our machine language version 
takes eighteen bytes, while the Applesoft one takes thirty-eight, 
not counting space used by the variable T 

Execution speed may seem to be similar, but this is because 
of the printing of the characters to the screen. In most cases, 
machine execution would be orders of magnitude faster. 

Transfer Commands 

In our program, we have to go through a rather inelegant 
wav of transferring the value from the Y-Register to the Accu
mulator, using a temporary storage byte. Fortunately, there is 
an easier way. There are four commands for transferring contents 
of the X-Register or the Y-Register to and from the Accumulator. 
They are as follows: 

TXA: Transfers contents of X-Register to Accumulator. 
TYA: Transfers contents of Y-Register to Accumulator. 
iAX: Transfers contents of Accumulator to X-Register. 
JAY: Transfers contents of Accumulator lo Y-Register. 

Each of these actions conditions the zero flag upon execution, 
so it is possible to test what has been transferred. There is no 
command to transfer directly between the X-Register and the Y
Registt•r. 

This gives us an even shorter program: 

1 ************** 
2 * PADDLE PROC. IA* 

3 *****ll•******** 
4 * 
5 OBJ $300 
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6 ORG $300 
7 PREAD EQU $FB1E 
8 HOME EQU $FC58 
9 COUT EQU $FDED 

10 * 
11 START JSR HOME 
12 LDX #$00 
13 LOOP JSR PREAD 
14 TYA 
15 JSR COUT 
16 JMP LOOP 
17 *INF. LOOP 

Now it's only fifteen bytes long! 

*300L 

0300- 20 58 FC JSR 
0303- A2 00 LOX 
0305- 20 lE FB JSR 
0308- 98 TYA 
0309- 20 ED FD JSR 
030C- 4C 05 03 JMP 

$FC58 
#$00 
$FB1E 

$FDED 
$0305 

With twenty commands at your disposal, you now know just 
over a third of the total vocabulary of the language. Soon, you'll 
be dangerous' 
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CHAPTER 5 
Comparisons; Reading the Keyboard 

Now we're getting to where we can actually do some inter
esting things with what we know so far. The basic ideas you 
should be comfortable with at this point are fairly simple. The 
6502 microprocessor is our main operational unit. There are three 
main registers: the Accumulator, the X-Register and the Y-Reg
ister. Also present is the Status Register, which holds a number 
of one-bit flags to indicate various conditions. So far, the only 
one we've considered is the Z-flag, for indicating whether a zero 
or nonzero number is present in one of the other three registers. 

Status Register 

[ __ I_T _I_I_[ ___ I_~--o-------, 
- _ ___J_ __ -- - --

b502 Model 

Programs are executed by the 6502 scanning through mem
ory. Addresses in memory are analogous to line numbers in 
Basic. A JSR $FC58 in machine language is just as valid as a cosuB 
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1000 in Basic. In using an assembler, we can give names to 
routines at given addresses and make things that much simpler 
by saying JSR HOME, when HOME has been defined as $FC58. 

ln chapter four, we used testing commands like BEQ and RNE 

to create simple loops. We used the X-Register and the Y-Register 
as counters, and incremented or decremented by one for each 
cycle of the loop. 

Now let's expand our repertoire of commands by adding 
some new ones and, in the process, add some flexibility 1o what 
we can do with loops and tests in general. 

In our previous programs, we relied on our counters reaching 
zero and testing via the Z-flag to take appropriate action. Sup
pose, however, that we wish to test for a value other than zero. 
This is done using two new ideas. 

Compare Commands and Carry Flag 

The first is the compare command, the mnemonic for which 
is CJvlP. This tells the computer to compare the content:' of the 
Accumulator against sume other value. The other value can be 
specified in a variety of ways. A simple test against a specific 
value would look like this: 

CM!' #$AO 

This would be reacl, "Compare Accumulator with an immediate 
AO." This would tell the 6502 to compare the Accumulator to the 
specific value $AO. On the other hand, we may want to compare 
the Accumulator with the contents of given memory location. 
This would be indicated by: 

CM!' $AO 

In this case, the 6502 would go tu location $AO, see what was 
there, and compare that to the Accumulator. It is important to 
underst.rnd that the contents uf $AO may be anything from SOU 
to $FF; and it is agdinst this value that the Accumulator will be 
compared. In each case, the 6502 does the comparison by inter
nally subtracting the specified value from the Accumulator. 

The second important idea is that of the carry flag. The carry 
flag enables us to determine the result of the comparison. Right 
next to the Z-flag in the Status Register is the bit called the carry, 
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The carry is used during addition and subtracfam by the 
6502. In nur case, since the compare operation involves sub
traction. the carrv flag can be used to test the result. You do this 
1vith two nt•w branch commands, BCC and BCS. BCC stands for 
Branch C:ury Clear. If the Accumulator is less than the value 
cornpared against, Bee will branch appropriately. BCS stands for 
Branch Carry Set and is taken whenever the Accumulator is 
equal to or greater than the value used. 

This means that we can now not only test for specific values 
hut also test for ranges. Try this example. 

1 *************** 
2 * PADDLE PROG. 2A * 
3 *************** 
4 * 
5 OBJ $300 
6 ORG $300 

7 * 
8 PREArJ EQU $FB1E 
'l HOME EQU $FC58 

10 COUT EQU $f'DED 

11 * 
l2 START JSR HOME 
13 LOX #$00 
14 LOOP JSR PREAD 
15 T\A 
16 CMP #$Cl; CMP TO ASCII VAL FOR uK 
!7 HCC LOOP; TRY AGAIN IE LESS THAN 
18 CMP #SDB; CMP TO ASCII VAL FOR 'T' ("Z" + 1) 

1'J BCS LOOP 
20 JSR COUT 
21 JMP LOOP 
22 *!NE I.001' 

WlH·n a-;c,embled and !isled from nwrnorv, it should h1,~k like 
!his 

*3001 

fHOO··· 20 58 FC JSR Sil:C58 
0303·· AZ (l() LDX #$00 
0305· 20 u: Hl JSR $FB1E 
0308- 98 TYA 
010'l .. (9 Cl CMP #$Cl 
OJOB-· 90 1"8 BC( $0.'>05 
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030D- C9 DB 
030F- BO H 
0311- 20 ED FD 
0314- 4C 05 03 

CMP 
BCS 
JSR 
JMP 

#$DB 
$0305 
Sf'DED 
$0305 

Let's step through the program. After the JSR to the clear 
screen routine, we load X with zero in preparation for reading 
a paddle. The #$00 will tell the routine that we wish to read 
paddle zero. After the read, the answer is returned in the Y
Register, which we transfer to the Accumulator with a TYA. 1t is 
at this point that we use our test section. If the Accumulator is 
less than the ASCJl

1 value for the letter A, we avoid the printout 
by going back to LOOP. I have used the ASCII value for A plus 
$80 so that we get normal output on the screen. If we test for 
$41 instead, flashing characters will be output to the screen. 

The next comparison is for the ASCII value for the character 
"[''. This comparison assures that the Bes will catch all values 
higher than the one for Z. The first chart in appendix E (Keys 
and Their Associated ASCII Codes) is useful in seeing where 
these numbers come from. 

Only numbers from $Cl to $DA will make it through to be 
printed out using cour ($FDED). 

Again the loop is infinite, so reset is required to exit. 
The X-Register and Y-Register can also be compared in a 

l. ASCII (ior American Standard Code for !ntormation ln!erchanget is a cod
ing schenw for transmitting h'xt. It is also used in the Apple for encoding text m 
memory, screen displav, disk files, printer output, and many other areas. 
Appt'ndix E giws a chart oi all the characters and their ASCIJ values. Cbe impor
tant note. It is possible to encode all the alphabetic characters (upper and lower 
case), numerics, "Pt!cial symbols, and control codes using only 128 curacters. 
This means that AcCJI is considered a 7 bit t.'odc. This means that al! the information 
required to detPrmine which character has been sent is contained in !:its 0-6 of 
tht• byte. Thus $8A is reasor. i1bly equivalc•nt to $0A as for as its ASlll inte.epretation 
is concerned. The matter of ti e high bit being set or clear can create considerable 
cnntusinn wht>n it is not made dear what the computer expects. 

Gt>nerallv tht: Apple operatps internally with the high bit set on all «haracters. 
That is to say characters rf'triewd from the keyboard via $COOO and characters 
stured in thf' screen arPa of memPry ,rnd on disk all usually have the high bit 
s!.'l (i.t•. value equal to or gn•ater th,rn $80). This is also the way Apple~;oft stores 
data within program lines. l(i keep you on your toes though, Apple printer 
c,irds usually do not support the high bit set when sending output to a printer, 
and strings within a pnigram (such as AS CAT) also have thf' higr bit clear. 
Also, when using COL'l (the Monitor text output routine), the high bit should 
bt' dear (dlwdys load the Accumulator with values le'>S than $80 before calling 
t rn: I). 

I wish I could say it was all ea-;ier than that, but then again if it were all that 
easy, you wouldn't have to haw bought this book, and then where would l be? 
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similar manner by codes crx and CI'Y. Can you rewrite this 
program to use CPY instead of CMP? 

BEQ and BNF are also still usable after a compare operation. 
Here's a summary: 

Command Action 

CMP Compares Accumulator to something 
CPX Compares X-Register 
CPY Compares Y-Register 
BCC Branch if register < value 
BEQ Branch if register = value 
BNE Branch if register < ' value 
BCS Branch if register > = value 

Using Monitor Programs for I/O Routines 

As you may have noticed, I enjoy using the paddles as input 
devices. This is because they're an easy way of sending values 
from $00 to $FF into the svstem in a very smooth and natural 
w<1y. We can get similar data from the keyboard. though. Then:• 
the advantage is that we can jump from one value to another, 
with no transition between the two values. 

A good part of many formal machine language courses deals 
with system l/0---that is, getting data in and out via different 
devices. Writing such things as printer drivers, disk or tape 
acce% routines, hardware interface software, etc., are the areas 
that hardcore programmers spend their vouths mastering. Using 
the Monitor routines un the Apple simplifies this for us greatlv 
becduse we don't h,we to do a lot of I/0 details. You've alreadv 
shown this by using the paddles ($FB1E) for input and the screen 
($FDED) for output without having to know anything ,1bout how 
the actual operation is carried out The keyboard is even easier. 

I mentioned earlier that the address range from SCOOO to 
$FFFF is devoted to hardware---these memory ranges cannot be 
altered by running programs. (I'm ignoring the RA-'vl cards for 
the time being.) The range from $DOOO to $FFFF is used by RCl"'-1 

routines that we've been calling The range from SOJOO tn $CFFF 
is assigned to 1/0 devices. Tvpically the second digit (or maybe 
I should call it a hexit) from the left gives us the slot number oi 
the device. Fur instance, if you have a printer in slot one, a look 
at $Cl00 will reveal the machine language wde in R0\.-1 of the 
card that makes it work. At $C600 you'll probablv find the code 
that makes the disk driw' in slot six boot. 
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$COOO to $COFF is reserved not for slot zero, but for doing 
special things with the hardware portions of the Apple itself. 
An attempt to disassemble from $COOO will not produce a rec
ognizable listing, but it will probably cause your Apple to act a 
bit odd. This range is made up of a number of memory locations 
actually wired to physical parts of your Apple. If you type in: 

* C030 

from the Monitor, in addition to getting some random value 
displayed, the speaker should click. If it doesn't click the first 
time, try again. Each time you access $C030, the speaker will 
click as it moves in response to your action. 

The keyboard is also tied into a specific location. By looking 
at the contents of $COOO, you can tell if a key has been pressed. 
In Basic, it's done with a PEEK --16384. (See page 6 of the 1981 
Apple II Reference Manual.) In machine language, you \Vould 
usually load a register with the contents of $COOO, such as: 

LOA $COOO 

Reading Data from Keyboard 

Because it is difficult to read the keyboard at exactly the 
instant someone has pressed the key, the keyboard is designed 
to hold the last key pressed until either another key is pressed 
or until you clear the strobe, as it's called, by accessing an alternate 
memory location, $C010. The strobe is wired to clear any char
acters off the keyboard that may be hanging around for any 
number of various reasons. When you check for a character, you 
don't want to pick one up that someone inadvertantly entered 
prior to your enquiry (perhaps by nervously drumming their 
fingers across the keyboard while waiting for one of Apple's 
lightning-like disk accesses!). It is also always a good idea to 
clear the keyboard when you're done with it, otherwise vou may 
similarly have the key pressed for your input still hanging 
around for >vhatever reads the keyboard next, such as an INPUT 

statement in Basic. The strobe is cleared by either a read or a 
write operation. It is the mere access to $C010 in any manner 
that accomplishes the clear. Thus a LOA $C010 would work just 
as well as a STA $C010. 2 The last point to be aware of is that the 
keyboard is set up to tell you when a key is pressed by the value 
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that is read at $COOO. Now, you might think that the logical way 
would be tu keep $AO in $COOO. Perhaps, but that's not the way 
they do it. Instead, they add $80 to whatever the ASCII value is 
of the key you pressed. If a vaiue less than $80 is at $COOO, it 
means a key has not been pressed. 

So, to illustrate this (and I admit it got a little involved for 
my tastes), Jet's look at some sample programs to read data from 
the keyboard. 

1 ***************** 
2 * KEYBOARD PROG. lA * 
3 ***************** 
4 * 
5 OBJ $300 
6 ORG $300 
7 * 
8 KYBD EQU $COOO 
9 STROBE EQU $C010 

10 COUT EQU $FDED 
11 HOME EQU $FC58 
12 * 
13 START JSR HOME 
14 LOOP LOA KYBD 
15 CMP #$80 
16 BCC LOOP 
17 JSR COUT 
18 JMP LOOP 
19 *INF. LOOP 

Once entered, this should disassemble as: 

*300l 
0300··· 
0303-

20 58 FC 
AD 00 CO 

JSR 
LDA 

$FC58 
$COOO 

2. it1v1ng no\". ju:-,t said thdt read ano \vrite operatiun~ an: essentialiy equiv
alent tor cl<'aring the »lrobe, ll't Tn<' con'r rn\"idf enough to o.;av that tlwrc is one 
o.;hghi diflerene<'. A write ''Pl'fation actually acccs"'s the location twiu·. whereas 
a n•.Jd o~•eration on.Iv accessl'S oncl'. !V1ost of the tin1c this dtH::'r..;n't 1nake anv 
diffrn:nce. Smee must pL'ople card tvpc' at l00.000 ch<1racters per st'nmd. it's 
hard to gl'l d character 1n behvecn the t1,,.o cle ... H operations. Ho\\'t'\'f.'f, th1::1 f(' drt:', 

nuw ;1v,~ildblt' for the Apple. kn1/101mi hdf<'r:' whi~h will storl' a whole ,o.;lring uf 
ch,u,1ctt'r<, t•ntt•rt>d bv the user. rnst.>ad of tlw usudl one normally used tpr the 
ke;·ht1<1rJ As t'dch c·har,ickr is redd in. it is takl'l1 uut of the bufter bv clearing 
tht~ ~t.robe Yuu t!,lH:-"",~,ed it~ ;\ \c\Tl~t..' uperatilin--such ,1~ a:~!:\ SCOiU or d P\')t<,f 

16368,n---~vill clcdr tz1.10 character...; t nJt u!· the butfcr: the on(' you iust read and 
the Ilt'Xl Pill.' in lint•_ rh{'fCfOfl', it is ~C'f1t'rl1Jiy guod practiCt' t;) de~lr thl' Strube 
,,,·ith a rt'ad opt'ratinn, ~uch a" a UlA SC:Olll.\ .. :- J'LEK i0Jh8. ur thf' like. I,1kc J 
'-'dll. .. t if :t \Vt?re tlW1 t•ac..;\ 
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0306- C9 
0308-- 90 
030A-- 20 

0300- 4C 

80 
F9 
ED f'D 
03 03 

CMP 
BCC 
JSR 
JMP 

#$80 
$0303 
$FDED 
$0303 

Trying this program, you should notice that the program runs 
on, printing the same character until you press another key. 
That's because we never cleared that strobe you thought I was 
rambling on about. Once the key press gets on the board, it's 
m•ver cleared until it is replaced by a new key. 

A better program is: 

***************** 
2 * KEYBOARD PROG. 1B * 
3 ***************** 
4 * 
5 OB.I $300 
6 ORG $300 
7 * 
8 KYBD EQU $COOO 
9 STROBE EQU $C010 

10 COUT EQU $FDED 
11 HOME EQU $FC58 
12 * 
13 SlART JSR HOME 
14 LOOP LDA KYBD 
15 CMP #$80 
16 HCC LOOP 
17 STA STROBE 
18 JSR COUT 
19 JMP LOOP 
20 *!NE LOOP 

vvhich lists as: 

*300L 

0300- 20 58 FC JSR 
0303- ADOO co LUA 
0306- C9 80 CMP 
0308- 90 F9 BCC 
030A- ADlO co STA 
0300- 20 ED FD JSR 
0310- 4C 03 03 JMP 

$FC58 
$COOO 
#$80 
$0303 
scorn 
$FDED 
$0303 

This should work better. Here we clear the keyboard whenever 
we've gotten a character and printed it. Why not clear it right 
.ifter the read on line 15? If we did that, we'd be lucky to catch 
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a glimpse of the character at $COOO as the user pressed the key. 
As it is, we can probably away with it because of the speed 
of the loop. Hut if we had to go away to another routine for a 
while, or otherwise delay getting back to the I DA $COOO, •ve' d 
probably miss it. 

You should also type in enough to wrap around onto the next 
line, and also try the arrow keys and RLTURN. You may think this 
all performs as expected (with the exception of the missing cur
sor), but this all should not be taken for granted. Without the 
screen management of COLJT, you'd have to do quite a bit more 
programming to keep things straight. Once more, this is the 
advantage of using the routines already present in the Monitor, 
rather than worrying about the details yourself. 

Also, please notice hmv the STA was chosen because we didn't 
want to lose the contents of the Accumulator in doing the access. 

This information concerns technique more than actual com
mands, but is \'\1orth mentioning if you're going to get along with 
your Apple successfully. 

On page 130 of the 1981 Apple JI Reference Manual you'll find 
a listing of the soft switches and other goodies at $COOO-COFF. 
These can be very useful in having your Apple relate to the 
outside world. 

You may wish to experiment with these. Also don't forget 
about all the routines listed in appendix D. These are also fun 
to experiment with and are provided to encourage you to write 
short programs just to test your wings. As I've mentioned before, 
they're also useful in saving you tht' trouble of writing your own 
Ji() and other more involved wutinPs. 
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CHAPTER 6 
Addressing Modes 

Let's look at the various addressing modes used in machine 
language programming. This concept is rather fundamental in 
programming and you may justifiably wonder why we have not 
covered it sooner. Well, as it happens, we have; I just didn't call 
it by name at the time. In chapter one we laid out the basic 
structure of sixty-four thousand individual memory locations. 
Since then, we've worked most of our magic by simply manip
ulating the contents of those locations. 

Flexibility in the wavs in which vou can address these loca
tions is the key to even greater povv·er in your own programs. 

Consider this chart of the addressing moLies available on the 
6502: 

ADDRESSING MODE EXAMPLE HEX BYTES 
----~----------~-~---~- --------------·-
Immediate LDA #$AO A9 All 
Absolute LDA $7FA AD FA 07 

Zero Page LOA $80 A4 80 
lmplicit/lmpiied TAY A8 
Relative BCC $3360 90 OF 
Indexed LOA $200,X BD no 02 
Indirect !ndexed LDA {$80),Y B"J fl" ·'' 
Indexed lndired LDA ($80 X) Al 80 
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In looking at the examples, you should find all but the last three 
very familiar. We have used each of them in previous programs. 

The immediate mode was used to load a register with a specific 
value. In most assemblers, this is indicated by the use of the ·'"' 
number sign (#)preceding the value to be loaded. This contrasts 
with the absolute mode in which the value is retrieved from a 
given memory location. In this mode, the exact address you're 
interested in is given. Zero page is just a variation on the absolute 
mode. The main difference is the number of bytes used in the 
coding. It takes three in the general case; in zero page, only two 
are required. 

Implicit, or implied, is certainly the most compact instruction 
in that only one byte is used. The TAY command, Transfer 
Accumulator to the Y-Register, needs no additional addrE·ss bytes '"'" 
because the source and destination of the data are implied by 
the very instruction itself. 

Relative addressin;< is done in relation to where the first byte 
of the instruction itself is found. Although the example interprets 
it as a branch to a specific address, you'll notice that the actual 
hex code is merely a plus or minus displacement from the branch 
point. This too was covered previously. 

With these addressing modes, we can create quite a variety 
of programs. The problem with these modes is that the programs 
are rather inflexible to data from the outside world, such as those 
in input routines, and in doing things like accessing tables and 
large blocks of data. 

Indexed Addressing 

To access such data, we introduce the new idea of indexed 
addressing. In the pure form, the contents of the X-Register or 
Y-Register are added to the address given in the instruction to 
determine the final address. In the example given, if the X-Reg
ister holds a 0, the Accumulator will be loaded with the contents 
of location $200. If, instead, the X-Register holds a 04, then 
location $204 will be accessed. The usefulness in accessing tables 
and the like should be obvious. 

The problem that arises here occurs when you want to access 
a table that grows or shrinks dynamically as the data within it 
changes. Another problem occurs when the table grows larger 
than 256 bytes. Because the maximum offset possible using the 
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X-Register or Y-Register is 255, we would normally be out of 
luck. 

The solution to the byte limit is to use the indirect indexed 
mode. Indirect index is really an elegant method. First, the 6502 
goes to the given zero page location (the base address must be 
on zero page). In the example, it would go to $80 and $81 to get 
the low-order and high-order bytes of the address stored there. 
Then it adds the value of the Y-Register to that address. 

INDIRECT INDEXED ADDRESSING 

6502: LDA (580),Y (Y-Register=$041 

J ,-~---i 
Location: ($80 $81) J ($204) 

t i 
$00 502 $?? 

I ~ 
L-'> (Addr = $200 ~ $04 = $204) - ACCUMUI Al OR 

Contents: 

Oftimes, these two-byte zero-page address pairs are called point
ers, and you will hear them referred to in dealing with various 
programs on the Apple. In fact, by looking at pages 140 to 141 
of the Applesoft II Basic Reference Manual, you will observe quite 
a number of these byte pairs used by Applesoft to keep track of 
all sorts of continually changing things, like where the program 
is, the locations of strings and other variables, and many nifty 
items. 

If we wanted to simulate the LDA $200, X command with the 
indirect mode, we would first store a #$00 in $80 and a #$02 in 
$81-00 and 02 being the low-order and high-order bytes of the 
address $200. Then we'd use the command LDA ($80), Y 

A much better (but unfortunately rarely used) term is post
indexing, referring to the fact that the index is added after the 
base address is determined. 

Sometimes X and Y Aren't Interchangeable 

You may have noticed that I used the X-Register in one case 
and the Y-Register in the other. It turns out that the X-Register 
and the Y Register cannot always be used interchangeably. The 
difference shows up depending on which addressing mode and 
what actual command you are using (LDA, STX, or others). As it 
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happens, indirect indexed addressing can only be done using 
the Y-Register. 

To know which addressing modes can be used with a given 
command, you can refer to either of two appendices provided at 
the back of this book. Appendix B is rather like a dictionary of 
all the possible 6502 commands and devotes at least one page 
to each command. Appendix Con the other hand is a more con
densed form of the first appendix, and may make it easier to 
compare available modes between a variety of commands. 

I highly recommend making frequent use of Appendix B 
while you are learning machine language programming. It is 
essentially your toolbox of available commands for solving a par
ticular programming problem. Whenever you're trying to write 
a particular routine and aren't sure just how to approach it, skim 
through this section of all possible commands and see if any 
particular command inspires you as to a possible approach. 
Granted, this is likely to happen more when you're working on 
rather simple goals such as moving a byte from here to there, 
but even the largest programs are made up of just such simple 
steps as that 

The last addressing mode, indexed indirect, is probably the 
most unusual. In this case, the contents of the X-Register (the Y
Register cannot be used for this mode) are added to the base 
address before going to get the contents. In a case similar to the 
other one, if the X-Register held 0, an LOA ($80,X) wou:ld go to 
$80 and $81 for the two-byte address and then load the Accu
mulator with the contents of the indicated location. If, instead, 
the X-Register held a 04, the memory address would bi<:" deter
mined by the contents of $84 and $85! 

Usually, then, the X-Register is loaded with multiples of two 
to access a series of continuous pointers in zero page. This is 
also called pre-indexing since the index is added to the zero page 
location before determining the base address. 

INDEXED INDIRECT ADDRESSING 

0502: LDA ($80,X) (X-Rq;ister = $04) _. 
(580 + $04 = $84) ----~ ~ 

Location: $80 $81 S82 $83 ($84 $85) I ~~O 

Contents: $00 $02 $00 $03 $00 $04 I $?? 
-¥ I .J,. 

(Addr. = $400) _J · ACCUMULATOR • 
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Storing Pure Data 

Before we can put all this new information to work, we now 
need to answer one more question. How do you store just pure 
data within a program? All the commands we've covered so far 
are actual commands for the 6502. There is no data command 
as such. What are available, though, are the pseudo-ops, or 
assembler commands, of your particular assembler. These will 
vary from one assembler to another, so you'll have to consult 
your own manual to see how your assembler operates. 

In general, the theory is to define a block of one or more bytes 
of data and then to skip over that block with a branch or jump 
instruction when executing your program. Usually, data can be 
entered either as hex bytes or as the ASCII characters you wish 
to use. In the second case, the assembler will automatically trans
late the ASCII characters into the proper hex numbers. 

Most assemblers have a HEX command for directly entering 
the hex bytes of data table. The DOS Tool Kit assembler is one 
exception; using it, line 20 of the following listing should read, 
20 DATA ASC DAPPLE. A sample program using the indexed address 
mode is given here: 

1 ******************* 
2 *SAMPLE DATA PROGRAM * 

3 ******************* 

4 * 
5 ORG $300 
6 OBJ $300 

7 * 
8 COUT EQU $FDED 

9 * 
10 START LOX #$00 
11 LOOP LOA DATA,X 
12 JSR COUT 
13 INX 
14 CPX #$05 
15 BCC LOOP 
16 LDA #$80 
17 JSR COUT 
18 EXIT RTS 

19 * 
20 DATA HEX C1DODOCCC5 

21 * 
22 * DATA = I APPLE' 

When looked at in memory, it should appear like this: 
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*300L 

0300- A2 00 LDX #$00 
0302- BD OE 03 LDA $030E,X 
0305- 20 ED FD JSR $FDED 
0308- ES INX 
0309- EO 05 CPX #$05 
0308- 90 F5 BCC $0302 
0300- 60 RTS 
030E-- Cl DO CMP ($DO,X) 

0310- DO CC BNE $02DE 
0312-- cs 00 CMP $00 

This program is an improved version of the one we did earlier to 
print the word APPLE on the screen. It uses the indexed address 
mode to scan through the data table to print the word APPLE. 
Notice that data tables may be wildly interpreted to the screen 
when disassembling. This is because the Apple has no way of 
knowing what part of the listing is data and tries to list data as 
a usual machine language program. 

Basically, the idea of the program is to loop through, getting 
successive items from the data table using the offset of the X
Register. When the X-Register reaches 05 (the number of items 
in the table), we are finished printing. After printing, we ter
minate with a carriage return. Remember that in machine lan
guage we must usually do everything ourselves. This means we 
cannot assume an automatic carriage return at the end of a 
printed string. 

Note that the hex values in the data table are the ASCH values 
for each letter plus $80. This sets the high bit of each number, 
which is what the Apple expects in order to have the letter 
printed out properly when using cocT. 

The indirect addressing modes are used when you want to 
access in a very compact and efficient way. Let's consider the 
problem of clearing the screen, for instance. We want to put a 
space character in every memory location in the screen block 
($400-$7FF). rlere is one way of doing this: 
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1 ******************** 
2 * SCREEN CLEAR PROG. lA * 

3 ******************** 

4 * 
5 OBJ $300 
6 ORG $300 

7 * 
8 PTR EQU $06 

9 * 
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10 ENTRY LDA #$04 
11 STA PTR +1 
12 LDY #$00 
13 STY PTR 
14 * SETS PTR (6,7) TO $400 
15 START LDA #$AO 
16 LOOP STA (PTRl,Y 
17 INY 
18 BNE LOOP 
19 NXT INC PTR + 1 
20 LDA PTR +l 
21 CMP #$08 
22 BCC START 
23 EXIT RTS 

Listed from the Monitor, it should appear like this: 

*300L 

0300- A9 04 LDA #$04 
0302- 85 07 STA $07 
0304- AO 00 LDY #$00 
0306- 84 06 STY $06 
0308- A9 AO LDA #$AO 
030A- 91 06 STA ($06), y 
030C- cs INY 
0300- DO FB BNE $030A 
030F- E6 07 INC $07 
0311- AS 07 LDA $07 
0313- C9 08 CMP #$08 
0315- 90 Fl BCC $0308 
0317- 60 RTS 

We start off by initializing locations $06 and $07 to hold the 
base address of $400, the first byte of the screen memory area. 
Then we enter a loop that runs the Y-Register from $00 to $FF. 
Since this is added to the base address in $06,07, we then store 
a $AO (a space) in every location from $400 to $4FF. When Y is 
incremented from $FF, it goes back to $00, and this is detected 
by the BNE on line 18. At zero, it falls through and location $07 
is incremented from $04 to $05, giving a new base address of 
$500. This whole process is repeated until location $07 reaches 
a value of $08 (corresponding to a base address of $800), at which 
point Wt' return from the routine. 

By changing the value of the #$AO to some other character, 
we can clear the screen to any character we wish. In fact, you 
can get the value from the keyboard as we've done in earlier 
programs. 
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Here is a revised version: 

1 ******************* 
2 * SCREEN CLEAR PROG. 1B * 

3 ******************* 

4 * 
5 OBJ $300 
6 ORG $300 

7 * 
8 PTR EQU $06 
9 CHAR EQU $08 

10 KYBD EQU $COOO 
11 STROBE EQU $C010 

12 * 
13 ENTRY lDA #$04 
14 STA PTR +1 
15 lDY #$00 
16 STY PTR 
17 *SETS PTR (6,7) TO $400 
18 READ LDA KYBD 
19 CMP #$80; KEYPRESS? 
20 BCC READ; NO, THEN TRY AGAIN. 
21 STA STROBE; CLEAR KYBD STROBE. 
22 STA CHAR 
23 CLEAR LDY #$00 
24 LDA CHAR 
25 LOOP STA IPTR), Y 
26 INY 
27 BNELOOP 
28 NXT INC PTR + 1 
29 LDA PTR +l 
30 CMP #$08 
31 BCC CLEAR 
32 AGAIN JMP ENTRY 

It should appear like this in listed form: 

*300L 

0300- A9 04 LDA #$04 
0302- 85 07 STA $07 
0304- A9 00 LDY #$00 
0306- 84 06 STY $06 
0308- ADOO co LDA $COOO 
0308-· C9 80 CMP #$80 
(HOD- 90 F9 BCC $0308 
030F-- 8D 10 co STA $C010 
0312- 85 08 STA $08 
0314-- AO 00 LDY #$00 
0316- AS 08 LOA $08 
0318- 91 06 STA ($06),Y 

·-*'··~----- --·~---~----·--~----~----------------~-----~---~------
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031A-- cs INY 
031B- DO FB BNE $0318 
0310- E6 07 INC $07 
031F- AS 07 LDA $07 
0321- C9 08 CMP #$08 
0323- 90 EF BCC $0314 
0325- 4C 00 03 JMP $0300 

Enter this program and run from Basic with a CALL 768. Each 
press will clear the screen to a different character. The screen 
should clear to the same character as the key you press, including 
space bar and special characters. In this program especially, you 
can see how fast machine language is. To clear the screen requires 
loading more than one thousand different locations with the 
given value. In Applesoft, this process would be quite slow by 
comparison. In assembly language, you'll find that the screen 
will clear to different characters just as fast as you can type them. 

An interesting variation on this is to enter the graphics mode 
by typing in GR before calling the routine. Then the screen will 
clear to various colors and different line patterns. 

In this variation on program lA we've used the principles 
from chapter five where we read the keyboard until we got a 
value greater than $80, meaning a key has been pressed. This 
value is held temporarily in the variable CHAR so that it can be 
retrieved each time after incrementing the PTR in the NXT section. 

See what variations you can make on this, or try the hi-res 
screen ($2000 through $3FFF). 
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CHAPTER 7 
Sound Generation Routines 

Sound generation in machine language is such a large topic 
in itself, that an entire book could be done on that subject alone. 
However, simple routines are so easy that they're worth at least 
a brief examination here. These routines will not only allow you 
to put the commands you've learned to further use, but are also 
just plain fun. 

The first element of a sound generating routine is the speaker 
itself. Recall that the speaker is part of the memory range, from 
$COOO to $COFF, which is devoted entirely to hardware items of 
the Apple II. In earlier programs, we looked at the keyboard by 
examining memory location $COOO. The speaker can be similarly 
accessed by looking at location $C030. The exception here is that 
the value at $COOO {the keyboard) varied according to what key 
was pressed, whereas with $C030 (the speaker) there is no logical 
value returned. 

Every time location $C030 is accessed, the speaker will click 
once. This is easy to demonstrate. Simply enter the Monitor with 
a CALL 151. Enter C030 and press RETURN. You'll have to listen 
carefully, and you may have to try it several times. Each time, 
the speaker will click once. You can imagine that, if we could 
repeatedly access the speaker at a fast enough rate, the series 
of clicks would become a steady tone. In Basic, this can be done .. 
although poorly, by a simple loop such as this: 
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10 X = PEEK ( -16336): GOTO 10 

The pitch of the tone generated depends on the rate at which 
the speaker is accessed. Because Integer Basic is faster in its 
execution than Applesoft, the tone generated will be noticeably 
higher in pitch in the Integer version. 

In machine language, the program would look like this: 

0300-
0303-

AD 30 CO 
4C 00 03 

LOA 
JMP 

$C030 
$0300 

In this case, I'm showing it as the Apple would directly 
disassemble it as opposed to the usual assembly language source 
listing. The program is so short that the easiest way to enter it 
is by typing in the hex code directly. To do this, enter the Monitor 
(CALL -- 151) and type: 

300: AD 30 CO 4C 00 03 

Then run the program by typing 300G. 
Disappointed? The program is working. The problem is that 

the routine is actually too fast for the speaker to respond What's 
lacking here is some way of controlling the rate of execution of 
the loop. This is usually accomplished by putting a delay of 
some kind in the loop. We should also be able to specify the 
length of the delay, either before the program is run or, even 
better, during the execution of the program. 

Delays 

We can do this any of three ways: 1) physically alter the 
length of the program to increase the execution time of each 
pass through the loop; 2) store a value somewhere in memory 
before running the program and then use that value in a delay 
loop; or 3) get the delay value on a continual basis from the 
outside world, such as from the keyboard or paddles. 

For the first method, you can use a new and admittedly com
plex command. The mnemonic for this instruction is NOP and 
stands for No OF'eration. Whenever the 6502 microprocessor 
encounters this, it just continues to the next instruction without 
doing anything. This code is used for just what we need here
a time delav. 
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It is more often used, though, as either a temporary filler 
when assembling a block of code (such as for later data tables) 
or to cancel out existing operations in a previously written section 
of code. Quite often, this code ($EA, or 234 in decimal) is seen 
being used in this manner to patch parts of the Apple oos to 
cancel out various features that you no longer want to have active 
(such as the NOT DIRECT command error that prevents you from 
doing a GOTO directly to a line that has a DOS command on it). 

In our sound routine, an NOP will take a certain amount of 
time even to pass over and will thus reduce the number of cycles 
per second of the tone frequency. The main problem in writing 
the new version will be the number of NOPS that will have to be 
inserted. 

The easiest way to get a large block of memory cleared to a 
specific value is to use the move routine already present in the 
Monitor. To clear the block, load the first memory location in the 
range to be cleared with the desired value. Then type in the 
move command, moving everything from the beginning of the 
range to the end up one byte. For instance, to clear the range 
from $300 to $3AO and fill it with $EAs, you would, from the 
Monitor, of course, type in: 

300: EA 
301 <300.3AOM 

Note that we are clearing everything from $300 to $3AO to 
contain the value $EA. 

Now type in: 

300: AD 30 CO 
3AO: 4C 00 03 

Then type in 300L, followed with L for each additional list sec
tion, to view your new program. 

*300L 

0300- AD30 co LOA $C030 
0303- EA NOP 
0304- EA NOP 
0305- EA NOP 
0306- EA NOP 
0307- EA NOP 

·-------~-~---·-----------~--------------~----
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0308- EA NOP 
0309- EA NOP 

* * * 
* * * 
* * * 0395- EA NOP 
0396- EA NOP 
0397- EA NOP 
0398- EA NOP 
0399- EA NOP 
039A- EA NOP 
039B- EA NOP 
039C- EA NOP 
039D- EA NOP 
039E- EA NOP 
039F- EA NOP 
03AO- 4C 00 03 JMP $0300 

Now run this with the usual JOOG. 
The tone produced should be a very nice, pure tone. The 

pitch of the tone can be controlled by moving the JM!' $300 to 
points of varying distance from the I.DA $C030. Granted .. this is 
a very clumsy way of controlling the pitch and is rather perma
nent once created, but it does illustrate the basic principle. 

For a different tone, hit RESET to stop the program, then type 
in: 350:. 4C 00 03. When this is run (300G), the tone will be 
noticeably higher. The delay time is about half of what it was, 
and thus the frequency is twice the original value. Try typing in 
the three bytes in separate runs at $320 and $310. At $310, you 
may not be able to hear the tone, because the pitch is now essen
tially in the ultrasonic range. 

I think you'll also notice that all these tones are of a very pure 
nature and, in general, much nicer than those generated by a 
Basic program. 

Delay Value In Memory 

Usually the way tone programs work is to pass a pitch value 
from Basic by putting the value in a memory location. This pro
gram is an example of that technique. 
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l *************** 
2 * SOUND ROUTINE 2 * 

3 *************** 

4 * 
5 * 
6 OBJ $300 
7 ORG $300 

8 * 
9 PITCH EQU $06 

10 SPKR EQU $C030 
11 * 
12 ENTRY LDY PITCH 
13 LDA SPKR 
14 LOOP DEY 
15 BNELOOP 
16 JMP ENTRY 
17 *INF. LOOP 

When assembled, it should look like this: 

*300L 

0300- A4 06 LOY $06 
0302- AD30 co LDA $C030 
0305- 88 DEY 
0306- DO FD BNE $0305 
0308- 4C 00 03 JMP $0300 

In this program, we get a value of $00 to $FF from location 
$06 (labeled pitch) and put it in the Y-Register. The speaker is 
then dicked. At that point, we enter a delay loop that cycles n 
times where n is the number value for pitch held in location $06. 

To run this program, first load location $06 with values of 
your choice (0 to 255 decimal, $00 to $FF hex) and then run the 
300G. This is more compact and controllable than the first exam
ple, but it still suffers from being an infinite loop. What we need 
to do is specify a duration for the tone as well. Again you have 
the option of either making the value part of the program or 
passing it in the same way as we're currently doing the value for 
pitch. Here's a listing for the new program: 
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1 *************** 
2 * SOUND ROUTINE 3 * 
3 *************** 
4 * 
5 * 
6 OBJ $300 
7 ORG $300 
8 * 
9 PITCH EQU $06 

10 DURATION EQU $07 
11 SPKR EQU $C030 
12 * 
13 ENTRY LDX DURATION 
14 LOOP LDY PITCH 
15 LDA SPKR 
16 DELAY DEY 
17 BNE DELAY 
18 DRTN DEX 
19 BNE LOOP 
20 EXIT RTS 

Disassembled, it will appear like this: 

*300L 

0300- A6 07 LOX $07 
0302- A4 06 LDY $06 
0304- AD30 co LDA $C030 
0307- 88 DEY 
0308- DO FD BNE $0307 
030A- CA DEX 
030B-- DO F5 BNE $0302 
0300- 60 RTS 

This routine is used bv loading $06 with a value for the pitch 
you desire, 507 with a value for how long you want the tone to 
last, and then running the routine with the 300G. 

Examining this listing, you'll see that it is basically ar exten
sion of routine 2. In this revised version, instead of always 
jumping back to the LDY of the play cycle, we decrement a coun
ter (the X-Register). This counts the number of times we're 
allowed to pass through the loop, and thus the final length of 
the play 

This can be used by Basic programs, as illustrated by this 
sample A ppksoft listing: 
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10 PRINT CHR$(4); "BLOAD TONE ROUTINE,A$300" 
20 INPUT"PITCH, DURATION?";P,D 
30 POKE6,P:POKE7,D 
40 CALL 768 
SO PRINT 
60 GOTO 20 

This makes it very easy to experiment with different values 
for both pitch and duration. The main bug in this routine is that 
even for a fixed value for duration, the length of the note will 
vary depending on the pitch specified. This is because less time 
spent in the delay loop means less overall execution time for the 
routine as a whole. 

Delay from Keyboard or Paddles 

The next variation is to get the pitch on a continual basis from 
an outside source. In this case, the source will be the keyboard. 
Type in and assemble this source listing: 

1 *************** 
2 * SOUND ROUTINE 4 * 
3 *************** 
4 * 
s * 
6 OBJ $300 
7 ORG $300 
8 * 
9 KYBD EQU $COOO 

10 STROBE EQU $C010 
11 SPKR EQU $C030 
12 * 
13 ENTRY LDA KYBD 
14 STA STROBE 
15 CMP#$80 
16 BEQ EXIT 
17 TAY 
18 LOOP LOA SPKR 
19 DELAY DEY 
20 BNE DELAY 
21 JMP ENTRY 
22 EXIT RTS 

In memory, it should look like this: 
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*300l 

0300- ADOO co LDA $COOO 
0303- 8D 10 co STA $C010 
0306- C9 80 CMP #$80 
0308- FO OA BEQ $0314 
030A- AS TAY 
0308- AD 30 co LDA $C030 
030E- 88 DEY 
030F- DO FD BNE $030E 
0311- 4C 00 03 JMP $0300 
0314- 60 RTS 

Running this will give you a really easy way of passing tone 
values to the routine. Characters with low ASCII values will pro
duce higher tones than ones with higher values. This means that 
the control characters will produce unusually high tones. To exit 
press control-shift-P (control-@). 

Let's review how the routine functions. 
At the entry point ($300), the very first thing done is to get 

a value from the keyboard. The strobe is then cleared, and an 
immediate check done for #$80. Remember that $80 is added to 
the ASCII value for each key pressed when read at $COOO. A value 
less than $80 means no key has been pressed. Checking specif
ically for $80, the computer looks to see if a control-((1• has been 
pressed. This is just a nice touch to give us a way of exiting the 
program. After the check, we transfer the Accumulator value 
(equivalent to pitch in the earlier programs) to the Y-Register 
and finish with the same routine used in sound routine 2. 

Of course, I have to give you at least one program using the 
paddles. This one gives us an opportunity to use the i~xternal 
routines in the Monitor, too. Don't forget that using the routines 
already present in the Monitor is the real secret to easy machine 
language programming. It saves you the trouble of having to 
write your own 1/0 and other sophisticated routines and lets you 
concentrate on those aspects unique to your program. 
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Now for the program: 

1 *************** 
2 * SOUND ROUTINE 5 * 
3 *************** 
4 * 
5 * 
6 OBJ $300 

ASSEMBLY LINES 

_, .. '*y 



7 ORG $300 
8 * 9 PDL EQU $FB1E 

10 SPKR EQU $C030 
11 * 
12 ENTRY LDX #$00 
13 JSR PDt 
14 LOA SPKR 
15 LDX #$01 
16 JSR PDL 
17 LDA SPKR 
18 JMP ENTRY 
19 *INF. LOOP 

The Monitor will list this as: 

*300L 

0300- A2 00 LDX #$00 
0302- 20 1E FB JSR $FB1E 
0305- AD30 co LDA $C030 
0308- A2 01 LDX #$01 
030A- 20 lE FB JSR $FB1E 
0300- 4C 00 03 JMP $0300 

Running this should produce some really interesting results. 
The theory of this routine is elegantly simple. 1t turns out that 
just reading a paddle takes a certain amount of time, sufficient 
to create our needed delay. The greater the paddle reading, the 
longer the delay to read it. 

What happens in this routine is that we actually have two 
distinct delays created, one by each paddle. Remember that, to 
read a paddle, you first have to load the X-Register with the 
number of the paddle you wish to read and then do the JSR to 
the paddle read routine. The value is returned in the Y-Register, 
but in this case we don't need to know what the value was. 

The combination of the two different periods of delay creates 
the effect of two tones at once and a number of other very unique 
sounds. 

This has been only the most basic discussion of sound gen
erating in machine language, but I think you'll find that it illus
trates what can be done with only a few commands, and that 
machine language offers many advantages in terms of memory 
use and execution speed. 
---------------------------
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CHAPTERS 
The Stack 

One of the more obscure parts of the operation of the Apple 
is related to something called the stack. This is a part of memory 
reserved for holding return addresses for GOSUBs and FOR-NEXT 
loops, and a few other operations in direct machine code. 

If you want to impress your friends with your knowledge of 
machine language, just throw this term around in a confident 
manner and they'll figure you must be an expert! 

The stack can be thought of like those spring-loaded plate 
holders they have in restaurants. Plates are loaded onto the top 
of a cylinder with a spring-loaded platform in it. As more plates 
are added, the bottom one gets pushed down. The plates must 
always be removed in the opposite order from that in which they 
are put in. The catch phrase for this is UFO, for Last-In, First
Out. The first location loaded in the 6502 stack is $1FF. Rather 
than pushing everything down toward $100 each time a new 
value is put on the stack, the 6502 has a stack pointer that is 
adjusted as new data is added. Successive values are added in 
descending order, with the stack pointer being reset each time 
to indicate the position of the last value put in. Thus the table 
is created in reverse order, building downward. 

The technical details of its operation are not required to make 
good use of the stack. One of the most convenient things the 
stack can be used for is to hold values temporarily while you're 
doing something else. Normally, in a program, we'd have to 
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assign a zero page location to hold a value. For instance, consider 
this program: 

1 ****************** 
2 * BYTE DISPLAY PROG. 1 * 
3 ****************** 
4 * 
5 OBJ $300 
6 ORG $300 
7 * 
8 CHR EQU $06 
9 PRBYTE EQU $FDDA 

10 COUT EQU $FDED 
11 PREAD EQU $FB1E 
12 HOME EQU $FC58 
13 * 
14 START JSR HOME 
15 GETCHR LOX #$00 
16 JSR PREAD 
17 STY CHR 
18 TYA 
19 JSR PRBYTE 
20 LOA #$AO ; SPACE 
21 JSR COUT 
22 LOA CHR 
23 JSR COUT 
24 LDA #$8D ; RETURN 
25 JSR COUT 
26 JMP GETCHR 

This will be listed by the Monitor as: 

*300t 

0300- 20 58 FC JSR $FC58 
0303- A2 00 LOX #$00 
0305- 20 IE FB JSR $FB1E 
0308- 84 06 STY $06 
030A- 98 TYA 
030B- 20 DA FD JSR $FDDA 
030E- A9 AO LDA #$AO 
0310- 20 ED FD JSR $FDED 
0313- AS 06 LOA $06 
0315- 20 ED FD JSR FDED 
0318- A9 80 LDA #$80 
031A- 20 ED FD JSR $FDED 
0310- 4C 03 03 JMP $0303 
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This program gets a value from $00 to $FF from paddle zero, 
and stores it in location $06. This is needed because the JSR to 
$FDDA (a handy routine that prints the hex number in the 
Accumulator) scrambles the Accumulator and Y-Register. We 
want to keep the value at hand because the ASCII character cor
responding to it is then printed out right after the number using 
COUT. The cycle then repeats until you press RESET 

Location $06 is used for only a moment each pass to store 
the value temporarily. In addition, it commits that zero page 
location to use and thus limits our choices when we need other 
places to store something. A better system is to make use of the 
stack. The commands to do this are PHA and PLA. PHA stands 
for PusH Accumulator onto stack. When this is used in line 17 
below, the value currently in the Accumulator is put onto the 
stack. The Accumulator itself goes unaltered, and none of the 
status flags, such as the carry or zero flags, are conditioned. The 
value is simply copied and stored for us. 

Later on, when we want to retrieve the value, the PLA on line 
21 (for PulL Accumulator from stack) pulls the value back off the 
stack into the Accumulator. A PLA command does condition the 
zero flag, and also the sign bit, which has not been covered yet. 

Important: For each PHA there must be a PLA executed before 
encountering the next lffS in a program. 

Here's the revised program: 

1 ****************** 
2 * BYTE DISPLAY PROG. 2 * 
3 ****************** 
4 * 
5 OBJ $300 
6 ORG $300 
7 * 
8 PRBYTE EQU $FDDA 
9 COUT EQU $FDED 

10 PREAD EQU $FB1E 
11 HOME EQU $FC58 
12 * 
13 START JSR HOME 
14 GETCHR LOX #$00 
15 JSR PREAD 
16 TYA 
17 PHA 
18 JSR PRBYTE 
19 LOA #$AO ; SPACE 
20 JSR COUT 
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21 PLA 
22 JSR COUT 
23 LDA #$8D ; RETURN 
24 JSR COUT 
25 JMP GETCHR 

This will list like so: 

*300L 

0300- 20 58 FC JSR $FC58 
0303- A2 00 LDX #$00 
0305- 20 lE FB JSR $FB1E 
0308- 98 TYA 
0309- 48 PHA 
030A- 20 DA FD JSR $FDDA 
030D- A9 AO LOA #$AO 
030F- 68 PLA 
0310- 20 ED FD JSR $FDEO 
0313- A9 8D LDA #$8D 
0315- 20 ED FD JSR $FDED 
0318- 4C 03 03 JMP $0303 

The stack is also used automatically by the 6502 for storing 
the return address for each JSR as it's encountered. Each time 
you do a PHA, this address is buried one level deeper. You must 
have done an equivalent number of PLAs at some point in the 
routine before reaching the next RTS to have things work prop
erly. 

Also remember, if you want to store more than one value, 
you must retrieve the values in the opposite order in which they 
were stored. Once a value is removed from the stack with the 
PLA, it is essentially gone forever from the stack unless you put 
it back directly. 

There is a limit to how much you can put in the stack. The 
limit of sixteen coscBs and FOR-NEXT loops in Basic is related to 
the use of this. Technically you can put 256 one-byte values, or 
128 RTS addresses on the stack, but the Apple also uses it for its 
own operations, and, many times, you have Basic going, too. 

In general, though, it rarely fills up unless you're getting 
extreme in its use, and at that point the code probably will be 
so tangled in nested subroutines that you may want to consider 
a rewrite anyway! 

Try using the stack in some of your own programs; I think 
you'll find it quite useful. 
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CHAPTER 9 
Math Operations 

Now let's look at the simple math operations of addition and 
subtraction in machine language. To an extent, we've already 
done some of this. The increment and decrement commands 
(INC/DEC, and so on) add and subtract for us. Unfortunately, they 
only do so by one each time (VALUE + 1 or VALUE - 1). 

If you're really ambitious, you could, with the commands 
you have already, add or subtract any number by using a loop of 
repetitive operations, but this would be a bit tedious, not to men
tion slow. Fortunately, a better method exists. But, first, a quick 
review of some binary math facts. 

In chapter three, we discussed the idea behind binary num
bers and why they're so important in computers. I would like 
to further elaborate on the topic now and show how the idea of 
binary numbers applies to basic arithmetic operations in machine 
language programming. 

Binary Numbers 

By now you're certainly comfortable with the idea of a byte 
being an individual memory location which can hold a value 
from $00 to $FF (0 to 255). This number comes about as a direct 
result of the way the computer is constructed and the way in 

,,,. which you count in base two. 
Each byte can be thought of as being physically made up of 
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eight individual switches that can be in either an on or 'Jff posi
tion. We can count by assigning each possible combination of 
ons and offs a unique number value. 

In the following diagrams, if a switch is off, it will be rep
resented by a 0 in its particular position. If it's on, a 1 will be 
shown. When all the switches are off, we'll call that zero. 

In base two, each of the eight positions in the byte is called 
a bit, and the positions are numbered from right to left,. from 0 
to 7. 

The pattern for counting is similar to normal decimal or hex 
notation. The value is increased by adding one each time to the 
digit on the far right, carrying as necessary. In base ten, you'd 
have to carry every tenth count, in hex, every sixteenth. In base 
two, the carry will be done every other time! 

So ... the first few numbers look like this: 

Hex Decimal Binary 
$00 0 0 0 0 0 0 0 0 0 
$01 1 0 0 0 0 0 0 0 1 
$02 2 0 0 0 0 0 0 1 0 
$03 3 0 0 0 0 0 0 1 1 
$04 4 0 0 0 0 0 1 0 0 

Notice that in going from the value one to the value two, we 
would add a 1 to the 1 already at the first position (bit 0). This 
generates the carry to increment the second position (bit l). Here 
is the end of the series: 

$FD 
$FE 
$FF 

253 
254 
255 

11111101 
1 l 1 1 1 1 1 0 
1 1 1 1 1 1 1 1 

Now the most important part. Observe what happens when 
the upper limit of the counter is finally reached. At $FF (255), all 
positions are full. When the r:iext increment is done, we should 
carry a one to the next position to the left; unfortunately, that 
next position doesn't exist! 

Addition with ADC 

This is where the carry bit of the Status Register is used again. 
Before, it was used in the compare operations (C\1P, for 
instance), but, as it happens, it is also conditioned by the next 

76 ASSEMBLY LINES 

"'-""\>;;. 



command, ADC This stands for ADd with Carry. When the next 
step is done using an ADC command, things will look like this: 

$100 256 0 0 0 0 0 0 0 0 

Carry 

1 

The byte has returned to a value of zero and the carry bit is 
set to a one. 

We discussed the wrap-around to zero t'arlier, with the incre
ment/decrement commands, but we didn't mention the carry. 
That's because the !NC/DEC commands don't affect the carry flag. 

However, the ADC command does condition the carry flag. 
The carry will be set whenever tlw result of the addition is 
greater than $FE With ADC, you can make your counters incre
nwnt by values other than one-rather like the FOR I 1 TO 10 

STE!':.; statement in Basic. But ADC is used more often for general 
math operations, such as calculating new addresses or screen 
positions, among a wide variety of other applications. 

Whenever ADC is used, the value indicated is added to the 
contents of the Accumulator. The value can be stated either 
directly by use of an immediate valm' or ;vith an indirect value. 

Important Note: Although the ADC conditions the carry after 
it is executed, it cannot be assumed that the carry is conveniently 
standing in a clear condition when the addition routine is begun. 

For example, consider this simple program: 

LDA #$05 
ADC #$00 
STA RESULT 

As it stands, there are two possible results. If the carry hap
pened to be clear when this was executed, the value in RESUt:r 

would be $05. lf: however, the carry had been set (perhaps as 
the result of some other operation}, then HESULT would have been 
$06. 

The point of all this is that the carry flag must be cleared 
before the first ADC operation. The example above should have 
been written as: 

CLC (Clear Carry) 
1.DA #$05 
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ADC #$00 
STA RESULT 

In this case, RESULT will always end up holding the value $05. 

Here are some sample programs for using the ADC Note the 
use of the CLC before each ADC. 

1 **************** 
2 * SAMPLE PROGRAM 1 * 
3 **************** 
4 * 
5 OBJ $300 
6 ORG $300 
7 * 
8 Nl EQU $06 
9 N2 EQU $08 

10 RSLTEQU $0A 
11 * 
12 START LDA Nl 
13 ClC 
14 ADCN2 
15 STA RSLT 
16 END RTS 

1 **************** 
2 * SAMPLE PROGRAM 2 * 
3 **************** 
4 * 
5 OBJ $300 
6 ORG $300 
7 * 
8 Nl EQU $06 
9 RSLT EQU$0A 

10 * 
11 * 
12 START lDA Nl 
13 CLC 
14 ADC #$80 
15 STA RSLT 
16 END RTS 

1 **************** 
2 * SAMPLE PROGRAM 3 * 
3 **************** 
4 * 
5 OBJ $300 
6 ORG $300 

~------~---~·--
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7 * 
8 Nl EQU $06 
9 INDX EQU $08 

10 RSLT EQU $0A 
11 TBL EQU $300 
12 * 
13 START LDA Nl 
14 LDX INDX 
15 CLC 
16 ADC TBL,X 
17 STA RSLT 
18 END RTS 

1 **************** 
2 * SAMPLE PROGRAM 4 * 
3 **************** 
4 * 
5 OBJ $300 
6 ORG $300 
7 * 
8 Nl EQU $06 
9 INDX EQU $08 

10 RSLTEQU $0A 
11 PTR EQU $1E 
12 * 
13 START LDA #$00 
14 STA PTR 
15 LDA #$03 
16 STA PTR+l 
17 LDANl 
18 LDY INDX 
19 CLC 
20 ADC (PTR), Y 
21 STA RSLT 
22 END RTS 

In the first program, the value in Nl is added to the contents 
of N2. In the second, Nl is added to the immediate value $80. 
Note the CLC before the ADC to ensure an accurate result. This 
result is then returned in location $0A. This routine could be 
used as a subroutine for another machine language program, or 
it could be called from Basic after passing the values to locations 
$06 and $08. 

The latter two programs are more elaborate examples where 
the indirect modes are used to find the value from a table starting 
at $300. In program 3, an index value is passed to location $08. 
That is used as an offset via the X-Register. In program 4, the 
low-order and high-order bytes for the address $300 are first put 
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in a pair of pointer bytes ($1E,$1F) and the offset is put in the Y
Register. 

In all the programs, however, we are limited to adding two 
single-byte values, and further restricted to a one-byte result. 
Not very practical in the real world. 

The solution is to use the carry flag to create a two-byte 
addition routine. Here's an example: 

1 ****************** 
2 * SAMPLE PROGRAM SA * 
3 ****************** 
4 * 5 OBJ $300 
6 ORG $300 
7 * 8 Nl EQU $06 
9 N2 EQU $08 

10 RSLT EQU$0A 
11 * 12 START CLC 
l3 LDANl 
14 ADCN2 
15 STA RSLT 
16 LDA Nl +1 
17 ADC N2+1 
18 STA RSLT+l 
19 END RTS 

*300L 

0300- 18 CLC 
0301- A5 06 LOA $06 
0303- 65 08 AOL $08 
0305- 85 OA STA $0A 
0307- A5 07 LDA $07 
0309- 65 09 ADC $09 
030B- 85 OB STA $08 
030D-- 60 RTS 

Notice that N 1, N2, and RSLr are all two-byte numbt:'rs, with 
the second byte of each pair being used for the high-order byte. 
(If you're unsure of the idea of low and high-order bytes, refer 
to chapter one (footnote two). This allows us to use values and 
results from $00 to $FFFF (0 to This is sufficient for any 
address in the Apple II, although, by using three or more bytes, 
we could accommodate numbers much larger than $FFFF. 

A few words of explanation about this program. First, the 
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CLC has been moved to the beginning of the routine. Although 
it need only precede the ADC command, it has no effect on the 
LOA, so it is put at the beginning of the routine for aesthetic 
purposes. Once the two low-order bytes of NI and N2 are added 
and the partial result stored, the high-order bytes are added. If 
the result of this first addition is greater than 255, the carry will 
be set and an extra unit added in the second addition. Note that 
the carry remains unaffected during the LOA Nl + 1 operation. 

The Monitor listing is given for this one so that you can enter 
it and then call it from the Basic program: 

List 

0 REM MACHINE ADDITION ROUTINE 
10 HOME 
20 INPUT"Nl,N2?" ;Nl,N2 
30 Nl = ABS (Nl): N2 = ABS (N2) 
40 POKE 6, Nl - INT (Nl/256) * 256: POKE 7, INT (Nl/256) * 

256:POKE 9, INT (N2/256) 
50 POKE 8, N2 - INT (N2/256) * 256: POKE 9, INT (N2/256) 
60 CALL 768 
70 PRINT: PRINT "RESULT IS"; PEEK (10) + 256 * PEEK (11) 
80 PRINT:GOTO 20 

The ABS() statements on line 30 eliminate values less than 
zero. Although there are conventions for handling negative num
bers, this routine is not that sophisticated. 

Many times, the number being added to a base address is 
known always to be $FF or less, so only one byte for N2 is needed. 
A two/one addition routine looks like this: 

1 ***************** 
2 * SAMPLE PROGRAM 58 * 
3 ***************** 
4 * 
5 OBJ $300 
6 ORG $300 

7· * 
8 Nl EQU $06 
9 N2 EQU $08 

10 RSLT EQU $0A 

11 * 
12 START CLC 
13 LDA Nl 
14 ADC N2 
15 STA RSLT 
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16 BCC END 
17 LOA Nl+l 
18 ADC#$00 
19 STA RSLT+l 
20 END RTS 

1 ****************** 
2 * SAMPLE PROGRAM SC * 
3 ****************** 
4 * 
5 OBJ $300 
6 ORG $300 
7 * 
8 Nl EQU $06 
9 N2 EQU $08 

10 RSLTEQU $0A 
11 * 
12 START CLC 
13 LDANl 
14 ADCN2 
15 STA RSLT 
16 BCCEND 
17 LDA N+l 
18 STA RSLT+l 
19 INC RSLT+l 
20 END RTS 

For speed, if a carry isn't generated on line 14, the program 
skips directly to the end. If, however, the carry is set, the value 
in NI+ 1 gets incremented by one, even though the ADC says an 
immediate $00. The $00 acts as a dummy value to allow the carry 
to do its job. If speed is not a concern, the BCC can even be left 
out with no ill effect. Program 5C shows an alternate method 
using the INC command. In this case, the BCC is required for 
proper operation. 

The reason for bringing up listing SC is that the most common 
reason for adding one to a two-byte number is to increment an 
address pointer by one. In that case, the result is usually put 
right back in the original location, rather than in a separate 
RESULT. A routine for this is more compact and would look like 
this: 
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5 OBJ $300 
6 ORG $300 
7 * 
8 Nl EQU $06 
9 NZ EQU $08 

10 RSLT EQU $0A 
11 * 
12 START CLC 
13 INC Nl 
14 BCC END 
15 INC N1+1 
16 END RTS 

Subtraction 

Subtraction is done like addition except that a borrow is 
required. Rather than using a separate flag for this operation. the 
computer recognizes the carry as sort of a reverse borrow. 

That is, a set carry flag will be treated by the subtract com
mand as a clear borrml' (no borrow taken); a clear carry as a set 
borrow (borrow unit taken). 

The command for subtraction is SBC, for SuBtract with Carry. 
The borrow is cleared with the command SEC, for SEt Carry. 
(Remember, things are backward here). A subtraction equivalent 
of program 5A looks like this: 

1 **************** 
2 * SAMPLE PROGRAM 6 * 
3 **************** 
4 * 
5 OBJ $300 
6 ORG $300 

7 * 
8 Nl EQU $06 
9 N2 EQU $08 

JO RSLT EQU $0A 
11 * 
12 START SEC 
13 LOA Nl 
14 SBC N2 
15 SlA RSLT 
16 lDA Nl+l 
17 SBC N2+1 
18 STA RSLTi· I 
19 l'.\:D RTS 
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The program can be called with the same Basic program we 
used for the addition routine (program SA). 

Positive and Negative Numbers 

So far, we have only discussed how to represent whole num
bers greater than or equal to zero, using one or two bytes. A 
reasonable question then is: "How do we represent negative 
numbers?" 

Negative numbers can be thought of as a way of handling 
certain common arithmetic possibilities, such as when subtract
ing a larger number from a smaller one, such as in 3 - 5 = 

- 2, and when adding a positive number to a negative number 
to obtain a given result, such as in 5 + 8 3. 

To be succesful, then, what we must come up with is a system 
using the eight bits in each byte that will be consistent with 
signed arithmetic as we are currently familiar with. 

The Sign Bit 

The most immediate solution to the question of signed num
bers is to use bit 7 to indicate whether a number is positive or 
negative. If the bit is clear, the number is positive. If the bit is 
set, the number will be regarded as negative. 

Thus + 5 would be represented: 

00000101 

While - 5 would be shown as: 

10000101 

Note that by sacrificing bit 7 to show the sign, we're now 
limited to values from 127 to + 127. When using two bytes to 
represent a number such as an address, this means that we'll be 
limited to the range of 32767 to + 32767. Sound familiar? If 
you've had any experience with Integer Basic, then you'll rec
ognize this as the maximum range of number values within that 
language. 

Although this new scheme is very pleasing in terms of sim
plicity, it does have one minor drawback-it doesn't work. If we 
attempt to add a positive and negative number using this scheme 
we get disturbing results: 
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5 00000101 
+ - 8 10001000 

- 3 10001101 = -13! 

Although we should get - 3 as the result, using our signed 
bit system we get -13. Tsk, tsk. There must be a better way. 
Well, with the help of what is essentially a little numeric magic, 
we can get something which works, although some of the con
ceptual simplicity gets lost in the process. 

What we'll invoke is the idea of number complements. The 
simplest complement is what is called a ones' complement. The 
ones' complement of a number is obtained by reversing each 
one and zero throughout the original binary number. 

For example, the ones' complement to 5 would be: 

For 8, it would be: 

00000101 = 5 
11111010 -5 

00001000 = 8 
11110111 = -8 

This process is essentially one of definition, that is to say that 
we declare to the world that 11110111 will now represent 8 
without specifically trying to justify it. Undoubtedly there are 
lovely mathematical proofs of such things that present marvelous 
ways of spending an afternoon, but for our purpose, a general 
notion of what the terms mean will be sufficient. Fortunately 
computers are very good at following arbitrary numbering 
schemes without asking "but why is it that way?" 

Now let's see if we're any closer to a working system: 

5 00000101 
+ -8 11110111 

-3 11111100 = -3 
(00000011 = + 3) 

Hmmm ... Seems to work pretty good. Let's try another: 

-5 11111010 
+ 8 00001000 

3 00000010 = 2 
(Plus Carry) 
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Well our answers will be right half the time ... It turns out 
there is a final solution, and that is to use what is called the twos' 
complement system. 

The only difference between this and the ones' complement 
system is that after deriving the negative number by reversing 
each bit of its corresponding positive number, we add one. 

Sound mysterious. Let's see how it looks: 

For -5: For -8: 
5 = 00000101 8 = 00001000 

y ones' complement ... w 
11111010 11110111 

W now add one ... .., 
-5 = 11111011 8 = 11111000 

Now let's try the two earlier operations: 

5 
+ -8 

00000101 
11111000 

-3 11111101 = -3 

Does 11111101 
equal 3? 

sample #: {00000011 = 3) 

ones' comp: (11111100) 
( +1) 

twos' comp: (11111101 -3) ,.,., 

+ 
-5 

8 
3 

11111011 
00001000 
00000011 3 

(/'/us Carr11) 

At last' It works in both cases. It turns out that twos' com
plement math works in all cases, with the carry being ignored. 

Now that you've mastered that, I'll let you off the hook a bit 
by .-;aying that none of this knowledge will be specifically 
required in any programs in this particular book. It however, 
a good thing to know about and is very useful in understanding 
the next idea, that of the sign and overflow flags in the Status 
Register. 

The Sign Bit Flag 

Since bil 7 of any byte can represent whether the number is 
positive or negative1 a flag in the Status Register is provided for 
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easy testing of the nature of a given byte. Whenever a byte is 
loaded into a register, or when an arithmetic operation is done, 
the sign bit will be conditioned according to what the state of 
bit 7 is. 

For example, LDA #$80 will set the sign flag to one, whereas 
a LDA #$40 would set it to zero. This is tested using the com
mands BPL and BML BPL stands for Branch on PLus, and BMl 

stands for Branch on Mlnus. 
Regardless of whether you are using signed numbers or not, 

these instructions can be very useful for testing bit 7 of a byte. 
Many times bit 7 is used in various parts of the Apple to indicate 
the status of something. For example, the keyboard location, 
$COOO, gets the high bit set whenever a key is pressed. 

Up until now we've always tested by comparing the value 
returned rom $COOO to $80, such as in this listing: 

1 *************** 
2 * KEYTEST PROG. l * 
3 *************** 
4 * 
5 * 
6 OBJ $300 
7 ORG $300 

8 * 
9 KYBD EQU $COOO 

10 STROBE EQU $C010 

11 * 
12 CHECK LDA KYBD 
13 CMP #$80 
14 BCC CHECK ; NO KFYPRESS 

15 * 
16 CLR STA STROBE 
17 END RTS 

This program will stay in a loop until a key is pressed. The 
keypress is detected by the value returned from $COOO being 
equal to or greater than $80. A more elegant method is to use 
the BrL command: 

I *************** 
2 * KEYTEST PROC. 2 * 
3 *************** 
4 * 
5 * 
6 OBJ $300 
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7 ORG $300 
8 * 
9 KYBD EQU $COOO 

10 STROBE EQU $C010 
11 * 
12 CHECK LOA KYBD 
13 BPL CHECK ; NO KEYPRESS 
14 * 
15 CLR STA STROBE 
16 END RTS 

In this case, as long as the high bit stays clear (i.e. no key
press), the BPL will be taken and the loop continued. As soon 
as a key is pressed, bit 7 will be set to one, and the BPL will fail. 
The strobe is then cleared and the return done. 

A similar technique is used for detecting whether or not a 
pushbutton has been pressed. 

1 ************ 
2 * BUTTON TEST* 
3 ************ 
4 * 
5 * 6 OBJ $300 
7 ORG $300 
8 * 
9 PBO EQU $C06l 

10 * 11 * 
12 CHECK LOA PBO 
13 BPL CHECK ; NO BUTTON PUSH 
14 * 
15 END RTS 
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CHAPTER 10 
Disk Access 

One of the more useful applications of machine language is 
in accessing the disk directly to store or retrieve data. You might 
do this to modify information already on the disk, such as when 
you're making custom modifications to DOS, or to deal with data 
within files on the disk, such as when you're patching or repair
ing damaged or improperly written files. 

To cover DOS well requires more than a few chapters such as 
this. My intent here, then, is to supply you with enough infor
mation at least to access any portion of a disk and to have enough 
basic understanding of the overall layout of DOS and disks to 
make some sense of what you find there. 1 

Here's what we'll cover in this chapter. First, we'll paint a 
general overview of what DOS is and how the data on the diskette 
is arranged. Then you'll learn a general access utility with which 
you can read and write any single block of data from a disk. With 
these, you'll have a starting point for your own explorations of 
this aspect of your Apple computer. 

The Overview: DOS 

An Apple without a disk drive has no way of understanding 
commands like CATALOC or READ. These ntc'\V words must enter 

1. For detailed look at nos, I recommend the very rect'nt book Beneath Apple 
DUS, by D<ln Worth and Pieter Lechner (R12seda, CA: Quality Software, 1981). 
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its vocabulary from somev,rhere. When an Apple vdth a disk 
drive attatched is first turned on or a PR#6 is done, this infor
mation is loaded into the computer by a process known as boot
ing. 

During the booting process, a small amount of machine lan
guage code on the disk interface card reads in data from a small 
portion of the disk. This data contains the necessary code to read 
another 10K of machine language referred to as DOS. This block 
of routines is responsible for all disk-related operations in the 
computer. It normally resides in the upper 10K or so of memory, 
from $9600 to SBFFF. 

After booting, the organization of the memory used by DOS 
looks sonwthing like this 

DOSlltE 
31.'IFFRS rn 

$%0(1 
•!l!MIMl 

S'llJ(hl 

\IAIN 

SAAC'l 

nu• 
:1.IANACER 

$B&OO 

RWTS 

scooo 
ff :\1D 

OF DOSI 

The first area contains the three buffers set aside for !he flow 
of data tu and from the disk. A buffer is a block of memory 
reserved to hold data temporarily while it's being transferred. 
The MAXFILFS command (a legal DOS command, see your manual 
if you haven't encountered it before), can alter the number of 
buffers reserved, and thus change the beginning address from 
$9600 to other values. As it happens, three buffers are almost 
never needed, so, in a pinch for memory, you can usually set 
max files to t\vo, and often just one. 

For example, if you had opened a text file called TFXTFILE, the 
data being read or vvritten would be transferred via buffer one. 
If, while this file was still open, you did a catalog, buffer two 
vvould be put in use. If, instead, you opened two other files, say 
TJX !Tit L l and TFX !FILE 2, and then trit>d to do a catalcg, you 
would get a NCI BUFFFRS AV:\ll!\BLE error (assuming maxfiles was 
..;;ef at three). Buffer one starts at 59AA6, buffer 2 at $9853, and 
buffer .3 at $9600. If maxfiles is set at three as in a normal system, 
it's occas1nnally usPful to USP the deud space of the unused buffer 
thn:'e for your uwn routines. 

The main nos routines -;tarting at $9DOO are the ones respon
:,ible for th<' interpn'ting commands such as CA11\tt>c and in 
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general, for allowing DOS to talk to Basic via control-0 prefixed 
statements. 

The file manager is a set of routines that actually executes the 
,,;« various commands sent via the main routines and that makes 

sure iiles are stored in a logical (well, almost) manner on the 
disk. This takes care of finding a file you name, checking to see 
ii it's unlocked before a write, finding an empty space on the 
disk for new data, and countless other tasks required to store 
even the simplest file. 

When the file manager gets ready to read data from or write 
data to the disk, it makes use of the remaining routines, called 
the RWTS routines. This stands for Read/Write Track Sector. To 
understand fully \tv·hat this section does, though, it will be nec
essary now to look at the general organization of the disk itself. 

Diskette Organization 

Physically. a diskette is made of a material wry similar to 

magnetic recording tape and is used by small portions of the 
surface being magnetized to store the required data in the form 
of ones and zeros. 

SPINDLE· 
Ji~ I PRESSURE PAD . o~ 

DrSKETTE 

;I'==[ 
READ/WRITE HEAD 

CHAPTER 10 91 



But the diskette is more analogous to a record than to a contin
uous strip of tape. Arranged in concentric circles, there are thirty
five individual tracks, each of which is divided into sixteen seg
ments called sectors. 2 

Tracks are numbered from 0 to 34 ($00 to $22), starting with 
Track 0 in the outer position and track 34 nearest the center. 
Sectors are numbered from 0 to 15 ($00 to $OF) and are interleaved 
for fastest access. This means that sector 1 does not immediately 
follow sector 0 when moving in the opposite direction from the 
diskette rotation. Rather, the order is: 

0 D B 9 7 5-3 1-E-C-A 8-6 4-2 F 

By the time DOS has read in and processed one sector, it 
doesn't have sufficient time to read the very next sector properly. 
If the sectors were arranged sequentially, DOS would have to wait 
for another entire revolution to read the next sector. By exam
ining the sequence, you can see that after reading sector 0, oos 
can let as many as six other sectors go by and still have time to 
start looking for sector 1. This alternation of sectors is sometimes 
called the sketv factor or just sector interleaving. 

Looking for a given sector is done with two components. The 
first is a physical one, wherein the read/write head is positioned 
at a specific distance from the center to access a given track. The 
sector is located via software by looking for a specific pattern of 
identifying bytes. In addition to the 256 bytes of actual data 
within a sector, each sector is preceded by a group of identifying 
and error-checking bytes. These include, for example, something 
like $00/03/FE for track $00, sector $03, volume $FE. By contin
ously reading these identification bytes until a match with the 
desired values occurs, a given sector may be accessed. 

This software method of sector location is usually called soft
sectoring, and it's somewhat unique to the Apple. Mo5t other 
microcomputers use hard-sectoring. Hard-sectoring means that 
hardware locates the sector as well as the track. Search is done 
by indexing holes located around the center hole of a disk. Even 
Apple diskettes have this center hole, along with one to sixteen 
matching holes in the media itself, but these aren't actually used 

2. Throughout this discussiun, we will assume nos 3.3, which llS•?S sixteen 
sectors per track. DOS 3.2 has only thirteen sectors per track but is rapidly becom
ing obsolete. If you're using oos 3.2, the correction from sixteen to thirteen 
should be made in the topics throughout. 
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by the disk drive. Because the Apple doesn't need these holes 
to index, using the second side of a disk is just a matter of 
notching the edge of the disk protector to create another write
protect tab. We'll not go into the pros and cons of using the 
second side but will leave that to you. It's one of those topics 
guaranteed to be worth twenty to thirty minutes of conversation 
at any gathering of two or more Apple owners. 

Each sector holds 256 ($100) bytes of data. This data must 
always be written or read as a single block. Large files are there-

"" fore always made up of multiples of 256 bytes. Thus a 520 byte 
file would take up three entire sectors, even though most of the 
third sector will be wasted space (520 = 2 x 256 + 8) 

**********~ D *********** 
*****2***** *****'***** 

*********** *********** 
Certain tracks and sectors are reserved for specific informa

tion. Track 17 ($11) for example contains the directory. This gives 
each file a name, and also tells how to find out which sectors on 
the disk contain the data for each file. Track 17, Sector 0 contains 
the volume table of contents (vroc), which is a master table of 
which sectors currently hold data, and which sectors are avail
able for storing new data. If all of track 17 is damaged, it may be 
nearly impossible to retrieve any data from the disk even though 
the files themselves may still be intact. 

The other main reserved area is on tracks 0 through 2. This 
is where the DOS that will be loaded when the disk is booted is 
held. If any of these tracks are damaged, it will not be possible 
to boot the diskette, or if the disk does boot, DOS may not func
tion properly. 

As a variation on this theme, by making certain controlled 
changes to DOS directly on the disk you can create your own 
custom version of DOS to enhance what Apple originally had in 
mind. These enhancements will become part of your system 
whenever you boot your modified diskette. Some modifications 
of this type are discussed below. 

To gain access to a sector to make these changes, however, 
we need to be able to interface with the routines already in DOS 

to do our own operations. This is most easily done by using the 
Rwrs routines mentioned earlier. Fortunately, Apple has made 
them fairly easy to use from the user's machine language pro
gram. 
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To use RWTS, you must do three general operations: 
1) Specify the track and sector you wish access to. 
2) Specify where the data is to be loaded to or read from (that 

is, give the buffer address). 
3) Finally, call RWTS to do the read/write operation. 
If the operation is to be a read, then we would presumably 

do something with the data in the buffer after the read is com
plete. If a write is to be done, then the buffer should be loaded 
before calling RWTS with the appropriate data. Usually, the way 
all this works is to read in a sector first, then make minor changes 
to the buffer, and then write the sector back out to the diskette. 

Steps 1 and 2 are actually done in essentially the same oper
ation, by setting up the !OB table (for Input/Output and control 
Block). This is described in detail (along with the sector organi
zation) in the Apple DOS Manual, but here's enough information 
to make you dangerous as the saying goes. 

The !OB table is a table you make up and place at a location 
of your choice. (You can also make use of the one already in 
memory that is used in DOS operations.) Most people I know 
seem to prefer to make up their own, but my personal preference 
is to use the one in DOS. Since most people I know aren't at this 
keyboard right now, I'll explain how to set up the table in DOS. 

The table is made up of seventeen bytes and starts at $B7E8. 
It's organized like this: 

Location Code Purpose 

$B7E8 $01 JOB type indicator, must be $01. 
B7E9 60 Slot number times sixteen (notice that this calculation, 

like multiplying by ten in decimal, means just 
moving the hex digit to the left one place). 

B7EA 01 Drive number. 
B7EB 00 Expected volume number. 
B7EC 12 Track number. 
B7EO 06 Sector number. 
B7EE FB Low-order byte of device characteristic table. 
B7EF B7 High-order byte of D.C.T. 
B7FO 00 Low-order byte of data buffer starting address. 
B7Fl 20 High-order byte of data buffer 
B7f2 00 Unused. 
B7F3 00 Unused. 
B7F4 02 Command code; $02 = write 
B7F5 00 Error code (or last byte of buffer read in). 
B7f6 00 Actual volume number 
B7F7 60 Previous slot number accessed. 
B7F8 01 Previous drive number accessed. 
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Because oos has already set this table up for you, it isn't 
necessary to load every location with the appropriate values. In 
fact, if you're willing to continue using the last accessed disk 
drive, you need only specify the track and sector, set the com
mand code, and then clear the error and volume values to 00. 
However, for complete accuracy, the slot and drive values should 
also be set so you know for sure what the entry conditions are. 

Once the IOB table has been set up, the Accumulator and Y
Register must be loaded with the high and low-order bytes of 
the IOB table, and then the JSR to RWTS must be done. Although 
RWTS actually starts at $B7B5, the call is usually done as JSR $309 
when it first boots. The advantage of calling here is that if Apple 
ever changes the location of R\VTS, only the vector address at 
$309 will be changed and a call to $3D9 will still work. 

A vector is the general term used for a location in memory 
that holds the information for a second address in memory. A 
vector is used so that a jump to the same place in memory can 
be routed to a number of other locations in memory, usually the 
beginning of various subroutines. A vector is rather like a tele
phone switchboard. Even though the user always calls the same 
address, the program flow can be directed to any number of 
different places simply by changing two bytes at the vector loca
tion. 

For example, suppose at location $3F5 we were to put these 
three bytes: 

3F5: 4C 00 03 

Listed from the Monitor, this would disassemble as: 

03F5- 4C 00 03 JMP $0300 

Now whenver you do a call to $3F5, either by a CALL 1013 or 
3F5C, the program will end up calling a rotine at $300. It would 
now be a simple matter to write a switching program that would 
rewrite the two bytes at $3F6 and $3F7 so that a call to $3F5 would 
go anywhere we wanted. 

As it happens $3F5 is used in just such a fashion by thP 
ampersand (&) function of Applesoft. The Applesojf lI Basic l\cf
erencc Manual provides more information on this particular fea
ture. 

The best way to finish explaining how to use the JOB table 
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and RWTS is to present the following utiltiy to access a given track 
and sector using RWTS. We'll then step through the program and 
learn why the various steps are done to use RWTS successfully. 

l ****************** 
2 * * 
3 * GEN'I. PURPOSE RWTS * 
4 * DOS UTILITY * 
5 * * 
6 ****************** 
7 * 
8 * 
9 OBJ $300 

to ORG $300 

11 * 
12 CTRK EQU $06 
13 CSCT EQU $07 
14 UDRIV EQU $08 
15 USLOT EQU $09 
16 BP EQU $0A ; BUFFER PTR. 
17 UERR EQU $0C 
18 UCMD EQU $E3 
19 * USER SETS THIS TO HIS CMD 

20 * 
21 RWTS EQU $309 

22 * 
23 * BELOW ARE LOCS IN IOB 
24 SLOT EQU $B7E9 
25 DRIV EQU $B7EA 
26 VOL EQU $B7EB 
27 TRACK EQU $B7EC 
28 SECTOR EQU $B7ED 
29 BUFR EQU $B7FO 
30 CMD EQU $87F4 
31 ERR EQU $87F5 
32 OSI.OT EQU $B7F7 
33 ODRIV EQU $B7F8 

34 * 
35 READ EQU $01 
36 WRITE EQU $02 

37 * 
38 * 
39 * 
40 ********************* 
41 * ENTRY CONDITIONS: SET * 
42 * TRACK, SECTOR, SLOT, DR, * 
43 * BUFFER AND COMMAND. * 
« ********************* 
45 * 
46 * 
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47 * 48 CLEAR LDA #$00 
49 STA VOL 
50 * 51 LDA USLOT 
52 STA SLOT 
53 * 54 LDA UDRIV 
SS STA DRIV 
S6 * S7 LDA CTRK 
S8 STA TRACK 
S9 * 
60 LDA CSCT 
61 STA SECTOR 
62 * 
63 LDA UCMD 
64 STACMD 
65 * 
66 LDA BP 
67 STA BUFR 
68 LDA BP+l 
69 STA BUFR+l 
70 * 
71 LDA #$B7 
72 LDY #$E8 
73 JSR RWTS 
74 BCC EXIT 
7S * 
76 ERRHAND LDA ERR 
77 STA UERR 
78 * 
79 EXIT RTS 
80 * 

This should list from the Monitor as: 

*300L 

0300- A9 00 LDA #$00 
0302- 8D EB 87 STA $87EB 
030S- AS 09 LDA $09 
0307- 8D E9 87 STA $87E9 
030A- AS 08 LDA $08 
030C- 8D EA 87 STA $87EA 
030F- AS 06 LDA $06 
0311- 8D EC 87 STA $B7EC 
0314- AS 07 LOA $07 

---------~<---
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0316-- 80 ED 87 STA $B7ED 
0319-· AS f3 LOA $[3 
031B- 80 F4 B7 STA $B7f4 
031E- AS OA LOA $0A 
0320- 80 FO B7 STA $B7FO 
0323- AS OB LOA $OB 
0325-- SD Fl B7 STA $B7F1 
0328- A9 B7 LDA #SB7 
032A- AO E8 LDY #$E8 
ll32C- 20 09 03 JSR $0309 
032F- 90 05 BCC $0336 
0331-- AD F5 B7 LOA $B7F5 
0334- 85 oc Sl:.\ $0C 
0336- 60 RTS 

When this program runs, it assumes the user has set the 
desired values for the trnck and sector wanted, which slot and 
drive to use, where the buffer is and whether to read or write. 

Starting with the first functional line1 line 48, the byte for the 
volume number in the !OB table (VOL) is stuffed with a zero. A 
value of zero here tells RWTS any volume number is acceptable 
during the access. If we wanted to access only a particular volume 
number, a value from $01 to $FF would be used instead of $00. 

In the next four sets of operations, the user values for the 
slot, drive, track, and sector numbers are put into the !OB table. 
Notice that, to have this work properly, you must set USLOT 
($09) to sixteen times the value for the slot you wish to use. For 
example, to access slot five you would store a $50 (80 decimal) 
in location $09 just before calling this routine. 

fhe next pair of statements take the user command UCMD 

and put that in the table. If you want to read a sector, sel UCMD 

= $01. A write is UCMD ~;c; $02. A few other options are seldom 
used. These are described in more detail in the DOS 3.3 manual 
in the section on RWTS. 

Next, the buffer pointer is set to the value given by the user 
locations SOA and $OB. The required space is 256 bytes ($100) 
and can be put anywhere that this won't conflict with data 
already in the computer. Convenient places are the number three 
DOS file buffer ($9600), the input buffer itself ($200), or an area 
of memory below $9600 protected by setting HIMEM to an appro
priate value. 3 In the examples that follow, I'll use the area from 

3. Note: The input buffer can only be used temporarily during your own 
routine. If you return to Basic, or do any input or DO~ commands, data in this 
area will be destwved Other than that, it's " handy F'lace to use 
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$1000 to $10FF because no Basic program will be running and 
it's a nice number. In this case, $0A and $OB will be loaded with 
$00 and $10, respectively. 

Last of all, the Accumulator is loaded with #$B7 and the Y
Register with #$E8, the high-order and low-order bytes of the 
!OB table address. 

After the call to RWTS via the vector at $309, the carry flag is 
checked for an error. lf the carry is clear, there was no error and 
the routine returns via the HTS. lf an error is encountered, the 
code will be transferred from the IOB table to the user location. 
The possible error codes are: 

CODE CONDITION 

$10 Disk write-protected, and cannot be written to. 
$20 Volume mismatch error. Volume number found was different than 

specified. 
$40 Drive error. An error other than the three described here is 

happening (110 error, for example). 
$80 Read error Rl't'TS will try forty-eight times to get to a good read; if 

it still fails, it will return with this error code. 

DOS Modifications 

The ERR byte of the !OB table is somewhat unusual in that it 
does not remain at zero, even if the read/write operation was 
successful. In actual operation, if an error does not occur, the 
ERR byte will contain the last byte of the sector just accessed. 

It is important therefore to always use the carry flag to detect 
whether an error has occurred or not. In fact, as your experience 
grows, you will notice that a great many subroutines use the 
carry flag as an indicator of the results of the operation. In the 
case of HWTS, the carry will be cleared if the access was successful, 
and set if an error occured. It is not necessary to condition the 
carry before calling RWTS. 

One of the best ways to grasp this routine is to use it to 
modify the DOS on a sample disk and observe the differences. 
Before proceeding with the examples, boot on an Apple master 
disk, then !NIT a blank disk. This will be our test piece so to 
speak. Do not try these experiments on a disk already containing 
important data. If done correctly, the changes wouldn't hurt, but 
if an error were to occur you could lose a good deal of work! 

#1: Disk-Volume Modification. First install the sector access 
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routine at $300. Now insert the sample diskette. Enter the Mon
itor with CALL - 151 and type in: 

*~ m m m ~ oo ro 
*E3: 01 

This assumes your diskette is in drive one, slot six. Now enter: 

*300G 

The disk motor should come on. When it stops type in: 

*lOAFL 

You should get something like this: 

lOAF- AO CS LOY #$C5 
lOBl- CD 05 CC CMP $CCD5 
1084- CF ??? 
lOBS- 06 AO DEC $AO,X 
10B7- CB ??? 
1088- 03 ??? 
10B9-- C9 C4 CMP #$C4 

This apparent nonsense is the ASCII data for the words disk 
volume, in reverse order. This is loaded in when the disk is booted 
and is used in all subsequent catalog operations. 

The data was retrieved from track 2, sector 2, and put in a 
buffer starting at $1000. The sequence we're interested in starts 
at byte $AF in that sector. To modify that, type in: 

*lOAF: AO 04 03 CS D4 AO AD 
*E3: 02 
*300G 

The first line rewrites the ASCII data there, the E3:02 changes the 
command to "write," and the 300C puts it back on the disk. 

Now reboot on the disk and then type in CATALOG. When the 
catalog prints to the screen, the new characters "DISKTEST 254" 
should appear. By using an ASCII character chart, you can modify 
this part of the diskette to say anything you wish within the 
twelve-character limit. 

#2: Catalo:;; Keypress Modification. Reinstall the sector access 
-------··-------------
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utiltiy, put the sample disk in the drive again, and type in: 

*06: 01 OD 01 60 00 10 
*E3: 01 
*300G 

This will read track 1, sector $00, into the buffer. Type in: 

*l039L 

The first line listed should be: 

1039- 20 OC FD JSR $FDOC 

Change this to: 

*1039: 4C DF BC (JMP $BCDF) 

And rewrite to the disk: 

*E3: 02 

Now read in the section corresponding to $BCDF (track 0, 
sector 6) by typing: 

*06 00 06 
*E3: 01 
*300G 

And alter this section with: 

*lODF: 20 OC FD C9 BD DO 03 4C 2C AE 4C 3C AE 
*E3: 02 
*300G 

As it happens, this part of the disk isn't used and provides 
a nice place to put this new modification. 

When you reboot after making this change, place a disk with 
a long catalog on it in lhe drive and type in CAfALOC. When the 
listing pauses after the first group of names, pn.•ss RETURN. The 
listing should stop, leaving the names just shown on the screen. 
If instead of pressing RETURN you press any other key, the catalog 
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will continue just as it normally would, going on to the next 
group of names. 

Both these modifications will go into effect whenever you 
boot on the sample disk. These features can also be propagated 
to other disks by booting on the sample disk and using the new 
DOS to init fresh disks. 

Many modifications to the existing DOS can be made this way, 
and we haven't even started to talk about storing binary data in 
general. 

Bell Modification and Drive Access 

(1) The first time you call the access utility from the Monitor, 
it will return with just the asterisk prompt. After that, unless you 
hit reset or do a catalog, it will return with the asterisk and a 
beep. This is because the status storage byte for the Monitor 
($48) gets set to a nonzero value by RWTS. If the beep annoys 
you, modify the access utility to set $48 back to #$00 before 
returning. 

(2) If you set the slot/drive values to something other than 
your active drive, the active drive will still be the one accessed 
when you do, for example, the next catalog. This is because DOS 
doesn't actually look at the last-slot/drive-accessed values when 
doing a catalog. Instead, it looks at $AA66 for the volume number 
(usually #$00), at $AA68 for the drive number, and at $AA6A 
for the slot number (times sixteen). If you have Basic or machine 
language programs on which you wish to change the active drive 
values without having to do a catalog or give another command, 
then just POKE or STA the desired values in these three locations. 
Have fun! 
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CHAPTER 11 
Shift Operators 

Here I'd like to cover two main groups of machine language 
commands: shift operators and logical operators. Shifts are the eas
iest to understand, so we'll do them first. 

You'll recall that the Accumulator holds a single eight-bit 
value, and that in previous programs it has been possible to test 
individual bits by examining flags in the Status Reg~ster. An 
example of this was used in testing bit 7 after an LOA operation. 
If the Accumulator is loaded with a value from $00 to $7F, bit 
7 is clear and only BPL tests will succeed, since the sign flag 
remains clear. If, however, a value from $80 to $FF is loaded, BM! 

will succeed since bit 7 would be set; hence the sign flag will 
also be a one. 

The shift commands greatly extend our ability to test indi
vidual bits by giving us the option of shifting each bit in the 
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Accumulator one position to the left or right. There are two direct 
shift commands, ASL (Arithmetic Shift Ldt) and LSR (Logical 
Shift Right). 

0 'O' 

ASL 
(Arithmetic Shift Left) 

In the case of ASL, each bit is moved to the left one position, 
with bit 7 going into the carry and bit 0 being forced to zero. fn 
addition to the carry, the sign and zero flags are also affected. 
Some examples appear in the following listing. 

ASL 

Value Result (C) (Nl (Z) 

Hex Binary Hex Binary Carry Sign Zero 
$00 0 0 0 0 0 0 0 0 $00 0 0 0 0 0 0 0 0 0 0 1 
$01 0 0 0 0 0 0 0 1 $02 0 0 0 0 0 0 1 0 0 0 0 
$80 1 0 0 0 0 0 0 0 $00 0 0 0 0 0 0 0 0 0 
$81 1 0 0 0 0 0 0 1 $02 0 0 0 0 0 0 1 0 1 0 0 
$H 1 1 1 1 1 1 1 1 $FE 1 1 1 1 1 1 1 0 1 1 0 

Jn the first case, there's no net change to the Accumulator, 
although the carry and sign flags are cleared and the zero flag 
is set. The 0 at each bit position was replaced by a 0 to its right. 

However, in the case of $01, the value in the Accumulator 
doubles to become $02 as the 1 in bit 0 moves to the bit 1 position. 
fn this case, all three flags will be cleared. 

When the starting value is $80 or greater, the carry will be 
set. In the case of $80 itself, the Accumulator returns to zero 
after the shift, since the only I in the pattern, bit 7, is pushed 
out into the carry. 

Notice that in the case of $FF, the sign flag gets set as bit 6 
in the Accumulator, and moves into position 7. Remember that 
in some schemes, bit 7 is used to indicate a negative number. 

The ASL has the effect of doubling the byte being operated 
on. This can be used as an easy way to multiply by two. In fact, 
by using multiple ASl.s, you can multiply by two, four .. eight, 
sixken, and so on, depending on how many you use. In the 
discussion of DDS and RWTS in chapter ten, vou might remember 
that the ;on table required tlw slot number bvte in the table to be 
sixteen times the true value. If vou didn't want to do the multi
plication aheud of time, you could do it in your access program, 
as below. 
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AS 09 LDA US LOT 
OA ASL 
OA ASL 
OA ASL 
OA ASL 
80 E9 B7 STA SLOT 

USLOT holds the value from one to seven that you pass to the 
routine and SLOT is the location in the 1013 table in which the 
value for USLOT *16 should be placed. Even though the four ASLs 
look a bit redundant, notice that they only took four bytes. 
Actually, the LDA!STA steps consumed more bytes (five) than the 
four ASLS. 

In general then, ASL is used for these types of operations: 
(1) Multiply by two, four, eight, and so on. 
(2) Set or clear the carry for free while shifting for some other 

reason. 
(3) Test bits 0 through 6. Note: This can be done, but it's usu

ally only done this way for bit 6; there are, in general, better 
ways of testing specific bits, \Vhich we'll describe shortlv. 

The complement of the ASL command is the LSR. It behaves 
identically except that the bits all shift to the right. 

'O' 7 6 5 4 3 2 1 0 

L.SR 
(Logical Shift Right) 

The LSR can be used to dii•ide by multiples of two. It's also a 
nice ~vav to test whether a number is even or odd. Even numbers 
<1lwciys have bit 0 clecir. Odd always have it set. Bv doing an JSR 

followed by llCC or ncs, you can test for this. Whether a number 
is odd or even is sometimes called its parity. An even number has 
<l parity of zero, and an odd number, a parity of one. 

JSR also conditions the sign and zero flags. 
In both 1 ';R and ASL, one end or the other <1lways gets forced 

to a zero. Sometimes this is not desirable. The solution to this 
is the rotate commands, ROI and ROR (ROtate Left, ROtate Right). 
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ROL ROR 
(Rotate One Bit Left) <Rotate One Bit Right) 

In these commands, the carry not only receives the pushed 
bit, but its previous contents are used to load the now available 
end position. 

ROL and ROR are used rather infrequently but do turn up 
occasionally in math functions such as multiply and divide rou
tines. 

So far, all the examples have used the Accumulator as the 
byte to be shifted. As it happens, either the Accumulator or a 
memory location may be shifted. Addressing modes indudt:> all 
the direct modes and indexed modes using the X-Register, with 
the exception of MEM,X. The Y-Register cannot be used as an 
index in any of the shift operations. 

Logical Operators 

Logical operators are, to the uninitiated, some of the more 
esoteric of the machine language commands. As with everything 
we've done before, though, with a little explanation they'll 
become quite useful. 

Lt>t's start with one of the most commonly used commands, 
AND. You're already familiar with the basic idea of this one from 
your daily speech. If this and that are a certain way, then I'll do 
something. This same way of thinking can be applied to your 
computer. 

As we've seen, each byte is made up of eight bits. Let's take 
just the first bit, bit 7, and see what kind of ideas can be played 
with. Normal text output on the Apple is always done with the 
high bit set. That is all characters going out through COlJT 

($FDED) should be t>qual to or greater than $80 (1000 0000 
binary). Likewise, when watching the keyboard for a keypress, 
we wait until $COOO has a value equal to or greater than $80. 

Suppose we had a program wherein we would print charac
ters to the screen only when a key was pressed and a standard 
character was being sent through the system. What we're saying 
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is to print characters on the screen only when both the character 
a11d the keyboard bufft:'r show bit 7 set to one. 

We can draw a simple chart that illustrates all the possibilities 
(and you know how fond computer people are of charts). 

Character Bit 7: 
0 I 

~:,,,oo." : ~E] 

The chart shows four possibilities. If the character's bit 7 is 
zero (a non-standard character) and the keyboard bit is zero (no 
keypress), then don't print the character (a zero result). Likewise, 
if only one of the conditions is being met but not the other, then 
the result is still zero, or don't print. Only when both desired 
conditions exist will we be allowed to print, as shown by the 
one as the result. 

Taken to its extreme, what we end up with is a new math
ematical function, AND. In the case of a single binary digit (or 
perhaps we should call it a bigit), the possibilities are few, and 
the answers are given as a simple zero or one. 

What about larger numbers? Does the term 5 A'.\ID 3 have 
meaning? It turns out that it does, although the answer in this 
case \•viii not be 8, and it is now that we must be cautious not to 
let our daily use of the word addition be confused with our new 
meaning. 

As we look at these numbers on a binary level, how to get 
the result of 5 A'\lD 3 will be more obvious. 

x = 5 
y 3 

x AND y 

0 1 0 1 
0 0 1 1 

0 0 0 1 1 

If we take the chart created earlier and apply it to each set of 
matching bits in x and y, we can obtain the result shown. Starting 
on lhe ldt, two O's 0 as a result. For the next t·wo bits, only 
a singlt' 1 is present, in each case, stiil giving 0 as a result. Only 
in tlw last position do we get the necessary l's in bit 0 of /,oth 
numbers to yield a I in the rl'Sult. 
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Thus 5 AND 3 does have meaning, and the answer is 1. (Try 
that at parties!) 

Don't be discouraged if you don't see the immediate value in 
this operation; you should guess by now that everything is good 
for something! 

AND is used for a variety of purposes. These include: 
(1) To force zeros in certain bit positions. 
(2) As a mask to let only ones in certain positions through. 
When an AND operation is done, the contents of the Accu-

mulator are ANDed with another specified value. The result of 
this operation is then put back in the Accumulator. The other 
value may be either given by way of the immediate mode or held 
in a memory location. These are some possible ways of using 
AND: 

LDA #$80 
AND #$7F 
AND $06 

AND $300,X 
AND ($06),Y 

To understand better how the AND is used, we should clarify 
some other ideas. One of these is the nature of machine language 
programs in general. I believe that, at any given point in a pro
gram, one of two kinds of work will be going on. One is the 
operational mode, where some specific task, such as clicking a 
speaker or reading a paddle, is taking place. At these moments, 
data as such does not exist. In the other case, the processing 
mode, data has been obtained from an operational mode, and 
the information is processed and/or passed to some other routine 
or location in memory. 

A given routine is rarely made up of just one mode or the 
other, but any given step usually falls more into one category 
than the other. 

These ideas are important because, in general, all the logical 
operators are used during the processing phases of a program. 
At those times, some kind of data is being carried along in a 
register or memory location. Part of the processing that occurs 
is often done \vith the logical operators. 

In the case of the two modes of use, operational and process
ing, we are really just talking about two different ways of looking 
at the same operation. To illustrate this, examine thi;; partial 
disassembly of the Monitor starting at $FDED: 
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*FDEDL 

FDED- 6C 36 00 JMP ($0036) 
FDFO- C9 AO CMP #$AO 
FDF2- 90 02 BCC $FDF6 
FDF4- 25 32 AND $32 
FDF6- 84 35 STY $35 
FDF8- 48 PHA 
FDF9- 20 78 FB JSR $FB78 
FDFC- 68 PLA 
FDFD- A4 LOY $35 
FDFF- 60 RTS 

For normal text output on the Apple, the Accumulator is 
loaded with the ASCII value for the character to be printed, the 
high bit is set, and a JMP to COUT ($FDED) is done. From looking 
at the listing, you can see that at $FDED is an indirect jump based 
on the contents of $36,37 (called a vector). 

If this seems a little vague, then consider for a moment what 
I call the flow of control in the computer. This means that the 
computer is always executing a program somewhere. Even when 
there's nothing but a flashing cursor on the screen, the computer 
is still in a loop programmed to get a character from the key
board. When you call your own routines, the computer is just 
temporarily leaving its own activities to do your tasks until it hits 
that last RTS. It then goes back to what it was doing before; usu
ally, that's waiting for your next command. 

When characters are printed to the screen, disk, printer, or 
anywhere else, there's a flow of control that carries along the 
character to be printed. For virtually every character printed, the 
6502 scans through this region as it executes the necessary code 
to print the character. 

Normally, $36,37 points to SFDFO (at least before DOS is 
booted). This may seem a little absurd until you realize that a 
great deal of flexibility is created by the vector. For instance, a 
PR#l, such as you do when turning on a printer, redirects $36,37 
to point to the card, which in turn, after printing a character, 
returns usually to where $36,37 used to print. 

The card thus borrows the flow of control long enough to 
print the character, after which it gives control back to the screen 
print routine. Likewise, when DOS is booted, 536,37 gets redi
rected from $FDFO to $9EBD, which is where phrases preceeded 
by a control-Dare detected. If no control-Dis found, the output 
is returned to $FDFO. 
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Now, back to what the AND is used for. Normally when the 
routine enters at $FDFO, the Accumulator will hold a value 
between $80 and $DF. The characters from $80 to $9F are all 
control characters and are passed through by the sec following 
the first CMP. Characters passing this test will be the usual alpha
betic, numeric, and special characters shown on the Screen Char
acter Chart in appendix E. You'll notice at this point an AND with 
the contents of $32 is done. Location $32 is called INVFLG and 
usually holds either $FF, $7F, or $3F depending on whether the 
computer is in the NORMAL, FLASHJNC, or INVbRSI: text mode. Let's 
assume that the Accumulator is holding the value for a normal 
A. Look at the following table to see what happens when an 
AND is done >vith each of these values. 

EXAMPLE 1: HEX BINARY ASCII 
Accumulator: $Cl 1 1 0 0 0 0 0 1 A 
INVFLG: $FF 1 1 1 1 1 1 
Result: $Cl 1 1 0 0 0 0 0 1 A 

EXAMPLE 2: 
Accumulator: $Cl 1 0 0 0 0 0 A 
INVFLG: $7F 0 1 1 1 1 1 
Result: $41 0 1 0 0 0 0 0 1 A (flashing) 

EXAMPLE 3: 
Accumulator: $Cl 1 0 0 0 0 0 I A 
INVFLG: $3F 0 0 1 1 1 1 1 
Result: $01 0 0 0 0 0 0 0 1 A (inverse) 

In the first example, ANDing with $FF yields a result identical 
to the original value. The result is identical because, with each 
bit set to one, the resulting bit will always come out the same as 
the corresponding bit in the Accumulator. (Can you guess what 
the result of ANDing with $00 would always yield?) This means 
that the character comes out in its original form. 

In the SL'cond case, ANDing with $7F has the effect of forcing 
a zero in bit 7 of the result. Examining the Screen C:hJracter 
Chart in the appendix, we can see that $41 corresponds to a 
flashing A. 

The Apple uses the leading two bi ts to determine hu\v to 
print the character. If the leading two bits are off, then the char
acter will be in inverse. If bit 7 is zero and 6 is one, then the 
character will be printed in tlcJshing mode. If bit 7 is sl't, then the 
character will be displayed in normal text. 
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Using the AND operator forces a zero in the desired positions 
and lets the remaining bit pattern through. 

In general, then, the way to use the AND is to set a memory 
location equal to a value wherein all bits are set to one except for 
those that you wish to force to zero. 

You can also think of AND as acting rather like a screen that 
lets only certain parts of the image through. When INVFLC is set 
to $3F, the leading bits will always be zero, regardless of whether 
they were set at entry or not; hence, the expression mask. 

Sometimes figuring exactly what value you should use for the 
desired result is tricky. As a general formula, first decide what 
bits you want to force to zero and then calculate the number with 
all other positions set to ones. This will give the proper value to 
use in the mask. For example, to derive the inverse display mask 
value: 

(1) Determine which bits to force to zero: 

OOxxxxxx 

(2) Calculate with the remaining positions set to ones: 

0 0 1 1 1 1 1 1 = $3F (63) 

Try this with the desired result of forcing bit 7 only to zero 
and see if you get the proper value for INVFLC of $7F 

BIT 

The command somewhat related to the AND is BIT. This is 
provided to allow the user to determine easily the status of spe
cific bits. When Bl r is executed, quite 21 number of things happen. 
First of all, bits 6 and 7 of the memory location are transferred 
directly to tlw sign and overflow bits of the Status Register. Since 
we've not discussed the ovcrflovv flc1g, let me 5ay briefly that its 
rc>lah'd commands, BVC and nvs, m,w be used just as HPL and BM! 

MC used to test the status ot the sign flag. If V (the overfl(W.' flag) 
is clear, B\"l \Viii succecd. If V is set, RV'; will work. 

Most important, thuugh, is the conditioning of the zero flag. 
If one or more bih in the memory location match bits set in the 
Acu1multaor, the zero flag will be cleared (Z = 0). If no match 
is made, Z will be set (Z = 1). This is done bv ANDing the 
Accumulator and the memmv location and conditioning Z 
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appropriately. The confusing part is that this may seem some
what backward. Alas, it's unavoidable; it's just one of those notes 
to scribble in your book so as to remember the quirk each time 
you use it. 

Note that one of the main advantages of BIT is that the Accu
mulator is unaffected by the test. 

Here are examples of how BIT might be used: 

EXAMPLE 1: To test for bits 0 and 3, set: 

LOA 
BIT 
BNE 

#$05 
MEM 
OK 

; 0000 0101 

; (1 OR MORE BITS MATCH) 

EXAMPLE 2: To test for bit 7, set in memory: 

CHK BIT 
BPL 
BIT 

$COOO 
CHK 
$C010 

; (KEYBOARD). 
; (BIT 7 CLR, NO KEY PRESSED) 
; (ACCESS $C010 TO CLR STROBE) ... 

If you want to test for all of a specific set of bits being on, the 
AND command must be used directly. 

EXAMPLE 3: To test for both bits 6 and 7 being on: 

LOA 
AND 
CMP 
BEQ 

CHAR 
#$CO 
#$CO 
MATCH 

; '1100 0000' 

; BOTH BITS "ON" 

This last example is somewhat subtle, in that the result in the 
Accumulator will only equal the value with which it was ANDed 
if each bit set to one in the test value has an equivalent bit on 
the Accumulator. 

ORA and EOR 

These last two commands bring up an interesting error of 
sorts in the English language, and that is the difference between 
an inclusive OR and the exclusive OR. What all this is about is the 
phenomenon that saying something like "I'll go to the store if it 
stops raining or if a bus comes by" has two possible interpreta
tions. The first is that if either event happens, and even if both 
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events occur, then the result will happen. This is called an inclu
sive OR statement. 

The other possibility is that the conditions to be met must be 
one or the other but not both. This might be called the purest 
form of an OR statement. It is either night or day, but never both. 
This would be called an exclusive OR statement. 

In machine language, the inclusive OR function is called ORA 

or OR Accumulator. The other is called EOR for Exclusive OR. 
The figure below shows the charts for both functions. 

(Ace) 

ORA: 0 I 

(Memory~EJ 
1~8 

(Ace) 

EOR: O 1 

(Memor:i~ 
1~ 

First, consider the table for ORA. If either or both correspond
ing bits in the Accumulator and the test value match, then the 
result will be a one. Only when neither bit is one does a zero 
value for that bit result. The main use for ORA is to force a one 
at a given bit position. In this manner, it's something of the com
plement to the use of the AND operator to force zeros. 

The following table presents some examples of the effect of 
the ORA command. 

Example 1: 
Accumulator: $80 1000 0000 
Value: $03 0000 0011 
Result: $83 1000 0011 

Example 2 
$83 1000 0011 
$0A 0000 1010 
$8B 1000 1011 

Use of ORA conditions the sign and zero flags, depending on 
the result, which is automatically put into the Accumulator. 

The EOR command is somewhat different in that the bits in 
the result are set to one only if one or the other of the corre
sponding bits in the Accumulator and test value is set to one, 
but not both. 

EOR has a number of uses. The most common is in encoding 
data. An interesting effect of the table is that, for any given test 
value, the Accumulator will flip back and forth between the 
original value and the result each time the EOR is done. See the 
examples in the table below. 
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Accumulator: $80 1000 0000 $83 1000 0011 
Value: $03 0000 0011 $0A 0000 1010 
Result: $83 1000 0011 $89 1000 1001 

Accumulator: $83 1000 0011 $89 1000 1001 
Value: $03 0000 0011 $0A 0000 1010 
Result: $80 1000 0000 $83 1000 0010 

This flipping pht•nonwnon is used t•xtensivelv in hi-res 
graphiL·s to allow ont' image to overbv another without destrov
ing the image belovv. FCJR ccm also be used to reverse specific bits. 
Simply place ones in the positions you wish reversed. 

You might find it quite rewarding to write your ow:1 experi
mental ruutine that \vill roR certain ranges oi memory with given 
values. Then make the second pass to verify that the data has 
been restored. This is especially interesting when done either on 
the hi-res screen or blocks of ASCII data such as on the text screen. 

It would be ,1 shame if you've stayed with this chapter long 
enough to read through all this and didn't get a program for your 
efforts, su I offer the demonstration program that follows. It pro
vides a way of visually experimenting with the different shifts 
and logical operators. Assemble the machine language program 
listed and save it to disk under the name Cll'ERArOR.OBJ. 

1 ********************** 2 * BINARY FUNCTION DISPLAY * 
3 * UTILITY * 4 ********************** 
5 * 
6 * 
7 OBJ $300 
8 ORG $300 

9 * 
10 NUM EQU $06 
11 MEM EQU $07 
12 RSLT EQU $08 
13 STAT EQU $09 

14 * 
15 YSAVl EQU $35 
16 COUTl EQU $FDFO 
17 CVID EQU $FDF9 
18 COUT EQU $FDED 
19 PRBYTE EQU $f'DDA 
20 * 
21 * 
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0300: A9 00 22 OPERATOR LOA #$00 
0302: 4l'l 23 PHA 

0303: 28 24 PLP 

-.-...,.;.;.. 0304: AS 06 25 LOA NUM 
0306: 25 07 26 AND MEM ; < =ALTER nus 
0308: 85 08 27 STA RSLT 
030A: 08 28 PHP 
0308: 68 29 PLA 
030C: 85 09 30 STA STAT 

030E: 60 31 RTS 
32 * 

~.:;.:.;; 
030f: A9 A4 33 PRHEX LOA #$A4 ;'$' 

0311: 20 ED FD 34 JSR COUT 
0314: A4 06 35 LDA NUM 
0316: 4C DAFD 36 JMP PR BYTE 

37 * 0319: AS 06 38 PRBIT LOA NUM 
03 ll:l: A2 08 39 LOX #$0 8 
0310: OA 40 TEST ASL 
031E: 90 OD 41 BCC PZ 
0320: 48 42 PO PHA 
0321: A9 Bl 43 LDA #$Bl ; 'l' 

0323: 20 ED FD 44 JSR COUT 
0326: A9 AO 45 LOA #$AO ; 'SPC' 

0328: 20 ED FD 46 JSR COUT 
032B: BO OB 47 BCS NXT 

48 * 
0320: 48 49 PZ PHA 
032E: A9 BO 50 LDA #$BO ; 'O' 
0330: 20 ED FD 51 JSR COUT 
0333: A9 AO S2 LDA #$AO ; 'SPC' 
033S: 20 ED FD 53 JSR COUT 

54 * 033B: 68 55 NXT PLA 
0339: CA 56 DEX 
033A: DO El 57 BNE TEST 

58 * 033C: 60 59 EXIT RTS 
60 * 0330: EA 61 NOP 

033E: EA 62 NOP 
033f: EA 63 NOP 

64 * 
0340: C9 80 65 CS HOW CMP #$80 ;STAND CHAR? 

0342: 90 10 66 DCC CONT 
0344: C9 8D 67 CMP #$8D ;<CIR> 

0346: FO oc 68 BEQ CONT 

0348: C9 AO 69 CMP #$AO ;'SPC' 

034A: BO 08 70 BCS CONT 

7l * 
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034C: 48 72 PHA 
0340: 84 35 73 STY YSAVl 
034F: 29 7F 74 AND #$7F ; FORCE 'O' IN BIT 7 
0351: 4C F9 FD 75 JMP CVID 

76 * 0354: 4C FO FD 77 CONT JMP COUT1 
78 * 0357: 00 79 EOF BRK 
80 * 81 * 

Then enter the accompanying Apple program (Logical Operator 
Demo Program) and save it under the name OPERATOR DEMO 

PROGRAM.
1 

logical Operator Demo Program 

0 IF PEEK (768) 169 THEN PRINT CHR$ (4);"BLOAD 
OPERATOR.OBJ,A$300" 

5 POKE 54,64: POKE 55,3: CALL 1002: REM HOOK UP CTRL 
SHOW 

10 REM LOGICAL OPERATOR PROC. 
15 OP 744:F = 768:PH = 783:PB = 793 
20 TEXT : HOME : GOTO 1000 

lOO KEY PEEK ( 16384): IF KEY :> 127 THEN 1000 
no A = PDL (O):A = POL (0) 
120 M POL (l):M = PDL (1) 

125 POKE 6,A: POKE 7,M 
130 CALL F: REM EVALUATE FUNCTION 
140 R = PEEK (8):S = PEEK (9) 
200 VTAB 11: HTAB 1: PRINT "OPCODE:";: POKE 6,0: GOSUB 

500: VTAB 11: HTAB 32: PRINT '"";0$;'"" 
210 VTAB 14: PRINT "ACC:";: POKE 6,A: GOSUB 500: HTAB 30: 

PRINT" ";: HTAB 30: PRINT CHR$ (A);: VTAB 14: HTAB 33: PRINT 
"(PO)": POKE 1742,A: IF A = 13 OR A 141 THEN VTAB 14: 
HTAB 30: INVERSE : PRJNT "M": NORMAL 

215 IF 01 = 7 THEN VTAB 16: PRINT "MEMORY:";: POKE 6,M: 
GOSUB 500: HTAB 30: PRINT " ";: HTAB 30: PRINT CHR$ (M);: 
VTAB 16: HTAB 33: PRINT "(Pl)": POKE 1998,M: IF M = 13 OR M 
= 141 THEN VTAB 16: HTAB 30: INVERSE: PRINT "M": NORMAL 

220 IF 0$ < "BIT" THEN VTAB 18: PRINT "RESULT:";: POKE 
6,R: GOSUB 500: HTAB 30: PRINT" ";: HTAB 30: PRINT CHR$ (R): 
POKE 1270,R: IF R = 13 OR R 141 THEN VTAB 18: HTAB 30: 
INVERSE: PRINT "M": NORMAL 

230 VTAB 20: PRINT "STATUS:";: POKE 6,S: GOSUB 500: PRINT 
240 VTAB 22: HTAB 10: PRINT "N b Vb --- b B b Db I b Z b C" 
250 GOTO 100 
499 END 

I. ln the l'k!N r stakmcnts ot the toll owing program. the symbol b reprPsents 
a spdCl' or f>/ank. 
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500 REM PRINT BITS & HEX 
510 HTAB IO: CALL PB: HTi\B 26: CALL PH: RETURN 

1000 REM SELECT FUNCTION 
JOJO T PEEK ( 16368l:FC = FC + 1 iKEY 136)* 2: 

IF FC · 8 THEN FC 1 
1011 IF KEY == 193 THEN FC 1 
1012 IF KEY = 194 THEN FC = 3 
JOH IF KEY = 197 THEN FC = 4 
1014 If KEY 204 THEN FC = 5 
1015 lF KEY 207 THEN FC 6 
1016 ff KEY = 210 THEN FC 7 
1019 IF FC c 1 THEN FC = 8 
1020 fOR I 1 TO re: READ 0$,0,01: NEXT l: RESTORE 
1025 IF KEY 155 THEN PRINT CHR$ (4l;"PR#O": END 
1030 POKE OP,O: POKE OP + l,01: HOME 
1050 ON FC GOSUB 1100,12Ull,1300,1400,l500,1600,l700,1800 
1055 POKE 32,0 
1060 A = -1: GOTO 100 
1100 REM 'AND' 
iHO POKE 32,9 
1140 VTAB 1: PRINT"-------
1145 PRINT "' b AND b ! I\ b 0 b b ! b b 1 b b !" 
1150 PRINT"-· ---
ll5S PRINT "! b b Ol\ b ! b b 0 b b ! b b 0 b b !" 
H60 PRINT"----·----·-·------------" 
1165 PRINT "! b b 1 b b ! b b 0 b b ! b b l b I\ !" 
1170 PRINT"-----
1175 PRINT: HTAB 7: PRINT "'AND"' 
l180 VTAB 23: PRINT " 1 i:\ ti b b b b i\ b I\ b b ' " 
1185 RETURN 
1200 REM 'ASI: 
1220 VTAB 1: HTAB 9: PRINT"--- ----------
1225 HTAB 4: PRINT ---!7!6!5!4!3!2!1!0!< II 'O"' 
1230 HTAB 4: PRINT"! l\ b II i:\ - --------------" 
1235 HTAB 3: PRINT"----" 
1240 HTAB 3: PRINT "!C!" 
1245 HTAB 3: PRINT"- -" 
1250 VTAB 7: HTAB 16: PRINT "'ASL:": HTAB 8: PRINT 

"(ARTTHMETJC SHIFT I.EFT!" 
1280 VTAB 23: HTAB IO: PRINT" II I\ b l'i tl II b II ll II i:\ ' b " 
1285 RETURN 
1300 REM 'BIT' 
1310 POKE 32,9 
1340 VTAB 1: PRINT"---
1345 PRINT''! l\ AND II ! b I\ 0 b l\ ! II b l II i:\ !" 
1350 PRtNf 
1355 PRIN'J "! i\ Ii 0 II II ! I\ I\ 0 I; b ! b II 0 II Ii !" 
1360 PRINT"·-- ------------
1365 PRINT "! i:\ II l II II ! I\ b O t'> II ! II i:\ 1 I\ i:\ !" 
1370 PRINT 
1375 PRINT : HTAB 7: PRINT "'BIT"' 
1380 VTAB 23: PRINT "M II M 111\ II b II b b b II , ": PRINT "7 b 6"; 
B85 RHVRN 
1400 REM TOR' 
1410 POKE 32,<J 
1440 VTAB 1: PRINT" --·-·· -- ---------------
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1445 PRINT "! l\ EOR \II ! b \II 0 l\ l\ ! t'> b 1 t'> t'> !" 
1450 PRINT"-------------------" 
1455 PRINT "! l\ l\ 0 t'> l\ ! l\ l\ 0 l\ b ! l\ l\ 1 l\ l\ !" 
1460 PRINT"---------------------·" 
1465 PRINT "! \II l\ 1 l\ l\ ! l\ l\ 1 \II l\ ! l\ l\ 0 l\ t'> !" 
1470 PRINT"------------··------" 
1475 PRINT : HTAB 7: PRINT '"EOR"' 
1480 VTAB 23: PRINT 0

' b I\ \II l\ l\ l\ l\ l\ bl\ ll '\" 
1485 RETURN 
1500 REM 'LSR' 
1520 VTAB 1: HTAB 9: PRINT"---··--- = = -------
1525 HTAB 2: PRINT "'O' l\--- >!7!6!5!4!3!2!1!0! -----" 
1530 VlAB 3: HTAB 9: PRINT"-- l\ l\ l\ l\ !" 
1535 HTAB 29: PRINT"---" 
1540 HTAB 29: PRINT "!C!" 
1545 HTAB 29: PRINT "---" 
1550 VTAB 7: HTAB 15: PRINT "'LSR"': HTAB 8: PRINT 

"(LOGICAL SHIFT RIGHT)" 
1580 VTAB 23: HTAB 10: PRINT "O l\ l\ ll II II l\ l\ l\ l\ II l\ .. II '·" 
1585 RETURN 
1600 REM'ORA' 
1610 POKE 32,9 
1640 VTAB I: PRINT"---------------------" 
1645 PRINT "! II ORA II ! l\ II 0 l\ II ! t'> l\ l II 1' !" 
1650 PRINT"----------··---------" 
1655 PRINT"! II l\ 0 t'> l\ ! l\ l\ 0 l\ l\ ! l\ l\ 1 l\ l\ !" 
1660 PRINT"------------------
1665 PRINT "! l\ II 1 l\ b ! l\ II 1 b l\ ! l\ l\ 1 l\ l\ !" 
1670 PRINT"----------------------" 
1675 PRINT : HTAB 7: PRINT "'ORA'" 
1680 VTAB 23: PRINT '"• l\ l\ I\ l\ t'> l\ l\ l\ l\ b l\ 
1685 RETURN 
1700 REM 'ROI; 
1720 VTAB 1: HTAB 9: PRIN'T "------- - - -------
1725 HTAB 4: PRINT"----- !7!6!5!4!3!2!1!0!· 
1730 HTAB 4: PRINT"! l\ 11 bl\ ---- ------ l\ l\ l\ II!" 
1735 HTAB 4: PRINT "! b b l\ 11 l\ l\ I\ l\ b l\ b - l\ b b b 11 l\ l\ l\ l\ l\ l\ '." 
1740 HTAB 4: PRINT ·!C! 
1745 HTAB 16: PRINT "- --" 
1750 VTAB 8: HTAB 15: PRINT "'RO~": HTAB 9: PRINT 

"!ROTATE ONE BIT LEFT!" 
1780 VTAB 23: llTAB 10: PRINT"~' bl\ bl\ l\ l\ 11 l\ I\ l\ l\ ' I\ " 
1785 RETURN 
1800 REM 'ROR' 
1820 VTAB 1: HTAB 9: PRINT"-------== --------
1825 HTAB 4: PRINT"------ !7!6!5!4!3!2!1'0! 
1830 HTAB 4: PRINT"! II b l\ I\·----------- l\ I\ I'> l\ !" 
1835 HTAB 4: PRINT"! II I'> l\ I; I'> l\ l\ l\ II VJ II --- ll I\ l\ l\ l\ l\ bl\ l\ I; 11 !" 
1840 HTAB 4: PRINT"-··-·· ---- !C!< --------·-· 
1845 HTAB 16: PRINT"---" 
1850 VTAB 8: HTAB 15: PRINT "'ROR"': JUAB 9: PRINT 

"(ROTATE ONE BIT RIGHT)" 
1880 VTAB 23: HTAB 10: PRINT" l\ l\ I\ l\ l\ l\ b b I\ I\ l\ l\ · 
1885 RETURN 
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2000 DATA AND,37,7,ASL,10,234.BIT,36,7,EOR,69,7,LSR, 
74,234,0RA,5,7,ROL,42,234,ROR,106,234 

65535 REM COPYRIGHT (0 1981 
65535 REM ROGER R. WAGNER 

The basic theory of operation for the program is to rewrite 
locations $306 and $307 with the appropriate values to create the 
different operators. These values are contained in the DATA state
ment on line 2000 of the Applesoft program. In addition, there 
are routines to print the value in location $06 in both binary and 
hex formats. Also, there is a routine to show controi characters 
in inverse. You may wish to examine each of these to determine 
the logic, if any. behind their operation. 

The Applesoft program itself operates by getting a value for 
the Accumulator and the memory location from paddles zero 
and one. The double read in lines 110 and 120 minimizes the 
interaction between the two paddles. Pressing any key advances 
the display to the next function; the left arrow backs up. Pressing 
A, B, E, L, 0 or R will jump to selected functions. 

The screen display shows the hex and binary values for each 
number and also what character would be printed via a FRINT 

CHRSIXJ statement (control characters are shown in inverse). To 
the far right is the character obtaim~d when the value is poked 
into the screen display part of memory. 

I suppose if l were a purist, the entire thing would have been 
written in machine language. Oh well, maybe next time. 
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CHAPTER 12 
1/0 Routines: Print and Input 

In chapter ten, I discussed how to access the disk using the 
RWI'S routine. There is another wav in which the disk can be 
read that is more similar to the procedure used in Basic The 
advantage of this system is that we need not be concerned about 
what track and sector we're using, since DOS will handle the files 
just as it does in a normal program. The disadvantage is that we 
must have the equivalent of PRINT and INPUT statements to use 
in our programs to send and receive the data. So, before going 
any further, let's digress to input/output routines. 

Print Routines 

I, personally, have two favorite ways of simulating the PRJ:-.'T 

statement. The first was described in earlier chapters and looks 
like this: 

1 ********************* 
2 *DATA-TYPE PRINT ROUTINE* 

3 ********************* 
4 * 
5 * 
6 OBJ $300 

CHAPTER 12 121 



7 ORG $300 
8 * 9 COUT EQU $FDED 

0300: A2 00 10 * 11 ENTRY LDX #$00 
0302: BD OE 03 12 LOOP LDA DATA,X 
0305: FO 06 13 BEQ DONE 
0307: 20 ED FD 14 JSR COUT 
030A: E8 15 INX 
0308: DO FS 16 BNE LOOP 

17 *(ALWAYS UP TO 255 CHRS) 
18 * 0300: 60 19 DONE RTS 
20 * 030E: 84 21 DATA HEX 84 

030F: C3 Cl D4 22 ASC "CATALOG" 
0316: 8D 00 23 HEX 8000 
0318: 00 24 * 25 EOF BRK 

l'his type of routine uses a defined data block to hold the 
ASCI! values for the characters we wish to print. The printing is 
accomplished by loading the X-Register with 00 and ~tepping 
through the tfata table until a 00 is encountered. Each byte loaded 
is put into the Accumulator and printed via the JSR to cour 
($FDED). When the 00 is finally reached, the BEQ on line 13 is 
taken and we return from the routine via the RT:-i at DON!· .. 

The new item of interest in this listing is the use of the $84 
as the first character printed. This •vill be printed as a control
D and the word CAfALUG that follows will be executed as a DOS 

command. 
The essence of this chapter's message, along with the routines, 

is that any DOS command can be executed from machine lan
guage exactly the same way it's done from Basic. One need only 
precede the command >vith a control-D and terminate the com
mand with a carriage return. (READ and WRITE are something of 
an exception to this technique but can still be done with only 
minor adjustments.) 

Because DOS looks at all characters being output, it will see 
the control-.[) character and behave accordingly, 

Try entering this program and then calling with either a 300G 
from the Monitor, or a CALL 768 from Basic. 

This next print routine is more involved but does offor some 
advantages. The advantage is that the hex or 1\SCll data for what 
you want to print can immediately follow tht-' !SR PR!i'ff state-
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ment, \vhich parnllds Basic a little more ciosely and avoids con
struding the various data blocks. The disadvantage is that the 

overall code is longer for short programs such as this. The general 
rule of thumb is to use the data-type vvhen you have only to print 
once or tvvice during the program, and to use the following type 
when printing many times. 

The log\c behind the operation of this second method is 
shr,htlv more complex than the previous routine, but l think 
you'll find it quite interesting. 

Here's the new method: 

1 ********************* 
2 * SPECIAL PRINT ROUTINE * 
3 ******************* 
4 * 
5 OBJ $300 
6 ORG $300 
7 * 
8 PTR EQU $46 
9 COUT EQU SFDED 

10 * 
0300: 20 OD 03 11 ENTRY JSR PRINT 
0303: 84 12 EO HEX 84 
0304: C3 Cl 04 13 ASC "CATALOG" 
030B: 80 00 14 HEX 8000 
0300: 60 15 DONE RTS 

16 * 
030E: 68 17 PRINT PLA 

030F: 85 46 18 STA PTR 

0311: 68 19 PlA 
0312: 85 4.7 20 STA PTR+l 
0314: AO 01 21 lDY #$01 ; PTR HOLDS 'EO' 1 HERE 

22 * 
0316: Bl 46 23 PO lDA (PTR),Y 

0318: fl) 06 24 BEQ FNSH 

031A: 20 ED FD 25 JSR COUT 
0310: cs 26 !NY 

031E: DO F6 27 BNE PO ;(MOST ALWAYS) 
28 * 

0320: 18 29 FNSH CLC 

0321: 98 30 TYA 

0322: 65 46 31 ADC PTR 

0324: 85 46 32 STA PTR 

0326: AS 47 33 LOA PTR+l 

0328: 69 00 34 ADC #$00 

0329: 48 35 PHA 
0328: AS 46 36 LDA PTR 

032D: 48 37 PHA 

032E: 60 38 EXIT RTS 
----~--~-···---~ ·--~--~--~---~~----~-----
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39 * WILL RTS TO DONE INSTEAD OF 
40 *EO ! 

41 * 

This one is rather interesting in that it uses the stack to deter
mine where to start reading the data. You'll recall that when a 
JSR is done, the return address minus one is put on the stack. 
Upon entry to the Print routine, we use this fact to put that 
address in vrn, !'TR+ 1. By loading the Y-Register with #$01 and 
indexing PTR to fetch the data, we can scan through the string to 
be printed until we encounter 00, which indicates the end of the 
string. 

When the end is reached, the BFQ FNSl-l will be taken. After 
that happens, the Y-Register (the length of the string printed) is 
transferred to the Accumulator and added to the address in PTR, 

vrR + 1, and the result pushed back onto the stack. Remember 
that the old return address was E0-1 until it was pulled off. 

Now when the rus is encountered, the program will l::e fooled 
into rt'turning to DONE instead of EO as it would otherwise have 
done. 

To summarize, then: 

l) Anv DOS command can be executed from machine lan
guage ju;t as it is done in Basic by doing the equivalent Df Print
ing a control-D followed by the command and a carriagE' return. 

2) A data-type print routine uses ASCH characters in a labeled 
block, which is then called by name using the X-Register in a 
direct indexed addressing mode. The string to be printed should 
have the high bit set (ASC!l value + $80), and the string must be 
h'rminated by a zero (at least when using the routine given here). 

3) A JSR to a special print routine can also be done. In this 
case• thl' ASClr data should immediately follow the JSR. Again have 
the high bit set. and end with 00. 

lnput Routines 

The other side of the coin is, of course 1 the Input routine. 
You might be surprised by the number of times r get calls from 
people saying, nff only the input in such~and~such program 
would accept quotes1 commas, etc." The solution is actually quite 
simple and is presented here. 

In its simpk•st form .. the routine looks !ih· !his: 
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0300: A2 00 
0302: 20 6F FD 

0305: BA 
0306: AS 
0307: C8 
0308: A9 00 
030A: 91 46 
030C: 69 00 02 
030f: 29 7F 
0311: 91 46 
0313: 88 
0314: co FF 
0316: DO F4 

0318: 60 

I ********************** 
2 * JNPUT ROUTINE FOR BINARY * 
3 ********************** 

4 * 
5 *STORES STRING AT PTR LOC 

6 * 
7 OBJ $300 
8 ORG $300 

9 * 
lO GETLN EQU $FD6f 
11 BUFF EQU $200 
12 PTR EQU $46 
13 * 14 * 
15 ENTRY LOX #$00 
16 JSR GETLN 
17 * 
18 CLEAR TXA 
19 TAY; Y-REG := LEN NOW 

20 .INY 
21 lDA #$00 
22 STA (PTR),Y; PUT END-OF-STRING MARKER 

23 C2 LDA BUFF,Y 
24 AND #$7F 
25 STA (PTR),Y 
26 DEY 
27 CPY #$FF 
28 BNEC: 
29 * 30 DONE RTS 

The heart of this routirn' is <1 call to the Monitor's CF1LN rou

tine, which gets a line nf text from the keyboard or current input 

devin' and puts it in the keyboard buffer ($200~2FF). 

This saves our having to write a routine ourselve'>. The beauty 

of this method is also that all the escape and left/right arrow keys 

are recognized. \1Vhen the routine returns from cr:.n.N, the 

entered lirw is sitting at $200 + . The length is held m the X.· 

Register. 
At this point we could, prt'sumably, ju,;,t return from our rou

tine as well, but as it happens, a!I the data no\v in the buffer hds 

the high bit set.--that #$80 has been added ro the ASCH value 

of each character Because Applesoft in particuiar, and many 

otlwr routines in general, don't expect this, the high bit should 

be cleared beture returning. Abo $200 ·l will hold only one string 

at a time .. S<J there should be s1)nw provision for putting t ht• string 

!t~ some findl destin,1tioR 
Both an• accomplished in the Clear section ot this routine. 
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First the length of the string is transferred via the TXA, TlW to the 
Y-Register. My preference is then to mark the end of the string 
by bumping Y by one and storing 00 as a terminator. That step 
is optional. 

Next, C2 begins a loop that loads each character into the 
buffer, does an AND with #$7F, and then stores the result at a 
location pointed to by PTR, PT!{+ 1 plus the Y-Register offset. 

The AND #$7F has the effect of clearing the high bit by forcing 
bit 7 to zero. 

The Y-Register is then decremented and the loop repeated 
until the DEY forces Y to an $FF. This will indicate that the last 
value was $00, and we have thus completed scanning the buffer. 

This routine will work fine as long as you're willing to manage 
the string entirely yourself once it gets to the PTR, rrn + 1 location. 

As noble as it might be to write programs entirely in machine 
language, I usually prefer to write in both Applesoft and machine 
language. This is because unless speed is required, Applesoft 
does offer some advantages in terms of program clarity and ease 
of modification. After all, if there were no advantage to Applesoft 
why would somebody have written it in the first place:· 

So, to that end, here are two new listings, the first in Apple
soft: 

10 IN$ ="X" 
20 PRINT "ENTER THE STRING:"; 
30 CALL 768: IN$ = MID$(1N$,l) 
40 IF IN$ "END" THEN END 
50 PRINT IN$: PRINT: GOTO 20 

and the second in assembly language: 

126 

*********************** 
2 * INPUT ROUTINE FOR FP BASIC * 

3 *********************** 
4 * 
5 *IN$::::"" MUST BE 1ST VARIABLE 
6 * DEFINED IN PROGRAM! 

7 * 
8 OBJ $300 
9 ORG $300 

10 * 
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<V,;'0 

11 GETLN EQU $FD6F 

12 VARTAB EQU $69 
13 BUFF EQU $200 
14 * 
15 * 

0300: A2 00 16 ENTRY LOX #$00 

0302: 20 6F FD 17 JSR GETLN 
0305: AO 02 lS LOY #$02 

0307: SA 19 TXA 
030S: 91 69 20 STA (VARTAB),Y 

21 * STORE 'X-REG = LEN OF IN$' 
22 * IN LEN BYTE OF IN$ 
23 * 

030A: cs 24 INY 
030B: A9 00 25 LOA #$00 
0300: 91 69 26 STA (VARTAB),Y 

030F: cs 27 INY 
0310: A9 02 2S LOA #$02 

0312: 91 69 29 STA (VARTAB),Y 

30 * SET LOCATION PTR OF IN$ TO 
31 * $200 (INPUT BUFFER) 
32 * 0314: SA 60 33 XFER TXA 

0315: AS 34 TAY; Y-REG = LEN NOW 

0316: B9 00 02 35 X2 LOA BUFF,Y 

0319: 29 7F 36 AND #$7F 
031B: 99 00 02 37 STA BUFF,Y 
031E: SS 3S DEY 
031F: co FF 39 CPY #$FF 
0321: DO F3 40 BNE C2 

41 * 0323: 60 42 DONE RTS 

The important difference to notice here is that INS has been 
defined as the first variable in the Applesoft program, and that 
the machine language routine uses this fact to transfer the string 

to Applesoft. 
The way this is done begins at XFER. When an Applesoft string 

variable is stored, the name, length and location of the string are 

put in a table, whose beginning is pointed to by locations $69, 

6A (VARTAH, VARTAB + 1). 
Since IN$ was the first variable defined, we know that its name 

and pointer will start at wherever VARTAH points. The name is 

held in positions 00 and 01, the length in 02, and the location in 

03 and 04. 
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By loading the Y-Register with #$02, we can store the length 
of the entered string in the proper place. The location of IN$ is 
then set to $200 by putting the apprnpriate bytes into pnsitions 
03 and 04. Now Applesoft is temporarily fooled into thinking 
that lN'.; is ,it $200--right where our input string is held' 

Tlw routine finishes by clearing the high bit, as before, and 
then returning with the RTS. 

When the return is done, line 30 of the Applesoft program 
immediately assigns INS to itself in such il way ilS to ford' Apple
soft tu move i~·j$ fwm where it was in the input buffer to a new 
location up in its usual variable storagt> area. The net result can 
be obtai1wd in various other ways besides the MIDS stakment, 
but the way shown is the least intrusive in terms of affecting 
other variables. (You could use AS"' lN$:lNS '=AS, but then you'd 
need a S('Cond v,-u-idble in your prngrc1m---no problem, just more 
names to ke('p track uf.) 

Try assembling this routine and thl' A pplesoft program. Make 
sure the input routine j5 loaded at $300 before running the 
Applesoft prPgrarn. Note that you can enter commas, quotes, 
cuntrol-C's, etc. Onlv l·t-\U or pressing reset shouid be able to exit 
this routine. 
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CHAPTER 13 
Reading/Writing Files on Disk 

This chapter will challenge your devotion to the cause of 
learning assembly language programming. 

Up until now the source listings have been very shlnt and 
easily typed in a few minutes time. Unfortunately, the listings 
for this chapter are a bit longer than usual. But chin up 1 The 
result will be worth it! I've received quite a number of requests 
for information on how to read and write files on the disk. The 
programs listed will combim• many of the techniques and rou
tines you'vt' learned so far into a single mini-database program. 

The first program saves and loads the data by means of a 
simple BStW!·ifl!!)AD operi1tion. This is fost and very straight for
ward. Here's the listing: 

I ************************ 
2 ;r.. NAME FIL.E DEMO PROGRAM * 
3 ************************ 
4 * 
5 * 
6 OBJ $6000 
7 ORG 56000 

8 * 
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"";'" 
9 HOME EQU $FC58 

10 COUT EQU $FDED 
11 RDKEY EQU $FDOC 
12 GETLN EQU $FD6F 
13 BUFF EQU $200 
14 VTAB EQU $FC22 
15 CH EQU $24 
16 CV EQU $25 
17 CIR EQU $08 
18 PTR EQU $06 
19 * 20 * 6000: A9 00 21 ENTRY LOA #$00 

6002: 85 06 22 STA PTR 
6004: A9 10 23 LDA #$10 
6006: 85 07 24 STA PTR+l 
6008: A9 Bl 25 LOA #$Bl 
600A: 85 08 26 STA CTR 

27 * 600C: AO 00 28 CLR LDY #$00 
600E: 91 06 29 STA (PTR),Y 
6010: C8 30 INY 
6011: A9 AO 31 LOA #$AO 
6013: 91 06 32 STA (PTR),Y 
6015: A9 00 33 LOA #$00 
6017: CB 34 INY 
6018: 91 06 35 STA (PTRl,Y 
601A: E6 07 36 INC PTR+l 
6010 E6 08 37 INC CTR 
601E: AS 08 38 LOA CTR 
6020: C9 B6 39 CMP #$86 
6022: 90 EB 40 BCC CLR 

41 * 42 * PUTS '#1-5,SPC,OO' IN BUFFER 
43 * 6024: 20 58 FC 44 MENU JSR HOME 

6027: A9 02 45 Pl LDA #$02 
..,_,-;;-~¢ 

6029: 85 25 46 STA CV ; VTAB 3 
6028: 20 22 FC 47 JSR VTAB 
602E: 20 co 61 48 JSR PRINT 
6031: Bl A9 AO 49 ASC "l) INPUT NAMES" 
603F: 80 00 50 HEX 8000 

51 * 6041: A9 04 52 P2 LOA #$04 
6043: 85 25 53 STA CV 
6045: 20 22 FC 54 JSR VTAB ; VTAB 5 
6048: 20 co 61 55 JSR PRINT 
604B: 82 A9 AO 56 ASC "2} PRINT NAMES" 
6059: 80 00 57 HEX 8000 

58 * 
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6058: A9 06 59 P3 LOA #$06 

6050: 85 25 60 STA CV 

605F: 20 22 fC 61 JSR VTA8 ; VTA8 5 

6062: 20 co 61 62 JSR PRINT 
6065: B3 A9 AO 63 ASC "3) SAVE NAMES" 
6072: 8D 00 64 HEX 8DOO 

65 * 
,'-~' 

6074: A9 08 66 P4 LDA #$08 
6076: 85 25 67 STA CV 
6078: 20 22 FC 68 JSR VTA8 ; VTAB 9 

607Il: 20 co 61 69 JSR PRINT 
607E: Il4 A9 AO 70 ASC "4) LOAD NAMES" 

6088: 80 00 71 HEX BDOO 
72 * 608D: A9 OA 73 PS LDA #$0A 

608F: 85 25 74 STA CV 
6091: 20 22 FC 75 JSR VTAB; VTAB 11 

6094: 20 co 61 76 JSR PRINT 
6097: BS A9 AO 77 ASC "5) END PROGRAM" 

60A5: SD 00 78 HEX 8DOO 
79 * 60A7: A9 OC 80 P6 LOA #$0C 

60A9: 85 25 81 STA CV 

60AB: 20 22 FC 82 JSR VTA8 ; VTAB 13 

60AE: 20 co 61 83 JSR PRINT 
60B1: D7 cs C9 84 ASC "WHICH DO YOU WANT? 

60C4: 00 85 HEXOO 
86 * 

60C5: 20 OC FD 87 Ml JSR RDKEY 

60C8: C9 Bl 88 CMP #$Bl ; 'l' 
60CA: DO 06 89 BNE M2 
60CC: 20 FB 60 90 JSR INPUT 
60CF: 4C 24 60 91 JMP MENU 
6002: C9 82 92 M2 CMP #$82 ; '2' 
60D4: DO 09 93 BNE M3 
6006: 20 40 61 94 JSR DSPLY 
6009: 20 oc FD 95 JSR RDKEY 
60DC: 4C 24 60 96 JMP MENU 
60DF: C9 83 97 M3 CMP #$83 ; '3' 
60El: DO 06 98 BNEM4 
60E3: 20 76 61 99 JSR SAVE 
60E6: 4C 24 60 100 JMPMENU 
60E9: C9 84 101 M4 CMP #$84 ; '4' 

60E8: DO 06 102 8NE M5 

60ED: 20 9E 61 103 JSR LOAD 
60FO: 4C 24 60 104 JMP MENU 
60F3: C9 85 105 M5 CMP #$B5 ; '5' 

60F5: DO 01 106 BNEM6 

60F7: 60 107 RTS 

60F8: 4C 24 60 108 M6JMP MENU 
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109 * 110 * 60FB: 20 40 61 111 INPUT JSR DSPLY; SHOW WHAT'S THERE 
112 * 60FE: A9 00 113 IO LOA #$00 

6100: 8S 06 114 STA PTR 
6102: A9 10 llS LOA #$10 
6104: 85 07 116 STA PTR + 1 ; SET PTR = $1000 

117 * 6106: A9 00 118 LOA #$00 
6108: 8S 08 119 STA CTR 
610A: 18 120 ILOOP CLC 
6108: AS 08 121 LDA CTR 
6100: 65 08 122 ADC CTR 
610F: 85 25 123 STA CV 
6111: 20 22 FC 124 JSR VTAB ;,'-,'(\. 

6114: A9 00 12S LDA #$00 
6116: 85 24 126 STACH 
6118: AS 127 TAY 
6119: 20 27 61 128 JSR IP 
611C: E6 07 129 INC PTR+1 
611E: E6 08 130 INC CTR 
6120: A9 04 131 LOA #$04 
6122: cs 08 132 CMPCTR 
6124: BO E4 133 BCS !LOOP ; GET 5 NAMES 

134 * 6126: 60 135 lFIN RTS 
136 * 6127: A2 00 137 IP LOX #$00 

6129: 20 6F FD 138 JSR GETLN 
612C: SA 139 TXA 
6120: FO 10 140 BEQ IPFIN; EXIT IF <CR , ONt:I 
612F: AS 141 TAY 
6130: A9 00 142 LDA #$00 
6132: 99 00 02 143 STA BUFF, Y ; PUT 'O' AT END 
6135: B9 00 02 144 IPLOOP LOA BUFF, Y 

'"""~' 6138: 91 06 145 STA (PTR),Y; MOVE DATA TO PTR 
146 *;BLOCK. 

613A: 88 147 DEY 
613B: co FF 148 CPY #$FF 
6130: DO F6 149 BNE lPLOOP 
613F: 60 150 IPFIN RTS 

151 * 6140: 20 58 FC 152 DSPLY JSR HOME 
6143: A9 00 153 LDA #$00 
6145: 85 08 154 STA CTR 

155 * 6147: 85 06 156 STA PTR 
6149: A9 10 157 LOA #$10 
6l4B: 85 07 158 STA PTR+! 
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6l4D: 18 159 DO CLC 
614E: AS 08 160 LDA CTR 
6150: 65 08 161 ADC CTR 

6152: 85 25 162 STA CV ; VTAB (2*CTR) + 1 

6154: 20 22 FC 163 JSR VTAB 
6157: A9 00 164 LDA #$00 
6159: 85 24 165 STA CH ; HTAB l 
615B: AB 166 TAY 

167 * 
615C: Bl 06 168 Dl LOA (PTR),Y 

615E: FO 06 169 BEQ DlFIN 
6160: 20 ED FD 170 JSR COUT 
6163: C8 171 INY 
6164: DO F6 172 BNE D1 (ALWAYS) 

173 * 
6166: A9 8D 174 DlFIN LOA #$80 
6168: 20 ED FD 175 JSR COUT; END WI <CR> 
616B: E6 07 176 INC PTR+l 
6160: E6 08 177 lNC CTR 
616F: A9 04 178 LDA #$04 
6171: cs 08 179 CMP CTR 
6173: BO 08 180 BCS DO ; PRINT 5 NAMES 

181 * 
6175: 60 182 DSFIN RTS 

183 * 
184 * 

6176: A9 8D 185 SAVE LOA #$80 
6178: 20 ED FD 186 JSR COUT ; CLEAR OUTPUT BUFFER 

617B: 20 co 61 187 OPEN JSR PRINT 
617E: 84 188 HEX 84 
617f:: C2 D3 Cl 189 ASC "BSAVE DEMO FILE,A$1000,L$500" 
619B: SD 00 190 HEX 8000 

191 * 
619D: 60 192 SFIN RTS 

193 * 
194 * 

\,"''' 619E: A9 8D 195 LOAD LDA #$80 
61AO: 20 ED FD 196 JSR COUT 

197 * 
61A3: 20 co 61 198 JSR PRINT 
61A6: 84 199 HEX 84 

61A7: C2 CC CF 200 ASC "BLOAD DEMO FILE,A$1000" 

61BD: 80 00 201 HEX 8DOO 
202 * "'"''" 61BF: 60 203 RTS 
204 * 
205 * 
206 * 

'""""' 61CO: 68 207 PRINT PLA 

61Cl: 85 06 208 STA PTR 

·------·--------- -------- -----·-------------------~-----~ ----------·--------------------· --
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61C3: 68 209 PLA 
61C4: SS 07 210 STA PTR+l 
61C6: AO 01 211 LDY #$0 
61C8: Bl 06 212 PO LDA (PTR),Y 

61CA: FO 06 213 BEQ PFIN 
61CC: 20 ED FD 214 JSR COUT 
61CF: cs 21S INY 
61DO: DO F6 216 BNE PO (ALWAYS) 

217 * 61D2: 18 218 PFIN CLC 
61D3: 98 219 TYA 
61D4: 6S 06 220 ADC PTR 
61D6: SS 06 221 STA PTR 
61D8: AS 07 222 LDA PTR+l 
61DA: 69 00 223 ADC #$00 
61DC: 48 224 PHA 
61DD: AS 06 22S LDA PTR 
61DF: 48 226 PHA 
61EO: 60 227 EXIT RTS 

228 * 229 * 61El: 00 230 EOF BRK 
231 * 232 * 

To understand how it works, consider these conditions: 
Data will be stored in the area from $1000-$14FF. This area 

is called a buffer. A total of five strings will be stored, each 
beginning at an exact page boundary ($1000, 1100, 1200, etc). 
It is assumed that no string will be longer than 255 bytes-a 
fairly safe assumption since the input routine won't allow this 
either. 

A zero page pointer (cleverly labeled PTR) will be used to 
control which range in the buffer is currently being accessed for 
a particular string. 

The basic routines used to make the overall idea work are as 
follows: 

1) An input routine using the Monitor ($FD6F = GETLN). 

2) A print routine using a JSR and a stack manipulation. (Not 
the DAlA type.) 

3) A single key input routine present in the Monitor used to 
get the command key ($FDOC RDKEY). 

4) The execution of oos commands from machine language 
by preceding phrases with a control-D. 

To use the program, either BRUN the final code or call it 
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directly from Basic with a CALL 24576, or from the Monitor with 
a 6000G. 

A menu will appear with these choices: 

ll INPUT NAMES 
2) PRINT NAMES 
3) SAVE NAMES 
4) LOAD NAMES 
5) END PROGRAM 

To try the routine out, use 1 to enter five sample names. 
Then use 2 to view the data you've entered. You may then use 
3 to save the data as a binary file on a diskette. Then rerun the 
program, and verify that only the numbers 1 through 5 exist in 
the buffer (option 2). Then retrieve your data by using the LOAD 

command (option 4), and view again to confirm a successful 
load. 

In detail, this is how the program works: 
At entry, PTR is set to point to $1000, where the name buffer 

begins. The Accumulator is then loaded with with ASCII value 
for the character 1, and the CLR routine entered. 

CLR puts the characters 1 through 5 into each of the string 
spaces. Each digit is followed by a space, and then a 0. I used 
0 as an end-of-string marker, but the choice is somewhat arbi
trary. 

MENU clears the screen and presents the user with the avail
able choices. Points of interest here are the VTAB operation and 
the print routine. To VTAB to a given line from machine language, 
one of the easiest ways is to load cv with the line you wish to 
go to, and then JSH to the Monitor's VlAB routine ($FC22). Nor
mally, we might also wish to either print a carriage return, or 
set CII to zero. Note that cv and CH are the computer's vertical 
and horizontal cursor position bytes, as used by the Monitor. 
You can always tell the cursor position by examining these bytes, 
and CH may be forced to a desired value to accomplish the same 
as an HTAB in Basic. 

The print routine is the one described in chapter twelve, and 
is useful because the JSR PRINT can be immediately followed with 
the data to print. This is more similar to the Basic PRINT statement, 
and also avoids setting up a lot of specific data tables to do the 
printing. 

Once the menu is printed on the screen, line 87 of the source 
file does the JSR to RDKEY. This gets the command key from the 
user, which is then tested by the Ml to M6 series of checks. 
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After calling J{[)Kf'Y, the keyboard value was returned in the 
Accumulator, and we can directly test to see which key was 
pressed. The key is then compared with one of the five desired 
responses. If no match is found, it jumps bJck to t-.1lENU to repeat 
the display and command input. Other than reset, 5 is the only 
way to exit the program. 

Let's examine the menu choices: 
If you enter 1, control is directed to the section labeled INPUT. 

The first thing done there is to JSR lo DSPLY. At this point, it's 
only necessary to understand that DSPLY just clears tht: screen 
and shows the five strings currently in memory. 

After DSPIY, !'TR is initialized to point to the beginning of the 
buffer ($1000), and the counter set. to zero. The main input loop 
comes next. Here CTR is used to calculate what line (vertical 
position) to put the cursor on. (DSPLY used the same algorithm 
lo display present data.) After VTAB, the equivalent of !!TAB 0 is 
done, followed by the jump to the actual input routine, here 
labeled rr. This is the routine from the previous chapter that gets 
a line and then moves it to a location indicated by !'Tl{. 

There are a few subtle items in the If' routine that should be 
noted. The first is line 140. If return alone is entered (i.e. no 
new data), the routine immediately returns without n·writing 
the old string. This is lo allow editing of a single entry by skip
ping the entries not of interest. Try it lo see how it works. 

The second item is the characteristic of this particular input 
routine to put the trailing zero al the end of the line. This is 
done on lines 141---143. 

When it returns from IP, the counter is incremented and 
checked to see if it exceeds #$04. If nl)t, !LOOP repeats until five 
strings arc input. After the fifth string is entered, the program 
returns to the menu. 

lf choice 2 is entered, the DSFLY routine is called. The sole 
purpose of this section is to clear the screen and print the five 
names in memory. At entry to USPLY, a JSR $FC58 does a HOME 

and the CTR is initialized to zero. As in the INPUT sectiun, CTR is 
then used to calculate the VTAR position to print each line. 

Dl is the part that actually prints each line by scanning (and 
outputting through cour) all the bytes at each range irdicatf'd 
by PTR. Note that as a safety check, if a 1.cro did not happen to 
be present due lo some other error, eventually llw Y-Register 
will pass #$FF and the program will fall through to DlflN. 

DJF!N provides an ending carriage return lo the string, and 
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then increments CTR until all five strings have been printed. 
The load/save operations are quite simple. Knowing where 

the buffer is located, the entire block is accessed by doing either 
a BLOAD or BSAVE. Remember that disk commands are done from 
machine language just as they would be done from Basic. The 
program need only output a control-D followed by a legal DOS 

command and a carriage return. Again the print routine is used 
to facilitate this. 

If choice 5 is entered, then an RTS is executed to end the 
program. 

Reading and Writing Text Files 

This second listing is basically a modification of the first pro
gram. If you wish, rather than retype the entire file, you can just 
edit the first listing to add lines 20-29, and 194-228. 

1 *********************** 
2 *NAME FILE DEMO PROGRAM 2 * 
3 *********************** 
4 * 
5 * 6 OBJ $6000 
7 ORG $6000 
8 * 
9 HOME EQU $FC58 

10 COUT EQU $FDED 
11 RDKEY EQU $FDOC 
12 GETLN EQU $FD6f 
13 BUFF EQU $200 
14 VTAB EQU $FC22 
15 CH EQU $24 
16 CV EQlJ $25 
17 CTR EQU $08 
18 PTR EQlJ $06 
19 * 
20 PROMPT EQU $33 
21 CURLIN EQU $75 
22 LANG EQU $AAB6 
23 REENTRY fQV $300 
24 * 

6000: ,i\ 9 40 25 ENTRY LDA #$40 
6002: 80 B6 AA 26 STA LANG ; LANG = FP 
6005: 85 76 27 STA CURLIN+ 1 ; RUNNING PROG 
6007. A'l O& 28 LOA #$06 
6009: 85 33 2'1 STA PR0.\1PT; NOT DIRECT MODE 
600B: A9 00 30 LOA #$00 
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""''' 600D: 85 06 31 STA PTR 
600F: A9 10 32 LDA #$10 
6011: 85 07 33 STA PTR+I 
6013: A9 Bl 34 LDA #$Bl ~,,. 

6015: 85 08 35 STA CTR 
36 * 6017: AO 00 37 CLR LDY#$00 

6019: 91 06 38 STA (PTR),Y 
''"'"'~ 601B: C8 39 INY 

601C: A9 AO 40 LOA #$AO 
601E: 91 06 41 STA (PTRl,Y 
6020: A9 00 42 LDA #$00 

~~· 

6022: C8 43 INY 
6023: 91 06 44 STA (PTR),Y 
6025: E6 07 45 INC PTR+ 1 
6027: E6 08 46 INC CTR 
6029: AS 08 47 LOA CTR 
6028: C9 B6 48 CMP #$B6 
6020: 90 E8 49 BCC CLR 

50 * ,..,;:. 
51 * PUTS '#1-5,SPC,OO' IN BUFFER 
52 * 602F: 20 58 FC 53 MENU JSR HOME 

6032: A9 02 54 Pl LOA #$02 
6034: 85 25 55 STA CV ; VTAB 3 

~1'V-

6036: 20 22 FC 56 JSR VTAB 
6039: 20 OA 62 57 JSR PRINT 
603C: Bl A9 AO 58 ASC "1) INPUT NAMES" 
604A: 8D 00 59 HEX 8000 

60 * 604C: A9 04 61 P2 LOA #$04 
604E: 85 25 62 STA CV 
6050: 20 22 FC 63 JSR VTAB ; VTAB 5 
6053: 20 OA 62 64 JSR PRINT 
6056: B2 A9 AO 65 ASC "2) PRINT NAMES" 
6064: 8D 00 66 HEX 8000 

67 * 
'*'.\'<.,'-

6066: A9 06 68 P3 LOA #$06 
6068: 85 25 69 STA CV 
606A: 20 22 FC 70 JSR VTAB ; VTAB 7 
6060: 20 OA 62 71 JSR PRINT 
6070: B3 A9 AO 72 ASC "3) SAVE NAMES" 
6070: 80 00 73 HEX 8000 

74 * 607F: A9 08 75 P4 LDA #$08 """""' 
6081: 85 25 76 STA CV 
6083: 20 22 FC 77 JSR VTAB ; VTAB 9 
6086: 20 OA 62 78 JSR PRINT 
6089: B4 A9 AO 79 ASC "4) LOAD NAMES" IN\'" 
6096: 80 00 80 HEX 8000 
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81 * 6098: A9 OA 82 PS LDA #SOA 
609A: 85 25 83 STA CV 
609C: 20 22 FC 84 JSR VTAB ; \'TAB 11 
609F: 20 OA 62 85 JSR PRINT 
60A2: BS A9 AO 86 ASC "5) END PROGRAM" 
6080: 8D 00 87 HEX 8DOO 

88 * 6082: A9 OC 89 P6 LDA #SOC 
6084: 85 25 90 STA CV 
6086: 20 22 FC 91 JSR VTAB ; VTAB 13 
6089: 20 OA 62 92 JSR PRINT 
60BC: D7 cs C9 93 ASC "WHICH DO YOU WANT? 
60CF: 00 94 HEX 00 

95 * 
~"-"" 

6000: 20 oc FD 96 Ml JSR RDKEY 
60D3: C9 Bl 97 CMP #$81 ; '1' 
60D5: DO 06 98 BNE M2 
60D7: 20 08 61 99 JSR INPUT 
60DA: 4C 2F 60 100 JMPMENU 
60DD: C9 82 101 M2 CMP #$82 ; '2' 
60DI': DO 09 102 BNE M3 
60E1: 20 4D 61 103 JSR DSPLY 
60E4: 20 oc FD 104 JSR RDKEY 
60[7: 4C 2F 60 105 JMP MENU 
60EA: C9 83 106 M3 CMP #$B3 ; '3' 
60EC: DO 06 107 BNE M4 
60EE: 20 83 61 108 JSR SAVE 
60Fl: 4C 2F 60 109 JMP MENU 
60F4: C9 B4 110 M4 CMP #$84 ; '4' 
60F6: DO 06 111 8NEM5 
60F8: 20 C7 61 112 JSR LOAD 
60FB: 4C 2F 60 113 JMP MENU 
WFE: C9 85 114 MS CMP #$85 ; '5' 
6100: DO 03 115 BNE M6 
6102: 4C DO 03 116 JMP REENTRY 
6105: 4C 2F 60 117 M6JMP MENU 

118 * 119 * 6108: 20 40 61 120 fNPUT JSR DSPLY ; SHOW WHAT'S THERE 
121 * 6108: A9 00 122 IO LOA #$00 

6100: 85 06 123 STA PTR 
610F: A9 10 124 LOA #$10 
6111: 85 07 125 STA PTR + 1 ; SET PTR $1000 

126 * 6113: A9 00 127 LOA #$00 
6115: 85 08 128 STA CTR 
6117: 18 129 ILOOP CLC 
6118: AS 08 130 LOA CTR 
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611A: 6S 08 131 ADC CTR 
611C: SS 2S 132 STA CV 
611E: 20 22 FC 133 JSR VTAB 
6121: A9 00 134 LOA #$00 Xii~· 

6123: SS 24 13S STACH 
612S: AS 136 TAY 
6126: 20 34 61 137 JSR IP 
6129: E6 07 138 INC PTR+l ;\\\\\' 

612B: E6 08 139 INC CTR 
6120: A9 04 140 LOA #$04 
612F: cs 08 141 CMP CTR 
6131: BO E4 142 BCS ILOOP ; GET 5 NAMES \_'\),"'' 

143 * 
6133: 60 144 IFIN RTS 

14S * 
6134: A2 00 146 IP LOX #$00 ~~ 

6136: 20 6F FD 147 JSR GETLN 
6139: BA 148 TXA 
613A: FO 10 149 BEQ IPFIN ; EXIT IF <CR> ONLY 
613C: AB lSO TAY 

&:::~\ 

6130: A9 00 lSl LOA #$00 
613F: 99 00 02 1S2 STA BUFF,Y 
6142: B9 00 02 1S3 IPLOOP LOA BUFF,Y; PUT 'O' AT END 
614S: 91 06 1S4 STA (PTR),Y; MOVE DATA TO PlfR 

,,.;_.,,,,-;. 

lSS *;BLOCK. 
6147: 88 1S6 DEY 
6148: co FF 1S7 CPY #$FF 
614A: DO F6 1S8 BNE IPLOOP 
614C: 60 1S9 IPFIN RTS 

<;,W;\' 

160 * 
6140: 20 SS FC 161 DSPLY JSR HOME 
61SO: A9 00 162 LOA #$00 
61S2: SS 08 163 STA CTR "~'"' 

164 * 
61S4: 85 06 16S STA PTR 
61S6: A9 10 166 LOA #$10 
61S8: SS 07 167 STA PTR+l "~"' 
61SA: 18 168 DO CLC 
61SB: AS 08 169 LOA CTR 
61SD: 65 08 170 ADC CTR 
61SF: SS 2S 171 STA CV ; VTAB (2*CTR) + 1 ~'\!\\> 

6161: 20 22 FC 172 JSR VTAB 
6164: A9 00 173 LOA #$00 
6166: SS 24 174 STA CH ; HTAB 1 
6168: AS 17S TAY '<\~~.' 

176 * 
6169: Bl 06 177 Dl LOA (PTR),Y 
616B: FO 06 178 BEQ DlFIN 
6160: 20 ED FD 179 JSR COUT \\~~ 

6170: CB 180 INY 

-------- ------
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6171: DO F6 181 BNE Dl (ALWAYS) 
182 * 6173: A9 80 183 DlFIN LOA #$8D 

6l7S: 20 ED FD 184 JSR COUT; END Wi <C iR> 
6178: E6 07 18S INC PTR+I 
617A: E6 08 186 INC CTR 
617C: A'I 04 187 LOA #$04 

,..,: .. ..._ .. 617E: cs 08 188 CMP CTR 
6180: BO 08 189 BCS DO ; PRINT 5 NAM;;,S 

190 * 6182: 60 191 DSFIN RTS 
192 * '""" 193 * 

6183: A9 8D 194 SAVE lDA #$8D 
6185: 20 ED FD 195 JSR COUT ; CLEAR OUTPUT 
6188: 20 OA 62 196 OPENW JSR PRINT 

''""' 6188: 84 197 HEX 84 ; CTRl-D 
618C: CF DO C5 198 ASC "OPEN NAME TEXT FILE" 
619F: 8[) 84 199 HEX 8084 
6lA1: 07 02 C9 200 WRITE ASC "WRITE NAME TEXT FILE" 
6185: 8[) 00 201 HEX 8DOO 

202 * 61B7: 20 4D 61 203 SVlOOP JSR DSPLY ; PRINT NAMES TO DISK 
204 * ,,.,,,,,, 

61BA: 20 OA 62 205 CLOSEW JSR PRINT 
61BD: 8D 84 206 HEX 8D84 
61BF: C3 CC CF 207 ASC "CLOSE" 
61C4: 8D 00 208 HEX 8000 
61C6: 60 209 SVFIN RTS 

210 * 211 * 61C7: A9 80 212 LOAD LOA #$8D 
61C9: 20 ED FD 213 JSR COUT 

214 * 61CC: 20 UA 62 215 OPENR JSR PRINT 
61CF: 84 216 HEX 84 
61DO: CF DO CS 217 ASC "OPEN NAME TEXT FILE" 
61E3: 80 84 218 HEX 8084 
61ES: D2 CS Cl 219 READ ASC "READ NAME TEXT FILE" 
61F8: 8D 00 220 HEX 8DOO 

221 * 61FA: 20 OB 61 222 RDLOOP JSR IO ; GET NAMES FROM DISK 
223 * 61FD: 20 OA 62 224 CLOSER JSR PRINT 

6200: 8D 84 225 HEX 8D84 
6202: C3 CC CF 226 ASC "CLOSE" 
6207: BD 00 227 HEX BDOO 
6209: 60 228 RDFlN RTS 

<·&\ 229 * 
230 * 

~------------------------------------·--------·---------~-----·--- -----------.--------------------------
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231 * 
620A: 68 232 PRINT PLA 

6208: 85 06 233 STA PTR 
6200: 68 234 PLA 
620E: 85 07 235 STA PTR+l 
6210: AO 01 236 LOY #$01 
6212: Bl 06 237 PO LOA (PTR),Y 

6214: FO 06 238 BEQ PFIN 
6216: 20 ED FD 239 JSR COUT 
6219: C8 240 INY 
621A: DO F6 241 BNE PO (ALWAYS) 

242 * 621C: 18 243 PFIN CLC 
6210: 98 244 TYA 
621E: 65 06 245 ADC PTR 
6220: 85 06 246 STA PTR 
6222: AS 07 247 LOA PTR+l 
6224: 69 00 248 ADC #$00 
6226: 48 249 PHA 
6227: AS 06 250 LOA PTR 
6229: 48 251 PHA 
622A: 60 252 EXIT RTS 

253 * 2.54 * 
6228: 00 255 EOF BRK 

256 * 257 * 
The theory to the second program is fairly simple. If you 

think about it, the INPUT and DSI'LY sections are essenlially equiv
alent to a FOR J =I TO 51 NEXT l type loop that respectively inputs 
and prints five strings. Jn a Basic program, all that would be 
required to access a text file would be to precede the execution 
of those routines with the OPEN, READ and the OPEN, WRITE 

commands. (I'm assuming you're familiar with the normal access 
of Apple DOS text files. If not, read your manual!) 

If you examine the new save and load routines you'll notice 
two changes. First, rather than printing BSAVE or BLOAD, the files 
are OPFNed and the READ or WRITE command output. Nc,tice that 
each command begins with a control-0 and ends with a carriage 
return. Second, after the command is printed, a JSR is done to 
the lP or DS!'LY routine as is appropriate. Last of all, a CLOSE is 
output before returning to the menu. 

According to what we know so far, these should be the only 
changes necessary to access text files. There is one last catch 
though. 

Apple DOS complicates things by not allowing the user to 
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OPEN text files from the immediate mode. When a machine lan
guage program is running, DOS thinks we' re still in the imme
diate mode and won't let us access the text files. What's needed 
is a way to fool DOS into thinking we're running a program. 

This is done by using three internal management locations 
in the Apple. LANG ($AAB6) is what DOS uses to keep track of 
which language is currently running. CCRLIN ($75,76) is Apple
soft's register for the bytes of the line number of the program 
currently being executed. In the immediate mode, the high-order 
byte ($76) defaults to #5FF. Applesoft can tell if a program is 
running by looking for a non-#$FF value in this location. The 
other way it knows a program is running is to check the location 
($33) that holds the ASCJI value for the prompt character. In the 
immediate mode of Applesoft, this is #$DD, equivalent to the 
T character. In a running program, this changes to #$06. 

To fool DOS, all we need do is load these three locations at 
the beginning of the routine. Finally, when exiting the program, 
rather than a simple RTS, a JMP $3DO is done to do a soft reentry 
to Basic. This will store the bytes we've altered to fool DOS and 
also return us to the current language. 1 

Try these programs out. You'll find they make an excellent 
summary of many of the ideas and routines discussed so far, 
and also will provide a valuable model for your own programs. 

l. Sonw people have also inquired as to whether the' check for ,1 wrik·prukc t 
labc'.1 can be defeated bv modifving llllS. The answer is Vl"' and no. Yes. tlw part 
of the n1dt' that generates the error can lw l'liminated, but lwcause the write
protect switch is phvsicallv wired into the reuirding he,id write svst<>m, vnu 
cannot defeat it without actuallv removing or altering the switch itsi•lf. 
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CHAPTER 14 
Special Programming Techniques 

It has Jong been my feeling that it is not enough to just know 
an arbitrary selection of options or commands when using any 
tool, program, or programming language. Equally important are 
the techniques with which the options are combined to achieve 
the desired results. 

With time and practice you will develop your own skills at 
creating efficient machine language routines, but that process 
can be assisted by examining the techniques that others have 
developed in previous programming efforts. 

I have tried in this book to provide a reasonable mix of pro
gramming techniques, along with the usual ration of new com
mands. 

Relocatable versus Nonrelocatable Code 

In chapter twelve, l presented two print subroutines for the 
output of text to the screen or disk text file. The disadvantage 
of both routines was that thev were not relocatable To see what 
this means, consider the following program: 

1 ******************** 
2 * NONRELOC PRINT DEMO * 
3 ******************** 
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4 * 
5 * 
6 OBJ $300 
7 ORG $300 
8 COUT EQU $FDED 
9 * 10 * 

0300: 20 OD 03 11 ENTRY JSR PRNT 
12 * 0303: 4C oc 03 13 DONE JMP EXIT 
14 * 0306: D4 CS D3 15 DATA ASC "TEST" 

030A: 80 00 16 HEX 8DOO 
17 * 030C: 60 18 EXIT RTS 
19 * 

030D: A2 00 20 PRNT LOX #$00 
030F: BD 06 03 21 LOOP LOA DATA,X 
0312; FO EF 22 BEQ DONE 
0314: 20 ED FD 23 JSRCOUT 
0317: E8 24 INX 
0318: DO FS 25 BNE LOOP 
031A: 60 26 FIN RTS 

This program, as written, can only be run at the location 
specified by the ORG statement, in this case $300. Thus i~ is called 
nonre/ocatable code. Machine code becomes nonrelocatable through 
the use of any statements which involve absolute addressing. 
The most common examples are the JMP and JSR commands, and 
the use of data statements, usually in print routines. 

The first statement of this type occurs on line 11. The JSR to 
PRNT ($300) will only work so long as PRc'\IT is at $30D. [f the 
routine were to be loaded into memory at $400 (instead of $300), 
the routine would take the JSR to a block of nonexistent code at 
$300. 

Likewise, the JMP on line 13 has the same difficulty as does 
the DATA,X statement on line 21. Any attempt to run the code at 
an address other than $300 will result in disaster. 

It should be noted however that not all JSRS and JMPs are 
universally troublesome. The JSR COUT ($FOEO) will execute 
properly no matter where the object code is located since the 
reference is to a location outside of the object code block. 

The general rule then is that any code which makes reference 
to absolute addresses within itself will not be relocatable, 
whereas code that does not suffer from this limitation can be run 
anywhere in memory. 
-----·-·· ------------------
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The problem of relocatability may seem slight since any given 
routine is usually dt'signed to be put at a definite location (usually 
either at $300 or at the top of memory) and then protected via 
the Applesoft HIMEM: statement. However, as the number d 
routines you use increases, you will encounter more and more 
conflicts between routines originally written to occupy the same 
memory ranges. In addition, it is also occasionally desirable to 
directly append machine code to the end of Applesoft programs, 
where tlwy will float up and down in memory at the end of the 
Basic portion of the listing, being automatically moved as lines 
are added or deleted. 

For these reasons, it is in the long run better to write cod!.' to 
run anywhere in memory when possible, thus avoiding future 
headaches about where to put everything. 

The remainder of this chapter will discuss the various ways 
of avoiding the use of absolute addressing, thus creating code 
that can be used anywhere in memory, regardless of the ORG 

statement used at assembly time. 

JMP Commands 

This is an example of a common use of the JMP command to 
jump over a range of memory, here represented by the FILL sec
tion. At the destination, EXPT, the bell routine is called as a trivial 
example of where a subroutine might be executed. 

1 ******~************ 
2 * NONRELOC JMP DEMO * 
3 ******************* 
4 * 
5 * 
6 OBJ $300 
7 ORG $300 
8 BELL EQU $FF3A 
'I * 

10 * 
0300: 4C 04 0.3 11 ENTRY JMP EXPT 

12 * 
0303: EA 13 FILL NOP 

14 * 
0304: 20 3A FF 15 EXPT JSR BELL 

16 * 
0307: 60 17 DONE RTS 
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An alternative to this is the ust: of a forced branch statement, 
as shown in this example: 

**************** 
2 *RELOCATABLE JMP l * 
3 **************** 
'~ * 
5 * 
6 OBJ 5300 
7 ORG $300 
ll BELi. EQU $FF3A 
9 * 

JO * 
030ll: 18 l1 ENTRY etc 
0301: 90 01 12 BCC EXPT 

13 * 0303: EA 14 HU NOP 
15 * 

0304: 20 3A Ff 16 EXPT JSR BEU 
17 * 

0307: oO 18 DONE RTS 

Notice that by clearing the carry, and then immediately 
executing the nee, the same result is obtained as when the JMP 
command was used in the earlier listing. 

The main caution to observe is that tlw jump is not m;.1de over 
a distanCl' of greater than 127 bytes, although most assemblers 
will give an error at assembly time if this is attempted. In addi
tion, since the carry is deared to force the branch, routines that 
set or dear the carrv to indicate certain conditions may have 
compatability problems with this approach. 

Both limitations can be solved by slight modifications to this 
listing. The first is by using the overflow flag, often represented 
by a V. You should fl' member that the Status Register of the 6502 
contains certain flags that are conditioned by various opt>rations. 
These flags can be checked and appropriate responses made, 
depending on their status. Examples oi flags already covered are 
the carry and zero flags. 

The overflow flag is another bit in the Status Register which 
is set either by the lllT command (The overflow flag is set to bit 
6 of th<· memory location), or by an ADC command. The overflow 
will be set whenever tlwre is a carry from bit 6 to bit 7 as a result 
of an ADC operation. 

These details are mentio1wd only in passing at this point, and 
you need not be concerned ii it is not entirely clear. The main 
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reason for bringing it up is that the overflow flag is used much 
more infrequently than the carry, and thus is a slightly more 
desirable flag to use when creating a forced branch. 

lo make jumps over distances greater than 127 bytes, a step
ping technique can be used. This is done by creating a series of 
the branch commands thn)ughout ihe code to facilitate the pro
gram flovv from one part to another. It 1s generally not ton dif
ficult to find breaks between routines to in-.ert the branch state
ments required for the stepping action. 

Both techniques are illustrated here: 

I ***************** 
2 * RELOC-\TABLE JMP 2 * 
3 **************** 
4 * 
5 * 
6 OBJ $300 
7 ORG $300 
8 BELL EQU $FF3A 
9 * 

10 * 
0300: BB 1l ENTRY CLV 
0301: 50 01 12 BVC STEP 

13 * 
0303: EA 14 FIU.1 NOP 

lS * 
0304: 50 01 16 STEP BVC EXPT 

17 * 
0306: EA 18 FILL2 NOP 

19 * 
0307: 20 .3A FF 20 EXPT JSR BELL 

21 * 
030A: 60 22 DONE RTS 

Although only one step is shown here, any number may be 
used, depending on what is required to span the required dis
tance. 

Determining Code Location 

Solving the JMP problem is only the beginning of the task 
Very often it is important to know just where in memory the 
code is currently being nm. One example of this is the code 
present on the disk controller cards. Since the card can be put in 
one of seven sluts, and since' each slot occupies a unique memorv 
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range, some technique is required to answer the question, 
"Where are we?" 

1 ********** 
2 *LOCATOR 1 * 
3 ********** 
4 * 
5 OBJ $300 
6 ORG $300 
7 * 
8 PTR EQU $06 
9 RTRN EQU $FF58 

10 STCK EQU $100 
11 * 

0300: 20 58 FF 12 ENTRY JSR RTRN 
0303: BA 13 TSX 
0304: BD 00 01 14 LOA STCK,X 
0307: 85 07 15 STA PTR+l 
0309: CA 16 DEX 
030A: BD 00 01 17 LOA STCK,X 
0300: 85 06 18 STA PTR 
030F: 60 19 DONE RTS 

The success of this routine is based entirely on the predictable 
nature of the stack, and its function when a JSR is executed. 

The stack was briefly described in chapter eight. At this point 
a little greater detail is necessary. The stack is a reserved part of 
memory from $100 to $1FF. It is used as a temporary holding 
buffer for various kinds of information required by the 6502 
microprocessor. Information put l'l1 the stack is always retrieved 
in the opposite order frum which it was deposited. This is often 
called UFO. The analogy of a stack of plates was used earlier. but 
the time has come to examine what actually occurs. 
Before the JSR $FF58: 

'"' ~,~, j 

I SX x I 

1-- ----1 

l __ :~'-1 
~xx I 

-···· ·----···__j<'C-- StJcl.. Pointer: S (one bvtl' pointerl 

150 ASSEMBLY LINES 



During the JSR $FF58: 

After the JSH SFF58: 

$1H ,--~~--1 

r~,, l 
r=-1 
I $XX I 

I $03 i 
r--1 L $()2 , ____ J-E- Slack Pointer: S lone byte poinlerl 

r-----, 
$lH I :>XX I 

r-$~X-X -i 
I . . ' 
I ~ 
I $X.\ -, 

t------i 
I ~xx l 
1-----------1.f---Stack Pointer S (u1H: h·te puinlnl 

I so3 ! 
~-----! I $()2 I 
'-·-·--~--J 

Whenever a r~;r< is done, the stack is used to hold the address 
to which the return should bt' made when the expected RlS is 
encountered The preceding diagr2ms illustrnte this. Location 
$FF5f\ is a sirnple RJS in the Monitor ROM which will bt: used to 
set up a dummy return address. Before the JSR. the stack pointer 
1s set to some arbitrary position in th~' stack Upon executing the 

the return address of $302 is put on the stack and the stack 
pointer is d('creniented tvvn Note that the stack stones the 

···---· ----··----·- ··-··-·----·-------···-··----···---- _______ , __________ , ____________________________ __ 

CHAPTER 14 



data from the top ch1wn, advancing the pl1inter as new data is 
added. When the HTS is encountered (imrnedtatcly in the case 
of $FFSH) .. the stack pointer is returned lo its original position 
and the return made. 

N,ite that the address stored, $302, is the last byte of the JSR 

command, or put another way, one byte less than the ,Hidress of 
the next imnwdiate command following the JSh:. 

Upon return from tlw JSR, the stack pointer is transferred to 
the X-Registt'r vvith the rsx command on line 13. Because the 
stack pointer is al the next avi.lilable bytl' on the stack, thi.-; will 
also point at the high--order byte of the return address still left 
in rnemorv there. rhis is retrieved with ihe LUA c,tcK,\ on lint:• 
i5 and put in a temporary pointer location !'Tl\ + I ($07). The 
X-Register is then decremented and the low-order bvte retrieved 
and put in PTR ($06). 

The final R1ci of the routine returns control lo the caller, at 
>vhich point $06,07 may be examined lo verify the successful 
determinatiun of the address $302. You may vvish to run this 
routine at several different locations in memurv to verity that in 
each case 1·rn is properly set to (ENJRY + 2). 

\.Vhat you have then is a short routine which can determine 
where in memory it is currently being run. The only disadvan
tage to this routine is that the high-order byte is retrieved first,. 
thus complicating things if we want to add some offset value to 
the return address. The desirability of this 1..vill be shown shortly. 
In the mean time, consider this altered version of the l ,ocator 1 
routine: 

1 ********** 
2 *LOCATOR 2 * 
3 ********** 
4 * 
5 OBJ $300 
6 ORG $300 
7 * 
8 PTR EQlJ $06 
9 RTRN EQU $FF58 

lO STCK EQU $100 
11 * 

0300: 20 58 H 12 ENTRY JSR RTRN 
0303: BA 13 TSX 
0304: CA 14 DEX 
0305: BD 00 01 15 LOA STCK,X 
0308: 85 06 16 STA PTR 
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030A: E8 i~ ,. INX 
010B: BD 00 01 18 LDA STCK,X 
OJOE: 85 07 19 STA PTR+ l 
0310: 60 20 DONJ: RTS 

What I've done here is dern,·nwnt the X-Register (line H) 
immediall'lv after the rsx statement st) that the low-order byt<• of 
the iH.idre"s can be retrieved first The lNX is then later used io 
go back and get the high-order byte. The ,1dvantage of this '>ys
tem is that it mi1kes adding an offset much ea'>ier. 

To sho\v wha! we can now do, look at this revised print rou-
tine: 

1 ****************** 
2 * RHOCATABLE PRINT 1 * 
3 ****************** 
4 * 
5 OBJ $300 
6 ORG $300 
7 * 8 PTR EQU $06 
9 COUT FQU $FDED 

10 RTRN EQlJ $FF58 
II STCK EQli $100 
12 * n * 

0300: 20 58 FF H ENTRY JSR RTRN 
0303: B8 15 ClV 
0304: 50 (Jf) l6 BVCCONT 

17 * 
0306: D4 C'i 18 DA'f A ASC "'I EST" 
030A: !HJ 00 19 HEX 8000 

20 * 
030C: BA 21 CONTTSX 
030[); CA 22 DEX 

030E: 18 23 CLC 
030F: BO 00 01 24 LDA STCK,X 
0312: 6CJ 04 25 ADC #$04 
0314: 85 06 26 STA PTR 
0316: E8 27 INX 
0317: BO 00 !l1 28 IDA STCK,X 
03JA: 69 00 29 ADC #$00 
031(': tVi 07 30 STA PTR+1 

31 >!· 

031E: AO on 32 PRNT lDY #$00 
0320: Bl 06 33 LOOP lDA (PTRl,Y 
0322: FO 06 3-t BEQ flN 
0324: 20 ED FD 35 JSR COUT 
0327: CB 36 INY 
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0328: DO F6 37 BNE LOOP; (ALWAYS 'TILL 2:;5) 

38 * 
IJ32A: 60 39 HN RTS 

After calling the dummy return statement, a forced branch 
over thP data section is done. This will have no effect on the 
address remaining on tlw stack. At CONT, we take the gL'neral 
procedure used in Locator 2, and add the CLC and ADC state
ments needed to add an offset to the address on the stack. What 
we need is the starting address of the ASCH data to be printed. 
Since the data starts at $306 and the address on the stack is $302 
(see earlier examples) the offset needed is $04. 

This may seem arbitrary, but the value to add will al w,ws be 
$04 if you always do the CLY, nvc $XXXX branch immediately 
after the return, and follow that with the data to be printed. 

Once the actual address of the ASCII data has been ca.!culated, 
it is printed in the PRNT section by use of the indexed pc1inter at 
LOOP. 

JSR Simulations 

You might get the impression from the above examfle that a 
tremendous code expansion takes place to accomplish the relu
catability of a program. This is somewh0t true but depends lln 

how you write the program. The use of CLV, BVC $XXXX only 
takes three bytes where the JM!' $XXXX it was replacing also used 
three bytes. 

The stack operations just discussed take a small number of 
bytes to implement, but could become rather large if used many 
times. What is needed is a way to put the stack operations in a 
subroutine. Unfortunately, the JSR is one of the nonrelocatable 
commands. 

0300'. 20 04 03 
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****************** 
2 * NONRELOC. JSR DEMO * 
3 ****************** 
4 * 
5 
6 

7 * 

OBJ $300 
ORG $300 

8 BELL EQU $FF3A 

9 * 
10 * 
ll ENTRY JSR TEST 

12 * 
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0303: 60 13 VONE RTS 
14 * 0304: EA 15 TEST NOP 
16 * 0305: 20 3A FF 17 EXPT JSR BEU 
18 * 0308: 60 19 FIN RTS 
20 * 21 * Witt RF.TURN TO DONE 
22 * 

This routine is very similar to the nonrelocatable JM!' demo 
presented earlier, with the exception that the call to the BFLL 

routine has been made a subroutine itself. ht•aded by the label 
TESL Jn this listing, TEST is followed by a dummy NOP statement, 
but we'll fill that in shortlv. 

This program, as vvritten, can only be run at the address 
specified in the uRc; statement. Here is an improved version, 
using a simulation of the fSR command: 

1 ***************** 
2 * RELOCATABLE JSR SIM * 
3 ***************** 
4 * 
5 OBJ $300 
6 ORG $300 
7 * 
8 PTR EQU $06 
9 BELL EQU $FF3A 

10 RTRN EQU $FF58 
11 STCK EQU $100 
12 * 
13 * 

0300: 20 58 FF 14 ENTRY JSR RTRN 
0303: B8 15 CLV 
0304: 50 01 16 BVC TEST 

17 * 
0306: 60 18 DONE RTS 

19 * 
0307: BA 20 TEST TSX 
0308: CA 21 DEX 
0309: 18 22 CLC 
030A: BD 00 01 23 LDA STCK,X 
030D: 69 03 24 ADC #$03 
030F: 85 06 25 STA PTR 
0311: ES 26 INX 
0312: BD 00 01 27 LOA STCK,X 
0315: &9 00 28 ADC #$00 
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0317: SS 0'7 29 STA PTR+l 
30 >i· 

0319: 20 31\ FF :~1 LXPT JSR BELL 
32 * 

031C: A'; (17 :B FIX LOA PTR + l 
031L: 48 34 PBA 
lBlF: A,_ 06 35 LDA l'TR 
0321: t~ 36 PHA 

n:in· 60 37 FIN RTS 
3S * 
39 * 'r''IU. RfTL!R'\ ro DONE. 
~() * 

ihis pmgrdrn i•;, w'n' similar to the Print l program, '"1th tvvo 
exn:ptions. First. #$03 is added in:,tL·dd uf #504 tu the address 
on the sta1.lc This is a subl!e point worth mentioning, and )'PU 

should n'Yicv,· thl' listings until vou feel cumfurtable with what 
is bcrng dorw. Remember that lhe return address tor,; bR!lff:, is 
alwav'• unc ft·~::; th;,n tlw addres<; vuu vvant to return tu. in the 
Ci1St' of thl' lJ:\ r.•\ st.itt•nwnt, we needed h1 know the ('XdCl clddrcss 
nl the first • J'«ir,1c!Pr' ut the •..tring to be printed. ( knt:t' the dif· 
fvrence tn the uff~·l'·l 1/clhu: u~t.:d 2n i..~dch case. 

Once the offset has bet'n ,idded and the proper rdmn dddress 
,ak:uialed, the! lX scchun USVS t!w PH1\ commands ll.• rut these 
on the stach:. Thus \vhen t:hc Rt';\', <'no•un!erl·d, lhe program 
rdurn:; ill l }( 'N!. Notiu· th-:>t 1vc ha·ve :,e~'mingiy nuL\h'd t1vo 

general rules of m,11·hine ianguage progranurnng 'i'h·~· first is 
using the l'i !A curnmands '"'·1thou1 conespnnding i'!A stdh'· 

nwnts, and the second is the use uf ,rn Fr. without a calling .ISR. 

Upon further thought however, it 5,hould become <1ppar<>nt 
that the two counteracted each other. and that an RI'> is really 
vquivalt•nl. lo two PL.As. 

The cmwcrse of this is when using twu l'L1\>; \·vi thin a routine 
ca llcd bv ,1 l'iJ\ tu avoid returning tc frw call in~. addre.sc .. This is 
eqwvah'nt tu using a l'U!' cnrnni,md in :in Applesoft ~;ubroutine 
called by ,, Cl ist 'b. 

1 Lwint; thu:, sirn.ulakd tht' JS!( comm.md, let's put ii an 
together into a n•1.vrite ot the Print l routine that uo,es rnlls to 
subroutine', tu minimize the extra cude required to make the 
r<nititw re!Pt',1f0bli:: 

156 

***************** * RFLOCATABLF PRIN'J 2 * 
3 ***************** 

i\SSFMBLY LINES 

).;~>,\ 

;,...,\\'~ 



4 * 
5 OBJ $300 
6 ORG $300 
7 * 8 PTR EQU $06 
9 COUT EQU $FDED 

10 RTRN EQU $FF58 
11 STCK EQU $100 
12 * 13 * 

0300: 20 58 FF 14 ENTRY JSR RTRN 
0303: BS 15 CLV 
0304: 50 15 16 BVC PRINT 

17 * 0306: D4 cs 03 18 DATAl ASC "TESTl" 
{)308: SD 00 19 HEX 8DOO 

20 * 
0300: 20 5S FF 21 L2 JSR RTRN 
0310: BS 22 CLY 
0311: 50 OS 23 BVC PRINT 

24 * 0313: 04 cs 03 25 DATA2 ASC "TEST2" 
0318: 80 00 26 HEX 8DOO 

2i * !l31A: 60 28 DONE RTS 
29 * 0318: BA 30 PRINTTSX 

031C: CA 31 DEX 
031D: lS 32 CLC 
031E: BO 00 01 33 LOA STCK,X 
0321: 69 04 34 ADC #$04 
0323: 85 Ob 35 STA PTR 
0325: E8 36 INX 
0126: BD 00 01 37 LDA STCK,X 
0329: 69 ()() 38 ADC: #$00 
0328: 85 Oi 39 STA PTR+l 

40 * 032D: AO 00 41 1'RNT LDY #$00 
012F: Bl 06 42 LOOP LDA (PTR),Y 
0331: ro 06 43 BEQ FIX 
0333: 20 ED FD 44 JSR COUT 
0336: cs 45 INY 
0337: DO F6 4b BNE LOOP; (ALWAYS 'TILL 255.l 

4'i * 033'1: lB 4fl FIX CLC 
033A: qs 49 TYA 
033B: 65 Ob 50 ADC PTR 
0330: 85 06 SI ~IA p·1R 
0331': A5 0'7 52 IDA PTR+l 
0.14l: 69 OU s~ ADC: #$00 
0343: 48 54 PHA 

- ·-----··---~-.- ----------------·---------
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0344: AS 06 55 LOA PTR 
0346: 48 56 PHA 
0347: 60 57 FIN RTS 

58 * 
59 *WILL RTS TO LZ/DONE 
60 * 

This routine has the advantage of allowing the print state
ments to be used very much like they were in the nonrelocatable 
version given in chapter twelve. The extra bytes required for the 
stack calculations are confined to one place, and there are only 
three extra bytes per line to be printed, compared to the chapter 
twelve routinl'. 

The return to the end of each printed string is accomplished 
by using the Y-Register in FIX. At entry to FIX, the Y-Register will 
hold the length of the string printed, which is then addE'd to PTR 

to calculate the proper address to return to. Again we use the 
two PllAs followed by an RTS to accomplish the return. 

Self-Modifying Code 

Ah, here is an area to make the strongest heart quiver--the 
idea that a program rewrite itself lo accomplish its given task. 
The possibilities are endless, but for now, we'll just look at a wav 
of coping with statements like LOA SADDR,x. It was this tyre of 
statement in the very first program of this chapter that contrib
uted to its nonrl'locatability. Here's the new mystery program: 

1 ****************** 
2 * RELOCATABLE PRINT 3 * 
3 ****************** 
4 * 
5 OBJ $300 
6 ORG $300 
7 * 
8 PTR EQU $06 
9 COUT EQU $FDED 

10 RfRN EQU $FF58 
11 STCK EQU $100 
1Z * 
B * 

0300: zo 58 FF 14 ENTRY JSR RTRN 
0303: BB 15 CLV 
0304: 50 14 16 BVC PRINT 

17 * 
0306: 04 cs 03 18 DATA ASC "TEST" 
030A: BD 00 19 HEX 8000 
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20 * 030C: A2 00 21 PRNT LOY #$00 
030E: BO 06 03 22 LOOP LOA DATA,X 
0311: FO 06 23 BEQ DONE 
0313: 20 ED FD 24 JSR COUT 
0316: ES 2S INX 
0317: DO FS 26 BNE LOOP; (ALWAYS TILL 2SS) 

27 * 0319: 60 2S DONE RTS 
29 * 031A: BA 30 PRINTTSX 

031B: CA 31 DEX 
031C: lS 32 CLC 
0310: BO 00 01 33 LOA STCK,X 
0320: 69 04 34 ADC #$04 
0322: SS 06 3S STA PTR 
0324: ES 36 INX 
032S: BO 00 01 37 LDASTCK,X 
032S: 69 00 3S ADC #$00 
032A: SS 07 39 STA PTR+l 

40 * 41 * 032C: AO 09 42 FIX LOY #$09 ; LEN OF $ + S 
032E: AS 06 43 LOA PTR 
0330: 91 06 44 STA (PTR),Y 
0332: cs 4S INY 
0333: AS 07 46 LOA PTR+l 
033S: 91 06 47 S1A (PTR),Y; REWRITE DATA ADDR 

0337: BS 4S CLV 

033S: so 02 49 BCV PRNT 
so * 

This program will actually rewrite the address present on 
line 22 for the LOA DATA,X statement. The method uses the 
address on the stack to calculate the address for the beginning 
of the ASCII string to be printed. It is this address that we will 
want to eventually put into the code at $30F.$310 to rewrite the 
data statement. 

After calculating the address in lines 30--39, the result is 
stored in Pm. The FIX section then adds the length of the printed 
string, plus five and uses this as the Y-Register offset to finally 
point to $30F. The low and high-order bytes are then written to 
the code and a return done to the actual PRNT routine. 

The example comes with many cautions. The value on line 
42 must be appropriate to the length of the string being printed. 
Also the order of the ENTRY, DATA, and PRNT routines was delib
erately chosen to make the rewrite as easy as possible. Extreme 
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care must be taken whenever constructing a program that alters 
itself, but the results can be very powerful. 

If you are inclined to pursue this, study this example well 
until you are very sure why each step >vas done. To verify its 
versatility, you should assemble the codt' for this example and 
then run it al several different memory locations. After each run, 
list the code from the rvtonitor and see how the statement on line 
22 has bpen rewritten. Ifs really quite fascinating! 

Indirect Jumps 

To round out this chapter, one more technique will be dis
cussed. Although the stepping method using the forced branch
ing can be used to span distances, it can get rather 
inconvenient to have lo keep inserting the stepping points 
throughout your code. An altt>rnate technique is to use the 
indirect !MP command. 

In the indirect jump, a two-byte pointer is created which 
indicates where the jump should be made to. The added advan
tage of this command is that the pointer need not be created on 
the zero page, which already is in high demand for numerous 
other uses. The basic syntax for the indirect jump is: 

0300; 6C FF FF 99 Jl fMP ($FHf) 

Here is a sample program showing how this can be combined 
with the stack operation to create a relocatable jump commmand: 
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l ****************** 
2 * RELOCATABLE JMP SIM * 
3 ****************** 
4 * 

OBJ $300 
6 ORG $300 

7 * 
8 PTR EQU $06 
9 BELL EQU $FF3A 

10 RTRN EQU $FF58 
l l STCK EQli $100 

12 * 
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i3 * 0300: 20 58 Fl' 14 ENTRY JSR RTRN 
15 * 0303: BA 16 CALCTSX 

0304: CA 17 DEX 
0~05: 18 18 CLC 
0306: HD 00 01 ]9 LDA STCK,X 
0309: 69 17 20 ADC #$17 
0308: 85 06 21 STA PTR 
0300: Ell .22 INX 

1HOE: BD 00 OJ 23 LDA STCK,X 
0311: Ml 00 24 ADC #$00 
0313: 85 07 25 STA PTR t 1 
0315: £\C 06 00 26 IMP !PTRI; TO 'i'XPT' 

27 * 0318: EA 28 HU. NOP 
:'.9 >!· 

0319: i.O 3A n 30 EXPT JSR BHL 
3l * o.:nc 60 :12 DONf.: RTS 

The system is fair! y basicaily just th•? stack tn 
get a base address, and t!wr1 adding whatever the distance i:: 

between the end of the ISR lffRT\J stat1:'1nent and the destinatilin 
of th<: IMP(). As with some of tit(' other system~' lhough, this 
distance will change as nxi~' i,, added or deleted between the t\vo 
points. Consequently you may have to change the value" un lines 
20 and 24 rather frequently to up vvith your code changes 

rt does however avoid tlw prob!t'ms a<,s1)ciated ,,,ith manv 
stepping points sprinkled throughout your code, as would 
necessary using the other alternative·. 

TlF.:~re is one in the use of the indirect jump that should 
be men tinned. lt 1:> m the 11502 rnicropruces"or itself, and 
occurs whenever the indirect straddle" a ~~agt:' boundarv. 
For example, d vou wwd tlw statement i\.ff the destinatiun 
vvould be retrieved from locations SW' and . Huwew'r if Vim 

were t<• use JM!' ('iJ3FF.:, tht' destin.Hion would be retrieved from 
$3FF and The high -order byte is not pwperlv i1H:rerni:'nted 
by the 6502 ·r his is usuallv not a concern, though, ::rnce thcrr· 
are genernHy many alternate locations for the destination pointer. 

In conclusion then, certam can be used to 
code which is not ri:•stricted to running at parhrubr dddn'S'> in 
Fnt'mory. Although a bit hdnkr tu rnr:.struct initially, and 
larger in term:;, of final mernorv the fimd product 

much rnore versatile !t~: applications. 
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APPENDIX A 
Assembly Lines Contest 

In the March 1981 edition of Softalk magazine, Roger chal
lenged the readers of his Assembly Lines column to a contest. 
Using the commands discussed in the column from October 1980 
through March 1981 (all material covered through chapter five 
in this book). Contestants were asked to submit programs which 
would be judged by Roger, the shortest and most interesting 
program being the winner. Contest rules are reprinted here as 
they originally apeared in the March issue of Softalk. 

Contest Rules 

Create the shortest possible program using all and only the 
commands presented thus far in this series that does something 
interesting. The program must be entirely in machine language, 
and may not call any routines in Integer or Applesoft. It may 
call any of the Monitor routines from $FOOO-$FFFF. 

The person who submits the shortest program of the most 
interest will be awarded $50 worth of product from any advertiser 
in this issue of Softalk and the program will be published in 
Softalk. 

Judging will be based on the opinions of a rather subjectively 
selected panel made up of people at Softalk, myself, and any 
other hapless passerby we can rope into this thing. Members of 
the staffs of Softalk and Southwestern Data Systems and profes
sional programmers are not eligible to win. Entries should be 
submitted no later than April 15 .. 1981. Ties will be settled by 
Apple's random number generator. (I promise not to seed it!) 

Contest results were announced in the June 1981 edition of 
Softalk. The winning program for Roger's contest is listed below. 
Roger's commentary accompanies the listing. 

Contest Results 

With the usual comments in mind about how hard it was to 
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decide on a winner, l hereby announce the winner of the contest 
as Steven Morris, of Quet'ns, New York. His program combines 
a number of the principles we've discussed so far and also shows 
some nice touches in programming. It's an elegant use cf all the 
given codes. Of particular interest is a sl'H·modifying part 
wherein tiw program actually re\vrites a small portion of itself 
upon user command. 

I think it will be of interest. ,md also a gol1d review, to go 
through Morris's listing to see what's been done. Betc>re doing 
that, however, a little background on one mon: kind of tone 
routine is in order. This will make ivlorris's program that much 
more undersland,ibk. 

In chapter SPvt'n, I discussed simple tone routirn.:''.'.l in which 
the speaker was ai.:cessed ,1t it constant rate for a length 
of time. These two factors determined the pitch ,1ncl duration o! 
the tone played. A variation on this is to have the decrease 
nr increa"e as the tone is played, neating effects rather like the 
snund usuallv ilssociated with a foliing bomb 1H ,1 siren. 
respectively. This requires thret' variabies, and \Vifht>ut getting 
too technic,1L let me t,1ke a moment to illustrate with this chart: 

fl\U.). 

!IMF 

(s:;o11 OR 
X-ill·(;1 

Tht• vertical axis represents the frequency of the tone bemg 
played. Putting several tones together into a series over d period 
of time create:;, in this case, a rising scale. As each tone is played, 
the pitch is incn•ased. Each individual torw lasts -;omc ,1rbitrarv 
time,'!, and put together, the series lasts ,m '":ernll time periuJ, 
labdt'd hen.• as D11ration. 

If the pitch is decreased by a certain amount each time, tlw 
pattern is reversed This is sometimes called a ramp tone pattern. 
In parentheses, I haw indicatt'd hm"'· each of these Vdlues is 
determined in l\forris's program. 

Here is d snuret' listing of the program: 
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1 ************* 
2 * By Steven Morris * 
3 ************* 
4 * 
5 OBJ $302 
6 ORG $302 

7 * 
8 PTCH EQU $300 
9 DRTN EQU $301 

10 SPKR EQU $C030 
11 PREAD EQU $FB1E 
U PBO EQU $C061 
13 PB1 EQU $C062 
14 GRSW EQU $C050 
15 TXTSW EQU $C051 
16 CLRSCR EQU $F832 
17 * 
18 LOOP DEX 
19 BNE CYCLE 
20 * 
2l CLK lDX PTCH 
22 tDA SPKR 

; DEC THIS DELAY 
; DONE? NO =SKIP CLK 

; REFRESH X-REG 
; CLK SPKR 

23 * SPKR CLKS 0Nt¥ ONCE 
24 * FOR EVERY ($300) PASSES 
25 * 
26 CYCU: DEY ; # Ol' CYCLE CTR. 
27 BNE tOOP ; DONE? 
28 * NO =KEEP GOING 
29 DEC DRTN 
30 BEQ CHKPDL ; DONE WI RAMP? 
31 * YES =CHK PDtS 
32 RAMP INC PTCH 
33 JMP LOOP 
34 * 
35 CHKPDL LDX #$00 
36 JSR PREAD ; READ PDL (0) 

37 STY PTCH ; SET PTCH 
38 INX 
39 JSR PREAD ; READ PDL (1J 

40 STY ORTN ; SET DRTN 
41 LDY #$7F 
42 CPYPBJ ; #1 PRESSED? 
43 BCC TOGGLE ; BRCH IF YES 
44 * 
45 IN'I ; #$7F~->#$80; AN EXCUSE 
46 TYA ; TO USF THESE 
47 TAX ; COMMANDS. 
48 CPX PBO ; #0 PRESSED? 
49 BCS LOOP ; BRCH IF NO 
50 * 
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51 SCREEN JSR CLRSCR ; CLR TOBLK 
52 Sl STA GRSW ; SHOW GRAPHICS MODE 
53 STA TXTSW ; SHOW TEXT MODE 
54 JMP S1 
55 * 
56 SETDEC TAY ; USE UP THIS CODE 
57 LDX #$CE ; OPCODE FOR 'DEC' 
58 TXA 

'(><.·~ 

59 CMP RAMP ; IS IT 'DEC' NOW? 
60 BEQ SETINC ; BRCH IF YES. 
61 STA RAMP ; NO. MAKE IT 'DEC' 
62 RTS 

'..;.~ 
63 * 
64 SETINC LOX #$EE ; OPCODE FOR 'INC' 
65 STX RAMP 
66 RTS 
67 * 
68 TOGGLE JSR SETDEC 
69 JMP LOOP 
70 * <\'>~'<. 

This lists in memory as: 

*300L 
-N,,~ 

0300- 38 SEC 
0301-- A5 CA LOA $CA 
0303- DO 06 BNE $030B 

'":>...\\ 
0305- AE 00 03 LOX $0300 
0308- AD30 co LOA $C030 
0308- 88 DEY 
030C- DO F4 BNE $0302 
030E- CE 01 03 DEC $0301 

\.'\-..!.; 

0311- FO 06 BEQ $0319 
0313- CE 00 03 DEC $0300 
0316-- 4C 02 03 JMP $0302 
0319- A2 00 LOX #$00 

Jo;.;:.,:: 

0318- 20 IE FB JSR $FB1E 
031E-- SC 00 03 STY $0300 
0321- ES INX 
0321- 20 1E FB JSR $FB1E ~..\.") 

0325- BC 01 03 STY $0301 
0328- AO 7F LOY #$7F 
032A-- cc 62 co CPY $C062 
0320- 90 27 BCC $0356 !iii.\\' 

032F- cs INY 
0330- 98 TYA 
0331- AA TAX 
0332- EC 61 co CPX $C061 i'~"\,\,.• 

0335- BO CB BCS $0302 
-----· 
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0337- 20 32 FB JSR $FB32 
033A- BD 50 co STA $C050 
0330- BO 51 co STA $C051 
0340- 4C 3A 03 JMP $033A 
0343- AB TAY 
0344-- A2 CE LDX #$CE 
0346- BA TXA 
0347- CD 13 03 CMP $0313 
034A- FO 04 BEQ $0350 
034C- BD 13 03 STA $0313 
034F- 60 RTS 
0350- A2 EE LOX #$EE 
0352- BE 13 03 STX $0313 
0355- 60 RTS 
0356- 20 43 03 JSR $0343 
0359- 4C 02 03 JMP $0302 

I'll try to explain each part of the program, hopefully with a 
proper balance of enough detail to jog your memory and enough 
brevity to keep things reasonably short. 

If all this seems overwhelming, you're trying to read through 
it too fast. Go back through it slowly, taking your time. Have a 
nice cup of tea while you're at it. 

Remember, we're packing seven chapters' worth of subject 
matter into one program. Don't worry if the fine details of the 
tone routine escape you. The important part is to make sure that 
you at least recall the existence and general nature of each indi
vidual command used in the program. 

To explain the program, the easiest place to start is actually 
at CHKPDL, where the paddles are checked for new values at the 
end of each ramp series (line 35(rr$319). The X-Register is loaded 
with a $00 to tell the computer we want to read paddle zero in 
the next step, then JSR to $FB1E. That returns with the Y-Register 
holding the value of the paddle ($00 to $FF), which is then stored 
in location $300, labeled l'TCH (for pitch). The X-Register value 
is then incremented from $00 to $01 on line 38, and paddle one 
read. The returned value is stored at $301 for the duration value. 

If paddle button one is pressed, location $C062 will hold a 
number greater than $7F. To check for this, the Y-Register is 
loaded with $7F and compared against $C062. If $C062 holds a 
value greater than $7F, the branch carry clear (Bee) will be taken 
(Y-Register < memory location = carry clear). We'll see what 
that does later. 

If the value is less than $7F, program execution will fall 
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through to lirn' 45. Here the $7F is increased to $80 and that value 
passed to the X-Register via the Accumulator. These steps are 
here to exercise the !NY, TYA, fAX commands, and to allow us to 
use the Cl'X curnmand next to fulfill the contest requirements. At 
line 48 the comparison is done. If the X-Register is greater 
(remember it holds a $80 here), the button is not pressed and the 
branch carry set will be taken (X-Register > 1rn:'mory Joe = carry 
set) that sends us to the main tone loop. 

At entry to this loop, the X-Register and the Y-Register hold 
rather arbitrary values, but the overall theory is that, starting at 
CLK on line 21, the X-Register is loaded with the pitch value and 
the speaker clicked once. At line 26 the Y-Register is decre
mented; this is a counter for the length of that pitch value. Jump
ing back to loop, the net effect is that the program will make 11 

passes through before clicking the speaker once, where 11 is the 
pitch value held in $300. This creates the delay between dicks 
need.Pd for a given tone. 

The length of that particular tone is determined by the Y
Register. When it reaches a value of $00, the BNE (branch not 
equal) fails and the counter for tht> overail duration is decre
mented. As long as there's time left (that is, DRTN > $00), the 
next test fails (BEQ ~= branch if equal to zero) and the pitch value 
is mcremented. 

Going back to LOUP plays this next note until all th·'~ notes 
in the series have been plaved. Incrementing pitch gives a 
dt>scending note pattern. (Recall that the greatn the pitch value, 
the lower the tune played.) 

When DR! N does rec1Ch zero, the program branches to the 
paddle check routine that we started in. Let's see what happens 
when a button is pressed. If button one is pressed, the program 
goes via r occu-. to SFTDEC. This clever sPction (ignore the TAY) 

loads lhc X-Register with the value $CE. This is the opcode for 
Dre (decrement a memory location). 

If the comparison fails, that is, there is not a $CE ci:.rrentlv 
there, the $CE is stored at RAMP, the KlS (return from subroutine) 
returns to rue.cu: and the fMP I.UDP sends everything back into 
Hw tone loop, this time with il DFC Pll H thl:'rt' instead. This gives 
an ascending pitch serie.,. 

If the comp,1rison is true, it means that a $CE was put there 
earlier, and tht· HI Q goes to SLT!NC, which reston·c; the cude tl1r 
J~( ·at R:\~!l' (S:llJ), and then returns with ttw Krs. J~dl' 1 0( was 
in the previous c~se. 
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These two options give the program the ability to rewrite 
ihelf, an interesting and powerful idea. 

If paddk: button zero is pressed, the branch at line ·19 faii" 
and the program falls into an infinite loop at 'iC!~tFr\ ($337). Jn 
thi-, loop. the screen is cleared to the co!or black bv the morutor 
rnutirn: ai $F832. 

Locations $C050 and 'i>CO'.'il are: softswi tches mentioned in 
t'i1rli1'r chapter'>. Rernenber that acn·ssing these changes the dis
pidy 1mide of the /\.pple. The screen can be vit'W<·d either in a 
t<>xi. mode or in a gFiphics modr:. Acc('ssing 5C050 on line 52 sd:-; 

Uw graphics mode, so the screen appt>ars black. /\u:essing ~ClVil 
"if·ts the display to tt"! .. t,. V\.,.hich appears a~ inverse r•ru ·" signs. 

ihe L\fr '·ll rcpt·als tffr; cvcle back and forth :;o fosl that vuu 
d<.•n"t dctually .sei· the flicker, just an interesling pattern created 

the ::.::creen~ .~~~\-itching fd~tt·r th(1n ~ ... 'our screen 1nonitn:r (an 

di,;piav them. 
:\t this point you have to hit l<fSFl to end 
There were ~1 number of other excellent entries. f!onorab!t' 

nwntion should be rn.<dt~ of Steve lfa•Nley, Ray J~ansnm, Stephen 
Cagc1L.1,. Jr., and :tvfott Brookover for their r·fforts. 
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APPENDIX B 
This section may well serve as the most often used portion 

of this book. I have mentioned elsewhere that learning pro
gramming can be looked upon as merely familiariLing yuurself 
•vith the available tools to accomplish a specified task. The fol
lowing section summarizes the tools available to a machine lan
guage programmer. 

When you are first learning to program, much can be gained 
by simply browsing through the following pages and casually 
noting the variety of instructions available when writing a rou
tine. Each entry provides not only the usual technical data on 
the instruction, but often a brief example of its use as well. 

Please note that in some examples a percent sign(%) is used 
to indicate a binary form of a number. Some assemblers support 
this delimiter which can be very convenient, particularly when 
working \'>1ith the logical operators and shift instructions. For 
example, the following representations are all equivalent: 
100 ~= $64 = %01100100. 
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ADC: ADJ with Carry 

DESCRIPTION: This instruction adds the contents of a memory 
location or immediate value to the contents of the Accumulator, 
plus the carry bit, if it was set. The result is put back in the 
Accumulator. ADC works for both binary and BCD modes. 

FLAGS & REGISTERS AFFECTED: 

D Z C 

ADDRESSING MODES AVAILABLE: 

COMMON HEX 
MODE SYNTAX CODING 

Absolute ADC $FFff 6D ff FF 
Zero Page ADC $FF 65 FF 
Immediate ADC #$FF 69 H 
Absolute,X ADC $FFff,X 7D ff FF 
Absolute,Y ADC $FFff,Y 79 ff FF 
Undirect,X) ADC !$FF~X) 61 FF 
(Indirect), Y ADC ($FF),Y 71 FF 
Zero Page,X ADC $FF,X 75 FF 

USES: Peculiarly enough, ADC is most often used to add numbers 
together. Here are some common examples: 

I. Adding a constant to a register or memory location: 

ClC 
LOA 
ADC 
STA 

MEM 
#$80 
MEM 

(MEM = MEM + #$80) 

II. Adding a constant (such as an offset) to a two-byte memory 
point!:'r: 

CLC 
LOA 
ADC 
STA 

MEM 
#$80 
MEM 

---------,---------·----~----- -----
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LDA MEM+l 
ADC #$00 
STA MEM +1 

(l\HM,MEM + 1 == MEM,MEM + 1 + #$80) 

I !I. Adding two (2) two-byte values together: 

CLC 
LDA MEM 
ADC MEM2 
STA MEM 
LDA MEM+l 
ADC MEM2+ l 
STA MEM+l 

(MEM,MEM+l = MEM,MEM+l + MEM2,MEM2+1) 
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AND: Logical AND 

DESCRIPTION: This instruction takes each bit of the Accumu
lator and performs a logical AND with each corresponding bit of 
the specified memory location or immediate value. The result 
is put back in the Accumulator. The memory location specified 
is unaffected. (See ORA also.) 

A.l\JD means that if /lot/1 bits are one then the result will be 
one, otherwise the result will be zero. 

The truth table used is: 

Example: 
Accumulator: 

0 0 0 Memory: 

0 Result: 

FLAGS & REGISTERS AFFECTED: 

N v 8 D z c 

ADDRESSING MODES AVAILABLE: 

COMMO!'; 
MODE SYNTAX 

Absolute AND SFFff 
Zero Page AND $FF 
Immediate AND #$FF 
Absolute,X AND $FFff,X 
Absolute,Y AND Sffff,Y 
(lndirect,X) AND ($FF,Xl 
(I ndirec!), Y AND ($FF),Y 
Zero Page,X AND SFF,X 

0 0 1 I 0 0 l 1 
01010101 

0 0 0 1 0 0 0 1 

Acr X Y Me-m 

Fl_lJ~ 

HEX 
CODING 

20 ff Fl' 
25 FF 
29 FF 
3D ff FF 
39 ff FF 
21 FF 
31 ff 
35 rr 

USES: A~D is used primarily as a mask, that is, to let only certain 
bit patterns through a section of a program. The mask is created 
by putting ones in each bit position where data is to be aiioW{'cl 
through, and zeros where data is to be suppressed. For example, 
it is frequently desirable to mask out the high-order bit of ASC!l 

data, such as would come from the kevboard or anothET input 
device (such as a disk file). The routine shmvn assures that !10 
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matter what value is gotten from DEVICE, the high-order bit of 
the value put in MEM will always be clear: 

Routine Sample input: 
LDA DEVICE Accumulator: 01010111 11010111 
AND #7F; 301111111 #$7F 01111111 01111111 ---
STA MEM 

Result: 01010111 01010111 

AND is also used when you know the high bit will be set and 
you want it cleared. This is the case when getting ASCH characters 
from the keyboard. A common routine to get a character from 
the keyboard is: 

WATCH LDA KYBD $COOO 
BPL WATCH AGAIN IF < #$80 
BIT STROBE CLEAR STROBE: $C010 
AND #$7F CLR HIGH BIT 
STA MEM 

Another way of looking at this same effect is to say that AND 
can be used to force a zero in any desired position in a byte's bit 
pattern. (See ORA to force ones). A zero is put in the mask value 
at the positions to be forced to zero, and all remaining positions 
are set to one. Whenever a data byte is ANDed with this mask, 
a zero will be forced at each position marked with a zero in the 
mask, while all other positions will be unaffected, remaining 
zeros or ones, as in their original condition. 

There are also at least two other rather obscure uses for the 
AND instruction. The first of these is to do the equivalent of a 
MOD function, involving a piece of data and a power of two. 
You'll recall that the MOD function produces the remainder of a 
division operation. For example: 12 MOD 4 = 0 ; 14 MOD 4 = 2; 
18 MOD 4 = 2; 17 MOD 2 = l; etc. 

The general formula is: Acc. MOD r = RESULr 
The actual operation is carried out by using a value of 

(2n -- 1) as the mask value. The theory of operation is that only 
the last n bits of the data byte are let through, thus producing 
the result corresponding to a MOD function. 

Example: 

LDA MEM 
AND 
STA 

#$07 
MEM 

300000111 = 2' - 1 
MEM = MEM MOD 8 
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This technique provides one of several ways of tei>ting for 
the odd/even attribute of a number: 

LOA 
AND 
BEQ 

MEM 
#$01 
EVEN 

BNE ODD 

%00000001 = 21 
- 1 

The result of the AND of any number and #$01 will always 
be either 0 or 1 depending on whether the number was odd or 
even. 

The third application is in determining if a given bit pattern 
is present among the other data in a number. For example, to 
test if bits 0, 3 and 7 are on: 

LOA 
AND 
CMP 
BEQ 
BNE 

MEM 
#$89 
#$89 
MATCH 
NO MATCH 

%10001001 

The general technique is to first AND the data against the 
value for the byte with just the desired bits set to one (all others 
zero), and then immediately do a CMP to the same value. If all 
the specified bits match, a BEQ will succeed. 

NOTE: BIT (described later) can be used to test for one or 
more matches, but the AND technique described here confirms 
that all the bits of interest match. 
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ASL: Arithmetic Shift Left 

DESCRIPTION: This instruction moves each bit of the Accu
mulator or specified memory location one position to the left. 
A zero is forced at the bit 0 position, and bit 7 (the high-order 
bit) falls into the carry. The result is left in the Accumulator or 
memory location. 

(See also I<OL; also ISR and ROR.) 

FLAGS & REGISTERS AFFECTED: 

N V B D z c Ace X Y Mem 

ADDRESSING MODES AVAILABLE: 

COMMON HEX 
MODE SYNTAX CODING 

Accumulator ASL OA 
Absolute ASL $FFff OE ff FF 
Zero Page ASL $FF 06 FF 
Absolute,X ASL $FFff lE ff FF 
Zero Page,X ASL $FF,X 16 FF 

USES: The most common use of ASL is for multiplying by a power 
of hvo. You are already familiar with the effect in base ten: 
123 * 10 = 1230 (shift left). For example: 

LOA MEM 
ASL TIMES 2 
ASL TIMES 2 AGAIN 
STA MEM MEM = MEM * 4 (4 = 2

1
) 

The other use is to check a given bit position by conditioning 
the carry flag. For example, to check bit 4, this would look like: 

LOA 
ASL 
ASL 
ASL 
ASL 
BCS 

MEM 

SET 
BIT 4 NOW IN CARRY 

BCC NOTS ET 
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NOTE: This technique destroys the Accumulator in the 
process of checking the bit. AND or BIT instructions are generally 
preferred instead of this technique. 

If testing bits 0-3, LSI~ or ROR may be more appropriate (fewer 
shifts needed). ROL can also be used instead of ASL depending 
on whether or not the data is to be oreserved. 
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BCC: Branch Carry Clear 

DESCRIPTION: Executes a branch if the carry flag is dear. 
Ignored if carry is set. Many assemblers have an equivalent 
pseudo-op called BlT (Branch Less Than, not to be confused with 
the sandwich), since BCC is often used immediately following a 

'"'' compnrison to see if the Accumulator held a value less than the 
specified value. 

FLAGS & REGISTERS AFFECTED: 

N V B D z c 

ADDRESSING MODES AVAILABLE: 

MODE 

Relative Only 

COMMON 
SYNTAX 

BCC ADDRESS 

ACI:: x Y Idem 

I I I I 

HEX 
CODING 

60 FF 

NOTE: The carry flag, upon which this depends, is conditioned 
by: ADC, ASL CLC CMP, CPX. CPY, LSR, PLC ROL, RT!, SBC and SEC. 

USES: As mentioned, BCC is used to detect when the Accumu
lator is less than a specified value. The usual appearance of the 
code is listed below. Note that in a two-byte comparison the 
high-order bytes are checked first. 

One- Byte Comparison: 
ENTRY LDA .MEM 

CMP MEM2 
BCC LESS 
BCS EQ/GRTR 

(Goes to LESS if MEM MEM2) 

lwo-Byte Comparison: 
ENTRY----r~-MEM+l 

CMP 
HCC 
BEQ 
BCS 

MEM2+1 
LESS 
CHK2 
GRTR 

MEM+l 
MEM+1 
MEM+1 

Appendix B 
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CHK2 LDA MEM 
CMP MEM2 
BCC LESS MEM MEM2 
BCS EQ/GRTR MEM "' MEM2 

(Goes to tESS only i.f MEM,MEM + l < MEM2,MEM2 + ll 
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BCS: Branch Carry Set 

DESCRIPTION: Executes the brunch only if the carry flag is set. 
Sonw ilS5emblers support the pseudo-tip BCT (for Branch Creatl'r 
Than), sinet' this command is used to test for the Accumulatur 
equal to or greater than the spl'Cified valtH:. 

FLAGS & REGISTERS AFFECTED: 

\' 

ADDRESSING MODES AVAILABLE: 

MODE 

Relative Only 

COMMON 
SYNTAX 

BCS ADDRESS 

HEX 
CODING 

BO FF 

NOTE: The carry flag, upon which this depends, is conditioned 
by· ADC ;\SL, CLC CME CP\, U'Y. JSR, PU'. ROL, RTL ':iBC. and SEC. 

USES: Used to detect Acrnmulator equal to or greater than a 
specified value. Can be combined with BIQ to detect a greater 
than relationship. Note that in the twp-byte comparison, the 
high-order bytes are checked first. 

One-Byte Comparison: 
ENTRY-- I.DA MEM 

CMP MEM2 
BCC I ESS 
BEQ EQlJAL 
BCS GREATER 

(Goes to GREATER if MEM · MEM2, or EQUAL if MEM :.:: MEI\12) 

Two-Byte Comparison: 
ENTRY- LDA--··MEM + l 

CMI' ME'\-f2+ 1 
BCC LESS MEM+l MEM2+1 
BEQ CHK2 !\1EM+1 ?vlEM2+1 
BCS GRTR MEM+l MEM2+1 

CHK2 lDA MEM 
CMP MEM2 
IKC LESS MEM MEM2 
BEQ EQUAL MEM MEM2 
BCS GREATER MEM > MEM2 

.. ,-------~--~~----' 
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(Goes to GREATER only if MEM,MEM + 1 > MEM2,MEM2 + l, or to EQUAL 
if MEM,MEM+l = MEM2,MEM2+1) 
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BEQ: Branch if EQual 

DESCRIPTION: Executes a brnnch if the Z-flag (zero flag) is set, 

indicating that the result of a previous operation was zero. See 
Bes to see how a comparison for Accumulator equal to value is 

done. 

FLAGS & REGISTERS AFFECTED: 

N v B D z c 

ADDRESSING MODES AVAILABLE: 

MODE 

Relative Only 

COMMON 
SYNTAX 

BEQ ADDRESS 

Ace X 

HEX 
CODING 

FO Ff 

\' Mem 

NOTE: The zero flag, upon which this depends, is conditioned 
by: ADC AND, ASL, BIT CM!~ CPY, CPX, DEC DIX DEY, EOR.. !NC, lNX, 

!NY, LDA, LDX, LDY LSR, ORA, PLA, PLC ROL, RTS, SBC TAX, T1W, TXA, 

and TYA. 

USES: In addition to being used in conjunction \·vith compare 
operations, BEQ is used to test for whether the result o{ a variety 
of other operations has resulted in a value of zero. The common 
classes of these operations are increment/decrement, logical 
operators, shifts, and register loads. Even easier to n:'member 
if' the general principle that whenever you've done something 
that results in zero, chances are good the Z·-flag has bet:'n set. 
Likewise, any non-zero result of an operation is likely to clear 
the Z-flag One of the most common instances is when checking 
an input string for a zero, usually used as a delimiter: 

Example: 

ENTRY 

WORK 

DONE 

LOA 
BEQ 
t .. J 
JMP 
RTS 

DEVICE 
DONE; DATA=O 

ENTRY 
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BIT: Compare Accumulator BITs with contents of memory 

DESCRIPTION: Performs a logical AND on the bits of the Accu
mulator and the contents of the memory location. The opposite 
of the result is stored in the Z-flag. What this means is that if 
any bits set in the Accumulator happen to match any set in the 
value specified, the Z-flag will be cleared. If no match is found, 
it will be set. BM· is used to detect a match, BEQ detects a no 
match condition. 

Fully understanding the function and various applications of 
this instruction is a sign of having arrived as a machine language 
programmer, and suggests you are probably the hit of parties, 
thrilling your friends by doing hex arithmetic in your head and 
reciting ASCH codes on command. 

FLAGS & REGISTERS AFFECTED: 

N v B D z c A« x y Mem 

~-1 
I m61 I I• I 

ADDRESSING MODES AVAILABLE: 

COMMON HEX 
MODE SYNTAX CODING 

Absolute BIT $Ffff 2C ff FF 
Zero Page BIT $FF 24 FF 

*Note absence of the immediate mode as an option! 

USES: BIT provides a means of testing whether or not a given 
bit is on in a byte of data. IMPORTANT: BIT will only indicate 
that at least one of the bits in question match. It does not indicate 
how many actually do match. See the AND instruction on how 
to do a check for all matching. 

The test mask can either be held in the Accumulator (if testing 
a memory location), or in a memory location (when testing the 
Accumulator). The mask is created by setting ones in the bit 
positions you are interested in, and leaving all remaining posi
tions set to zero. 

Examples: 
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l. Showing the results of the BIT operation: 

Ace 
Mem: 

1 0 0 1 1 0 1 1 
01010101 Z-flag effect: 

Result: 0 0 0 1 0 0 0 1 1 - > (opposite) -> o BNEworks 

STATUS REGISTER: 

p 

0 

II. 

Ace: 1 0 0 1 1 () 1 1 

Mem: 
Result: 

0 1 0 0 0 1 0 0 
00000000-0 

STATUS REGISTER: 

ll 

0 

III. Sample routines. 

lest Acc. for bit 4 on 

ENTRY LDA #$1(1 
STA MEM 
LDA DEVICE 
BIT MEM 
BNE MATCH 
BEQ NOMATCH 

Test memory for bit 4 on 

ENTRY LDA #$10 
BIT MEM 
BNE MATCH 
BEQ NOMATCH 

I 

(opposite)-> I 

1 

%00010000 

rlic00010000 

BEQ not taken 

Z-flag effect: 
BEQ w(lrks. 
BNE not taken 

BIT also sets the N and V-flags, and thus provides a very fast 
way of testing bits 6 and 7. Since bit 7 is the high-order bit and 
is frequently used to indicate certain conditions, this can be quite 
handy. Here is an example on how to watch for a keypress: 
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LOOP BIT KYBD $COOO 
UPL LOOP VAL 121! = NOT PRESS 
BIT STROBE $COH1 

DONE RTS 

Note that in this example, no data is actually retriev12d from 
the keyboard. Only a wait is done until the keypress. Thl' l:HT 

STROBI· skp in the example also provides an illustration of a 
second application of BIT, which is tn access a hardware location 
(often called a softswilclz) without damaging thl' contents of the 
Accumulator. 
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BMI: Branch on Minus 

DESCJ\IPTJON: Exccules branch only if N-flag (sign flag) is .;,i:t 

N-flag is set by any operation pwducing a result m the r::rngt:· 
580 lo $FF (i.e hi~~h bit set). 

FLAGS & REGISTERS AFFECTED: 

N V B n z ( 

ADDRESSING MODES AVAILABLE: 

MODE 

Relative Only 

COMMON 
SYNTAX 

BMI ADDRESS 

Ace X Me-m JT--r·----r----1 
L ____ __t__ _____ l_ ________ _L ___ J 

HEX 
COOT NG 

30 

NOTE: The zero flag, upon which this depends, is conditi\l!Wd 
by: ADC. AND, ASL Bil: (\,ff; <TY CPX, DH·, DEX, DEY EUR !";(. JNX, 

!NY, IDA. LDX LDY LSR, UR1\. l'l.A, Pl.I; ROL, TAX. TAY rxc,. TX.\. anu 
IYJ\. 

USES: HM! is most commonly used to detect negali\·e numbers 
when signed binary math is used, but is also equally common 
in testing for a high bit set, such as in watching the kevboMd 
for a keypress. (See ll!T also.) For example: 

LOOP LDA 
BMI 
BPL 

KYBD 
PRESS 
LOOP 

DATA 
DATA 

$7F 

$80 

BM! is also useful for terminating a loop that you want to 
reach zero, and where the loop \'\'ill otherwise stay out of the 
$80 to $FF range: 

ENTRY LDX $20 TO LOOP 33 TIMES 

LOOP DEX 
BMI DONE WHEN X $FF 

BPL LOOP WHILE X > $FF 

DONE RTS 
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BNE: Branch Not Equal 

DESCRfPTION: Executes the branch if the Z-flag (zero flag) is 
dear, that is to say, if the result of an operation was a non-zero 
value. 

FLAGS & REGISTERS AFFECTED: 

:-< v ll n / c Ao: ' l\1('m 

ADDRESSING MODES AVAILABLE: 

COMMON HEX 
MODE SYNTAX CODING 

Relative Only BNE ADDRESS DO FF 

NOTE: The zero flag, upon which this depends, is conditioned 
by: ADC. AND, ASL, BIT, CMe CPY, Cl'X, DEC DFX, DEY, FOR, l'\JC. Il'\X, 

l'\JY, LDA. LDX, I DY, !SR, ORA, PLA. PLC ROL. RIS, SBC. TAX. lAY. TXA. 

and TYA. 

USES: Often used in loops to branch until the counter reaches 
zero. Also used in data input loops to verify the non-zero nature 
of the last byte in, as when checking for the end of data delimiter. 

I. Simple loop 

ENTRY 
LOOP 

LDX 
DEX 
BNE 

DONE RTS 

II. Data input routine 

ENTRY l.DA 
BNE 

DONE RTS 

#$20 

LOOP 

DEVICE 
CONTINUE 

WILL COUNT 32 TIMES 

'TIU X = 0 

III. As used in a two·byte increment routine 

F.NTRY 

188 

LOA 
ADC 
STA 

MEM 
#$01 
MEM 
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BNE DONE UNLESS MEM ::: 0 
LDA MEM+l 
ADC #$00 MEM+1 = MEM+1 + 1 

~-.~: STA MEM+l 
DONE RTS 
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BPL: Branch on Plus 

DESCRIPTION: Executes branch only if N-flag (sign flag) is clear, 
as would be the case when the result uf an operation is in the 
range of $00 to $7F (high bit clear). See also BML 

FLAGS & REGISTERS AFFECTED: 

r.. y B D l ,'\(,"( x y \fom 

ADDRESSING MODES AVAILABLE: 

COMMON HEX 
MOOE SYNTAX CODlNG 

Relative Only BPL ADDRESS 10 FF 

NOTE: The sign flag, upon which this depends, is conditioned 
by: ADC, i\ND. /\SL, Bn; CMP, Cl'Y, CPX, DEC, DEX, DEY EOR, l~~C, INX. 

JNY, LD/\, LDX, LDY, LSR, ORA., !'LA, PL!~ R\JL, TAX, TAY, TXS, TXA, and 
TYA. 

USES: BF!. is an easy way of staying in a loop until the high bit 
is set. It is also used in general to detect the status of the high 
bit. Here's our familiar keypress check using BPL: 

ENTRY LOA KYBD $COOO 
BPL ENTRY LOOP UNTIL DATA $7F 
BIT STROBE CLR $C010 
STA MEM SAVE VALUE 

DONE RTS 

Also used for short loops that you want to reach zero: 

ENTRY 
LOOP 

DONE 

190 

tDX 
DEX 
BPL 
RTS 

#$20 

LOOP 

WILL LOOP 33 Tll\1ES 
x = x 1 

UNTIL X =$FF 
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BRK: BReaK (software interrupt) 

DESCRIPTION: When a BRK is encountered in a program, pro
gram execution halts, and the user generally sees something like 
the following: 

0302- A=AO X=OO Y=Ol P=36 S=E7 

What actually happens is that the program counter, plus two, 
is saved on the stack, immediately followed by the Status Reg
ister, in which the RRK bit has been set. The processor then jumps 
to the address at $FFFE,FFFE On the Apple, this is a vector at 
$3F0,3Fl which points to the BRK handler routine which pro
duces the results mentioned above. 

FLAGS & REGISTERS AFFECTED: 

B D /, c 

ADDRESSING MODES AVAILABLE: 

MODE 

Implied Only 

COMMON 
SYNTAX 

BRK 

An: X 

HEX 
CODING 

00 

Y Mem 

USES: BRK can be very useful in debugging machine language 
programs. A BRK is simply inserted into the code at stategic 
points in the routine. When the program comes to a screeching 
halt, one can examine the status of various memory locations 
and registers to see if everything is as you think it shuuld be. 
This process can be formalized, and hence considerably improved 
on, by using a software utility called a debugger, which allows 
you to step through a program one instruction at a time. Munch
A-Bug, along with others, provides this option. On Integer 
Apples, a primitive Step and Trace function is provided as part 
of the Monitor. 
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BVC: Branch on oVerflow Clear 

DESCRIPTION: Executes a branch only if the V-flag (overflow 
flag) is clear. The overflow flag is cleared whenever the result 
of an operation did not entail the carry of a bit from position 
6 to position 7. The overflow flag can also be cleared with a CLV 

command. 

FLAGS & REGISTERS AFFECTED: 

N \' B [) z c 

ADDRESSING MODES AVAILABLE: 

MODE 

Relative Only 

COMMON 
SYNTAX 

BVC ADDRESS 

An X 

HEX 
CODING 

50 FF 

Y M<'m 

NOTE: The overflow flag, upon which this depends, is condi
tioned by: ADC, BIT CLV, PU; RT!, and SBC. 

USES: BVC is used primarily in detecting a possible overflow 
from the data portion of the byte into the sign bit, when using 
signed binary numbers. For example: 

ENTRY CLC 
LDA #$64 %01100100 = + 100 
AOC #$40 %01000000 = + 64 
BVC STORE NOT TAKEN HERE 

ERR RTS RESULT= +164 = 
%10100100 $7F 

STORE STA MEM 

1wc can also be used as a forced branch when writing relo
catable code. The advantage is that the carry remains unaffected, 
thus allowing it to be tested later in the conventional manner. 
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CLV 
BVC LABEL 

CLEAR V FLAG 
(ALWAYS) 
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BVS: Branch oVerflow Set 

DESCRIPTlON: Executes the branch only when the \/-flag 

(overflow flag) is set. The overflow flag is set only vdwn the 

result of an operation causes a carry of a bit from position 6 to 

position 7. Note that there is not a command to specifically set 

the overflow flag (as would correspond to a SFC command for 
the carry). 

FLAGS & REGISTERS AFFECTED: 

{J l c 

ADDRESSING MODES AVAILABLE: 

MODE 

Relative Only 

COMMON 
SYNTAX 

BYS ADDRESS 

HEX 
COOING 

70 FF 

NOTE: The overflow flag. upon which this depends, is condi
tioned by: ADC, BII; CLV PLC Kil, and SBC. 

USES: svs is used primarily in detecting a possible overflow from 

the data portion of the byte into the sign bit, when using signed 

binary numbers. For example: 

ENTRY 

STORE 
DONE 
ERR 

Cl.C 
LOA 
ADC 
BYS 

STA 
RTS 
JSR RELL 

--------

#$64 
#$40 
ERR 

MEM 

'7'01100100 +100 
%0HJOOOOO + 64 
RESULT= +164 = 
% 10100100 > $7F 

ALERT TO OVERFLOW 
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CtC: Clear Carry 

DESCRIPTION: Clears the carry bit of the status register. 

HAGS & REGISTERS AFFECTED: 

D /. 

ADDRESSING MODES AVAILABLE: 

MODE 

Implied Only 

COMMON 
SYNTAX 

CLC 

HEX 
CODING 

18 

USES: ere is usually required before the first ADC instruction of 
an addition operation, to make sure the carry hasn't inadver
tently been sd somewhere else in the program, and thus incor
rectiv added to the values used in the routine itself. A CLC can 
also be used to force a brnnch when writing relocatable code, 
..,uch as: 
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CLC 
BCC LABEL (ALWAYS) 
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CLO: Clear Decimal Mode 

DESCRIPTION: cw is used to enter the binary mode (which the 
Applt• is usually in by default), so as to properly use the ADC 

and SBC instructions. (See SED for setting decimal mode.) 

FLAGS & REGISTERS AFFECTED: 

N \i B D z c 

ADDRESSING MODES AVAILABLE: 

MODE 

Implied Only 

COMMON 
SYNTAX 

CLO 

An: X 

HEX 
CODING 

08 

Y Mcm 

USES: The arithmetic mode of the 6502 is an important point to 
keep in mind when using the ADC and SBC instrudions. If you 
are in the wrong mode from what you might assume, rather 
unpredictable results can occur. See the SED instruction entry for 
more details on the other mode. 
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CLI: Clear Interrupt Mask 

DESCRIPTION: This instruction enables interrupts. 

FLAGS & REGISTERS AFFECTED: 

B D L C 

ADDRESSING MODES AVAILABLE: 

MODE 

Implied Only 

COMMON 
SYNTAX 

CLI 

HEX 
CODING 

58 

'Y Mem 

nnmli um nn t maol<"-' 

USES: cu tells the 6502 to recognize incoming ll<Q (Interrupt 
ReQuest) signals. The Apple's default is to have interrupts 
enabled, but after the first interrupt, all succeeding interrupts 
are disabled bv the 6502 until a cu is re-issued. As a matter of 
interest, timing dependent routines like the DOS R\\'TS (Read
Write Track Sector) routine disable interrupts while 011, nd then 
allow them again with the cu at exit. 
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CLV: Clear oVerflow Flag 

DESCRIPTION: This clears the overflow flag by setting the V 

bit of the Status Register to zero. 

FLAGS & REGISTERS AFFECTED: 

N V B D z c 

ADDRESSING MODES AVAILABLE 

MODE 

Implied Only 

COMMON 
SYNTAX 

CLV 

Ace X 

HEX 
CODING 

BS 

'\ Me-m 

USES: Because the overflow flag is, in fact, cleared by a non
overflow result of an ADC instruction, it is not usually necessary 
to clear the flag prior to an addition. It is, however, occassionally 
used as a relatively unobtrusive way of forcing a branch when 
writing relocatable code. 

This is done in a manner similar to the CLC, BCC or SEC, BCS 

pairs discussed in chapter fourteen. The general form is: 

CLV 
BVC ADDRESS 

This technique has the advantage of not affecting the carry 
flag, should the user want to test the carry after the forced break. 
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CMP: CoMPare to Accumulator 

DESCRIPTION: CMP compares the Accumulator to a specified 
value or memory location. The N (sign), Z (zero), and C (carry) 
flags are conditioned. A conditional branch is usually then done 
to determine whether the Accumulator was less than, equal to, 
or greater than the data. 

FLAGS & REGISTERS AFFECTED: 

N v D z ( Ace .x l Mem 

ceTT I I· I• I 
ADDRESSING MODES AVAILABLE 

COMMON HEX 
MODE SYNTAX CODING 

Absolute CMP $FFff CD ff l'F 
Zero Page CMP $FF cs FF 
Immediate CMP #$FF C9 FF 
Absolute,X CMP $FFff,X DD ff n· 
Absolute,Y CMP $FFff,Y D9 ff l'F 
(lndirect,X) CMP 1$I'F,X) Cl FF 
(Indirect), Y CMP 1$FF),Y D1 FF 
Zero Page,X CMP $FF,X D5 FF 

USES: C:MP is used to check the value of a byte against certain 
values such as would be done in loops, or in data processing 
routines. The routine typically decides whether the result is less 
than, equal to, or greater than a critical value. The usual pattern 
1s: 

BCC: Acc. 
BCS: Acc. 
BEQ, BCS: Acc. 

value 
value 
value 

See the section on BCC through IKS for specific examples. 

IMPORTANT: A C:MP #$00 should never be done. Consider this 
example: 

ENTRY LOY #$FF 
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LOOP DEY 
CPY 
BCS 

#$00 
LOOP 

BCC DONE 
DONE RTS 

(ALWAYS TAKEN!) 

Because SOJ through $FF is larger than zero, the branch will 
be taken while the Y-Register is in this range. Since $0 $0, 
when Y reaches zero, the branch will still be taken. Therefore, 
the example creates an endless loop which will never terminate. 

Similarlv, if a Bee is done first, it will never be taken, since 
there is no value le~~ than zero to trigger it. 
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CPX: ComPare data to the X-Register. 

DESCRIPTION: crx compares the contents of the X-Register 
against a specified value or memory location. See also CMP. 

FLAGS & REGISTERS AFFECTED: 

N V ll fl Z Y Mem 

l•I I I 1=1 l·I~ 
ADDRESSING MODES AVAILABLE: 

COMMON HEX 
MODE SYNTAX CODING 

Absolute CPX $FFff EC ff FF 
Zero Page CPX $FF E4 FF 
[mmediate CPX #$FF EO FF 

USES: CI'X is primarily used in loops which read data tables, 
with the X-Register being used as the offset in the Absolute,X 
addressing mode. The X-Register is usually loaded with zero, 
and then incremented until it reaches the length of the data 
stream to be read. For example: 

ENTRY 
LOOP 

DONE 
DATA 

LOY 
LOA 
JSR 
INX 
CPX 
BCC 
RTS 
ASC 

#$00 
DATA,X 
PRINT 

#$05 
LOOP 

"TEST!" 

For the same reasons discussed under CMP, a CI'X #$00 should 
not be used. See CM!' for details. 
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CPY: ComPare data to the Y-Register 

DESCRIPTlON: CPY compares the contents of the Y-Register 
against a specified value or memory location. See also CMF'. 

fLAGS & REGISTERS AFFECTED: 

D /. c Y Mrm 

• 
ADDRESSING MODES AVAILABLE: 

COMMON HEX 

MODE SYNTAX CODING 

Absolute CPY $FFH cc ff FF 
Zero Page CPY $ff C4 FF 

Immediate CPY #$FF co fl 

USES: The Y-Register is usually used when reading a stream of 
data from a zero page pointer. CPY alkn·vs for checking the current 
value of the Y-Register against a critical value. In this example, 
the YRegister is used to retrieve the first five bytes of an Apple
soft program line: 

t::NTRY 
LOOP 

DONE 

LDY 
LOA 
STA 
INY 
CPY 
BCC 
RTS 

#$00 
($67),Y PROG BEG+ Y 
1$06),Y TEMP STORAGE AREA 

LOOP LOOP FOR 5 BYTES 

For the same reasons discussed under CMP, a Cl'Y #$00 should 
not be used. See CMP for det<1ils. 
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DEC: DECrement a memory location 

DESCRIPTION: The contents of the specified memory location 
are decremented by one. If the original contents were equal to 
#$00, then the resu It will wrap around giving a result cf #$FE 

FLAGS & REGISTERS AFFECTED: 

" \' ll D l Acr x \1,..•m 

• • 
ADDRESSING MODES AVAILABLE: 

COMMON HEX 
MODE SYNTAX CODING 

Absolute DEC $FFff CE ff FF 
Zero l'age DEC $FF C6 FF 
Absoluk,X DEC $FFff,X DE ff FF 
Zero Page,X DEC $FF,X 06 FF 

USES: DEC is usually used when decrementing a one-byte mem
ory value (such as an offset), or a two··byte memory pointer. 
Here are the common examples: 

ENTRY 
DONE 

DEC 
RTS 

MEM 

Two _!!yte Pointer: 

ENTRY DEC MEM 
LDA MEM 
CMP #$FF 
BNE DONE 
DEC MEM+l 
DONE RTS 

. WRAP-AROUND? 
NO 
YES: DEC MEM + 1 

After the DEC operation, the N and/or Z-flags are often 
checked to see if the result was negative or a zero/non-zero value, 
respectively. 

The technique shown for the two-byte decrement operation 
is not necessarily the most efficient. See the SBC entry for an 
alternative method. 
--------------------·--------
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DEX: DEcrement the X-Register 

DESCRIPrION: The X-Register is decremented by one. When 
the original value was #$00, the result will wrap around to give 
a result of #$FF See also DEC 

FLAGS & REGISTERS AFFECTED: 

N V B D I Z 

l-;r I I r_r1··.~1 ~, 
ADDRESSING MODES AVAILABLE: 

MODE 

Implied Only: 

COMMON 
SYNTAX 

DEX 

•\C1._ X 

HEX 
CODING 

CA 

Y Mem 

USES: DEX is often used in reading a data block via indexed 
addressing, i.e. Absolute,X. Here is a simple example: 

ENTRY LOX #$05 
LOOP LOA DATA-1,X 

JSR PRINT 
DEX 
BNE LOOP 

DONE RTS 
DATA ASC "!TSET" 

NOTE: There are sewral points of interest in this example. 
BPsidt•s the general use of the X-Register in tlw indexed address
ing mode, rwtice that the loop runs /iack<rnrd . .; from #SOS to 
#$01. The loop is terminated \Nhen the X-Register reaches zero. 
Because tlw loop nrns from high memory down, the /\S<. I! string 
is put in memorv in reverse order, as evidenced in the listing. 
Also rwte that the base address of the loop is DM,\. L This allO\vs 
the use of the #$05 to #SOI values of tht• X-Register. 
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DEY: DEcrement the Y-Register 

DESCRIPTION: The Y-Register is decremented by one. When 
the original value was #$00, the result will wrap around to give 
a result of #$FF See also DEC. 

FLAGS & REGISTERS AFFECTED: 

N v [) l 

ADDRESSING MODES AVAILABLE: 

MODE 

Implied Only: 

COMMON 
SYNTAX 

DEY 

:\(( x 

HEX 
CODING 

88 

Mem 

USES: DEY is usually used when decrementing a reversf' scan of 
a data block, using a zero page pointer via indirect indexed 
addressing (such as LDA ($FF), Y). Reverse scans are often used 
because it's so easy to use a BEQ instruction to detect when you' re 
done. DEY is also used when making a counter for a small number 
of cycles. Here's a routine which outputs a variable number of 
carriage returns, as indicated by the contents of MFM. 

ENTRY 
LOOP 

DONE 

204 

LDY 
lDA 
JSR 
DEY 
BNE 
RTS 

MEM 
#$8D <.RETURN> 
COUT $FDED 

LOOP 'Till Y=O 
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EOR: Exclusive-OR with Accumulator 

DESCRIPTION: The contents of the Accumulator is Exclusivc
ORed with the specified data. The N (sign) and Z (zero) flags 
are also conditioned depending on the result. The result is put 

back in the Accumulator. The memory location (if specified) is 
unaffected. 

EOR means that if either bit, but not botlz, is one then the result 
will be one, otherwise the result will be zero. 

The truth table used is: 

,--~-~-;---~---, 

i i 0 1 i c-oi--o--, -;---: 
·---~---' __ ____, 
' l i 1 ~ 0 ' 
c ___ _J_------'-----

Example: 
Accumulator: 
Memmy: 

Result: 

FLAGS & REGISTERS AFFECTED: 

v 8 D z c 

C!I 
ADDRESSING MODES AVAILABLE: 

COMMON 
MODE SYNTAX 

Absolute EOR $FFff 
Zero Page EOR $FF 
Immediate EOR #$FF 
Absolute,X EOR $FFff,X 
Absolule,Y EOR $FFff,Y 
(lndirect,X) EOR ($FF,X) 
(lndirect),Y EOR ($FFl,Y 
Zero Page,X EOR $FF,X 

00110011 
01010101 

0 1 1 0 0 1 1 0 

A.cc X Y Mem 

HEX 
CODING 

4D ff FF 
45 FF 
49 FF 
SD ff FF 
59 ff FF 
41 FF 
51 FF 
55 FF 

USES: EOR has a wide variety of uses. (1) The most common is 
to encode data by doing an LOR with an arbitrary one-byte key. 
The data may then be decoded later by again doing an EOJ~ of 
each data byte wilh the same key again. 
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CODE 
LOOP 

DONE 
DATA 

DECODE 
LOOP 

DONE 

LOX 
LOA 
EOR 
STA 
DEX 
BNE 
RTS 
ASC 

tDX 
lDA 
EOR 
STA 
DEX 
BNE 
RTS 

#$05 
DATA1,X 
#$70 ARBITRARY "KEY" 
$300,X REWRITE TABLE 

LOOP 'TILL X = 0 

"TEST!" 

#$05 
$]00,X RETRIEVE CODED DATA 
#$70 
$380,X PUT IN NEW LOC. 

LOOP 

(2) Another application is to reverse a given bit of a data byte. 
The mask is created by.putting a one in the positions vvhich you 
wish to have reversed. A zero is put in all remaining positions. 
When the EOR with the mask is done, bits in the specified 
positions will rcucrse, i.e. ones \'V'ill become zeros, and vice versa. 
See the original example in this entry to this effect. 

(3) The N (sign) flag can be used to detect if botb memory and 
tbe Accumulator have bit 7 set: 

ENTRY LDA 
EOR 
BMI 
BPl 

MEM 
MEM2 
MATCH 
NOMATCH 

BOTH SET 
BOTH NOT SET 

(4) The Z (Zero) flag will be set if either the Accumulator or 
memory or both equal zero: 

ENTRY LOA 
EOR 
BEQ 
BNE 

MEM 
MEM2 
ZERO 
NOTZ 

MEM = 0 and/or MEM2 = 0 
NEITHER MEM NOR MEM2 = 0 

(5) EOR is also useful in producing the twos' complement of a 
number for use in signed binary arithmetic. 
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,~, ENTRY LDA #$34 %00110100 +52 

TO BE CVRTD TO -52 
EOR #$FF % 11111111 ::::: $FF 

RSLT %11001011 
, .. w CLC 

ADC #$01 RSLf RSLT + 1 
% 11001100 = $CC 

STA MEM STORE RSLT 
DONE RTS 

(Sa) And to convert signed negative numbers back: 

-
ENTRY LDA #$CC %11001100 :::: $CC = -52 

TO BE CVRTD BACK 
SEC 
SBC #$01 ACC = ACC -1 

%11001011 = $CB 
EOR #$FF REVERSE All BITS 

RSLT '7c00110100 = $34 = +52 
STA MEM STORE RESULT 

DONE RTS 
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INC: INcrernent Memory 

DESCRIPTION: The contents of a specified memory location are 
incremented by one. If the original value was #$FF, then incre
menting will result in a wrap around giving a result of #$00. The 
N (sign) and Z (zero) flags are conditioned depending on the 
result. 

FLAGS & REGISTERS AFFECTED: 

[) z c 

ADDRESSING MODES AVAILABLE: 

COMMON 
MODE SYNTAX 

Absolute INC $FFff 
Zero Page INC $FF 
Absolute,X INC $FFff,X 
Zero Page,X INC $FF,X 

Mem 
r-· -,...---,------r---1 

~--~-----~-----L!J 

Au: 

HEX 
CODING 

EE ff FF 
E6 FF 
FE ff FF 
F6 FF 

USES: INC is most often used for incrementing a one-byte value 
(such as an offset) or a two-byte pointer. Here are the most 
common forms: 

One-Byte Value 

ENTRY INC 
RTS 

Iwo-Byte Pointer 

ENTRY INC 
BNE 

MEM 

MEM 
DONE 

INC MEM+l 
DONF. RTS 

After the JNC operation, the N and/or Z-flags are often 
checked to see if the result was negative or a zero/non-zero value, 
respectively. 
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INX: INcrement the X-Register 

DESCRIPTION: The contents of the X-Register are incremented 
by one. If the original value was #$FF, then incrementing will 
result in a wrap around giving a result of #$00. The N (sign) and 
Z (zero) flags are conditioned depending on the result. 

FLAGS & REGISTERS AFFECTED: 

ADDRESSING MODES AVAILABLE: 

MODE 

Implied Only: 

COMMON 
SYNTAX 

INX 

HEX 
CODING 

E8 

USES: JNX is used in forward scanning loops which digest a DAI'A 

stream as shown here: 

ENTRY 
LOOP 

DONE 
DATA 

LOX 
LOA 
BEQ 
JSR 
JMP 
RTS 
ASC 
HEX 

#$00 
DATA,X 
DONE DELIMITER? 
COUT $FDED 
LOOP NEXT CHAR 

"TEST!" 
00 END OF DATA 

,..,. Note that in forward scanning loops, the base address can 
be DATA itself (See DEX for another situation). 

INX can also be used as a general purpose counter for mis
cellaneous routines: 

ENTRY LOX #$00 
LOA #$80 <RETURN> 

LOOP JSR COUT $FDED 
INX 
CPX #$05 
BCC LOOP 'Till x = 5 

DONE RTS PRINTS 5 CR'S 
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INY: INcrement the Y-Register 

DESCRIPTION: The contents of the Y-Register are incremented 
by one. If the original value was #$FF, then incrementing will 
result in a wrap around giving a result of #$00. The N (sign) and 
Z (zero) flags are conditioned depending on the result. 

FLAGS & REGISTERS AFFECTED: 

N V !! [) z c 

[•] I I ]-~-T I • 

ADDRESSING MODES AVAILABLE: 

MODE 

Implied Only: 

COMMON 
SYNTAX 

INY 

Ace X 

HEX 
CODING 

CB 

Mem 

USES: !NY is used in forward scanning loops which use the 
indirect indexed addressing mode (ie. LDA ($FF),Y). This is quite 
common in routines which process strings for certain characters, 
search routines, etc. Here is a routine which scans the input 
buffn for the first carriage return: 

ENTRY 

LOOP 

DONE 
FOUND 

210 

LDA 
STA 
LOA 
STA 
LDY 
LOA 
CMP 
BEQ 
INY 
BNE 
RTS 
STY 
BEQ 

#$00 
PTR 
#$02 
PTR PTR,PTR+l $200 
#$00 
(PTRJ,Y 
#$80 CHR =<CR>? 
FOU~D 

LOOP 'TILL Y = $00 AGAIN 

MEM 
DONE !ALWAYS! 
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JMP: JuMp to Address 

DESCRIPTION: Causes program execution to jump to the 
address specified. 

FLAGS & REGISTERS AFFECTED: 

N V B D l c Ace X Y Mern 

ADDRESSING MODES AVAILABLE: 

COMMON HEX 
MODE SYNTAX CODING 

Absolute JMP $FFff 4C ff FF 
Indirect JMP ($FFff) 6C ff FF 

NOTE: The 6502 has a well documented bug regarding the 
indirect jump. If the jump specified uses pointers which do not 
cross a page boundary (for example, $3C0,3Cl), then all will go 
as predicted. If, however, the pointers cross a boundary (such 
as $3FF,400), then the assumed bytes will not be used. Instead, 
the address data will be retrieved from locations $3FF and $300. 
That is to say that the high-order byte is not properly incre
mented within the 6502 so that both bytes are retrieved from the 
same page of memory. This should be taken into account if such 
a situation can possibly arise in your routine. 

USES: Besides the obvious application of the usual absolute 
addressed JMP instruction, the indirect JMP is used when creating 
vectored jumps. The Apples uses many such indirect jumps, the 
most notable of which are: 

ROUTINE LOC. LABEL VECTOR LOC. FUNCTION 

IRQ+9: $FA49 IRQLOC $3FE,3FF Interrupt Vector 
BRK+$A: $FA56 BRKV $3F0,3Fl Break Vector 
RDKEY+F: $FD18 KSWL $38,39 Input Vector 
COUT: $FDED CSWL $36,37 Output Vector 

An indirect jump can also be used when writing relocatable 
code. lf the current location of the code can be determined, then 
an offset can be calculated and the vectors set up so that the JMP 

will be relative to the current location of the code. See chapter 
fourteen for more information on these techniques. 
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JSR: Jump to SubRoutine 

DESCRIPTION: The address of the instruction following the JSR 
is pushed onto the stack. The address following the JSR is then 
jumped to. When an HTS in the called subroutine is encountered, 
a return to the location on the stack (the one after the JSR) is 
done. This is analgous to a GOSUB in Basic. 

FLAGS & REGISTERS AFFECTED: 

N v Il [) z c Ace x y Mem 

ADDRESSING MODES AVAILABLE: 

COMMON HEX 
MODE SYNTAX CODING 

Absolute Only: JSR $FFff 20 ff FF 

USES: JSR is one of the most commonly used instructions, being 
used to call often needed subroutines. The disadvantage of the 
instruction is that if the JSRs reference addresses within the code 
(as opposed to routines external to the program, such as in the 
Monitor ROM), the code can only be executed at the location for 
which the code was originally assembled. 

Because the calling address is saved on the stack, a JSR to a 
known RTS can be done, and the data retrieved to determine 
where in memory the routine is currently being executed. 

See chapter fourteen for more details on both of these topics. 
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LDA: LoaD Accumulator 

DESCRIPTION: Loads the Accumulator with either a specified 
value, or the contents of the designated memory location. The 
N (sign) and Z (zero) flags are conditioned when a value with 
the high bit set is loaded, or when a zero value is loaded. 

FLAGS & REGISTERS AFFECTED: 

N v B D z c Ace x y Mem 

• • I• I I I 
ADDRESSING MODES AVAILABLE: 

COMMON HEX 
MODE SYNTAX CODING 

Absolute LOA $FFff AD ff FF 
Zero Page LOA $FF AS FF 
Immediate LOA #$FF A9 FF 
Absolute,X LOA $FFff,X BD ff FF 
Absolute,Y LOA $FFff,Y B9 ff FF 
(lndirect,X) LOA ($FF,X) Al FF 
(Indirect), Y LOA ($FF),Y Bl FF 
Zero Page,X LOA $FF,X BS FF 

USES: LOA is probably the most used of any instruction. The vast 
majority of operations center around the Accumulator, and this 
instruction is used to get data into this important register. 
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LOX: LoaD the X-Register 

DESCI\IPTION: Loads the X-Register with either a specified 
value, or the contents of the designated memory location. The 
N (sign) and Z (zero) flags are conditioned when a value with 
the high bit set is loaded, or when a zero value is loaded. 

FLAGS & REGISTERS AFFECTED: 

N v B D z c Ace x y Mem 

I• I I I • I I I I • D 
ADDRESSING MODES AVAILABLE: 

COMMON HEX 
MODE SYNTAX CODING 

Absolute LOX $FFff AE ff FF 
Zero Page LOX $FF A6 FF 
Immediate LOX #$FF A2 FF 
Absolute,Y LOX $FFFF,Y BE ff FF 
Zero Page,Y LOX $FF,Y 86 FF 

USES: This is the primary way in which data is placed into the ~,, 

X-Register. What more can I say? 
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LDY: LoaD the Y-Register 

DESCRIPTION: Loads the Y-Register with either a specified 
value, or the contents of the designated memory location. The 
N (sign) and Z (zero) flags are conditioned when a value with 
the high bit set is loaded, or when a zero value is loaded. 

FLAGS & REGISTERS AFFECTED: 

N V D Z C Ace X Y Mem 

[!] 1111 I• I I I I I• I I 
ADDRESSING MODES AVAILABLE: 

COMMON HEX 
MODE SYNTAX CODING 

Absolute LOY $FFff AC ff FF 
Zero Page LOY $FF A4 FF 
Immediate LOY #$FF AO FF 
Absolute,X LOY $FFFF,X BC ff FF 
Zero Page,X LOY $FF,X 84 FF 

USES: This is the primary way in which data is placed into the 
Y-Register. See LDX for additional comments. 
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LSR: Logical Shift Right 

DESCRIPTION: This instruction moves each bit of the Accu
mulator or memory location specified one position to the right. 
A zero is forced at the bit 7 position (the high-order bit), and bit 
0 falls into the carry. The result is left in the Accumulator or 
memory location. (See also ROR; also ASL and ROL). 

FLAGS & REGISTERS AFFECTED: 

N v B D l c An x y \1em 

I cir I I I I I • I !J l•l I~ 
ADDRESSING MODES AVAILABLE: 

COMMON HEX 
MODE SYNTAX CODING 

Accumulator LSR 4A 
Absolute LSR $FFff 4E ff FF 
Zero rage LSR $FF 46 FF 
Absolute,X LSR $FFff,X 5E ff FF 
Zero Page,X LSR $FF,X 56 FF 

USES: ASL provides an easy way of dividing by a power of two. 
The corresponding effect in decimal arithmetic is well known: 
123/10 12.3 (shift right). As an example: 

ENTRY LDA 
LSR 
LSR 
STA 

MEM 

MEM 

DIV BY 2 
DIV BY 2 AGAIN 
MEM MEM/4 

ASL also provides a fast way of detecting whether a number is 
odd or even: 

ENTRY LDA 
LSR 
BCS 
BCC 

MEM 

EVEN 
ODD 

Since bit 0 determines the odd/even nature of a number, this 
is easily transferred to the carry via the LSR, and then checked 
via the BCSIHCC instructions. 
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NOP: No OPeration 

DESCRIPTION: Does nothing for one instruction (two cycles). 
May remind you of some people you know. 

FLAGS & REGISTERS AFFECTED: (NONE) 

N V B D z c 

ADDRESSING MODES AVAILABLE: 

MODE 

Implied Only: 

COMMON 
SYNTAX 

NOP 

Aci: X Y Mem 

HEX 
CODING: 

EA 

USES: NOP is used primarily to disable portions of code written 
by other programmers that you have decided you can live with
out. A classic example of this is the placing of three NOPs at 
bytes $3B,3C and $30 on Track n, Sector n, of a standard oos 
3.3 diskette. By the strategic placement of these NOPs, a boot 
will not force a clear of the language card, thus avoiding the 
rather monotonous LOADING LANGUAGE CARD message on every 
boot. 

Additionally, NOPs may be used during debugging to disable 
certain steps, or to create certain timing periods. 
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ORA: Inclusive OR with the Accumulator 

DESCRIPTION: This instruction takes each bit of the Accumu
lator and performs a logical OR with each corresponding bit of 
the specified memory location or immediate value. The result 
is put back in the Accumulator. The memory location, if speci
fied, is unaffected. Conditions the N (sign) and Z (zero) flags 
depending on the result. (See ORA and AND also.) Inclusive OR 
means if either or both bits are one then the result is one. Only 
when both bits are zero is the result zero. The truth table used 
is: 

Example: 
Accumulator: 0 0 1 1 0 0 1 1 
Memory: 0 1 0 1 0 1 0 1 

Result: 0 1 1 1 0 1 1 1 

FLAGS & REGISTERS AFFECTED: 

N v B D z c Ac< x y Mern 

I• I ! I I I I• I I I• I I I~ 
ADDRESSING MODES AVAILABLE: 

COMMON HEX 
MODE SYNTAX CODING 

Absolute ORA $FFff OD ff I;F 
Zero Page ORA $FF 05 FF 
Immediate ORA #$FF 09 FF 
Absolute,X ORA $FFff,X ID ff ff 
Absolute,Y ORA $FFff,Y 19 ff IF 
(lndirect,X) ORA (SFF,X) 01 FF 
(Indirect), Y ORA ($FF),Y 11 FF 
Zero Page,X ORA $FF,X 15 FF 

USES: ORA is used primarily as a mask to force ones in specified 
bit positions. (See AND to force zeros.) To create the mask, a one 
is put in each bit position which is to be forced. All other posi
tions are set to zero. For example, here is a routine which will 
set the high bit on any ASCH data going out through COUT: 

ENTRY lDA DEVICE 
ORA #$80 %10000000 

SET HIGH BIT 
JSR COUT $fDED 
RTS 
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PHA: PusH Accumulator 

DESCRIPTION: This pushes the contents of the Accumulator 
onto the stack. The Accumulator and Status Register are unaf
fected. (See PLA also.) 

FLAGS & REGISTERS AFFECTED: (NONE) 

"' v B D z c 

ADDRESSING MODES AVAILABLE: 

MODE 

Implied Only: 

COMMON 
SYNTAX 

PHA 

Ace X 

HEX 
CODING 

48 

Y Mem 

USES: This is one of the most common ways of temporarily 
storing a byte or two. It is combined with PLA to retrieve the 
data. Generally speaking, each PHA must be matched by a PLA 
later in the routine. Otherwise the final RTS of your routine will 
deliver you, not back to the calling Basic program or immediate 
mode, but rather off in the weeds, as the saying goes. 

Here is an example of a simple store/retrieve operation: 

ENTRY LOA #$80 TEST VALUE 
PHA STORE IT 
LOA #$FF DESTROY ACC. 
PLA RETRIEVE VALUE 
STA MEM SAVE IT TO LOOK AT 

DONE RTS 

Another more obscure use of PHA is to set up an artificial JMP 
by executing an RTS for which a JSR was never done. Providing 
two PHAs have been done prior to the RTS, the pseudo-jump will 
be executed. See chapter fourteen for more details on this. 
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PHP: PusH Processor Status 

DESCRIPTION: This pushes the Status Register onto the stack 
for later retrieval. The Status Register itself is unchanged, and 
none of the registers are affected. 

FLAGS & REGISTERS AFFECTED: (NONE) 

N V B D z Ace X Y Mem 

ADDRESSING MODES AVAILABLE 

MOOE 

Implied Only: 

COMMON 
SYNTAX 

PHP 

HEX 
COOING 

08 

USES: PHP is done to preserve the Status Register for later testing 
for a specific condition. This is handy if you don't want to test 
a flag right then, but the next instruction would ruin what you 
want to test for. By putting the Status Register on the stack, and 
then later retrieving it, you can test things like the sign flag or 
carry when it's most convenient. 

ENTRY CLC CLR CARRY 
PHP SAVE REG 
SEC SET CARRY 
PLP RETRIEVE REG 
BCC DONE (ALWAYS!) 
BRK (NEVER) 

DONE RTS 

ENTRY LOA #$00 SET Z FLAG 
PHP SAVE REG 
LDA #$FF DESTROY 
PLP RETRIEVE 
BEQ DONE (ALWAYS!) 

BRK (NEVER) 
DONE RTS 

Like the PHA instruction, PHP should always be accompanied 
by an equal number of PLP instructions to keep the Apple happy. 
Remember: It's not nice to fool the stack! 
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PLA: Pull Accumulator 

DESCRIPTION: This is the converse of the PHA instruction. PLA 

retrieves one byte from the stack and places it in the Accumulator. 
This accordingly conditions the N (sign) and Z (zero) flags, just 
as though a LDA instruction had been done. 

FLAGS & REGISTERS AFFECTED: 

~ v B D z c 

• • 
ADDRESSING MODES AVAILABLE: 

MODE 

Implied Only: 

COMMON 
SYNTAX 

PLA 

Ace X Y Mern 

I• I I I I 

HEX 
CODING 

68 

USES: This is combined with PHA to retrieve data from the stack. 
See PHA for an example of this. 

Additionally, PLA can be used to cancel a current RTS, much 
like a POP in Applesoft Basic. To cancel the most recent RTS, two 
PLAS are required: 

ENTRY JSR LEVEL! 
RTS WOULD EXIT HERE NORMALLY 

LEVELl LDA #$00 ARBITRARY OPERATION 
PLA 
PLA 'POP' RTS 

EXIT RTS WILL EXIT ENTIRELY HERE 
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PLP: Pull Processor Status 

DESCRIPTION: This is used after a PHP to retrieve the Status 
Register data from the stack. The byte is put in the Status Register 
and all the flags are conditioned corresponding to the status of 
each bit in the byte placed there. The Accumulator and other 
registers are unaffected. (See PHP.) 

FLAGS & REGISTERS AFFECTED: 

N V B D Z C 

l•l•l•l•l•l•l•l•I 
ADDRESSING MODES AVAILABLE: 

MODE 

Implied Only: 

COMMON 
SYNTAX 

PLP 

A.cc X 

HEX 
CODING 

28 

Y Mero 

USES: PLP is used much like the retrieve the Status Register after 
a PHP has stored the flags at an earlier time. The examples used 
for PHP are duplicated here for your convenience: 

ENTRY CLC CLR CARRY 
PHP SAVE REG 
SEC SET CARRY 
PLP RETRIEVE REG 
BCC DONE (ALWAYS!) 
BRK (NEVER) 

DONE RTS 

ENTRY LDA #$00 SET Z FLAG 
PHP SAVE REG 
LDA #$FF DESTROY 
PLP RETRIEVE 
BEQ DONE (ALWAYS!) 
BRK (NEVER) 

DONE RTS 

As with the PHAIPLA set, PLPS should always be matched with 
a corresponding number of PHP instructions, in a one·-to-one 
relationship. Failure to observe this requirement can result in 
some very strange results! 

222 ASSEMBLY LINES 

-

""" 

-

-' 
-
JI>," 



·---·--------------------------· 

ROL: ROtate Left 

DESCRIPTION: This instruction moves each bit of the Accu
mulator or specified memory location one position to the left. 
The carry bit is pushed into position 0, and is replaced by bit 
7 (the high-order bit). The N (sign) and Z (zero) flags are also 
conditioned depending on the result of the shift. (See ASL; also 
ROR and LSR.) 

FLAGS & REGISTERS AFFECTED: 

N V B D z c Ace X Y Mem 

81111 811~ 
ADDRESSING MODES AVAILABLE: 

COMMON HEX 
MODE SYNTAX CODING 

Accumulator ROL 2A 
Absolute ROL $FFff 2E ff FF 
Zero Page ROL $FF 26 FF 
Absolute,X ROL $FFff,X 3E ff FF 
Zero Page,X ROL $FF,X 36 FF 

USES: ROL can be used as one of the various methods to test for 
the high bit set. The disadvantage to testing for the high bit in 
this way is that the contents must then be restored with a cor
responding ROR instruction. 

ROL is more often used in combination with ASL in multiply 
and divide routines. 
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ROR: ROtate Right 

DESCRIPTION: This instruction moves each bit of the Accu
mulator or memory location specified one position to the right. 
The carry bit is pushed into position 7 (the high-order bit), and 
replaced by bit 0. The N (sign) and Z (zero) flags are also con
ditioned depending on the result of the shift. (See LSR; also ASL 

and ROL.) 

FLAGS & REGISTERS AFFECTED: 

N V 6 D z c A.cc X '( Mem 

• • • BIG 
ADDRESSING MODES AVAILABLE: 

COMMON HEX 
MODE SYNTAX CODING 

Accumulator ROR 6A 
Absolute ROR $FFff 6E ff FF 
Zero Page ROR $FF 66 FF 
Absolute,X ROR $FFff,X 7E ff FF 
Zero Page,X ROR $FF,X 76 FF 

USES: ROR provides an alternate way of testing for the odd/even 
nature of a number. The carry is tested after the shift to detect 
whether the number was odd or even. 

ROR finds greater use when combined with the shift opera
tions in creating multiply and divide routines. 
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RTI: ReTurn from Interrupt 

DESCRIPTION: This restores both the program counter and the 
Status Register in preparation to resuming the routine being 
executed at the time of the interrupt. All flags of the Status 
Register are reset to the original values. 

FLAGS & REGISTERS AFFECTED: 

N V 8 D z c 

•I•••• •l•l•I 
ADDRESSING MODES AVAILABLE: 

MODE 

Implied Only: 

COMMON 
SYNTAX 

RTI 

Ace X Y Mem 

I I I I I 

HEX 
CODING 

40 

USES: RTI is used in much the same way that an RTS would be 
used in returning from a JSR. After an interrupt has been handled 
and the background operation performed, the return is done via 
the RTI command. Usually the user will want to restore the 
Accumulator, the X-Register and the Y-Register prior to return
ing. 
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RTS: ReTurn from Subroutine 

DESCRIPTION: This restores the program counter to the address 
stored on the stack, usually the address of the next instruction 
after the JSR that called the routine. Analogous to a RETURN to 
a cosuB in Basic. (See JSR also.) 

FLAGS & REGISTERS AFFECTED: 

N v B D z c Ace X )' Mem 

I I I I I ~' !'-------'-----'[] 
ADDRESSING MODES AVAILABLE: ~ 

COMMON HEX 
MODE SYNTAX CODING 

Implied Only: RTS 60 

USES: RTS is, surprisingly enough, most often used to return 
from subroutines. It can on occasion be used to simulate a JMP 
instruction, by using two PHA instructions to put a false return 
address on the stack, and then executing the RTS. See the section 
on PHA, and also chapter fourteen for more details. 

An RTS can be POPed one level by the execution of two PLA 
instructions. 
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SBC: SuBtract with Carry 

DESCRIPTION: Subtracts the contents of the memory location 
or a specified value from the Accumulator. The opposite of the 
carry is also subtracted, and in this instance, the carry is called 
a borrow. The N (sign), V (overflow), Z (zero), and C (carry) 
flags are all conditioned by this operation, and are often used 
to detect the nature of the result of the subtraction. The result 
of the subtraction is put back in the Accumulator. The memory 
location, if specified, is unchanged. SBC works for both the binary 
and BCD arithmetic modes. 

IMPORTANT: A SEC should always be done prior to the first SBC 

operation. This is equivalent to clearing the borrow. This is anal
ogous to the CLC done prior to an ADC instruction. 

FLAGS & REGISTERS AFFECTED: 

N V B D z c Ace X Y Mem 

I• I I I I 
ADDRESSING MODES AVAILABLE: 

COMMON HEX 
MODE SYNTAX CODING 

Absolute SBC $FFff ED ff FF 
Zero Page SBC $FF ES FF 
Immediate SBC #$FF E9 FF 
Absolute,X SBC $FFff,X FD ff FF 
Absolute,Y SBC $FFff,Y F9 ff FF 
(lndirect,X) SBC ($FF,X) El FF 
(Indirect), Y SBC ($FF),Y Fl FF 
Zero Page,X SBC $FF,X F5 FF 

USES: SBC is used most often for either 1) subtracting a constant 
or memory value from a one-byte memory location, or 2) sub
tracting a constant or memory value from a two-byte memory 
location. 
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One-Byte Subtraction 

ENTRY SEC 
LOA 
SBC 
STA 

DONE RTS 

MEM 
#$80 
MEM 

(MEM = MEM - #$80) 

Two-By~_i: Subtraction 

ENTRY SEC 
LOA MEM 
SBC #$80 
STA MEM 
LOA MEM+l 
SBC #$00 
STA MEM+l 

DONE RTS 

(MEM,MEM + 1 = MEM,MEM + 1 - #$80) 
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SEC: SEt Carry 

DESCRIPTION: This sets the carry flag of the Status Register. 

FLAGS & REGISTERS AFFECTED: 

N V II D z c 

ADDRESSING MODES AVAILABLE: 

MODE 

Implied Only: 

COMMON 
SYNTAX 

SEC 

Aa X 

HEX 
CODING 

38 

Mem 

USES: SEC is usually used just prior to a SBC operation. The carry 
is occasionally used though to indicate error (or other) condi
tions, as is done by RWTS (Read-Write Track Sector) in DOS. In 
these instances SEC is used to set the carry to indicate an error. 
This would be detected sometime later in program execution, 
after a return from RWTS has already been made. 

SEC is also sometimes used to force a branch. For example: 

SEC 
BCS ADDRESS (ALWAYS) 
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SEO: SEt Decimal Mode 

DESCRIPTION: SEO sets the 6502 to the Binary Coded Decimal 
(BCD) mode, in preparation for a ADC or SBC operation. 

FLAGS & REGISTERS AFFECTED: 

N V B D z c 

I I I I • 
ADDRESSING MODES AVAILABLE: 

MODE 

Implied Only: 

COMMON 
SYNTAX 

SED 

Ace X 

I I I 

HEX 
CODING 

F8 

Y Mem 

D 

USES: BCD math is used when a greater degree of precision is 
required. In this mode each four bits of a byte represent one 
digit of a base ten number. Although not discussed in the articles -
covered in this volume, here is a brief example of a BCD addition 
operation: 

ENTRY SED SET DEC MODE -CLC 
LDA #$25 % 00101001 = #25 
ADC #$18 %00011000 = #18 
STA MEM RSLT = 301000011 = #4.3 
CLO CLR DEC MODE 

DONE RTS 

._,., 
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SEI: SEt Interrupt Disable 

DESCRIPTION: SE! is used to disable the interrupt response to 
an IRQ (a maskable interrupt). This does not disable the response 
to a NMI (Non-Maskable Interrupt = 

FLAGS & REGISTERS AFFECTED: 

N V fl D Z C 

LI I I I l•l I I 
ADDRESSING MODES AVAILABLE: 

MODE 

Implied Only: 

COMMON 
SYNTAX 

SEI 

Ace X Y Mem 

HEX 
CODING 

78 

USES: SEI is automatically set whenever an interrupt occurs so 
that no further interrupts can disturb the system while it is going 
through the $FFFE,FFFF to $3FE,3FF vector path. The user is 
expected to use cu to re-enable interrupts upon entry to his 
own interrupt routine. DOS typically does a SEI/CLI operation 
upon entrance to and exit from RWTS so that interrupts do not 
interfere with the highly timing-dependent disk read/write rou
tines. 
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STA: STore Accumulator 

DESCRIPTION: Stores the contents of the Accumulator in the 
specified memory location. The contents of the Accumulator are 
not changed, nor are any of the Status Register flags. 

FLAGS & REGISTERS AFFECTED: (NONE) 

N V B [) z c Ace X Y Mem 

ADDRESSING MODES AVAILABLE: 

COMMON HEX 
MODE SYNTAX CODING 

Absolute STA $FFff 80 ff FF 
Zero Page STA $FF 85 FF 
Absolute,X STA $FFff,X 90 ff FF 
Absolute,Y STA $FFff,Y 99 ff FF 
(lndirect,X) STA ($FF,X) 81 FF 
(Indirect), Y STA ($FF),Y 91 FF 
Zero Page,X STA $FF,X 95 FF 

USES: STA is another highly used instruction, being used at the 
end of many operations to put the final result into a memory 
location. 

In generat the LDAISTA combination is used to transfer bytes from one 
location to another. 
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STX: STore the X-Register 

DESCRIPTION: STX stores the contents of the X-Register in the 
specified memory location. The X-Register is unchanged and 
none of the Status Register flags are affected. 

FLAGS & REGISTERS AFFECTED: (NONE) 

N v B D l c Ace x y Mem 

ADDRESSING MODES AVAILABLE: 

COMMON HEX 
MODE SYNTAX CODING 

Absolute STX $FFff 8E ff FF 
Zero Page STX $FF 86 FF 
Zero Page,Y STX $FF,Y 96 FF 

USES: It is occasionally useful to be able to store the contents 
of the X-Register for later reference. Another fairly common use 
of 5TX is in Applesoft's determination of string lengths. After 
getting data from the input buffer ($200-2FF) the length of the 
input string is held in the X-Register, and is saved to a string 
descriptor for later use. See chapter twelve for a listing of a simple 
INPUT routine. 
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STY: STore the Y-Register 

DESCRIPTION: STY stores the contents of the Y-Register in the 
specified memory location. The Y-Register is unchanged and 
none of the Status Register flags are affected. 

FLAGS & REGISTERS AFFECTED: (NONE) 

N v B D z ( Ace x 'I Mem 

I I I I I I I I 
ADDRESSING MODES AVAILABLE: 

COMMON HEX 
MODE SYNTAX CODING 

Absolute STY $FFff SC ff FF 
Zero Page STY $FF 84 FF 
Zero Page,X STY $FF,X 94 FF 

USES: STY is used to store the value of the Y-Register, usually -
from within string or data scanning loops. For example, here is 
a routine which returns the position of the first control character 
in a block of data: 

ENTRY 
LOOP 

FOUND 
DONE 
NXT 

NOTF 

234 

LDY 
LDA 
BEQ 
CMP 
BCS 
STY 
RTS 
INY 
BNE 
BEQ 
LOY 
BNE 

#$00 ZERO COUNTER 
DATA,Y GET CHARACTER 
NOTF CHR=O =END 
#$20 'SPC' 
NXT CHR > CTRI:S 
POS SAVE Y·REG 

Y=Y+l 
LOOP 'TILL Y=O AGAIN. 
DONE 
#$FF FLAG NOTFOUND 
FOUND 
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- TAX: Transfer Accumulator to X-Register 

DESCRIPTION: Puts contents of Accumulator into the X-Reg
ister. Does not affect the Accumulator. 

FLAGS & REGISTERS AFFECTED: 

" v B D z c 

•I I 
ADDRESSING MODES AVAILABLE: 

MODE 

Implied Only: 

COMMON 
SYNTAX 

TAX 

A(c X Y Mem 

I I• I [J 

HEX 
CODING 

AA 

USES: Most simply, TAX is used for transferring data in the man
ner in which it implies. Equally important however, is its com
bination with TYA to form a transfer from Y-Register to X-Register 
function: 

ENTRY LDY 
TYA 
TAX 

#$00 LOADY 
PUT IN A 
PUT IN X 
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TAY: Transfer Accumulator to Y-Register 

DESCRIPTION: Puts contents of Accumulator into the Y-Reg-
ister. Does not affect the Accumulator. ~· 

FLAGS & REGISTERS AFFECTED: 

N V B D z c 

ADDRESSING MODES AVAILABLE: 

MODE 

Implied Only: 

COMMON 
SYNTAX 

TAY 

Ace X 

HEX 
CODING 

AS 

Y Me-m 

USES: Most often, TAY is used for transferring data from the 
Accumulator to the Y-Register. Equally important, however, is 
its combination with TXA to form a transfer from X-Register to 
Y-Register function: 

ENTRY 

236 

LOX 
TXA 
TAY 

#$00 LOADX 
PUT IN A 
PUT IN Y 
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TSX: Transfer Stack to X-Register 

DESCRIPTION: This puts the contents of the stack pointer into 
the X-Register. The N (sign) and Z (zero) flags are conditioned. 
The stack pointer is unchanged. 

FLAGS & REGISTERS AFFECTED: 

ADDRESSING MODES AVAILABLE: 

MODE 

Implied Only: 

COMMON 
SYNTAX 

TSX 

HEX 
CODING 

BA 

USES: The most obvious use of TSX is in preserving the value 
of the stack at a certain point. This could be used in place of the 
!'LAS mentioned under the PLA and RTS headings in attempting 
to duplicate the equivalent of Basie's POP command, that is to 
say, a direct return to a different level than the one which had 
actually called a subroutine. For example: 

ENTRY l.DA #$00 DUMMY OPERATION 
TSX SAVE CURRENT RETURN PTR. 
JSR LEVEll 
RTS NORMAL EXIT, BUT IT 

WILL NEVER BE CALLED HERE. 
LEVEL1 TXS PUT PTR TO lST RETURN BACK. 
DONE RTS EXIT TO MAIN CALLING PROGR. 

Note that this is somewhat dangerous in that you must be 
very certain as to the actual contents of the stack, and in the 
knowledge that the data has not been changed by intermediate 
!'HAS and PLAs for instance. Remember that S is only a pointer 
to the stack and does not preserve the return address as such, 
only its position in the stack. 

Another use for rsx is in retrieving data from the stack with
out having to do a PLA instruction. Although a PLA/PHA/TAX 
sequence would be transparent to the stack, and accomplish the 
same results, TSX can be used to retrieve information that is 

--~-----
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officially lost at that point. What I am alluding to is retrieving 
data that is lower in memory than the current stack pointer, and 
which would be overwritten by the next PHA instruction. One 
of the prime examples of this is in using a JSR to a known Rrs in 
the Monitor for no other purpose than to be able to immediately 
retrieve the otherwise transparent return address. This is done 
so that relocatable code has a way of finding out where it's cur
rently located. See chapter fourteen for a thorough explanation 
of the technique. For quick reference, here's the basic routine: 

ENTRY JSR RETURN $FF58 
TSX 
LDA STACK,X $100,X 
STA PTR+l 
DEX 
LOA STACK,X $100,X+l 
STA PTR PTR,PTR + 1 = ENTRY+ 2. 

DONE RTS 

CAUTION: Most Step and lrace utilities will not properly trace 
code like this because of the somewhat illegal use of the stack. 
Strictly speaking, good programming principles dictate that once 
data is officially off the stack, it is counted as being effectively 
lost. This is especially true in the case of interrupts, where an 
interrupt in the middle of the dummy JSR, Rrs and retrieval 
process could produce a completely invalid result in PTR,PTR + 1. 

Caveat emptor! 
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TXA: Transfer X to Accumulator 

DESCRIPTION: This puts the contents of the X-Register into the 
Accumulator, and thus conditions the Status Register just as if 
a LDA instruction had been executed. The X-Register is unaf
fected by the operation. (See also TAX.) 

FLAGS & REGISTERS AFFECTED: 

N V B 0 z c 

ADDRESSING MODES AVAILABLE: 

MODE 

Implied Only: 

COMMON 
SYNTAX 

TXA 

Aa X Y Mem 

HEX 
CODING 

SA 

USES: TXA provides a way of retrieving the value in the X-Reg
ister for appropriate processing by the program. In the case of 
string related routines, this is often the length of the string just 
entered or scanned. The Accumulator can then go about the 
things it does so well in terms of putting the value into the most 
useful part of memory. Notice that there are more addressing 
modes available to STA command, not to mention the overall 
powers granted the Accumulator in terms of logical operators. 

As discussed under TAY, TXA can be combined with TAY to 
form a TXY-like (transfer X to Y) function like so: 

ENTRY LOX 
TXA 
TAY 

MEM GET DATA 
PUT IN X 
MOVE TOY 
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TXS: Transfer X to Stack 

DESCRIPTION: This puts the contents of the X-Register into the 
stack pointer. None of the Status Register flags are affected, nor 
is the X-Register itself changed. 

FLAGS & REGISTERS AFFECTED: (NONE) 

N V B [) z ( Ace X Y Mern 

111 D 
ADDRESSING MODES AVAILABLE: 

MODE 

Implied Only: 

COMMON 
SYNTAX 

TXS 

HEX 
CODING 

9A 

USES: TXS is used to put data directly onto the stack pointer. 
Because there is no TAS (Accumulator to stack) or even TYS (Y
Register to stack), this is the only way to get a specific byte into 
the stack pointer. This is usually used in conjunction with TSX 

to restore previously saved data. In the case of the Applesoft 
stack fix program, it is used to avoid problems that would other
wise occur if a RESUME were not used after an error had occurred 
within a FOR-NEXT loop, or GOSUB: 

ENTRY PLA 

TAY 
PLA 

LOX 
TXS 
PHA 
TYA 
PHA 

DONE RTS 

ERRSTK 

GET LOW BYTE OF CURRENT 
RETURN ADDR. 
SAVE INTO Y 
GET HIGH BYTE OF 
RETURN ADDR. 
$DF = S PTR BEFORE ERROR 
PUT BEFORE-ERR PTR BACK 
PUT HIGH BYTE BACK 
GET LOW BYTE IN ACC 
PUT LOW BYTE BACK. 
RETURN TO APPLESOFr 
WITH STACK FIXED. 

See also rsx for other applications of TXS. 
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TYA: Transfer Y to Accumulator 

DESCRIPTION: This puts the contents of the Y-Register into the 
Accumulator, and thus conditions the Status Register just as if 
a LOA instruction had been executed. The Y-Register is unaffected 
by the operation. (See also TAX.) 

FLAGS & REGISTERS AFFECTED: 

" \! B D z c Ace x y Mem 

I• I I I I I I• I J 
ADDRESSING MODES AVAILABLE: 

COMMON HEX 
MODE SYNTAX CODING 

Implied Only: TYA 98 

USES: TYA provides a way of retrieving the value in the Y-Register 
for appropriate processing by the program. This comes in handy 
when scanning a data block, and information regarding certain 
locations is to be processed. As mentioned under TXA, the 
Accumulator has far greater flexibility than the Y-Register in 
terms of addressing modes and logical operators available. 

TYA is also combined with TAX to form the equivalent of a TYX 

(transfer Y to X). The operation has the form of: 

ENTRY LOY 
TYA 
TAX 

MEM GET DATA 
PUT IN Y 
MOVE TOX 
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APPENDIX c 
6502 MICROPROCESSOR INSTRUCTIONS 

ADC Add memory to Accumulator LOA load Accumulator with Memory 

with Carry LOX Load lndex X with Memorv 

AND "AND" Memory with LOY Load Index Y with MPmorv 

Accumulator LSR Shift Right One Bit (Memory or 

ASL Shift Left One Bit (Memory ur Accumulator) 
Accumulator) NOP No Operation 

BCC Branch on Carry Clear ORA "OR" Memory with 

BCS Branch on Carry SC't Accumulator 

BEQ Branch on Rl'sult Zero PHA Push Accumulatur on Stack 

BIT Test Bits in Memory with PHP Push Processor Status on Stack 

Accumulator PLA Pull Accumulator from Stack 

BMI Branch on Result Minus PLP Pull Processor Status from Stack 

BNE Branch on Result not Zero ROL Rotate One Bit Left (Memory or 

BPL Branch on Result Plus Accumulator) 

BRK force Break ROR Rotate One Bit Right (Memory 

BVC Branch on Overflow Clear or Accumulator) 

BYS Branch on Overflow Set RTI Return from Interrupt 

CLC Clear Carry Flag RTS Return from Subroutine 

CLD Clear Decimal Mode SBC Subtract Memory from 

cu Clear Interrupt Disable Bit Accumulator with Borrow 

CLV Clear Overflow Flag SEC Set Carry Flag 

CMP Compart> Memory and SEO Sd Decimal Mode 

Accumulator SEI Set Intl'rrupt Disable Status 
CPX Compare Memory and Indt>x X STA Ston' Accumulator in Memory 

CPY Compare Memory and Index Y STX Store Index X in Memorv 

DEC Decreml'nt Memory by One STY Store Index Y in Memnrv 
DEX Decrement Index X by 01w TAX Transfer Accumulator to Index X 

DEY Decrement Memory Y by One TAY Transfer Accumulator to Index Y 

EOR "Exclusive-On" Memory with TSX Trdnsfer Stack Pointer to Index X 

Accumulator TXA Transfer Index X lo Accumulator 

INC Increment Memory by One TXS Transfer Index X to Stack Pointer 

INX Increment Index X by One TYA Transfer Indt'X Y to Accumulator 

INY Increment Index Y by One 

JMP jump to New Location 

JSR jump to New Location Saving 
Return Address 

*Appendices C, D, and E n·printed fwm the Al'I'I F II l\Efffff'jlL \1ANLM 

courtesy Apple Computer, Jnc. 
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THE FOLLOWING NOTATION 
APPLIES TO THIS SUMMARY: 

A Accumulator 
X, Y Index Register 

M Mt'morv 
c 
p 

5 

+ 
/\ 

Borrow 
Proct'ssor Status Register 
Stack Pointer 
Changt' 
No Change 
Add 
Logical AND 
Subtract 

v 
i 
! 

v 
PC 
PCH 
PCL 
OPER 
# 

Logical Exclusive Or 
Transfer Fwm Stack 
Transfor To Stack 
Tra nsfl'r To 
Transfer To 
Logical OR 
Program Counter 
Program Counter High 
Program Counter Lmv 
Operand 
Immediate Addressing Mode 

F!CURE 1. ASL-SHIFT LEFT ONE BIT OPFRATIOI\ 

5 4 3 

FIGURE 2. ROTATE ONE BIT LEFT (MEMORY 

OR ACCUMULATOR) 

FIGURE 3. 

NOTE 1: BIT TEST BITS 

Bits 6 and 7 Me transferred to tht' Status Register If the result of A A M is 

zero then Z 1, otherwisP Z 0 
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() 

() 

() 

0 

() 

ACCUMULATOR 

INDEX REGISTER Y 

INDEX REGISTER X 

PROGRAM COUNTER 

STACK POINTER 

·Carry 

Zero 

Interrupt Disable 

Decimal Mode 

Break Command 

Not Used 

Overflow 

Negative 
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INSTRUCTION CODES 
Assembly 

Name Addressing Language 
Description Operation Mode Form 

ADC ------~-~--r------1------T----------T 

Add memorv to Accumulator i A-J\1-C---> A.C I Immediate ,,! ADC #Oper I 
with Cdfry 'I j Zero Page ADC Oper ! 

j ! Zero PJge, X ADC Oper, X ! 

AND 
"AND" memorv with 
AccumuL1tor 

ASL 
Shift left une bit {Memorv or 
Accumulator) 

f ~ ~ 

! r Absolute jADC Oper 
i I Absolute, X !ADC Oper, X 

I
' .

1 

Absolute, Y !ADC Oper, Y 

1 
(Indirect, X) ADC (Oper. X) 

I (Indirect), Y 
1

ADC (Oper), Y 
i ! 

I 
A A \1---> A I [mmediate iA:\'D #Oper 

1 Zero Page IAND Oper 
i Zero Page, X AND Oper, X 
I Absolute ,AND Oper 
J Absolute, X 'AND Oper, X 
' Absolute, Y A;\;D Oper, Y 

(Indirect, X) AND (Oper, X) 
(Indirect), Y AND {Oper), Y 

I 

. I 
Accumulator IA:iL A 
Zero Page ASL Oper 
Zero Page, X /ASL Oper, X 
Absolute ASL Oper 
Absolute, X !ASL Oper, X 

\See hgure i) 

f ~ ~ ~ ~ ~ 

z 

HEX 
Op No. "P" Status Reg. 

Code Bytes NCZIDV 

I 
69 2 I 
65 2 
"7-
/J 2 
60 3 
70 3 
79 J 
61 2 
71 2 

29 2 
25 2 
35 2 
20 3 
30 3 
39 3 
21 2 
31 2 

DA 1 
06 2 
16 2 
OE 3 
1E 3 

~ f ~ ~ 
~ 



> 
CfJ 
CfJ 
!'Tl ;:;: 
o:l 

~ 
l' -z 
r-rJ 
(Ii 

t0 
.+:;. 
'J 

~ ~ 

BCC 
Branl·h on carrv dear 

BCS 
Br.inch 

BEQ 

earn' S('t 

Branch iJn result l'.en' 

BIT 

t 

Je,,t bits in memorv with 
Accumulat(ir 

BMI 
Branch 

BNE 

n•..,uH n1lnu~ 

Br,rnd1 on result not <ero 

BPL 
Br,rnch cin result 

BRK 
h>rce Brc•ak 

BVC 
Brdnch on uvc•rflow dcar 

BVS 
Branch on Pverflnw 'et 

~ ~ 

Branch on C (l Relative 

Branch c1n C .· Relative 

Branch on Zee• Relative 

A f\ M. M · • N ! Zero 
M,, -• V i Absolute 

Branch on N = 1 I Relative 

Branch lln Z 0 I Relative 

Branch on N 0 I Relativt: 

Forn•d Interrupt 

PC +2lP1 

Brandi on V 

Branch on \' 1 

Rdative 

Relative 

t ~. i 

90 

80 

FO 

24 
2C 

30 

DO 

lO 

00 

50 

70 

~ 

2 

2 

2 

2 
3 

2 

2 

2 

2 

2 

i 

M."· M, 

-· ·- - 1 .. 

\fote l. Bit~ ti dml 7 are transfern:d to the Status If the result of A II M is zero, then Z I otherwise Z = ll . 

Note 2. A BRK command cannot be masked bv setting I. 

~ 
~ 



~I Assembly HEX 
Name Addressing Language Op No. "P" Status Reg. 

Description Operation Mode Form Code Bytes NZCIDV 

CLC 
Clear carry fla£ lo c I !mc>lied ICLC I 18 I I 0 I - -

CLD 
Clear decimal mode lo D I !mc>Jied CLD D8 1 0 

;:i;.. CL! I 0 --> I i Imdied ICU 58 [ -(l 
(fl 
(fl CLV tT:t 

Clear O\'erflow flal! Io__,. v I lmolied I CLV I B8 I J !O-· 3: 
o:J CMP r-
~ Compare memorv and A M Immediate CMP #Oper C9 2 

Accu rnulator Zero CMP Oper c 2 r J 

...... Zero CMP Oper,X D'i 2 z 
tT:t 

Absolute CMP Op er CD J 
(./) Absolute,X CMP Oper,X DD 3 

Absolute,Y CMP D9 3 
(lndirect,X) CMP (Oper,X) Cl 2 
(Indirect), Y CMP (Oper),Y DI 2 

I 

CPX I 
I 

Compare memory and Index X I X -- M Immediate CPX #Oper EO 2 
Zero CPX Oper E4 2 
Absolute CPX Ooer EC 3 

I ~ ~ ~ ~ ~ ~ ~ ~ ~ t ~ i I I 



t ~ ~ ~ 

CPY 
memorv ,md Index Y : Y ---- M . ' 

Immediate 
Zero 
Absolute 

DEC 
D•.>crement memorv bv one M 1 M Zero Page 

Zero Page,X 
Absolute 
Absolute,X 

I 
DEX I 
DPcTernent Index X bv <Jne x 1 _. x I rmolied 

>-
'"'Ci DEY 
'"'Ci DecrPrnent Index Y bv one ro 

) 1 -~ y ' Inmlied 

::i EOR CL .... "Exdu~ive-·Or" nwmorv with AVM--•A lmmediah:' 
>< 
n Ac:rumulator Zero Page 

Zero Page,X 
Absolute 
Absolute,X 
Absolute,Y 
(lndirect,X) 
(Indirect), Y 

INC 
lncremt'nt memory one M ~- l ---+ M Zero Page 

~I 
Zero Page,X 
Absolute 

"° Absolute,X 

f 

CPY 
CPY 
CPY 

9 
t 

DEC Oper 
DEC Oper,X 
DEC Oper 
DEC Oot~r.X 

i DEX 

I DEY 

EOR #Oper 
EOR Oper 
EOR Oper,X 
EOR 
EOR 
EOH Oper,Y 
EOR (Oper,X) 
EOR (Oper),Y 

INC Oper 
INC 
INC 
INC Ooer,X 

~ 

co 
C4 
cc 

C6 
D6 
CE 
DE 

CA 

88 

49 
45 
55 
40 
5D 
.59 
41 
51 

E6 
F6 
EE 
FE 

j; 
I': ~ i t 

2 ! \' \,, 

2 
3 

2 '' 
2 
3 
3 

I \ \ 

2 ,/ ,1 

2 
., 

3 
3 
3 
2 
2 

2 I\''.' 

2 
3 
3 



i Assembly HEX 
I Name Addressing Language Op No. "P" Status Reg. 

Description Operation Mode Form Code Bytes NZCIDV 

INX 
lncrenwnt Jndex X bv one IX+1-•X : Implied i !NX E8 

INY 
Increment lndex Y bv om· Y• l ·-· y Implied [ l'\'Y C8 

! 

>I JMP 
c.ri Jump to rlE'w Jo, ation I (PC 1) ._,. PCL Absolute I JMP Oper 4C J - -
c.ri 
tT1 I (PC+2)---> PCH Indirect i JMP (Oper) 6C 3 

~ JSR 
o:l Jump to new location saving PC+2 t j AbsolutP I JSR Opt'f 20 J 
C:'. return addre~s (PC+ lJ--. PCL 

(PC 2)-> PCH 

LDA 
Load Accumulator with M A i Immediate I LOA #Oper A9 2 
rnernurv j 7Prn P;HJP ILDA Oper A5 2 

LOA Oper,X 6.5 2 
LOA Oper AD 
LOA Oper,X BO 3 
LOA Opt'r,Y B9 J 

(lndirect.X) iLOA <Oper.X) Al 
(lndirect), Y ILDA (Oper),1 Bl 2 

~ l ~ ~ ~ ~ ~· ~ ,; l ~ ~ I I I 



f ~ ·~. f ~ ~ ~ ~ ~ 

LOX 
Load Index X with memory iM x I Immediate LOX #Oper A2 2 

Zero LDX Oper A6 2 
Zero I.DX Oper,Y B6 .., 

Absolute LOX AE 3 
Absolute, Y LDX BE 3 

LUY I I Immediate Load Index Y with memory IM-• y LDY #Oper AO 2 i \'> 

Zero Page LDY Oper A4 2 
Zero Page,X LDY Oper,X B4 2 
Absolute LDY Oper AC 3 

> 1 Absolute,X LDY Oner,X BC 3 

'U LSR 'U 
l'D Shift one bit (memory or (See Figure l) Accumulator LSR A 4A l 
::I Accumulator) Zero Page LSR Oper 4b 2 
0... ..... Zero Page,X LSR Oper,X Sb ' 
>< 

.:.. 

n 
Absolute LSR Oper 4E 3 
Absolute,X LSR Oper,X SE 3 

NOP 
No Implied ! NOP F.A 

ORA 
"OR" memory with AVM-A Immediate ORA ll9 2 

Accumulator Zero Page ORA Oper o~ 2 

Zero Page,X ORA Oper,X 15 2 
Absolute ORA Oper OD 3 

~I I 
1 Absolute,X ORA Oper,X 1D 3 

i Absolute, Y ORA Oper,Y 19 ' " 
(lndirect,X) ORA en 2 
(Indirect), Y ORA IOnerLY I I 2 



tv Assembly HEX ',Jl 
N Name Addressing Language Op No. "I'" Status Reg. 

Description Operation Mode Form Code Bytes NZCIDV 
~---·~· i 

PHA 
Pu.,h Acn1muL1tor tir1 stdck PHA 48 

PHP 
Push pr()f't.'')_.:..nr ~ta.tu~~ on q<Kk : p , ! lmplit•d PHI' (1~ 

> PLA 

c.n Pull Ac,·umulatur trnm stack ! A i : lmplied PLA 68 
Cf) 

PLP m 
$: Pull prnn·:-sor .,t,1tuci from 'tack j P t 'Implied :PLP 28 1 i horn Stack 

O:l 
ROL r" 

~ Rlltale one bit lett (memc'r:· or (St•e Figure• 2) i Accumulator ROLA 2A 

r-' f\cn1mul.1tor) Zt•n> Page ROL Oper 26 - ZNo Pagl', X ROL Oper.X Jh z 
m Absolute ROL Oper 2E 
Cf) Absolute, X ROL Opcr,X 3E 3 

ROR 
Rotak om• bi! right (mt>morv or: (See Figure 3l AccumuL1tor RORA CTA 
Accumul.itor; Zero Pa>'L' ROR 66 1 

L 

ROR 2 
ROR hf < 
ROR Oper.X 7E :i 

RTI 
Return from Interrupt i Ft PC 1 lrnpliE•d ;RT! 4(l I i Fwm Stack 

~ J i ~· ~ ~. ~ t ! l f ~ l ~ I 



l ~ • ~ ~ ~ ~ ~ t l 

RTS 
Return from subroutine PC i , PC+ 1-> PC ! Implied I RTS I 60 

SBC 
Subtract memory from A-M- -c,A Immediate I SBC #Oper E9 2 l ,,-- v' v1 

Acrnrnulator with borrow Zero SBC Oper ES 2 
Zero Page,X ! SBC Oper,X FS 2 
Absolute SBC Oper ED 3 
Absolute,X SBC Oper,X FD 3 
Absolute, Y SBC Oper,Y F9 3 
(lndirect,X) I SBC (Oper,X) El 2 

> 
(Indirect), Y SBC IOoer),Y Fl 2 

'"Cl SEC 
'"Cl Set carry flag 11 --> c I Implied l SEC 38 1 l-

ro 
:::::: 

SEO c.. -· Set decimal mode 1 l-c, D I Implied I SEO F8 1 1-x -

n SE! 
Set interrupt disable status i1 --> l I Implied ! SE! 78 I 1 1- 1 

STA 
Store Accumulator in memory I A-> M I Zero STA Oper 85 2 

Zero S'IA Oper,X 95 2 
Absolute STA Oper 80 3 
Absolute,X STA Oper,X 90 3 
Absolute,Y STA Oper,Y 99 3 
(Indirect, X) STA (Oper,X) 81 2 

NI 
, (lndirect), Y STA (Oper), Y 91 2 

Vl 
VJ 



N 

:t I Name Addressing 
Description Operation Mode 

STX 
Store Index X in memory iX M I Zero 

Zero Page,Y 
Absolute 

STY 

G; I Store Index Y in mc'mory i y _. M I Zero Page 
I I Zero Page,X Cf) I tTl I Absolute 

$:'. 
a:l TAX 
,...... 

Transfer Accumulator to Index X j A --> X I Implied 
~ 
r TAY - fransfer Accumulator to Index Y A-> y [ Implied z 
rn TSX 
Cf) 

Transfer stack pointer to Index X s x I Implied 

TXA 
Transfer Index X to Accumulator 1 X _ __,, A I Implied 

TXS 
Transfer Index X to stack pointer [ X -.. S I Implied 

I 

TYA 
Transfer Index Y to Accumulator I Y _,. A I Implied 

~ ~ t , f f f 

Assembly 
Language 

Form 

STX Oper 
STX Oper,Y 
STX Oper 

I STY Oper I 

/STY Oper,X I I STY Oper ! 

!TAX 

!TAY 

ITSX 

ITXA 
! 

ITXS 

ITYA 

' f !!JI 
~ 

HEX 
Op 

Code 

86 
96 

I 8E 

84 
94 I BC 

AA 

A8 

BA 

8A 

9A 

98 

No. 
Bytes 

~· 
.~ 

2 
2 
3 

2 
2 
3 

I 

"P" Status Reg. 
NZCIDV 

-· - -- -

~· ~ ~ 



,.,~ 

HEX OPERATION CODES 

.;;;,. .. ,,,;.' 00 -BRK 2F -NOP 
01 - ORA - (Indirect, X) 30 -BM! 
02 -NOP 31 - AND - (Indirect), Y 

03 -NOP 32 - NOi' 

'""'"' 
04 -NOP 33 -NOP 
05 - ORA - Zero Pag<' 34 -NOP 
06 - ASL - Zero Page 35 - AND - Zero Page, X 
07 -NOP 36 - ROL - Zero Page, X 
08 -I'HP 37 -NOP 

-~ 
09 - ORA - Immediate 38 -SEC 
OA - ASL - Accumulator 39 --- AND - Absolute, Y 
OB -NOP 3A -NOP 
oc --NOP 36 --NOP 

""'' OD -ORA-- Absolute 3C - NOP 
OE - ASL - Absolute 3D - AND - Absolute, X 
OF --NOP 3E -- ROL - Absolute, X 
10 -BPL 3F -NOP 

x~ 

11 - ORA - (Indirect), Y 40 -RTI 
12 -NOP 41 - EOR - (Indirect, X) 
13 --NOP 42 --NOP 
14 -NOP 43 -NOP 

~ 

15 - ORA - Zero Page, X 44 -NOP 
16 -- ASL - Zero Page, X 4.5 - EOR - Zero Page 
17 -NOP 46 - LSR - Zero Page 
18 -CLC 47 -NOP 

8-~ 19 - ORA -- Absolute, Y 48 -!'HA 
IA -NOP 49 - EOR - lmmediall' 
ll:l -NOP 4A -- LSR - Accumulator 
1C --NOP 4B -NOP 
lD - ORA - Absolute, X 4C -- JM!' -- Absolute 
JE - ASL -- Absolutt>, X 4D - EOR - Absolute 
IF -NOP 4E -- LSR - Absolute 
20 -JSR 4F --NOP 

,~~ 21 - AND - (Indirect, X) 50 -BVC 
22 -NOP 51 -- EOR - (Indirect), Y 
23 -NOP -~ :i~ --NOP 
24 - BIT - Zero Page 53 -NOi' 

,.),'.,,.;;, 25 -- AND - Zero Page 54 -NOP 
26 - ROL - Zero Pagl' 55 -- EOR -- Zero Page, X 

27 -NOP 56 - LSR -- Zero Page, X 
28 --- PL!' 57 --NOP 

-~'\.~ 29 -- AND - Immediate SS -CU 
2A - ROL - Accumulator 59 -- EOR - Absolute, Y 
2B --NOP SA ---NOP 
2C - BIT - Absolute SB --NOP 
20 -- AND - Absolute 5C --NOP 
2E - ROL -- Absolute SD --- EOR - Absolute, X 

Appendix C 255 
'""" 



· -, 1-.1ii'll' willl»»t m-r n n t • r r: 

5E - LSR -- Absolutt', X 90 -13CC 
5F --NOP 91 -- STA----- (Indirect), Y 
hO -RTS 92 -NOP 
hi - ADC - (Indirect, X) 93 ----NOP -62 -NOP 94 ----STY -- Zero Page, X 
63 -NOP Y5 - STA - Zero Page, X 
h4 --NOP 96 - STX -- Zeru Page, Y 
65 - ADC -- ZL·ro Page 97 --NOP ...,,, 
66 - ROR ---- ZL'ro Page CJ8 --TYA 
67 -NOP 9CJ --- STA -- Absolute, Y 
68 --PLA CJA --TXS 
69 - ADC -- Immediate 913 -- NOi' !#ii-
6A - ROI{ - Accumulator 9C -NOP 
bl3 --NOP 9D -- STA - Absolull', X 
6C --- )MP - Indirect 9E --NOP 
60 --- ADC -- Absolutt: 9F --NOP ...,. 
6E --- ROR -- Absulute AO --- LDY - lmmedi.ate 
6F --NOP Al --- LDA -- (lndirect,X) 
70 -13VS A2 --- LOX --- Immediate 
71 - ADC -- (Indirect), Y A3 --NOP ~ 

72 -- NOP A4 -- LDY - Zero Page 
73 -NOP AS -- LOA - Zero Page 
74 --NOi' A6 -- LDX - Zero P«ge 
7.5 - ADC - Zero Page, X A7 -NOP ~ 

76 - ROR --- Zero Page, X A8 -lAY 
77 --NOi' A9 - LDA -- Immediate 
7K --SE! AA -TAX 
79 --- ADC: -- Absolute, Y AB --NOP 
7A -NOP AC: --- LOY -- Absolute 
7B -NOP AD --- Absolute 
7C -NOP AE - LOX -- Absolute 
7D -- ADC -- Absolute, X AF ---NOP 

~ 
7E -- ROR - Absolute, x 130 --BCS 
7F --NOP Bl -- LOA - (Indirect), Y 
so -NOi' B2 -NOP 
81 - STA --- (Indirect, X) 133 -NOP 
82 -NOP B4 --- LOY -- Zt>ro Page, x 
83 --- NOP B5 - LOA - Zt>ro Page, X 
84 - STY --- Zero !'age B6 - LDX -- Zero Page, Y 
85 -- STA -- Zero Page ll7 -- NOi' 
8h ----- STX -- Zero Page> B8 -C:LV 

~ 

87 ----NOP B9 -- LDA -- Absolute, Y 
88 ---DEY BA -TSX 
89 - NU!' BB --- \JOI' 
SA -- TXA BC -- LDY -- Absolute>, X -8B --NOP BD ----I .DA - Absolute, X 
8C: --- STY -- Absolute Bl' - LDX -- Absolute, Y 
8D -- STA -- Absolute> BF - :\JOP 
SL -- STX - Absoiuk co -- C:PY - Immediate 
HF -NOi' CJ --- CM!' ---- (Indirect, X) 

·--------- ---~--------------------------------
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C2 -- NOP El - SBC (Indirect), x 
C\ NOP F' -~ NOP 

C4 CPY Zero E3 NOP 

Ci CMP Z<cro F' CPX Zero Pagc' 

(6 DEC Z<'ro Page ES SBC -· Zero Page 
c~ . I \JOP E6 ---INC --·-· Zero Page 

C8 ----!NY E7 NOP 

C'1 --- CMP --- lmrnc•diatc' a; INX 
CA Dl'X [9 SBC lmmedi<ltc' 

CB --NOP EA NOP 

cc -Cl'Y Ahsolutt• EB NOP - CD CMP Absolute EC CPX Absolute 

CE DEC Absolut\' FD · :1lK--- Absolute 

CF ----NOP EE -INC Absolute 

DO f3NE EF . - NOP 
:1o;/;I~' DI -- CMP -- (Indirect). y FO !IEQ 

D2 -- NOP Fl SllC (Indirect), y 

D3 --NOP F2 NOP 

D4 \:OP F1 NOP 

;,_~ D5 Cl\H' Zero Pagt~, x f'4 NOP 

D6 DEC-- Z(•m Pagl', x FS c,nc Zero PagL·, x 
D7 -NOL' F6 JN( Zcro Page. x 
D8 ---CLD F7 -NOP 

D9 -CMP-- Absolut<', y F8 SED 

DA NOP F9 SBC Absolutc•, y 

DB NOP FA NOP 

DC NOP Fil NOP 

DD CMP Absolute, x FC NOP 

Dr. DEC -- Absolute, x H) SBC- Absolute, x 
DF NOP n: --INC Absolute, x 
EO -CPX -- ! m nwd iate 1+ --- :\OP 
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APPENDIX D 
SOME USEFUL MONITOR SUBROUTINES 

Here is a list of some useful subroutim's in the Apple's Monitor dnd Autostart 
RO~k To use these subroutines from machine language programs, load the 
proper memory locations or 6502 registers as n'guired by the subroutine and 
execute a JSR to the subroutine's starting address. It will perform the function 
and return with the 6502's registers set as described. 

$FDED COUT Output a character 

coL:T is the standard character output subroutine. The character to be nutput 
should be in the Accumulator. coL· 1 calls the current character output subroutine 
whose address is stored in csw (locations $36 and $37), usuallv crn. n (see 
below). 

$FDFO COUTl Output to screen 

CUl;ll displays the character in the Accumulator on the Applt>'s scrpen at the 
current output cursor position and advances the output cursor. It handles the 
control characters RETLRN, linefeed, and bell. It returns with all registers intact. 

$FE80 SETI NV Set Inverse mode 

Sets lnn'rse video mode for l C1l'TI. 

black dnts on a white background. 
unchanged. 

All output characters will be displaved as 
The Y-Register is set to $31"; all others are 

$FE84 SETNORM Set Normal Mode 

Sds Normal video mode for Clll.' 11. All output characters will lw displayc>d as 
white dots on a black background. The Y-Register is set tll SF!'; all others are 
unchanged 

$FD8E CROUT Generate a RETURN 

CRUL .. I sc>nds a RHL:RN characll'r to the current output device. 

$FD8B CROUTl RETURN with clear 

l RllL 1 J dears the screen from the current cursrn position to the edge of the 
text window, then calls CRrn .. 1 . 

$I'DDA PR BYTE Print a hexadecimal byte 

This subroutine outputs thl' contents of the Accumulator in hexadecimal on the 
current output device. Tlw contents of the' Accumulator are scrambled. 
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$FDE3 PRHEX Print a hexadecimal digit 

This subroutine outputs the lower nibble of the Accumulator as a s111gle hexa·· 
decimal digit. The contents of the Accumulator an' scrambled. 

$F941 PRNTAX Print A and X in hexadecimal 

This outputs the contents ot the Accumuldtor and X-Register as a four-digit 
hexadecimal value. The Accumuliltor cnntains the first byte output, the X-Reg
ister contains the second. The contenh of the Accumu!dtor Ml' usuallv >cram bled. 

$F948 PRBLNK Print 3 spaces 

Outputs three blank spaces to the 'ilandard nutpLtt device. Upon exit, the 
Accumulator uqially contains '!>AO, the X-Register contains Lero. 

$F94A PRBL2 Print many blank spaces 

This subroutine outputs from 1 to 256 bl,mks tu the standard ,1utput device. 
Upon entry, the X-Register should contain the number of bl.mks to be output. 
If X 0 $00, thm PRBL2 will output 256 blanb. 

$FF3A BELL Output a "bell" character 

This subroutine sends a bell ( c 1 RI. c; ) d1draclt'r to the current output de\·ice. 
It ledves the Accumulator holding $87. 

$FBDD BELLI Beep the Apple's speaker 

This subroutine beeps !ht' Apple's speaker for l sernnd at J KHz.. It scrambles 
the Accumulator and X-RL'gister. 

$FDOC RD KEY Get an input character 

This is the standard character input subroutine. It place-. a flashing ir-put cup,or 
on the scrl'en at the position nf tlw output cur-.ur and 1umps lo the cu rrenl input 
subrnutine whosl' address is stored in K'>\\' (lucations $38 and $3~). usually 

KEYIN (sl'e bl'iow). 

$FD35 RDCHAR Get an input character or ESC codf• 

RIX. HAR is an altl'rnate input subruutinl' which gds characlt'rs frnm thl' standard 
input, but also interprets thL' t'levt'n escape cmks. 

$FD1B KE YIN Read the Apple's keyboard 

This is the keyboard input subroutine. It reads tlw Apple's kL'\buard, waits for 
a kc·ypress, and randomiZl'S tlw random number seed. When it gets a kevpress, 
it removes the flashing cursur ,ind returns with the kevcndL' in its Accumuldtor. 

$FD6A GETLN Get an input line with prompt 

c,u1.N is the subroutine which gathers input lines. Your progr,1ms c,111 call 
c;L11 N with tlw proper prompt character in location SJ3; c.111 N ,viii rdurn 

with the input line in the input buffer (lwginning al luc,1tiun 5200) ind the X
Registl'r holding the length of the input lint•. 
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$FD67 GETLNZ Get an input line 

CHI.NZ is an alternate entry point for GETLN which issues a carriage return 

to the standard output before falling into CHLN (see above). 

$FD6F GETLNl Get an input line, no prompt 

CETLNI is an alternate entry point for GETLN which does not issue a prompt 

before it gathers the input line. If, however, the user cancels the input line, 

either with too many backspaces or with a CTRL x, then CETLN\ will issue the 

contents of location $33 as a prompt when it gets another line. 

$FCA8 WAIT Delay 

This subroutine delays for a specific amount of time, then returns to the program 

which called it. The amount of delay is specified by the contents of the Accu

mulator. With A the contents of the Accumulator, the delay is V.(26 + 27 A+ SA 2) 

µseconds. WAIT returns with the Accumulator zeroed and the X and Y-Registers 

undisturbed. 

$F864 SETCOL Set Low-Res Graphics color 

This subroutine sets the color used for plotting on the Low-Res screen to the 

color passed in the Accumulator. 

$F85F NEXTCOL Increment color by 3 

This adds 3 to the current color used for Low-Res Graphics. 

$F800 PLOT Plot a block on the Low-Res Screen 

This subroutine plots a single block on the Low-Res screen of the prespecified 

color. The block's vertical position is passed in the Accumulator, its horizontal 

position in the Y-Register. !'Lor rPturns with the Accumulator scrambled, but 

X and Y unmolested. 

$F819 HLINE Draw a horizontal line of blocks 

This subroutine draws a horizontal line of blocks of thC' predetermined color on 

the Low-Res scret'n. You should call HUNl: with the vertical coordinate of the 
line in the Accumulator, the ldtmost horizontal coordinate in the Y-Register, and 

the rightmost horizontal coordinate in location S2C. Hl.INE returns with the 

Accumulator and Y scramblPd, X intact. 

$F828 VLINE Draw a vertical line of blocks 

This subroutine draws a vertical line of blocks of the predetermined color on 

the Low-Res screen. You should call Vi !Nr with the horizontal coordinate of 

the line in the Y-Regiskr, tlw top vertical coordinatP in tht' Accumulator, and 

thl' bottom vertical coordinalP in lociltion S2D. VI INr. will rdurn with thl' 

Accumulator scramblecl. 

$F832 CLRSCR Clear the entire Low-Res screen 

l I RSl R cll'ars the entirl' Low-·re"olution Craphics screen. If vou call l 1w;cR 

------·-----------~-
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while the video display is in Text mode, it will fill the screen with inverse-mode 
"(a" characters. CLRSCR destroys the contents of the Accumulator and Y 

$F836 ClRTOP Clear the top of the low-Res Scre~n 

CLRTor' is the same as CLR,,CR (above), except that it clears only the top 40 rows 
of the screen. 

$F871 SCRN Read the low-Res screen 

This subroutine returns the color of a single block on the Low-Res screen. Call 
1t as you would call PLOT (above). The color of the block will be returned in the 
Accumulator. ~o other registers are changed. 

$FBIE PREAD Read a Game Controller 

PREAD will return a number which represents the position of a game controller. 
You should pass the number of the game controller (0 to 3) in the X-Register. If 
this number is not valid, strange things may happ1m. PREAD returns with a 
number from $00 to $FF in the Y-Register. The Accumulator is scrambled. 

$FF2D PRE RR Print "ERR" 

Sends the word "ERR", followed by ·a bell character, to the standard output 
device. The Accumulator is scrambled. 

$FF4A IOSAVE Save all registers 

The contents of the 6502's internal registers are saved in locations 5'15 through 
$49 in the order A-X-Y-P-5. The contents of the Accumulator and X are changed; 
the decimal mode is cleared. 

$Ff3F IO REST Restore all registers 

The contents of the 6502's registers are loaded from locations $45 through $49. 
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APPENDIX E 
KEYS AND THEIR ASSOCIATED ASCII CODES 

Key Alone CTRL SHIFT Both 

space $AO $AO $AO $AO 
0 $BO $BO $BO $BO 

l! $Bl $Bl $Al $Al 
2" $B2 $B2 $A2 $A2 

·'-*' 3# $B3 $B3 $A3 $A3 
4$ $B4 $B4 $A4 $A4 

S'!c $BS $BS $AS $AS 
6& $B6 $B6 $A6 $A6 

::...~ 
7' $B7 $B7 $A7 $A7 
B( $BB $BB $AB $AB 
9) $B9 $B9 $A9 $A9 
:• $BA $BA $AA $AA 

;+ $BB $BB $AB $AB 
<' , - $AC $AC $BC $BC 

$AD $AD $BO $BO 
.> $AE $AE $BE $BE 

'"~ 
I? $AF $AF $BF $BF 
A $Cl $Bl $Cl $Bl 
B $C2 $B2 $C2 $B2 
c $C3 $B3 $C3 $B3 
D $C4 $B4 $C4 $B4 
E $CS $BS $CS $BS 
F $C6 $B6 $C6 $B6 

RETURN $BD $BO $BO $BO 
G $C7 $B7 $C7 $B7 

<:,.f.i..\ 

H $CB $BB $CB $BB 
I $C9 $B9 $C9 $B9 

J $CA $BA $CA $BA 
K $CB $BB $CB $BB 

:.-.."-'~·~· 
L $CC $BC $CC $BC 

M $CD $BO $00 $90 
N' $CE $BE $DE $9E 
0 $CF $BF $CF $BF 

P(n' $00 $90 $CO $BO 

Q $01 $91 $01 $91 
R $02 $92 $02 $92 
s $03 $93 $03 $93 

--··-·--~----------·----

All codes are given in hexadecimaL 
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"'-"l 11111 ~ fl llUllH 11111 lllt ill il!tl Ii ' 77 

1:$ 

Key Alone CTRl SHIFT Both 

T $04 $94 $04 $94 

u $05 $95 $05 $95 

v $06 $96 $06 $96 
w $07 $97 $07 $97 

x $08 $98 $08 $98 
y $09 $99 $09 $99 ~ 

z $DA $9A $DA $9A 
_,. $88 $88 $88 $88 

$95 $95 $95 $95 

ESC $98 $98 $98 $98 

-
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f ~ 

> 
""j 
"1J 

(":) 

:::J 
0.. ...... 
>< 
m 

N 
·~ 
Vl 

" ii 

Decimal 

0 
1 
2 
3 

4 
5 
6 

7 

8 
9 

10 
11 
12 
13 

1-t 
15 

0 

Hex $00 

$0 (c1 

$1 A 
$2 B 
$3 c 
$4 D 
$5 E 
$6 F 
$7 G 
$8 H 
$9 I 

$A J 
$B K 
$C L 
$0 M 
$E N 
$F 0 

~ 

Inverse 

16 32 48 

$10 $20 $30 

p 0 
Q ! 1 
R 2 
s # 3 

T $ .t 
u r1, 5 
v & 6 
w 7 

x ( 8 
y ) 9 
z . 
[ + ; 

I = 

? 

~ ~ i 

ASCII SCREEN CHARACTERS 

Flashing 
(Control) 

64 80 96 112 128 144 

$40 $50 $60 $70 $80 $90 

(a p 0 (a p 

A Q ! 1 A Q 
B R 2 B R 
c s # 3 c s 
D T $ 4 D T 
E u '7( 5 E u 
F v & 6 F v 
G w 7 G w 
H x ( 8 H x 
I y ) 9 I y 

J z . J z 
K [ + ; K [ 

L < L 
M l - = M l 
N N 
0 - ? 0 -

t.; 
' 

160 

$AO 

! 

# 
$ 
% 

& 

( 

) . 
+ 

-

~ 

Normal 

176 192 

$BO $CO 

0 (a 

1 A 
2 B 
3 c 
4 D 
5 E 
6 F 
7 G 
8 H 
9 I 

J 
; K 
< L 

= M 
N 

? () 

i 

(Lowercase) 

208 224 240 

$00 SEO $FO 

p 0 
Q ! 1 
R 2 
s # 3 

T $ 4 
u <7c 5 
v & 6 
w 7 
x ( 8 
y ) 9 
z 
[ + 

> 



t) t ))) 

MAP OF THE TEXT SCREEN 
.,., 

V> V> V> <Ft <Ft <Ft 't: 't V> "' V> <Ft <Ft <Ft <Ft 't <Ft vi "' "' "' <Ft <Ft 't " 
.__, 

°' °' (Jl C.11 " " °' °' (Jl C.11 ... " " °' °' (Jl (Jl ... 
Cl (Jl Cl (Jl Cl (Jl Cl (Jl ;.. N ;.. N ;.. t-' ;.. N 00 0 00 0 00 0 00 0 
0 

0 
0 

0 
0 

0 
0 

0 00 00 00 00 00 00 00 00 0 0 0 0 0 0 0 0 

N ..... ..... ..... ..... ..... ..... ..... ..... ..... ..... ..... ..... ..... ,.... ..... ..... ..... ..... ..... ..... ..... ..... ..... 
0 00 " ~ ... "' N ..... ~ 00 ,, (Jl ... "' ..... 0 ~ " a- (Jl ... N ..... 0 
0 " ... 00 a- "' 0 °' "' 0 " ... N ~ °' t-' ~ a- "' 0 00 (Jl N 
0 N ... °' 00 0 N .... 0 N ... °' 00 0 N ... 0 N ... °' 00 0 N ... 

0 $00 
1 $01 
2 $02 
3 $03 
4 $04 
5 $05 
6 $06 
7 $07 

'---'---'----''--i--'-__J_--'---l---+--+~1--+---l---l-+--l--4---l--+--l---l-+---I----
8 $08 
9 $09 
10 $0A 
11 $OB 
12 $0C 
13 $00 
14 $OE 
15 $OF 
16 $10 
17 $11 
18 $12 
19 $13 
20 $14 
21 $15 
22 $16 
23 $17 
24 $18 
25 $19 
26 $1A 
27 $1B 
28 $1C 
29 $10 
30 $1E 
31 $1F 
32 $20 
33 $21 

---- ~ -·- - 34 $22 
'---'----1--'----'--L---'-.J_- L___ L__ l_ __ ~- ·'----'--'----1-__J_ _ _J _ _i__,_ _ _. __ ._ _ _,_ _ _,_ 35 $23 

36 $24 
37 $25 
38 $26 
39 $27 

·--~-----------------------
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absolute addressing, 19, 51, 52 
Accumulator, 6-7, 18--19, 41, 42 
ADC, 76--79, 148 
addition, 76-83 
address, 4, 9, 10, 13, 41 
addressing, modes, 19, 51-54 
address pointers, 53, 82 
AND, 107-111 
Appl<' DOS Manual, 94 
Apple II Plus, 6 
Applcsoft, 6, 13, 15, 17, 35, 39, 53, 

59, 62, 126-128, 147 
Applesoft II Basic Reference Manual, 95 
Apple, structure of, 1-12 
Apple II l\eference Manual, 6, 14, 

16-1~ 46, 49, 5~ 110 
ASCII, 44, 100 
ASCII Screen Character Set, 20 
ASL, 104-105 
assemblers, 2, 7, 13-22 
assembly language programs, 7 
asterisks, 18 

base sixteen numbers, 4--7, 24 
base two numbers, 24-25, 75-76 
BCC 43 
BCS, 43 
bell modification, 102 
BEQ, :n-32 
binary numbl'rs, 24-25, 75-76 
bit, 76, 103 
BIT, 111 -112, 148 
BNE, 27 
booting, 90 
bllrrnw, 83 
branch instructions, 27-28, 31-- 34, 43 
branch offsets, :n 
break nwss<1ge, 3, 6 
buffer pointer, 98 
buffers, 90, 98, 139 
bytes, 4, 10, 23, 25, 75--76, 79-80, 92 

carry (C) flag, 42-43, 77, 82, 83, 99 
CATALOC, 90 

INDEX 
catalog keypress modifications, 

100--102 
CH, 135 
clear borrow, 83 
CMP, 42 
command field, 18 
comment field, 18 
compare command, 42 
complements, 85-86 
counters,23, 26-29 
COUT, 34-37, 44, 49 
CV, 135 

data storage, 54-59 
decrementing, 26-27 
delays, 62-69 
delimiters, 17 
directory, 93 
disassembly, 8--9 
disk access, 89-102, 121-128 
disk controller cards, 149 
diskette organization, 91--99 
Disk Operating System (DOS), 17, 

35, 89-102 
disk, reading/writing files to, 129-143 
disk-volume modification, 99-100 
dollar ($) sign, 4 
DOS commands, 122--124 
DOS error codes, 99 
DOS memory organization, 90 
DOS modifications, 99-102 
DOS Ttnil Kit, 55 
drivt• error, 99 
dummy return address, 151 
duration, 65 67 

editor/assemblers, 13 
editors, 17 
EOR, 112114 
FQU, 17, 18 
ERR bytt>, 99 
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('rror codes, 99 
exclusive OR, 112-114 

fields, 17-18 
file buffer, 98 
flags, 23, 25, 26-27, 41, 42-43, 77, 

82, 83, 86-88, 99, 111-112, 148 
forced branch statement, 148 

game paddles, 37-39, 68-69 
GETLN, 125 

hard-sectoring, 92 
hex, 4-7, 24 
HEX, 55 
hexadecimal notation, 4-7, 24 
high-order byt<'. 10, 80-81 
HOME, 20- 21, 42 

immediate addressing, 19, 51, 52 
implicit/implied addressing, 51, 52 
inclusive OR, 112-113 
incrementing, 26·· 27 
indexed addressing, 51, 52-53 
indexed indirect addressing, 51, 54 
indexing holes, 92--93 
indirect indexed addressing, 51, 53 
indirect jumps, 160-161 
input buffer, 98 
input routines, 124-128 
Integer Basic Apple, 6, 13, 15, 17, 35, 

62 
INVFLG, 110 
IOB table, 94-98 
IJO routines, 45-49, 121-128 

.IMP commands, 147-149, 160-161 
JSR, 9-10, 146, 150-152, 155, 156 
JSR/RTS dummy return address, 152, 

156 
JSR simulations, 154--158 
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keyboard, sound generation from, 
67-68 

keyboard buffers, 47 

labels, 17 
LOA, 19 
line numbers, 9, 17 
load/store opcodes, 18--19 
Logical Operator Demo Program, 

116-119 
logical operators, 106-111 
loops, 23, 26-29, 31-32 
low-order byte, HJ, 80-81 
LSR, 104, 105 

machine code, 2 
machine language. 7 
mask, 111 
math operations, 75-87 
MAXFILES, 90 
memory chips, 1 
memory locations, 1-5 
memory map, 3 
memory range, 5, 8 
Mini-Assembler, 13 15 
mnemonics, 2, 9, 13 
Monitor, 6, 7-11 
Monitor programs for 1/0 routines, 

45--46 

negative numbers, 84--88 
NO BUFFERS AVAILABLE error, 90 
nonrelocatable code, 145-147 
NOI~ 62-63 
number complements, 85-86 
numbers. See binary numbers, 

hexadecimal notation, math 
operations, negative numbers, 
positive numbers 

number(#) sign, 19, 52 

OBJ, 18 

-

-



object codP, 16-17 
offset branch, 33 
ones' complement, 85 
opcodes, 2, 9, 17, 18-19 
operands, 9, 18 
ORA, 112-113 
ORG, 18 
overflow (V) flag, 111, 148-149 

paddles, 37-39, 68-69 
page, 5 
parity, 105 
PHA, 73-74, 156, 158 
pitch, 62, 64-67 
PLA, 73--74, 156 
positive numbers, 84-88 
print routines, 121-124 
pseudo opcodes, 18, 55 

ramp tone pattern, 164 
read error, 99 
reading/writing files on disk, 129-143 
Read Only Memory, 6 
registers, 6-7, 18-19, 23, 25, 41-42, 

53-54, 76-77, 86-87 
relative addressing, 51, 52 
relocatable code, 145-147 
reverse branches, 33 
ROL, 105-106 
ROM, 6 
ROR, 105-106 
RfS, 10, 17, 151-152, 156 
RWTS, 91, 93-99 

SBC, 83 
SEC, 83 
sector interleaving, 92 
sectors, 92-98 
self-modifying code, 158-160 
set borrow, 83 
seven bit code, 44 
shift operators, 103 -106 
sign bit, 84- 86 

sign (N) flag, 86-88 
6502 microprocessor, 1--2, 6--7, 16, 41 
skew factor, 92 
SLO'I: 105 
slot/drive values, 102 
soft-sectoring, 92 
sound generation routines, 61--69, 

164-169 
source code, 16--17 
source listings, 16-17 
speaker, 61-62 
STA, 19, 49 
stack, 124, 150-154 
stack pointer, 71, 151-152 
Stiltus Register, 23, 25, 41, 76-77, 

86-87 
stepping techniques, 149 
strobe, 46 
subtraction, 83-84 
syntax, 17 

TAY, 51. 52 
text files, 142-143 
Text Screen Map, 20 
time delays, 62-69 
tone, 63-64, 68 
tracks, 92-98 
transfer commands, 39-40 
two-byte addition, 80-83 
twos' complement, 86 

UCMD, 98 
USLOT, 98, 105 

vector, 95, 109 
volume mismatch error, 99 
volume number (VOL), 98 
volunw table of contents (VTOC), 93 
VlAB, 135 

wrap-around, 26-27, 36, 77 
write-protect label, 143 
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XFER, 127 
X-Register, 6-7, 18-19, 41, 53-54, 

106 

Y-Register, 6-7, 18-19, 41, 53-54, 106 

zero (Z) flag, 25, 26-27, 41, 111-112 
zero page addressing, 51, 52, 73 
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