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Preface

This book is specific to the TRS-80 Color Computer with applica-
tions using sound and graphics to illustrate how an assembler can be
used to perform feats that would be quite difficult, if not impossible,
in BASIC language.

Rather than introduce machine and assembly languages through
a mathematical approach, we have chosen sound and graphics as the
vehicle for learning.

Computer architecture and number systems are discussed only
when necessary. For more technical information on the 6809 as-
sembly language, there are other sources of more detailed informa-
tion. More complete information on binary, hexadecimal, and other
number systems is also available elsewhere.

We feel that it is valuable in the learning process to perform an act
as well as to read about how it is done. Therefore, we have written
this book as a ‘‘doing’’ experience. You are often encouraged to run
programs before they are thoroughly explained. Instructions are ex-
plained in the context of their use with a minimum of detail. You are
encouraged to go beyond the demonstrations presented to gain a
more complete understanding of assembly language programming.

The book is not intended to cover the entire field of 6809 assembly
language programming. It does provide an introduction to assembly
language as implemented on the TRS-80 Color Computer.

We have used two tools in writing this book that are produced by
The Micro Works of Del Mar, California. Their CBUG machine
language monitor was used to develop Chapters 1 and 2. Their
SDS80C Software Development System was used in the remainder of
the book to edit, assemble, and debug programs. We highly recom-

vit
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mend that some assembler be used in conjunction with reading the
book. The one that you use may differ in detail from the SDS80C
system, but the basic techniques will be the same.

We have also made use of information from articles specific to the
TRS-80 Color Computer that have appeared in the magazine, The
Color Computer News.

In the last chapter we have made use of a PROM Programmer
from Spectral Associates in Tacoma, Washington, to show how you
may write your own software and save it permanently on ROM.

A summary and test are provided at the end of each chapter.
Answers are provided for the odd-numbered test exercises.



Chapter 1

Introduction to

Machine Language

Although machine language programming may be a more time-
consuming and detailed task than programming in BASIC or some
other high level language, it brings you into much closer contact with
the computer. When you speak to the computer in machine
language, you are talking to it directly. You will get quick responses
and will gain a better understanding of your computer’s ‘‘personal-
ity,”’ its full capabilities, and also its shortcomings. You will find that
the computer speaks and understands a very limited, formal
language. Each word is the same length and follows a rigid format.
However, its rules of form and syntax are much simpler than the
English language.

The computer can be imagined as a gigantic array of electronic
switches that are either opened or closed. Machine language instruc-
tions are formed by groups of eight switches. A different pattern is
formed by opening or closing different combinations of these eight
switches. The computer recognizes each different pattern as a distinct
instruction or piece of data.

To communicate with the computer, we use a system of binary
symbols, 0 for switch open and 1 for switch closed. A group of eight of
these symbols tells the computer the switch pattern that is desired.
Each of the symbols is called a bit (binary digit). Therefore, we need
to learn this symbolism if we are to communicate directly with the
computer.

An example of a pattern of eight computer bits is

01011100

The computer would recognize this pattern as a unique instruction or
piece of data. It would respond by taking the specified action re-
quested by the pattern of the instruction or by using the piece of data
in the way that the previous instruction had requested.
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The Central Processing Unit (CPU) used by the TRS-80 Color
Computer is named the 6809. It is a member of the 68xx family of
microprocessors manufactured by Motorola, Inc. It is called a central
processing unit because all instructions and numerical values are
routed there for processing. The 6809 microprocessor, and hence the
Color Computer, only understands instructions that are coded in
blocks of eight binary digits called bytes.

01111101 —block of 8 bits (1 byte)
E +—one bit
1101 — four bits (sometimes called a nybble)
01111101 —eight bits (a byte)

Because the Color Computer can digest words whose size is one
byte, all instructions and numerical values must be sent to its central
processing unit in this byte size.

The computer is composed of many functional parts that we will
introduce as needed to understand the operations taking place. In ad-
dition to the CPU, other important parts are the instruction decoder
and the memory in which instructions and data are stored.

The instruction decoder of the 6809 ‘‘reads’’ the instruction and
decodes it. Memory is separate from the microprocessor but is con-
nected to it by address and data lines (usually referred to as address
and data busses).

6809 MICROPROCESSOR . MEMORY

Instruction decoder

Other controls and
registers

A Bit about Numbers

You can imagine that it would be very tedious to enter many of those
long, binary-coded instructions and bytes of data. Because there are
only two symbols (0 and 1), the binary representation of numbers is
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quite cumbersome. Most computers, including the TRS-80 Color
Computer, have the ability to accept a shorthand representation of
binary numbers. This shorthand is the hexadecimal number system
(often referred to as hex, for short). Four binary digits may be
represented by one hex digit. Thus, one 8-bit long instruction can be
represented by a 2-digit hex number by breaking the binary value
into two parts.

Binary Number

IO 1 1 1 1 1 0 1|

e N

0111; 1101

one nybble two nybble
0111 = 7 hex 1101 = D hex
Therefore, 01111101 = 0111 1101 = 7D
binary two nybbles hex

The hexadecimal number system has sixteen symbols (0,1,2,3,4,
5,6,7,8,9,A,B,C,D,E F). The relationships between decimal, bi-
nary, and hex values are shown in the following table.

Table 1-1. Decimal/
Binary/Hex Equivalents

Decimal Binary Hex
0 0000 0
1 0001 1
2 0010 2
3 0011 3
4 0100 4
5 0101 )
6 0110 6
7 0111 7
8 1000 8
9 1001 9
10 1010 A
11 1011 B

12 1100 C
13 1101 D
14 1110 E
15 1111 F
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To give the table more meaning, let’s look at the binary system.
Each place value in the binary system is a power of two. Two is the
base of the binary system, and ten is the base of the decimal system. If
we look at the place values of the binary numbers 0000 through 1111,
we can attach more meaning to them.

Binary Places Decimal
23 22 2 20 Equivalent
0 0 0 1 0+0+0+1 =1
0 0 1 0 0+40+2+0=2
01 0 O 0+4+0+0=+4
1 0 0 O 8+0+0+0=28

Using combinations of these place values, we may obtain any
decimal value from 0 through 15 or any hex value from 0 through F.

Examples:

0101 = 22 + 22 = 4 + 1 = 5 decimal and also 5 hex

1010 = 23 + 2! = 8 + 2 = 10 decimal, which is A hex
1100 = 23 + 22 = 8 + 4 = 12 decimal, which is C hex
1101 = 22 + 22 + 20 =8 + 4 + 1 = 13 decimal, whichis D
hex

Let’s now take a closer look at how we may express any 8-bit
binary number by two hex digits. We saw earlier that the highest hex
digit (F) corresponds to the 4-bit binary value 1111. The next higher
binary value is 10000. The 1 is in the 2¢ place, which equals 16.
Therefore, we have one 16 and nothing else. This can be expressed by
the hex value 10, which means one 16 and no 1s. There is a direct
relationship between the upper four bits of an 8-bit binary number
and the 16’s place digit of a hex number.

Binary Places Hex Value
2 25 2 2f 16’
0 0 o0 1 1 2t = 16
0 0 1 O 2 2*16 = 32
0O 1 0 O 4 4*16 = 64
1 0 0 O 8 8*16 = 128
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Next, look at the binary place values of the complete 16-bit
number.

Binary Places Decimal Hex
2 26 25 2¢ 23 22 o 20 Equivalent Equivalent
o 0 0 0 0 0 0 1 1 1
o 0 0 0 0 O 1 o0 2 2
O 0 0 0 0 1t 0 O 4 4
O 0 0 0 1 0 0 O 8 8
o 0 0 1 0 O 0 O 16 10
O 0 1 0 O 0 0 O 32 20
o 1 0 0 0 O 0 o 64 40
1 0 0 0 0 0 0 O 128 80

Using combinations of all eight bits, you may obtain any decimal
value from 0 through 255, or any hex value from 0 through FF. If we
break an 8-bit binary number into two 4-bit parts, each part may be
represented by one hex digit.

Examples:

binary 01111101
split 0111 1101
hex 7 D
binary 11000011
split 1100 0011
hex c 3
binary 10101010
split 1010 1010
hex A A

Instruction manuals for machine language quite often list the in-
struction codes in both binary and hex forms. The hexadecimal form
is commonly used for communicating with the computer when the
operator is using a machine language monitor or an assembler.
Assemblers usually have options for both decimal and hex entries.

The Machine Language Monitor

A machine language monitor is a great aid to the machine language
programmer. The monitor is a program that allows you to enter
machine codes and other data into the computer’s memory. It also
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allows you to examine and change data in memory locations and in
registers. Thus, it allows control of data entry, examination, and
even the execution of programs.

Although other monitors are available, the CBUG Monitor from
The Micro Works* was used in developing Chapters 1 and 2 of this
book. The actual commands that are implemented will vary from
monitor to monitor, but the methods used are similar.

The CBUG version that we are using is stored on Read Only
Memory (ROM) and enclosed in a cartridge that plugs into the Color
Computer’s cartridge slot. The beginning address of this version of
CBUG is $C000. The $ sign preceding a number will be used to in-
dicate a hex value ($C000 = 12*4096, or 49152 decimal). When
CBUG is installed and the Color Computer turned on, you see the
following:

EXTENDED COLOR BASIC 1.0
COPYRIGHT (C) 1980 BY TANDY
UNDER LICENSE FROM MICROSOFT

OK
|

you can tell we are using a 16K
Color Computer and we are in
Extended Color BASIC

To access CBUG, we type:

EXEC 49152

the decimal address of ——f

the beginning of CBUG

If you are using a different monitor, the EXEC address
may be different.

*The MICRO WORKS, P.O. Box 1110, Del Mar, CA 92014
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We see

~
OK
EXEC 49152

(C) 1980 BY THE MICRO WORKS
CBUG:m

AN

this prompt lets you know you are
in the monitor (other monitors will
no doubt have a different prompt)

We’ll demonstrate the entry and execution of a machine
language program that directs a sound to the audio of the TV set. The
instructions used and their functions will be explained after you enter
and run the program. If you do not have a machine language
monitor, you may POKE the instructions and data into memory
from BASIC. However, be sure to POKE in the decimal values of the
instructions and data into decimal locations.

We are going to use the sound program listed in the CBUG
Monitor Owner’s Manual. The beginning of the program will be
located at memory address $0700.

To examine and change memory values, the CBUG command is:
M—typing M 0700 (use all 4 digits) will display a line of eight
memory locations (8 bytes) with the cursor in front of the value of the
memory location that you type (0700 in this case).

We see

CBUG: M 0700
0700 ®mFF FF FF FF FF FF FF FF

.

cursor

The cursor may be moved up, down, left, or right with the arrow
keys (or to the right with the space bar) to display more memory.
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A carriage return (the ENTER key) will exit
the memory command and return the computer
to the CBUG monitor ready for a new command.

If an inverted (reverse video) number is displayed, you have tried
to write to an area where there is no Random Access Memory
(RAM).

Here is the program we want to enter.

Table 1-2. Program 1 Sounds

Instruction Memory Value
Number in Hex Entered
1 0700 86

0701 3F
2 0702 B7
0703 FF
0704 23
3 0705 1F
0706 89
4 0707 F7
0708 FF
0709 20
5 070A 12
070B 12
070C 12
6 070D 5C
7 070E 26
070F F7
8 0710 4C
9 0711 2A
0712 01
10 0713 4F
11 0714 20
0715 EF
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Since we have typed M 0700, the data may now be entered, two
digits (one entry) at a time. You do not have to press the space bar be-
tween entries. The monitor will enter the data and automatically
move the cursor in front of the value in the next memory location. If
you do press the space bar, the computer will skip over one memory
location. In that case, press the left arrow and it will move back. If
you make an error, it can be corrected by using the arrow keys to posi-
tion the cursor to the appropriate memory location and then retyping
the correct entry.

This is how the display looks as successive entries are made.
Type 86

two spaces here

e
0700 86cmFF FF FF FF FF FF FF

'Type 3F

0700 86 3FmFF FF FF FF FF FF

Type B7

—

0700 8 3F B7’mFF FF FF FF FF

etc.

After the eighth entry is made, the next eight bytes of memory are
displayed.

0700 8 3F B7 FF 23 1F 89 F7
0708mF¥ FF Fr¥r FF FF FF FF FF
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Continue entering data until the complete program is in
memory.

0700 86 3F B7 FF 23 1F 89 F7
0708 F¥r 20 12 12 12 5C 26 F7
0710 4C 2A 01 4F 20 EFmFF FF there it is

Check the data on the display to make sure it is correct. If you
spot an error, move the cursor to a position just in front of the error
and retype the entry (correctly this time, of course). When everything
is correct, exit memory/examine by typing a carriage return (the

ENTER key).

-

CBUG:M 0700

0700 8 3F B7 FF 23 1F 89 F7
0708 FF 20 12 12 12 5C 26 F7
0710 4C 2A 01 4F 20 EF FF FF
CBUG:m

BN ready for a new command

The 6809 has a number of registers that contain vital informa-
tion. A register can be thought of as a special type of memory loca-
tion. Some registers hold one byte (eight bits) of information. Others
hold two bytes (sixteen bits).

TTTT T T T ] 8bitregister

LLT P TP T T T ITTT T rebiregste

One of these registers is called the program counter. It holds two
bytes that keep track of which instruction the computer is working
with. As one instruction is being executed, the program counter is
‘‘pointing to’’ the memory location of the next instruction. Since our
program starts at location $0700, we want to be sure that the program
counter has this value in it when we start the program.
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The CBUG command that will display the register contents is: R.
Again, you should check the program counter before executing the
program.

[ ]
CBUG:R
> type R to display registers

-

CBUG:R

A=00 B=00 D=00 X =C051 Y=AAFI

U=0000 P=8302 S=7F29 E--—-Z-C here is the
CBUG:=m )\ program counter

Ignore all the other registers for the time being. We’ll discuss
each of them as necessary later on. Notice the value of the program
counter (8302). This is not the memory location where our program
starts; it must be changed to 0700. Notice that control is returned to
CBUG after the registers are displayed.

The CBUG command for changing one or more registers is the
letter C followed by a single letter that indicates the register to be
changed. P is the letter for the program counter.

Type: C P

CBUG:C P

This transfers control to the memory examine/change function (M)
at the address on the stack (to be discussed later) where the specified
register is stored.

CBUG:C P
7F30 F1 00 00m83 02 00 FF 00 cursor is

in front of
program counter
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Type: 0700 then press the ENTER key to leave the memory/
examine function.
Now type: R to display the registers again.

CBUG:R
A=00 B=00 D=00 X=C051 Y-AAFI
U=0000 P=0700 S=7F29 E----Z-C

\_— there is the correct value in the program

counter for our program

Now we are ready to execute the program. The CBUG command to
useis: J. Jisajump tomachinelanguage subroutine. The ] is fol-
lowed by the starting address of our program.

CBUG:]J 0700

The program starts immediately, and the noise emitted by the
TV sounds like laser guns firing in rapid succession.

How do we stop it? Press the BREAK key? No, it keeps on
blasting away. Maybe the ENTER key? No, it keeps on. Well, about
the only thing left to do is to press the RESET button on the back of

the computer. Ahh! It stopped.

o |

But, what’s this? The OK prompt indicates that we’re back in
BASIC. To get the machine language program back, you must access
your monitor again.

1. Type: EXEC 49152 to get CBUG
2. Type: M 0700 and press the key a couple of times and there

1t 1s.
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(0K

EXEC 49152

CBUG:M 0700
0700 86 3F B7 FF 23 1F 89 F7

0708 FF 20 12 12 12 5C 26 F7
0710 4C 2A 01 4F 20 EF FF FF \justasbefore

How Program 1 Works

Now let’s discuss the machine language instructions that were used in
the program. You may have noticed that the instructions in Table
1-2 were blocked off in groups of 1, 2, and 3. Some instructions re-
quire more bytes than others.

Step 1. The first instruction consisted of two bytes with each byte oc-
cupying one memory location.

0700 86  -=—operation code for the instruction,
load accumulator A with the data that
follows

0701 3F <-3F is the data

Accumulator A is an 8-bit register

Remember, we said earlier that some registers hold eight bits and
some hold sixteen bits. We will be using the A register frequently in
the transfer of data from one place in the computer to another. When
the first instruction is executed, the data (3F) is loaded into ac-
cumulator A.

00111111 < accumulator A now contains 3F
v e,

3 F

Step 2. The second instruction consisted of three bytes.

0702 B7  <—the operation code for the instruction,
store accumulator A into the memory
location that follows

0703 FF

0704 23 } ~— memory location $FF23
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Load Accumulator A with 3F
Store Accumulator A in
memory location $§FF23

Transfer Accumulator A to
Accumulator B

y

Store Accumulator B in
memory location $FF20
Do nothing 3 times
Increment Accumulator B

Increment Accumulator A

Clear Accumulator A

Y

Branch back

]

1) 86 3F
2) B7 FF 23

3) 1F 89

4) F7 FF 20
5)121212
6) 5C

7) 26 F7

9) 2A 01

10) 4F

11) 20 EF

Figure 1-1. Flowchart of Program 1—Sounds
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FF23 is associated with the output device used to send the sound
to the TV. The data sent to $FF23 “‘turns on’’ the audio of the
TV.

Step 3. The third instruction has 2 bytes.

0705 1F «— operation code for transfer data from
one register to another
0706 89 «— 89 indicates the data is copied from

accumulator A to accumulator B

Accumulator B is an 8-bit register

Accumulators A and B may be used together to hold sixteen bits.
In that case, it is referred to as double accumulator D. You will see it
used in this way later in the book.

Step 4. The fourth instruction has 3 bytes.

0707 F7 —operation code for store accumulator B
in memory
8;83 gg } $FF20 is the memory location

The memory location $FF20 controls the tone of the sound going
to the TV. The data (3F) in accumulator B is the tone loaded.

Step 5. The fifth group is really one instruction (12) used three
times. All three are NOP instructions (No Operation). They
don’t do anything but take up some time.

070A 12
070B 12
070C 12

Step 6. The sixth instruction 5C uses only one byte.
070D 5C —op code to increment accumulator B

This instruction adds one to the data in accumulator B.
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Step 7. A 2-byte instruction is next.

070E 26 —op code for Branch if Not Equal to
zero (accumulator B this time)

070F F7 «—F7 is the signed number —9. The
value in the program counter is
reduced by 9 if the result of
incrementing B is not zero

Program counter is 0710 if B = 0
Program counter changes to 0707 if B is not 0

Step 8. If the branch at instruction 7 is not taken, this 1-byte instruc-
tion would be executed next.

0710 4C —op code to increment accumulator A

This instruction will affect step 9.
Step 9. This 2-byte instruction is then executed.
0711 2A —op code for branch if positive
(accumulator A from step 8)
0712 01 ~—increase the program counter
by 1 (if A is positive)
This instruction (if A is +) will skip over the instruction at step

10. The program counter will be changed from 0713 to 0714. If A is
—, the program counter will stay at 0713 for step 10.

Step 10. This is a 1-byte instruction.
0713 4F —op code for clear accumulator A

This instruction sets accumulator A to 0.

Step 11. Last of all is this 2-byte instruction.

0714 20 —op code for branch always
0715 EF —negative 17 is added to the

program counter.
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The program counter changes to 07035, and the program proceeds
from that point. Thus, the program loops back to step 3. The laser
sound is repeated over and over until you reset the computer.

We used quite a mixture of instructions in this program. Let’s see
if we can make some sense out of the mix.

Instructions Used in Program 1

There are several ways that instructions can be classified. If we
classify them according to their function, you have seen four types in
this program:

1. Data moves
Load accumulator A—op code 86
Store accumulator A—op code B7
Store accumulator B—op code F7
Transfer A to B—op code 1F 89

Table 1-3. Instructions Used in Program 1

Op Code Mnemonic Bytes Address Mode Remarks

86 LDA 2 Immediate accumulator A is
loaded with data that
follows

B7 STA 3 Extended data in A copied into
memory that follows

F7 STB 3 Extended data in B copied into
memory that follows

1F TFR 2 Inherent data copied from one
register to another

4C INCA 1 Inherent add 1 to A

5C INCB 1 Inherent add 1 to B

4F CLA 1 Inherent zero in A

12 NOP 1 Inherent no operation

26 BNE 2 Relative branch if result is not
equal to zero

2A BPL 2 Relative branch if result is plus
(positive)

20 BRA 2 Relative branch always
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2. Register alterations
Increment accumulator A—op code 4C
Increment accumulator B—op code 5C
Clear accumulator A—op code 4F

3. Branches
Branch on result not 0—op code 26
Branch on result positive—op code 2A
Branch always—op code 20

4. Do nothing
No operation—op code 12

Instructions can also be classified by their addressing modes. We
will be discussing this later. Here are the addressing modes we have
used so far. Also shown are their op codes, mnemonic (abbreviations
used in assembly language), number of bytes in the instruction, ad-
dressing mode, and a brief description.

Signed Numbers

For some instructions, hexadecimal numbers are interpreted as
negative values when they are in the range of 80 through FF and as
positive values when they are in the range of 0 through 7F. In other
words, if the most significant bit (leftmost bit) of a value is set to 1, the
number is negative. If the leftmost bit is 0, the number is positive.

mT]TI l I l<———negative

[Ol l l l l l I ]<»——— positive

NOTE: For branch instructions, 0-7F are considered
positive and 80-FF are considered negative.

You might think of 8-bit signed numbers as locations on a large
number wheel rather than the usual number line. Then they would
look like Figure 1-2.

If signed numbers are to be represented, the computer must have
some way to tell them apart (positive or negative). Consider an 8-bit
block of data as being composed of one sign bit and seven data bits.
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Positive

+48

+112

+64

—Hex values inside

+80

\Decimal equivalents outside

Figure 1-2. Signed Number Wheel

L Bitposition[7|6[5|4l$|2|llﬂ
/H—7data-—>{

Sign
position

positive number.

Examples
o1111111
01111110
01111101

00000011
00000010
00000001
00000000

positions

If the sign position holds a zero, the data is considered to be a

+127 (64+32+16+8+4+2+1)
+126 (64+32+16+8+4+2 )
+125 (64+32+16+8+4  +1)

+3
+ 2
+1
+0

(

(

(

(
R

+2+1)
+2 )
+1)

)

zero is considered positive by
branch instructions
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2. If the sign position holds a one (1), the data is considered to be a
negative number.

Examples
10000000
10000001
10000010

11111101
11111110
11111111 =

—128
—-127
—126

For our purposes, we must realize that certain branch instruc-
tions test the result of numbers to see whether they are negative or

positive.

The values used as the second byte in relative branch instructions
are shown in the following two tables.

Table 1-4. Branch Bytes for Forward Branches

Steps Branch Steps Branch Steps Branch Steps Branch
dec. hex. dec. hex dec. hex dec. hex
1 01 33 21 65 41 97 61
2 02 34 22 66 42 98 62
3 03 35 23 67 43 99 63
4 04 36 24 68 44 100 64
5 05 37 25 69 45 101 63
6 06 38 26 70 46 102 66
7 07 39 27 71 47 103 67
8 08 40 28 72 48 104 68
9 09 41 29 73 49 105 69
10 0A 42 2A 74 4A 106 6A
11 0B 43 2B 75 4B 107 6B
12 0C 44 2C 76 4C 108 6C
13 0D 45 2D 77 4D 109 6D
14 OE 46 2E 78 4E 110 6E
15 OF 47 2F 79 4F 111 6F
16 10 48 30 80 50 112 70
17 11 49 31 81 51 113 71
18 12 50 32 82 52 114 72
19 13 51 33 83 53 115 73
20 14 52 34 84 54 116 74
21 15 53 35 85 55 117 75
22 16 34 36 86 36 118 76
23 17 55 37 87 57 119 77
24 18 56 38 88 58 120 78
25 19 37 39 89 59 121 79




Steps Branch Steps  Branch Steps  Branch Steps  Branch
dec. hex. dec. hex dec. hex dec. hex
26 1A 58 3A 90 5A 122 7A
27 1B 39 3B 91 5B 123 7B
28 1C 60 3C 92 5C 124 7C
29 1D 61 3D 93 5D 125 7D
30 1E 62 3E 94 S5E 126 7E
31 1F 63 3F 95 5F 127 7F
32 20 64 40 96 60

Table 1-3. Branch Bytes for Backward Branches

Steps Branch | Steps Branch | Steps Branch Steps Branch
dec. hex dec. hex dec. hex dec. hex
-1 FF —33 DF —-65 BF -97 9F
-2 FE —-34 DE — 66 BE -98 9E
-3 FD =35 DD - 67 BD -99 9D
-4 FC - 36 DC —68 BC — 100 9C
-5 FB -37 DB —69 BB —101 9B
-6 FA —38 DA —-70 BA - 102 9A
-7 F9 -39 D9 -7 B9 —103 99
-8 F8 —40 D8 -72 B8 — 104 98
-9 F7 —41 D7 -73 B7 —105 97
—-10 F6 —42 D6 -74 B6 — 106 96
-11 F5 —43 D5 —-75 B5 - 107 95
—-12 F4 —44 D4 —76 B4 —108 94
—-13 F3 —45 D3 -77 B3 —109 93
- 14 F2 —46 D2 —-78 B2 —110 92
—15 F1 —47 D1 -79 B1 - 111 91
—16 FO —48 DO —80 BO —112 90
—-17 EF —49 CF —81 AF —-113 8F
—18 EE —-50 CE —82 AE —-114 8E
—19 ED -51 CD —83 AD —115 8D
-20 EC —-32 CC -84 AC —116 8C
—-21 EB —-353 CB -85 AB - 117 8B
—22 EA —54 CA —86 AA —118 8A
-23 E9 — 355 Cc9 —87 A9 - 119 89
—-24 E8 — 56 cs8 —88 A8 -120 88
-25 E7 -57 Cc7 -89 A7 —121 87
—26 E6 —-58 Cé6 -90 A6 —-122 86
—27 E5 -59 C5 -91 Ad —123 85
—28 E4 —60 C4 -92 A4 —124 84
-29 E3 -6l C3 -93 A3 —125 83
-30 E2 —-62 C2 —-94 A2 —126 82
-31 El —63 C1 -95 Al —127 81
—32 EO — 64 Co —96 A0 —128 80

21
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Summary

The computer can be thought of as a gigantic array of electronic
switches that are either open or closed.

Binary numbers are used to communicate switch patterns to the
computer. A 0 represents an open switch and a 1 represents a
closed switch. A group of eight of these symbols communicates
data to or from the computer.

10011100

A binary number can be represented by two hex digits.

10011100

N — “—  —

9 C

Hex symbols are: 0, 1, 2, 3, 4,5,6,7,8,9,
A, B,C,D E,and F.

A machine language monitor allows you to enter machine codes
and data into the computer’s memory and registers. It also allows
you to examine and change such data and to execute programs.

The Color Computer uses the 6809 microprocessor. It has both
8-bit and 16-bit registers.

The program counter is a 16-bit register that keeps track of
the computer’s position within a program.

Accumulator A is an 8-bit register used for temporary storage
during data transfer. Arithmetic and logic operations also take
place there.

Accumulator B is an 8-bit register used in the same way as ac-
cumulator A.

Accumulator D is a 16-bit register resulting from the com-
bination of A and B.

LTI TTTTTTITTIT

J\ J

v v
A B
v
double accumulator D
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® Branch instructions use signed numbers (positive and negative).

A number is considered positive if its most significant bit (left-
most) is a 0.

0 +0 through 7F in hex notation

A number is considered negative if its most significant bit is a 1.

1 —80 through FF in hex notation

Chapter Test

. The binary digit used for switch closed is

The binary digit used for switch open is

. One byte is a block of how many bits?

. What microprocessor does the Color Computer use?

. Convert the following binary numbers to their hexadecimal
equivalents.
01110110 = __
10011100 = I
11101111 =

5. Convert the following hexadecimal numbers to their binary
equivalents: D3, 8C, 5A.

6. What size is accumulator A? bits

7. What size is accumulator B? ___ bits

8. Describe double accumulator D.

10.

. What is the purpose of register P as used in the CBUG monitor?

If the second byte of a branch always (BRA) instruction is E3, in
which direction will the branch be made, backward or forward?
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Answers to Odd-numbered Exercises in Chapter Test

switch closed is 1
switch open is 0

6809 or 6809E

D3 = 11010011
8C = 10001100
5A = 01011010
8 bits

P is the program counter. It points to the instruction that will be
next executed. Thus it keeps track of where the computer is
within a program.



Sound

Chapter 2

After running the sound program in Chapter 1, you would no doubt
like to find out how to vary the tone and duration in order to create
sounds of your own. Using Program 1 as a base, you can make a few

changes to do this and we will show you how.

We’ll also introduce the symbolism used by an assembler along
with the machine language operation codes. This will make the in-
structions more understandable and also prepare you for the
assembly language chapters that follow this one. To abbreviate the
listing of this program, we’ll give only the starting memory location
for each instruction and put the complete instruction on one line.

Program 2—Making Your Own Sounds

Table 2-1. Program 2—Making Your Own Sounds

Memory Machine Codes Assembler Symbols Remarks
0700 86 3F LDA #$3F load sound byte
0702 B7 FF 23 STA $FF23 turn on sound
0705 8E 00 FF LDX #$FF load duration
0708 C6 5F LDB #$5F tone value 5F
070A F7 FF 20 STB $FF20 store tone
070D 12 NOP time delay
070E 12 NOP

070F 12 NOP

0710 5C INC B increment B
0711 26 F7 BNE branch (—9)
0713 30 1F DEX decrement X
0715 26 F1 BNE branch (— 15)
0717 39 RTS return to CBUG

25
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Note the symbols used in front of data in the Assembler Symbols
column.

# which precedes the LDA, LDX, and LDB values to the assem-
bler indicates that the data to be loaded will be found im-
mediately after the instruction.

$ indicates to the assembler that the data is in hexadecimal for-
mat.

Also note that each assembler instruction is an abbreviation of its
function (see Remarks column):

LDA LoaD accumulator A
LDX LoaD X register
BNE Branch if result Not Equal to zero, etc.

Using CBUG, or some other monitor, load the program into
your computer. With CBUG, the display looks as follows after the
program has been entered.

—

CBUG:M 0700

0700 86 3F¥ B7 FF 23 8E 00 FF
0708 C6 OS5F F7 FF 20 12 12 12
0710 5C 26 F7 30 1F 26 F1 39
0718 w®mFF FF FF FF FF FF FF

cursor

Leave the memory mode (by pressing ENTER) and examine the
registers to make sure the program counter is set to 0700.

0718 FF FF FF FF FF FF FF FF
CBUG:R
A=00 B=00 D=00 X=C051 Y =AAF1

U =0000 P=8302 S=7F29 E----Z-C
CBUG:m \

this must be changed

Type: CP

CBUG:C P
7F30 F1 00 oom83 02 00 FF 00
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Type: 0700 and press ENTER

7F30 F1 00 00 07 00 00 FF 00
CBUG:m

Type: J 0700 to execute the program. Your note sounds, then a
return is made to CBUG.

CBUG:]J 0700
CBUG: B

Now, what if you want to change the sound? The tone of the note
is controlled by the value following the instruction, Load Ac-
cumulator B (the value is 5F in the original program). The duration is
controlled by the value loaded into the X register.

To change the note:
change the value at memory location 0709
To change the duration:
change the value at memory locations 0705 and 0706

As an example, we will change the value in 0709 to 30 and the
value in 0706 to 80, leaving 0705 at 0.

CBUG:]J 0700
CBUG:M 0706
0700 86 3F B7 FF 23 8E OOMFF
change this to 80

Type: 80

CBUG: J 0700
CBUG:M 0706
0700 8 3F B7 FF 23 B8E 00 80
0708 mC6 5F F7 FF 20 12 12 12

\ now changed

this one to be changed to 30
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Type: E] or space bar

0708 Com5F F7 FF 20 12 12 12

Type: 30 and press ENTER (to leave memory examine/
change)

0708 C6 30 F7 FF 20 12 12 12
CBUG:m

Now execute the program again. A lower tone is heard for a
shorter time.

® Location 0709 may be varied from 0-FF.

® The combination of 0705 and 0706 holds a 2-byte count for the
duration. This double size value may range from 0000 through
FFFF.

Experiment by changing these values several times before going
on to the discussion of the instructions used in Program 2.

New Instructions in Program 2

The following new instructions were used in Program 2.

Table 2-2. New Instructions in Program 2

Op Code Mnemonic Bytes Address Mode Remarks

C6 LDB 2 Immediate accumulator B is
loaded with data that
follows

8E LDX 3 Immediate register X is loaded
with following data

30 1F DEX 2 Inherent the X register is decre-
mented by 1

39 RTS 1 Inherent return is made to
CBUG

NOTE: The instruction with Op code 30 1F really has a mnemonic of: LEAX
— 1,X. This will be discussed in Chapter 4. We used DEX because more program-
mers are familiar with it.
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How Program 2 Works

The first two instructions put a value into memory location $FF23 to
turn on the sound. The X register is then loaded with the count that
determines how many times the sound loop will be executed. This
controls the duration of the notes.

Accumulator B is loaded with a value (0-FF) that determines the
tone. This value is stored in memory location $FF20, the sound
generator. Three NOPs (No OPerations) follow. NOPs may be used
as time delays or to save space for instructions or data that may be in-
serted at a later time. Accumulator B is incremented. If B is not zero,
a branch is made backward to store the new value in $FF20. This con-
tinues until the value in accumulator B is zero.

The value in the X register is then decreased. If the new value in
X is not zero, the computer branches back to load B with the original
value and proceeds as before. Thus a nested loop is formed.

When the value in X reaches zero, the sound stops. The com-
puter returns to CBUG. At this time, you could enter the memory ex-
amine/change mode (M) and change values for the duration and/or
the tone.

A flowchart of the program is shown in Figure 2-1.

Let’s take alook at some of the registers that you have used so far.

6809 MICROPROCESSOR
Instruction Decoder —+——-decodes instructions
Program Counter < stores location of next
instruction (16 bits)
Accumulator A ~=— temporary storage area (8 bits)
Accumulator B ~«—— temporary storage arca (8 bits)
Register X ~+———16-bit index register

The 16-bit program counter acts as a program address pointer to
assure that instructions are executed in the desired order. Instruc-
tions of a program are stored in consecutive locations in memory.
They are made up of machine language operation codes and/or ad-
dress bytes and numbers to be operated on. To control the desired se-
quence of operations of a program, the program counter is used as a
pointer to designate the position in memory where the micro-
processor will obtain each successive instruction. The program
counter is incremented, after each instruction is ‘‘fetched,’’ to point
at the next instruction to be performed.
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Load Accumulator A with 3F

Store Accumulator A in
memory location $FF23

Load register X with
duration (00FF)

y

Load Accumulator B with tone

-

A

Store Accumulator B in
memory location $FF20

Do nothing 3 times

Increment Accumulator B

no

yes

Decrement Accumulator X

Return to monitor

Figure 2-1. Flowchart of Program 2

1) 86 3F
2) B7 FF 23

3) 8E 00 FF

4) C6 5F

5) F7 FF 20

6) 121212
7) 5C

8) 26 F7

9) 30 1F

10) 26 F1
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Memory Instruction
Location or data
Program 0700 86
| Counter
0701 3F
0702 B7
0703 FF
0704 23

etc.

The accumulators (A and B) are registers (storage places similar
to memory) in which data is placed. They are used as temporary
storage areas when moving data from one place to another.
Arithmetic and logical operations on data also take place in the ac-
cumulators. Thus, they are used frequently, and many 6809 instruc-
tions involve them. They ‘‘accumulate’’ the results of successive
operations on data that are requested by the instructions. Each ac-
cumulator holds eight bits of data.

The X register is also used for temporary data storage. It is six-
teen bits wide and has the ability to be incremented and decremented
by programmed instructions. When it is incremented, the value in
the register is increased by one. When decremented, the value in the
register is decreased by one. Therefore, the X register can be used as a
counter (or a pointer) to store data into successive memory locations
or to load data into successive memory locations. This is called index-
ing (hence it is often referred to as an index register). It can also be
used as a counter (as in Program 2) to determine conditions for end-
ing a series of repeated operations (a loop).

In Program 2, the X register was used to control the duration of
the note. A value was loaded into X at memory locations 0705-0707.
This value was decremented at 0713-0714 each time through the
. soufd loop. When the value in X reached zero, the sound stopped.
Thus X was used as a counter, going backwards from 00FF (or some
other value that you inserted at 0706-0707) down to zero.
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Execute Program 2 again. When you have finished, examine the

registers by typing R after the CBUG prompt.

rI

CBUG:]J 0700

CBUG:R

A=00 B=00 D=00 X=C051 Y=AAFI1
U=0000 P=0700 S=7F29 E----Z-C
CBUG:m

We have discussed four of the registers displayed:

A is accumulator A = 00

B is accumulator B = 00

X is register X = C051

P is the program counter = 0700

Do the values in these registers give you any clues about the pro-
gram? Not much. The problem is that CBUG resets some of the
registers when a Return from Subroutine (RTS) instruction sends the
computer back to the monitor at the end of the program.

To overcome this fact, let’s put a Software Interrupt Instruction
(SWI) in front of the return from subroutine instruction (memory

0717). The Op code for SWI is 3F.
Type: M 0717

CBUG:M 0717
0710 5C 26 F7 30 1F 26 F1im39

Type: 3F then 39 and press ENTER

CBUG:M 0717
0710 5C 26 F7 30 1F 26 F1 3F
0718 39  FF FF FF FF FF FF FF
CBUG:m

3F to be inserted

software interrupt

return from subroutine now here
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Now, type: ! !is the CBUG command to take
over the software interrupt

0718 39 FF FF FF FF FF FF FF
CBUG:!
CBUG:m

As quoted from the CBUG Monitor Owner’s Manual, ‘‘Until
this command (!) is executed, it is undetermined what will happen
when a SWI instruction (3F) is encountered by the 6809. This in-
struction sets the vector so that control will return to the monitor.
Machine language debugging may then be accomplished by inserting
SWIs into the program, at which point the monitor will be entered
and the register contents dumped.’’

Now that you have inserted the software interrupt, run the pro-
gram again.

—

CBUG:!

CBUG:J 0700

A=3F B=00 D=00 X=0000 Y =AAF1
U=0000 P=0718 S=7F19 E----Z-C
CBUG:m

Notice the four registers now show the following:

A=3F —«— value originally loaded
B=00 -+— B has been incremented to zero
X =0000 -+— X has been decremented to zero

P=0718 -~+— The program was interrupted by the
SWI instruction at step 0717. Hence,
the program counter is pointing to the
next instruction (return from
subroutine) at memory location 0718
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Now, type: G
n
L]
CBUG:G ~¢——— the G command resumes the
CBUG:nm program at the instruction

following the interrupt

Type: R to see the registers after the return from the subroutine

K

CBUG:G
CBUG:R
A=00 B=00 D=00 X=C051 Y-AAF1
U=0000 P=0700 S=7F29 E --—-Z2-C
CBUG:®

A and B have been reset to zero; X was used by
the monitor in resetting; P is set back to the
beginning of the program.

Now, what about those funny symbols at the end of the register
list (E----Z-C)? Read on!

Condition Codes

The 6809 microprocessor has a special register called the Condition
Codes register (CC register for short) that keeps track of such things
as overflow, carry, negative result, zero result, etc. Each bit in this
8-bit register is assigned a special condition as shown.

LT LT

Carry

Overllow

Zero result

Negative result

Interrupt

all carry

Fast interrupt

Entire
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Individual bits of the Condition Codes register are used to keep
track of specific effects that instructions have on the ‘‘status’’ of the
computer. The presence or absence of an effect is shown by whether a
particular bit has been set to one or reset to zero. These individual
bits are also called flags. The conditions (or effects) are discussed in
more detail as they are needed in understanding the instructions. For
the present, we’ll deal mainly with the Zero (Z) and the Negative (N)
flags.

You have used two branch instructions whose action depends on
the condition of the flags. Program 1 used the Branch if Plus (BPL; op
code 2A). It followed the instruction, increment A. If the result in the
A register is positive or zero, the N flag of the Condition Codes
register would be zero.

01111111 accumulator A positive

XXXX0XXX CC register
*—— N flag = 0

If the result of incrementing A is a negative number (80-FF), the
N flag would be set to one.

10000000 accumulator A negative

XXXX1XXX CC register
+—N flag = 1

The branch would not be taken in the latter case because the value
in the A register is negative (not positive).

In Program 2 (also in Program 1), you used the Branch if Not
Equal to zero (BNE) instruction. The instruction preceding it in Pro-
gram 2 was decrement the X register. If the result in the X register is
not zero, the zero flag will not be set.

0000000011111111 | =+=— X register not zero

XXXXX0XX | -e— CC register

f—— zero flag not set
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If the result in the X register is zero, the zero flag will be set to one.

0000000000000000 | -— X register = 0

XXXXX1XX | -e— CC register

L— zero flag is set

In the latter case, the branch would not be taken.

As you can see from the previous examples, the execution of a
branch depends upon certain flags in the Condition Codes register.
Some of the flags are changed when certain instructions are executed.
Therefore, to branch or not to branch is determined by some instruc-
tion that was executed previous to the branch instruction.

Getting back to what you saw in the Condition Code register:

A=3F B=00 D=00 X =0000 Y=AAF1
U=0000 P=0718 S=7F19 E----Z-C

4/CC register

When you use the CBUG Monitor: note that if the letter of the
condition flag is displayed, that flag is set to one; if a dash is
displayed, the flag is zero. Thus

E- - —-——-2Z_-¢C

[10000101]

LCM‘I’Y issetto 1

Overflow =0
Zeroissetto 1l
Negative = 0
Interrupt = 0
Half carry = 0
Fast interrupt = 0
Entire is set to 1

Using a Sound Table

If you want to play several notes in a row in a sound program, you can
store a table of note values in memory. A different note can be ac-
cessed from the table each time the note playing portion of the pro-
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gram is repeated. To do this, we can use another counting register.
Fortunately, the 6809 CPU has a Y register that is very similar to the
X register. In Program 3, we’ll use the Y register to keep track of the
notes being played.

Table 2-3. Program 3—Using a Sound Table

Memory Machine Codes Assembler Codes
0700 86 3F LDA #$3F
0702 B7 FF 23 STA $FF23
0705 10 8E 07 50 LDY #$0750
0709 8E 00 80 LDX #$080
070C E6 A0 LDB ,Y +
070E C100 CMPB #00
0710 27 13 BEQ $13
0712 1F 98 TFR B,A
0714 F7 FF 20 STB #$FF20
0717 12 NOP

0718 12 NOP

0719 12 NOP

071A 5C INCB

071B 26 F7 BNE $F7
071D 1F 89 TFR AB
071F 30 1F DEX

0721 26 F1 BNE §F1
0723 20 E4 BRA $E4
0725 39 RTS

Using CBUG, or some other monitor, load the program.

GUG:M 0700
0700 8 3F B7 FF 23 10 8E 07
0708 50 8E 00 80 E6 A0 C1 00
0710 27 13 1F 98 F7 FF 20 12
0718 12 12 5C 26 F7 1F 89 30
0720 1F 26 F1 20 E4 39@FF FF

Press the down arrow key ( ) to access memory location 0750
and input data for notes.
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0750 37 40 49 52 5B 64 6D 76 —e——— 8notes
0758 00 FF FF FF FF FF FF FF

00 is the end of the data table

Now, make sure the program counter is set to 0700.

CBUG:R
A=00 B=00 D=00 X=C051 Y=AAFI1
U=0000 P=8302 S=7F29 =E----Z-C

CBUG:C P
type C P if you need to change
the program counter—then change

it to 0700

Then run the program. You should hear something that
resembles a scale of notes. We don’t claim to be musicians, so feel free
to tinker with the data table to change the notes. We merely spaced
the note values 9 apart.

Explanation of Program 3

The program breaks up into eight logical parts.

Part 1.  0700-0704 Sound is turned on by loading $3F into
memory location $FF23, as in Programs 1 and 2.

Part 2. 0705-070B Register Y is loaded with the beginning ad-
dress of the note table ($0750). Note that this is a 4-byte in-
struction. The duration is loaded into register X.

Part 3. 070C-0713 The B register is loaded with data from the
memory location whose address is currently in the Y
register. Then the Y register is increased by one. The data
in B is compared to zero (070E-070F). If the difference is
zero, a branch is made to the end of the program (all notes
have been played) at part 7. If the difference is not zero, the
value in B is transferred to A for future use and the com-
puter goes on to step 4.

Part 4. 0714-071C This block plays the note as in Program 2.



Part 5.

Part 6.

Part 7.

Part 8.
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071D-0722 The note value saved in A (part 3) is trans-
ferred back to B. The X register is decremented. If X is not
zero, the note value is stuffed into $FF20 in part 4. If X is
zero, the computer goes on to step 6.

0723-0724 A branch is made back to part 3 to get a new
note.

0725 This return from subroutine instruction is reached
from part 3 when all eight notes have been played. It
returns to the monitor.

0750-0758 These are the note values. Be sure to load
them before running the program.

New Instructions in Program 3

Table 2-4 shows the instructions appearing in this program that have
not been used previously.

Table 2-4. New Instructions in Program 3

Op Code

Mnemonic Bytes Address Remarks

10 8E

LDY 4 Immediate 16-bit register Y 1is
loaded with 2 bytes
that follow

E6 A0

LDB,Y + 2 Indexed B register is loaded
from address held

in Y: Y increased
by 1

C1

CMPB 2 Immediate B register compared
to byte following op
code

27

BEQ 2 Relative Branch made if zero
flag is set to 1; 2nd
byte tells how far
and what direction
to go

1F 98

TFR B,A 2 Inherent data copied from B
to A
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Suggestions for Playing with Program 3
The program may be altered in several ways for experimenting with
sounds. Here are a few suggestions.

1. Change the values in the note table to produce a scale that is
pleasing to your ear.

Note: All musicians—send suggestions to:
THE DYMAX GAZETTE
P O Box 310
Menlo Park, CA 94025

2. Extend the table to play any number of notes. A zero at the end of
your values will tell the computer that you are finished.

Examples:

(

CBUG:M 0750
0750 37 40 49 52 5B 64 6D 76 -~a—— addmore
0758 7F 88 91 9A A3 AC B> 00 notes

or

—

CBUG:M 0750
0750 37 40 49 52 5B 64 6D 76 -«— playscale
0758 6D 64 5B 52 49 40 37 00 both ways

3. Change the duration so that shorter notes are played. Provide
plenty of notes in the table.

CBUG:M 0708 /\
0708 50 8E 00 20 E6 A0 C1 00 try 20 (or some

CBUG:M 0750 other number
0750 37 40 49 52 5B 64 6D 76 less than 80)
0758 7F 88 91 9A A3 AC B5 BE
0760 B5 AC A3 9A 91 88 7F 76
0768 6D 64 5B 52 49 40 37 00

-e—lots of notes
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4. Change the program so that when a zero is encountered in the
data table, the original table will be used again. Caution: You
will have to press the RESET button to stop the program.

5. Use your imagination and experiment with your own alterations.

Saving Machine Language Programs on Tape

After you’ve perfected a machine language program, you can save it
on tape and then load it back into the computer at a later time. The
CBUG command to save such tapes is S. This is followed, in order,
by the starting memory location of the program, the ending location
of the program, the entry point of the program (quite often the same
as the starting location), and the name of the program.

As an example, we’ll use Program 3 in its original form with the
sound table. Examining the memory for this program, we have

-

0700 8 3F B7 FF 23 10 8E 07
0708 50 8E 00 80 E6 A0 C1 00
0710 27 13 1F 98 F7 FF 20 12
0718 12 12 5C 26 F7 1F 89 30
0720 1F 26 F1 20 E4 39 FF FF

We also have to put in the data table

0750 37 40 49 52 5B 64 6D 76
0758 00

After pressing the RECORD and PLAY buttons on the cassette
recorder, we type the save command:

CBUG automatically
/ / provides spaces
CBUG S 0700 0758 0700 NOTES

|

begmmng entry pomt program name

When you press the ENTER key, the recording is made. To be
safe, the program should be saved at least twice.
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The program is loaded back into the computer from BASIC. As a
test, we turned off the computer to erase the program in memory.
Then we turned it back on.

OK
[ |

Rewind the tape to the point where the recording was made. Press the
PLAY button on the recorder.

Type: CLOADM “NOTES”’

OK
CLOADM ‘““NOTES”’

Press ENTER

NOTES

L blinks on and off

When the program has loaded, type: EXEC and press
ENTER. The notes are played.

CBUG does not have to be present for the recorded program to
load and execute. Each time the program ends, a return is made to
BASIC. To execute the program again, type EXEC and press
ENTER.

Summary

® Assembler symbols and instructions used are as follows:
# data follows immediately
$ hexadecimal value follows
BEQ Branch if result EQuals zero
BNE Branch if result is Not Equal to zero
BRA BRanch Always
CMPB CoMPare data in accumulator B
DEX DEcrement the X register
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INCB INCrement accumulator B
LDA LoaD accumulator A
LDB LoaD accumulator B
LDX LoaD register X

LDY LoaD register Y

NOP No OPeration

RTS ReTurn from Subroutine
STA STore accumulator A
STB STore accumulator B
SWI SoftWare Interrupt

TFR A, B TransFeR A to B
TFR B,A TransFeR B to A

Registers used:

The 16-bit program counteracts as a program address pointer to
assure that instructions are executed in the desired order.

Accumulators A and B are 8-bit registers used as temporary stor-
age for data.

The X register is a 16-bit register used as a counter to time the
sound duration in Programs 2 and 3.

The Y register is a 16-bit register used in Program 3 as a counter
to index the values used in a data table.

Condition code register bits:

EFHINZVC

C carry

V overflow

Z zero result

N negative result

I interrupt disable

H half carry

F fast interrupt disable
E entire registers

Chapter Test
. Describe the function of this assembler notation: LDA #$3F

. Suppose accumulator A holds the value $3F, and the instruction
implemented by the assembler notation STA $FF23 is executed.
Show the bits as they would be stored.

L' ! l | | l | ‘<—location$FF23
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10.

O 3 O

SOUND

. What does the symbol # mean to the assembler?

. What does the symbol $ mean to the assembler?

. What is the range of values that may be stored in a memory loca-

tion in hex notation? to
. What is the range of values that may be stored in the X or Y
register? to

. What register is used to control the desired sequence of instruc-

tions of a program?

. Name two index registers used in the 6809 microprocessor.

. What condition codes are used by the following instructions?

BEQ
BNE

BPL
Describe the function of the assembler instruction: LDB ,Y +

Answers to Odd-Numbered Exercises in Chapter Test

Accumulator A would be loaded with the immediate (#) hex value
(§) 3F.

The value immediately following is to be used as the instruction
requests.

00 to FF

P, the program counter

BEQ the zero flag

BNE the zero flag
BPL the negative flag



Chapter 3

Edit, Assemble,
and ABUG

In the first two chapters, we demonstrated a machine language
monitor to enter, modify, and execute machine language programs.
We included mnemonic codes, as well, to prepare you for the use of
an assembler. All the programs in the first two chapters were hand-
assembled.

Hand-assembly is an uninteresting and tedious task that is very
prone to small, but sometimes disastrous, errors. The length of in-
structions varies, and branch destinations must be calculated. Some
instructions require data as operands while others require memory
addresses or registers. It is easy to pick wrong op codes or addresses.
It is also easy to transpose or mistype digits, etc. It would be much
easier for us to assign the job of assembling a program to the com-
puter.

One of the most powerful tools for machine language program-
ming is an assembler. It can easily take care of assembling programs
for us if we write the programs using assembly language instructions.
The balance of this book is devoted to learning how to use an
assembler and the assembly language form for the many addressing
modes used.

We have chosen the SDS80C (Software Development System)
from The Micro Works. One of the reasons for this choice is its con-
venience and ease of use. It is packaged in a cartridge that plugs into
the cartridge slot of the TRS-80 Color Computer.

45
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The Software Development System contains three separate pro-
grams, and it is simple to move back and forth from one program to
another. The programs are as follows:

1. The Editor
2. The Assembler
3. The ABUG Monitor

The Editor Program is used to write and edit your assembly
language programs. Assembly language is a shorthand that uses
English-like abbreviations to represent instructions to the computer.
It also uses numbers in decimal or hexadecimal form to provide data
for programs.

The Assembler Program translates the abbreviations provided by
the Editor into machine language codes and data that the computer
can understand. It also takes care of assigning the instructions and
data to their proper memory locations.

The ABUG Monitor is used to execute the machine language
program that the Assembler produced. In addition, you can examine
and modify data in memory or in registers.

You can see that the three programs are used in a logical order. If
the program executed by ABUG is faulty, you may return to the
Editor Program for changes. The process can be repeated until satis-
factory results are obtained. Here is an oversimplified diagram of the
order in which the three programs are used.

The Software Development System offers more options than are
shown in Figure 3-1. We will discuss many of these options as we use
them in developing assembly language programs.

Rather than jumping into technical explanations at this time,
let’s see how the Editor, Assembler, and ABUG Monitor work by go-
ing through a demonstration of a program from the Software Devel-
opment System Owner’s Manual.

Turn off your computer (if it is on), plug in the SDS80C car-
tridge, and turn the computer on. If you are using some other
assembler, follow the directions in its owner’s manual.

The Editor

The SDS80C comes up in the Editor Program. The screen is blank
except for the top line. Two important numbers are shown. The
number on the right side of the top line shows the number of bytes of
memory available for the text buffer. The text buffer is an area of
memory used to store the text that you are about to enter. The other
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START

y

EDITOR
Write assembly language
program and make changes

y

ASSEMBLER
Assemble machine
language program

A

ABUG MONITOR
Execute machine
language program

Was operation

no correct?

Figure 3-1. Flow of Software Development System

number shows your present position within a file. Because you
haven’t started yet, you are at the zero position. When you are at this
position, a row of asterisks is displayed.

green letters
on black

¢

bytes available
for text buffer

blinking cursor present position (= 0)
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The Editor is screen oriented. What is seen on the screen is in the
text buffer. The cursor may be moved about the file in the text buffer
(as seen on the screen) by using the arrow keys:

- A=

The size of the source buffer is limited to the amount of memory in
your computer. We are using a 32K computer. That’s why 30,334
available bytes are shown on the screen. If the available bytes number
decreases all the way to zero, the buffer is full. You would have to
erase some of the text before you could put any more in.

While in the Editor, all keys will automatically repeat while they
are held down. Using the arrow keys in this way allows you to move
rapidly throughout the file that you are editing.

Some editors use line numbers for the file being edited. The
SBS80C system does not use line numbers; therefore, there are only
four fields for each line of text.

Field Field Field Field
1 2 3 4
Operand Comment
Label Op code N I:alia (optinal, like a
(optional) mnemonic (No L ways REMARK in
required) BASIC)
space space space

To enter a program by the Editor, you first give the command to
insert a line. Single letter commands are used. The letter L is used to
insert lines.

Type: L

green on black
background

The Editor is now ready for the program to be entered. Here is
the program that we will use for demonstration.
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Table 3-1. Program 4—INVERT

Field 1 Field 2 Field 3 Field 4
Label Mnemonic Operand Comment
NAM INVERT
START LDX #$400 SCREEN ADDRESS
LOOP LDA X GET CHARACTER
EORA #%$40 INVERT COLOR
STA X+ SAVE; INCREMENT X
CMPX #$600 END OF SCREEN
BLO LOOP DO WHOLE SCREEN
SWI CALL ABUG
BRA START AND DO IT AGAIN
END START

Notice that only the second and third lines have an entry in the
Label field. To skip to the mnemonic field when there is no label,
press the space bar.

Let’s now get back to entering the program. You previously
typed L and are ready to enter the first line. To enter the first line

1. Press the space bar to move to the mnemonic field

) S cursor moves to mnemonic field

2. Type: NAM

NAMSE

3. Press the space bar to leave the mnemonic field

NAM n

cursor moves right
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4. Type: INVERT

NAM INVERTH

5. Press the ENTER key to enter the complete line

NAM INVERT

ready for the second line

The first line displays the name of the program NAM INVERT.
It will not be converted to machine code. It merely identifies the
source program.
To enter the second line
Type: START ~—in label field
Press the space bar
Type: LDX —in mnemonic field
Press the space bar
Type: #$400 —in operand field
Press the space bar
Type: SCREEN ADDRESS —in comment field
Press ENTER —terminates line 2

X® NN -

Notice the changes to the numbers in the top line:

30322 bytes available.
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To enter the third line

Type: LOOP and press space bar — in label field

Type: LDA and press space bar ~—mnemonic field
Type: ,X and press space bar —operand field
Type: GET CHARACTER —in comment field
Press ENTER —terminates line 3

LOOP LDA, X GET CHARACTER

To enter the fourth line

Press the space bar +—nothing in label field
Type: EORA and press space bar

Type: #$40 and press space bar

Type: INVERT COLOR

Press ENTER —terminates line 4

Continue on. If there is nothing in the label field, be sure to press

the space bar. Pressing the space bar terminates a field. When you get
to the eighth line (SWI instruction)

1.

2,
3.
4

Press the space bar

Type: SWI and press the space bar
Type: CALL ABUG

Press ENTER

The assembler will recognize that the SWI instruction has no

operand. Therefore, you do not have to type the extra space to move
to the comment field.

When the complete program is in, the screen should look like this:

END START
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The BREAK key is used by the SDS80C to exit the
INSERT LINES mode. A return is made to the

command mode.

Press: BREAK to return to the command mode.

END START
availablc bytes
bytes used

An easy way to view the entire assembly language program is to
JUMP to the Beginning of the program by using the following two
commands.

Press: ]

END START
jump mode

Press: B (for beginning)

(] NAM INVERT
LDX #$400 SCREEN ADDRESS

START LDA, X GET CHARACTER
LOOP  EORA #$40 INVERT COLOR
STA, X + SAVE; INCREMENT X
CMPX # $600 END OF SCREEN
BLO LOOP DO WHOLE SCREEN
SWI CALL ABUG
BRA START AND DO IT AGAIN

END START
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The program you have just entered with the editor is called the
source program. It is made up of assembly language instructions.
You are now ready to proceed to the assembler.

The command for leaving the editor and entering
the assembler is: @

The Assembler

After the program has been entered, the next step is performed by the
assembler program. The assembler will convert the assembly
language instructions into machine language codes and assign
memory locations to the machine language codes. Before it performs
its task, it allows you to select from several options. After pressing the
@ key to enter the assembler, you are allowed to choose from these
options:

produce a listing

produce a sorted symbol table
generate object code to memory
generate an object cassette tape
start listing in single step mode
send output to 32 column printer
send output to 40 column printer

© w2 »

send output to 80 column printer
= do not assemble; go to ABUG instead

We will use the options L, S, and M this time to produce a listing
on the video screen, produce a sorted symbol table, and put the object
code (machine language codes) into memory. We’ll also include the !
comment so that we can step through the program one line at a time.

The space bar controls the single step mode. Each time you press
the space bar, a new line is displayed. Remember, the Editor has pro-
duced a source program; the Assembler converts the source program
(assembly language) into an object program (machine language).

Type: L S M! and press ENTER.

Then press the space bar until the top of the program is just under
the command LSM!.
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LSM!
0001 0767
NAM INVERT
0002 0767 8E0400 +—machine codes produced by
START LDX #$400 SCREEN ADDRESS ~—assembler code
0003 076A A684
LOOP LDA ,X GET CHARACTER
0004 076C 8840
EORA #$40 INVERT COLOR
0005 076E A784
STA , X+ SAVE;INCREMENT X
0006 0770 8C0600
CMPX #$600 END OF SCREEN
0007 0773 25F5
BLO LOOP DO WHOLE SCREEN
0008 0775 3F
\—

Press the space bar several times until the ABUG prompt ap-
pears.

(
0006 0770 8C0600

CMPX #$600 END OF SCREEN
0007 0773 25F5

BLO LOOP DO WHOLE SCREEN
0008 0775 3F

SWI CALL ABUG
0009 0776 20EF

BRA START AND DO IT AGAIN

0010 0778
END START
LOOP 076A START 0767 -«—— symbol table

ABUG:m

N\

Notice that the machine language program lines are numbered at
the left (0001-0010). Following the line number is the memory loca-
tion in which the machine codes have have placed. The machine code
for the instructions and any data follow the memory location.
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After each line of machine codes, the assembler instructions that
produced the machine codes are shown. The last line of the display
shows the symbol table consisting of the two labels used (LOOP and
START) and the memory locations at which they occur in the pro-
gram.

Here is a comparison of the assembler’s source program and the
machine language object program that was produced.

Table 3-2. Comparison of Assembly
and Machine Languages

Source Program Object Program
LDX #$400 SCREEN ADDRESS 0767 8E 04 00
LDA ,X GET CHARACTER 076A A6 84
EORA #$40 INVERT COLOR 076C 88 40
STA ,X + SAVE;INCREMENT X 076E A7 80
CMPX #$600 END OF SCREEN 07708C 06 00
BLO LOOP DO WHOLE SCREEN 0773 25 F5
SWI CALL ABUG 0775 3F
BRA START AND DO IT AGAIN 0776 20 EF
END START 0778 «—

\

no machine code
generated by
the end instruction

If the single step command (!) had been omitted, the program
would have scrolled past so fast that you would have only been able to
read the last part of the program.

The ABUG Monitor

You have used the Editor Program to write the source program
(assembly language) and the Assembler Program to assemble an ob-
ject program (machine language). It’s now time to use the ABUG
Monitor to execute (or run) the object program.

When the M option is used in the assembler to place
the object program in memory, control is automatically
passed to ABUG so that the object program may be
executed.
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After the program was assembled, you saw the ABUG prompt
appear on the screen.

ABUG:B

One method that you may use to execute the program when in
ABUG is to type G. When you type G, each location on the screen is
inverted (appears as green on black) including the ABUG command
G. Wow! That was fast. The bottom three lines are not inverted
because they were printed after the program was interrupted by the
SWl instruction. The first two of these lines show the condition codes
that existed when the interrupt occurred.

Notice that ABUG labels the condition codes register as register
C (rather than EFHINZVC as the CBUG monitordid). C = D4 can

be translated into binary digits as follows:
1101 0100
EFHI NZVC

The display is as follows:

in binary

CBUG symbols

> Inverted

“

C=D4 A=20 B=00 D=00 X=0600 |
Y=0000 U=0000 P=0776 S$=7E30 b Normal
QBUG:I
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Now, press G again. You'll see another reversal.

(0009 0776 20EF
BRA START AND DO IT AGAIN

0010 0778 | Normal
END START
LOOP  076A START 0767

ABUG: G

""" Inverted
C=D4 A=20 B=00 D=00 X=0600
Y=0000 U=0000 P=0776 S=7E30 Normal

ABUG: B

This may be repeated as often as you like. Each time, all screen
characters are inverted and three new lines appear at the bottom.

The exit command from ABUG is the asterisk (*).

Press the asterisk when you are ready to stop experimenting with
the program. The next section discusses the assembly instructions
used.

Assembly Language Used in Program 4

Assembly language mnemonics are much easier to understand than
the machine codes. The assembler takes most of the work out of pre-
paring a machine language program. It assigns all the memory loca-
tions, determines the necessary machine codes, calculates the
branches necessary, and presents you with a complete machine lan-
guage program.

Here is an explanation of Program 4.

NAM INVERT assigns the name ‘“‘INVERT”’ to the pro-
gram; this instruction is not translated into
machine code
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START LDX #$400

LOOP LDA ,X

EORA #$40

STA ,X +

CMPX #$600

BLO LOOP

SWI

BRA START

END START

EDIT, ASSEMBLE, AND ABUG

loads the X register with $400; the # symbol
indicates the immediate addressing mode;
the label (START) is used as a reference for
later branch instructions

load accumulator A from the address in X;
indexed addressing mode; label (LOOP) is
for branch reference

Exclusive OR accumulator A with $40; im-
mediate addressing mode; this inverts the
character to be displayed

store accumulator A in memory stored in
X; increment X; indexed addressing mode

compare value in X with $600; immediate
addressing mode; $600 highest text screen
memory + 1

branch if value in X is lower than $600 back
to instruction labeled LOOP; relative ad-
dressing mode

software interrupt sends computer to
ABUG; inherent addressing mode

branch always back to instruction labeled
START; relative addressing mode

END is called a pseudo-operation and is not
translated to machine code; tells the
assembler where to stop

Designing a Graphics Program

Some planning is necessary to successfully develop a machine
language program. This is especially true when using graphics. The
graphics mode must be selected, the VDG (Video Display Gener-
ator) mode register must be set to match the graphics mode selected,
the graphics screen should be cleared, and the color values must be
loaded into the correct screen locations.

We’ll develop a short program that will select a four-color graphic
mode (called mode 6C) and display a red color bar near the center of
the screen. In Extended Color BASIC, the graphics mode we will use
would be set up by a PMQODE 3,1 statement. In assembly language,
it’s a little more complicated.
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To set mode 6C, three registers must be set as follows:

1. Location $FF22 is loaded with $EO

11100000

(green, yellow, blue, red)

2. Locations $FFC3 and $FFC5 are set to 1 by storing any value you
wish. The value is unimportant.

Four ‘‘pages’” of memory are used in graphics mode 6C. The
video memory starts at $0400. It will extend from there up to, but not
including, $1C00.

(0400 )
Page 1
0400-09FF
'09FF
0A00
Page 2
F 0AO00-OFFF
‘OFFF
T
1000
Page 3
1000-15FF
15FF
1600
Page 4
1600-1BFF
N v

Figure 3-2. Memory Used for Graphics

We will put our color bar near the center of the screen. To make it
highly visible, we’ll use three rows of red color, eight bytes wide.

1208 120F

1 B
1228 —1 1 +—122F

.
sus
4

- .

1
I 1

1248 124F
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The colors are turned on by loading bytes into the video memory.
In mode 6C, two bits are used to color one point. Therefore, one byte
can set four adjacent color points.

one memory location

LTI TT]

—— —— —— o~ —

color color color color
1 2 3 4

The color codes for color set 0 are

00 green
01 vyellow
10 blue
11 red

We will be drawing a red color bar made up of bytes in the follow-
ing form:

111111 ]1]1 = $FF when loaded

—— —— — ——— gives four red points

red red red red

Four blue points would be

1 01 01 010 = $AA

Nt N S N

blue blue blue blue

Four yellow points

010101 01 = $55
~—— N — -
yellow yellow yellow yellow
Four green points
0 000 O0OOO = $00
e “— 4 N
green green green green
You can mix colors within the byte also:
110 01 0 01 = $C9

e S — S - -
red green blue yellow
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You can see that to clear the screen (set all memory locations
$0400-$1BFF to green) you must load lots of $00 bytes into memory
locations. We will do just that in Program 5.

As your assembly language programs grow, you will find it to
your advantage to save them on a cassette tape. Even though the
assembler may assemble your source program into an object pro-
gram, the final result may not be quite what you desire. After exe-
cuting the program, you may want to alter the source program. Todo
this, you must go back to the Editor.

Typing an asterisk (*) will return you to the Editor
from ABUG.

After getting back to the Editor, you may find that the source pro-
gram has disappeared. If your source program has been saved on
tape, you may load it in and proceed with the alterations. If the source
program is gone and it was not saved, you must enter it again from

the keyboard.

See Appendix A for saving and loading source and
object programs.

Enter Program 5 with your Editor, save it on tape, assemble it,
and then execute it.

Program 5—Color Bar

Block Assembly Language
Number Program

1 ORG $1E00
LDA #$E0 SELECT MODE
STA $FF22
STA $FFC3
STA $FFC5

2 CLRA CLEAR SCREEN
CLRB
LDX #$400
LOOP1 STD X+ +
CMPX #$1C00
BLO LOOP1
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3 LDX #$1208 FIRST LINE
JSR DISPLA DRAW IT
LDX #$1228 SECOND LINE
JSR DISPLA

LDX #$1248 THIRD LINE
JSR DISPLA

4 LOOP2 JSR $A1B1 POLL KEYBOARD
CMPA #$58 IS IT X?
BNELOOP2IF NOT, LOOK AGAIN

5 LDA #$60 LOAD SPACE
LDX #$400 TOP OF SCREEN
LOOP3 STA X+ ONEAT A TIME
CMPX #$600 BOTTOM YET?
BLO LOOP3 IF NOT KEEP ON

6 LDA #$00 SET UP TEXT MODE
STA $FF22

STA $FFC2

STA $FFC4

RTS RETURN TO MONITOR

7 DISPLA LDB #8 DISPLAY 8 BYTES
GET LDA #$FF

STA X +

DEC B

BNE GET

RTS

A red color bar should appear near the center of the screen.

~«——red bar

To exit the program, press X.
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- nice, clean, green screen

Now, let’s see how it was done.

New Instructions Used in Program 5

Program 5 has been blocked into seven functional groups of instruc-
tions.

1. The first statement tells the assembler to put the ORiGin of the
program at location #1E00 when it is assembled. The area used
for graphics in this program extends through $1BFF. Therefore,
the ORG pseudo-operation moves the program above the
graphics screen memory. The other four instructions in block 1
select the graphics mode and the color set. This will be explained
in more detail in Chapter 4.

2. Thisblock clears the video screen. Registers A and B are cleared.
Register X is loaded with the start address of graphics memory.
Accumulator D is a 16-bit combination of accumulators A and B.

ENEEEEEEEEEEEEEE

J \

Y

A B

A and B together are referred to as
double accumulator D

D is clear because both A and B were cleared. D is stored into the
memory location in X and X + 1. The X register is then com-
pared with $1C00 (where the program starts). A branch is made
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back to loop 1 (the STD instruction) if the value in X is lower than
$1C00 (BLO = Branch if LOwer).

The location where the first red line will be drawn ($1208) is
loaded into the X register. The computer then jumps to a
subroutine (block 7) to display the first line of the color bar. On
return, the X register is loaded with $1228. This is one graphic
line below the first one. The display subroutine then draws the
second line. This is repeated once more for the third line at loca-

tion $1248.

three lines drawn, but there
is no space between them

We have used a subroutine in the Color Computer ROM (loca-
tion $A1B1) to scan the keyboard. A note of caution should be
added. Whenever a routine is used from ROM, there are possi-
bilities that some future version of Color Computer may have
added or deleted certain ROM routines. The locations of some
routines may also be moved in future versions. As a final precau-
tion, consult the owner’s manual for the ROM version you are
using.

Upon return from this subroutine, the value of any keystroke
will appear in accumulator A. Therefore, we can compare the
value in A with $58 (the ASCII code for the letter X). If not
found, it branches back (BNE) to scan again. This allows you
time to look at the finished red bar. Press the X key when through
looking.

When the X key is pressed, the accumulator is loaded with $60
(ASCII code for space). The X register is used to index each
memory location of text memory ($400-600). The space is loaded
into each location in that range.

This section prepares the screen mode for text. This will be ex-
plained in Chapter 4.

This is the subroutine that puts eight bytes of graphics informa-
tion into screen memory. To draw longer lines, you could in-
crease the value loaded into accumulator B. To change colors,
change the value loaded into accumulator A.
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Summary

® An assembler is used to translate assembler mnemonics into

machine language instructions that the computer can under-

stand. It takes care of all the tedious details that were performed

in hand-assembling the programs in the first two chapters.

Assemblers are usually composed of three parts:

1. an editor that is used to write and edit the source program in
assembly language

2. an assembler that translates the source program into an object
program made up of machine language instructions and data

3. amachine language monitor that allows you to execute the ob-
ject program, examine memory and registers, and change the
data in memory and registers

The three parts, working together, allow you to develop machine

language programs in a logical way with a minimum of detail.

® The editor maintains a data file in memory. The file is made up of

assembly language instructions and data that you enter. Some

editors, such as the SDS80C demonstrated in this chapter,

display the amount of memory used by your file (in creating the

source program) and the amount of memory still available for

use. This is very valuable if you are creating long programs

and/or you have a limited amount of memory in your computer.

Your file may be edited while you are in the editor mode. Each

program line consists of up to four fields, or areas, as follows:

1. label—optional, often used as a reference for branch instruc-
tions

2. op code—the assembler instruction (mnemonic)

3. operand—some instructions require further information
beyond the op code

4. comment—optional, used to document your program with
explanations that describe what the program is doing

® The assembler translates the source program into machine
language codes and assigns memory locations for all instructions
and data. If errors occur in your source program, a listing will
show where the error occurred and what kind of error it is. You
may then go back to the editor and make any necessary correc-
tions. When the program is error free, the object program created
by the assembler may be generated into memory in preparation
for execution. Other options are normally available from the
assembler, such as generating a cassette tape and sending the out-
put to a printer.
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The machine language monitor allows you to execute the object
program after the assembler generates it to memory. In addition,
you can examine memory and registers and you can change data
in memory and registers. Other options may be available.

The amount of memory used to create graphics depends upon the
mode that you select. In this chapter, we have used mode 6C,
which uses screen memory from $400 through $1BFF.

Several steps are necessary to prepare for a four-color graphic

display in mode 6C. You must

1. clear the area of memory that will be used for graphics

2. load data into memory location $FF22 to select the mode and
the color set to be used

3. load or store data into memory locations $FFC3 and
$FFC5—it doesn’t matter what the data is

Chapter Test

. Name the three programs of the Software Development System

used in this chapter.
a.
b.

C.

. Describe the main function of each of your answers to exercise 1

of the chapter test.
a.

b.

. When the computer is first turned on with the SDS80C in the car-

tridge slot, which one of the three programs is accessed first?

. Two numbers are shown on the top line of the screen when the

SDS80C is in the editor mode. What does each tell you?
a. The number on the extreme right tells

b. The other number tells




10.

11.

12.
13.

3.
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. What limits the size of the source buffer in the editor mode?

. How do you move the cursor within your file when in the editor

mode?

. Name the four fields used when creating a source program.

a.
b.
c.

d.

. How do you move from one field to another when writing the

source program?

. What key do you press to enter a line of text in the source program

after it has been typed?
What key is pressed to exit the INSERT LINES mode of the
SDS80C editor?

The assembly language program created in the editor is called the

program. The machine language program
created by the assembler is called the
program.

What character is used to exit ABUG?

Name the colors that would be produced by the following data
byte for mode 6C, color set 0.

Answers to Odd-Numbered Exercises in Chapter Test

. a. editor

b. assembler
c. ABUG monitor

the editor
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5. the amount of memory in your computer

7. a. label
b. op code (mnemonic)
c. operand
d. comment

9. ENTER key
11. source, object
13. a. green b. red c. yellow d. blue



Chapter 4

Color Graphics

In order to create intelligent graphics on the Color Computer in
machine language, it is necessary to understand how to use two im-
portant components of the computer.

1.

One of these components is the dynamic Random Access
Memory (RAM) controller chip (called SAM, Synchronous Ad-
dress Multiplexer). This integrated circuit provides refresh and
address multiplexing for the RAM. It also provides all of the
system timing and device selection. The device selection is impor-
tant in producing graphics.

The Video Display Generator (VDG) provides the interface to
video and allows several different alphanumeric and graphic
modes. The function of the VDG is controlled by one of two
Peripheral Interface Adapters (PIAs). When this information is
combined with RAM data, the VDG generates the composite
video and color information for the video modulator circuitry.

In this chapter, we will discuss the use of the following four-color

graphics modes.

69
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Table 4-1. Four-Color Graphic Modes
Graphics Memory
Resolution Element Used Remarks
128 x 192 [1] $0400-  This mode is called 6C. The
$1BFF screen display is 128 elements
wide by 192 elements high. Each
element is 2 units wide by 1 unit
high and may be 1 of 4 colors. 6K
of memory is used.
128 x 96 $0400- This mode is called 3C. The
$OFFF  display is 128 elements wide by 96
elements high. Each element is 2
units wide by 2 units high and may
be 1 of 4 colors. 3K of memory is
used.
128 X 64 $0400- This mode is called 2C. The
$0BFF display is 128 elements wide by 64
elements high. Each element is 2
units wide by 3 units high and may
be 1 of 4 colors. 2K of memory is
used.
64 X 64 $0400- This mode is called 1C. The
$07FF  display is 64 elements wide by 64

elements high. Each element is 4
units wide by 3 units high and may
be 1 of 4 colors. 1K of memory is
used.

Setting SAM, VDG, and Color Bytes

As was mentioned, the correct graphic mode must be selected by
the SAM and VDG chips. This must be done before the data bytes
are entered into the graphics memory. Go back and take another look
at block one of Program 5—Color Bar. That program selected
graphics mode 6C by storing the value $EO into these memory loca-

tions

$FF22

$FFC3 $FFCS
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Memory location $FF22 controls the VDG and selects the color
set to be used. Individual bits make the selections as shown.

LT TP TTT]

\ J

VDG / don’t care

J

mode

select Color
—_—
1110 = mode 6C Sf‘ 0 = green, yellow, blue, red
1100 = mode 3C select 11 = buff, cyan, magenta, orange
1010 = mode 2C

1000 = mode 1C

Certain registers must be set or cleared to match SAM with the
VDG mode selected at $FF22. The registers are set or cleared in the
following way.

A LOAD from or a STORE to instruction

$FFCO clears VO
$FFC1  sets VO
$FFC2 clears V1
$FFC3 sets V1

$FFC4 clears V2
$FFC5 sets V2

Mode V2 Vi Vo Regusters Set
6C 1 1 0 Set $FFC5 and $FFC3
3C 1 0 0 Set $FFC5
2C 0 1 0 Set $FFC3
1C 0 0 1 Set $FFC1

Table 4-2 shows the instructions that are necessary to set up a
four-color graphics mode.
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Table 4-2. VDG and SAM Instructions for Four-Color Graphics

Mode

Color
Set

Instructions

6C

0

LDA#$E0
STA $FF22
STA $FFC3
STA $FFC5

— VDG mode, color set
—set V1
—set V2

LDA #$EB

STA $FF22
STA $FFC3
STA $FFC5

3C

LDA #$C0
STA $FF22
STA $FFC5

—set V2

LDA #$C8
STA $FF22
STA $FFC5

2C

LDA #$A0
STA $FF22
STA $FFC3

—set V1

LDA #$A8
STA $FF22
STA $FFC3

1G

LDA #$80
STA $FF22
STA $FFC1

—set VO

LDA #888
STA $FF22
STA $FFC1

The data actually stored in $FFC1, $FFC3, and $FFC5
does not matter. But you must load or store data in
them to set those registers necessary to match the

desired VDG mode.
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To clear one of the SAM registers that has been previously set,
load or store some value to the even-numbered counterpart of the
register that is set.

$FFCO clears VO (set by $FFC1)

$FFC2 clears V1 (set by $FFC3)

$FFC4 clears V2 (set by $FFC5)

For each of these four-color graphic modes, two bits of each data
byte select a given color for one of four graphic elements.

Examples

0 0 0 1 1 0 1 1 |--——databyte

N N v v

green yellow  blue red ~+——color set 0
or or or or
buff cyan magenta orangec -—«—— color set 1

For mode 1C—color set 0, the above data byte would pro-
duce the following graphic elements:

/|/(/]|/7]|o|e|e|@|X|X]|X]|X]O|O|O]|O
/|1/7(/]|/]|e|le|e®|e|X|X|{X]|X|0|O|O]|O
/|/7]|/]/|e|e|e|le|X|X]X[X]O]O|O]|O

f i i f

green yellow blue red

For mode 2C—color set 0, the data byte shown would pro-
duce these graphic elements:

~
~
@
®
x
>
o
o

o 1ok ]

yellow red
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For mode 3C—color set 0, the data byte shown would pro-
duce:

/|/|ele[x]Xx|0]O
/|/|e]|e|Xx|X]O]|O

gricn T blte T

ycllow red

For mode 6C—color set 0, the data byte shown would pro-
duce:

(/]/]e]e|x]x]o]0]

o e |

yellow red

The area of memory where the data bytes are placed depends
upon the graphic mode being used. The highest memory location will
be different for each mode.

Mode 6C Mode 3C Mode 2C Mode 1C

JU )OI

1BFF OFFF OBFF 07FF

Putting a Graphics Program Together

To demonstrate the difference in resolution of the four-color graphic
modes, we’ll draw an orange rectangle on a buff background in the
next program. Graphic modes 6C and 1C will be used to show the two
extremes.

Orange and buff are members of color set 1. The two-bit code for
orange is 11, and for buff it is 00. According to the data in Table 4-2,
we must store $E8 into $FF22 and set V1 and V2 by ‘‘writing to”’
$FFC3 and $FFC5.
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To design our rectangle, we must remember that one data byte
will set four adjacent elements. Thus a data byte of

1111 1 1 11

will color four adjacent elements ([ ] ] : one element for 6C):

HEEEEEEE

N e

4 orange elements

To draw an orange rectangle 16 elements wide by 16 elements high,
we will use 4 bytes in each row with 16 rows.

1 byte
4 elements
——A—
| ] | e«——4 bytes/row
-
—
buff buff —
- 16 rows
H
d
-
—_—
-

The data would be as follows:

1st row FF FF FF FF —each element orange
2nd-15th row C0o 00 00 03 — Ist and last elements
Lo orange

16th row FF FF FF FF —each element orange
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Next, we must consider where the rectangle should be placed on
the screen. We’ll put it somewhere above and to the left of center. For

mode 6C, we have:

0400—

start at
1008

.
—1

1BFF

We want to store FF at
CO0 at

Y

1008, 1009, 100A, and

1028
1048
1068
1088
10A8
10C8
10E8
1108
1128
1148
1168
1188
11A8
11C8

00 elsewhere

100B
102B
104B
106B
108B
10AB
10CB
10EB
110B
112B
114B
116B
118B
11AB
11CB

FF at — 11E8, 11E9, 11EA, and11EB

Program 6—Drawing an Orange Rectangle

03 at

Now that we know what we have to do, let’s lay out a play to do it.

draw the display

D O 0N =

provide data in a table

select the correct graphic mode
clear the graphics screen area

clear the text screen and go back to the monitor

Following these steps, we write the program.

use the X key on the keyboard to exit the graphics program



1)

4)

)

PROGRAM 6—DRAWING AN ORANGE RECTANGLE

b)

c)

LOOF1

FIRST

DOWN
NEXT

LAST

XEEY

LOOF2

ORG $1EO0O

LDA #3$ES8

STA $FFR22
8TA $FFCZ
STA $FFCS

CILLRA

CLRR

LDX #$400
STD ( X++

CMFX #41C00

BLO LOOF1

LDX #$1008
LDY #TABLE
LDA ,Y+
CMFA #$FF
ENE DOWN
STA . X+
BRA FIRST

LDX #$1028
STA L X+
LDA LY+
CMFA #$CO
BLO MNEXT
LEAX $1C, X

CMPX #411E8

EBNE NEXT

STA X+
LDA .Y+
CMFA #$FF
BREQ LAST

JSR $AlER1
CMFA #€58
ENE XEKEY

L.LDA #%60
LDX #$400
STA X+
CMFPX #$&600
BLO LOOFZ2
LDA #0O

STA $FF22
STA $FFCZ
STA $FFC4
RTS

1 SELECT 6C

1 CLEAR SCREEM

;: TOF ROW

sMIDDLE ROWS

: BUMF DOWN

:LAST ROW

;LO0OK. FOR X KEY

77

:CLEAR TEXT AREA

:SET TEXT MODE

sRETURN TO MONITOR
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&) TAELE FCE %FF,$FF,$FF, $FF
FCE #$C0,0,0,3
FCR $C0,0,0
FCE $C0,0,¢
FCH $C0O,0,0,3
FCE $C0O,0,0,3
FCR $CO,0,0,3
FCE $C0,0,0,3
FCR $C0O,0,0,3
FCE $C0,0,0,3
FCR $CO,0,0,3
FCER $C0O,0,0,3
FCB $C0O,0,0,3
FCE $CO,0,0,3
FCE $C0,0,0,3
FCE $FF,$FF,$FF,$FF
FCR 0,0,0,0
END

When you have entered the assembly language program, it
would probably be a good idea to save the source program on a
cassette tape before assembling it. Appendix A shows how to do this
for the SDS80C system. If you have a different assembler, read its
operator’s manual for directions on saving to tape.

How Program 6 Works

This looks like a long program. However, you should keep in mind
that long programs are just a series of short programs connected
together. Each short part usually performs a certain function. If you
wish, you can test each functional part before connecting them all
together. Let’s examine Program 6 by its functional parts.

1. Select the Correct Graphics Mode
After the origin pseudo-op, mode 6C is selected by storing
#E8 in memory location $FF22. We used $E0 in Program 5 to
select color set 0. This time, we will use color set 1. Therefore,
$E8 is stored. The same data is stored in $FFC5 and $FFC3 to set
V2 and V1. No new instructions are used in this part.

color set 1
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2. Clear the Graphic Screen Area
This part is the same as that used in Program 5. No new in-
structions are used.

3. Draw the Display
This part has been divided into three subsections. Part 3a—
the top row of the rectangle is drawn. The X register is loaded
with the screen memory location where the first data byte ($FF)
will turn on four orange elements (LDX #$1008).

/ / |~<—— memory location $1008

The Y register is loaded with the memory location of the first byte of
the data table (LDY #TABLE). The assembler will decide where the
table should be located (at the end of the program). The loop labeled
FIRST is then executed. It loads accumulator A with a value from the
memory location in register Y (the data table), and Y is incremented.

LDA ,Y +

‘———\

load A from memory then increment Y
location in Y

The value in A is then compared with $FF (CMPA #$FF).

If the value is FF, the branch (BNE DOWN) is not taken. The
value in A is then stored in the screen memory contained in X, and X
is incremented.

STA X +

A T~

store A into memory then increment X
location in X

A branch is then taken back to the beginning of the loop (BRA
FIRST).

If the value is not FF, a branch is made to part 3B. Notice the data
table contains 4 FFs at the beginning. When CO is loaded, the branch
will be taken to part 3B.

Part 3b—this part is reached with $C0 in accumulator A. The instruc-
tion labeled DOWN loads the X register with $1028, which is one
screen line below the first line used (DOWN LDX #$1028). The in-
struction labeled NEXT (STA ,X +) stores the value in A into the
screen memory in X, and X is incremented. Accumulator A is then
loaded with the next data value, and Y is incremented (LDA ,Y +).
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The value in A is compared with $CO0. If the value is lower than $CO
(either 00 or 03), a branch is made back to the instruction labeled
NEXT (BLO NEXT).

If the value is equal to or greater than $CO, the branch is not
taken. The X register is increased by $1C (LEAX $1C,X). This in-
creases the value in the X register to point to the next screen line. A
comparison is then made with the value in X and $11E8 to see if the
last line of the rectangle has been reached (CMPX #$11E8). If not, a
branch is made back (BNE NEXT) to store accumulator A into
another screen location. If $11E8 is in the X register, the computer
goes on to part 3c.

Part 3c—this part displays the last line (bottom) of the rectangle. The
instruction labeled LAST stores the value in the memory location
pointed to by X, and X is incremented (LAST STA ,X +). Ac-
cumulator A is then loaded with a new value from the location
pointed to by Y, and Y is incremented (STA Y + ). The value in A is
compared with $FF.

If A holds FF, a branch is made back to LAST to store it (BEQ
LAST). If A holds some other value, the branch is not taken. The
computer goes on to part 4.

4. Look for X Key
You’ve seen this section before. A jump is made into the
ROM’s POLCAT subroutine to look for an X keystroke. It then
compares the value in A to see if it’s $58 (ASCII ““X’"). If not, it
looks again. If the X key has been pressed, the computer goes on
to part 3.

5. Clear Text Screen and Go Back to Monitor
This section was used in Program 5. It loads a space into all
the text memory locations $400-05FF. The VDG and SAM chips
are reset for text mode, and a return is made to the monitor.

6. Data Table
This is the data table used to color the screen. Notice that it
ends with a string of zeros to indicate that all data has been used.
The data lines are each headed by FCB. This symbol indicates to
the assembler that the values, separated by commas, are all single
data bytes.
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0001 0600 ORG %1EO0O

Q002 LEOO 856ES8 LDA #4$ES8 SELECT &C
Q00T 1EQ2 R7FF22 STA $FF22

0004 1E0S B7FFCE STA $FFC3

0005 1EO0B R7FFCS STA $FFCS

0004 1EOR 4F CLRA CLEAR SCREEN
Q007 1EOC SF CLRE

Q008 1EOD SEO400Q LDX #$400

0009 1E10 ED8I1 LOOF1 STD L X++

0010 1E12 8C1CO0 CMFX #%1C00

0011 1E1S 25F% BELO LQOF1

0012 1E17 BE1008 LDX #$1008

001 1E1A 108E1E6LR LDY #TARLE

0014 1E1E ALAOD FIRST LDA .Y+ TOF ROW
Q015 1E20 G1FF CMFA #%FF

0016 1E22 2604 ENE DOQWN

0017 1E24 A780 STA , X+

0018 1E26 20F& BRA FIRST

0019 1E28 B8E1028 DOWN LDX #$1028

Q020 1EZ2R A780 NEXT STA , X+ MIDDLE ROWS
11 1E2D ALAC LDA .Y+

81CO CMFA #${0
0023 25F8 BLO NEXT
0024 308810 LEAX $1C,X ERUMF DOWN
002 1EZSL 8C11EY CMFX #411E8
0024 26F0 ENE NEXT
0027 A780 LAST GTA X+ LAST ROW
0028 ALAO LDA ,Y+
0029 - @B1FF CMFA #4FF
8 27F8 BEQ® LAST
BEDA1E1 XEEY JSR $A1E1
8158 CMFA #+58
26F9F ENE XEEY
8660 LDA #3$40
BEQ400 LDX #$400
00 A780 L.LOOF2  STA X+
0037 1ES1 8CO&00 CMFX #4600
D038 1ES4 28F9 BLO LOOFZ2
00359 1ESS 8600 LDA #%$00
0040 1ES8 R7FF22 STA $FF22
0041 1ESE B7FFC2 STA $FFCZ2
0042 1ESE R7FFC4 STA $FFC4
0043 1EHL E9 RTS
Q044 1ESLD FFFFFFFF TABLE FCE $FF,$FF,$FF,$FF
0045 1E6s COO00O00X FCR $C0O,0,0,3
Q0446 1ELA COOOQOOT FCR $C0,0,0,3
Q047 1ESHE COOOO00XE FCE $C0,0,0,3
0048 1E72 COO00003 FCE $CO,0,0,3
0049 1E7464 COQOQOO0X FCE $CO,0,0,3
0050 1E7A CO0O0O0003 FCH $C0O,0,0,3
Q051 1E7E COOQQOOOXT FEE $(C0,0,0,3

0052 1E82 COO0000Z FCE $CO,0,0,3
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0053 1E84 COOOOOO0OZE FCE $C0O,0,0,3

0054 1EBA COOOOOOT FCE $C0,0,0,3

Q0SS 1EBE COOQOOOT FCER $C0O,0,0,3

Q056 1E92 COO0O0OO0OX FCER $C0O,0,0,3

0057 1E96 COQO00O03 FCE D, 0,3

0058 1E?A COOOOOOX FCB $CO,0,0,3

Q059 1E9E FFFFFFFF FCE $FF,%FF,$FF, $FF
0060 1EAZ OO0OOOQ0O0O0 FCB 0,0,0,0

0061 1EASL END

Figure 4-1. Listing of Program 6

Program 7—Drawing an Orange Rectangle
in Mode 1C

Let’s compare the previous graphics mode (6C) with mode 1C, which
has much lower resolution. It takes fewer data bytes to make the same
size rectangle in mode 1C.

Mode 6C Mode 1C
HNEEEERE one data byte HEEEEEEN
sets 4 elements sets 4 elements
this size this size

To draw a rectangle in mode 1C that is approximately the same
size as we drew for 6C, our data table for mode 1C is much smaller.

I 1 1 T
- -
.
; 5
el — p—t
— -
s
- 1c - s 6C =
-
- -
. . - -
H u
- -
- -
l 1 1 1




PROGRAM 7—AN ORANGE RECTANGLE IN MODE IC 83

FF FF
Co0 03
Co0 03
Co0 03
Co0 03
FF FF

Twelve bytes in mode 1C draw a rectangle of similar size as 64
bytes in mode 6C. Of course, the sides of the rectangle drawn in mode
1C are much thicker.

Compare Program 7 with Program 6. You will find that part 1 is
changed to set up the screen for graphics mode 1C.

1. ORG $1E00
LDA #$88 select 1C
STA $FF22
STA $FFC1

Part 2 (clear screen) remains the same except that the graphics
area for mode 1C begins at $400 and ends at $07FF (see Table 4-1).

2. CLRA
CLRB
LDX #8400
LOOP1 , STD X + +
CMPX #$800
BLO LOOPI

Part 3 has been changed to use accumulator B as a counter to
store two bytes per screen line. This method of indexing screen lines
is much more straightforward than the method used for Program 6.
Also notice that the placement of data in screen memory has changed
because less memory is used for this mode. The screen’s center is in a
different location.

3a. LDX #$598
LDY #TABLE
LDB #2
FIRST LDA Y + top row
STA X +
DEC B
BNE FIRST
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3b.

DOWN

NEXT

3c.

LAST

COLOR GRAPHICS

LDX #$598
LDB #2

LDA ,Y +
STA ,X +
DEC B

BNE NEXT
LEAX $E,X
CMPX #$5D8
BNE DOWN

LDB #2
LDA Y+
STA X +
DEC B
BNE LAST

middle rows

last row

Parts 4 and 5 remain the same as for Program 6, and the change
in data is reflected in part 6.

6. TABLE FCB $FF,$FF

FCB $C0,3
FCB $C0,3
FCB $C0,3
FCB $C0,3
FCB $FF,$FF
FCB 0,0
END

Enter the source program and assemble it. We used the Listing,
Symbol table, and Printer options of the SDS80C system to send the

listing to the printer. The result is shown in Figure 4-2.

QOO1
QOO2
004
OOOG
QOO &
QOO7
0OO8
0009

(:) b [$18)
1EOQO
1EQ2
1EOS
1E0R
1EO9?
1EOA
1EOD
LEOF

26868
B7FF22
B7FFC1
4F

SF
8EOL400
EDSL
8Ccoa0n

1.Q0F1

ORG $1EOQO
LDA #4023
ST $FF2R2
GTA %FFC1
CLRA

CLRE

LDX #$400
GTD X4+
CMFX #3300

SELECT 1C



QO10
0011
0012
Q013
0014
001S
0016
Q017
o018
0019
QOZ0
0021
Q022
QORI
Q024
o0z25
0026
0027
0028
Q029
QOO0
OO31

OO34
QO7S
00348
QO3X7
0038
Q039
Q040
Q041
Q042
00473
Q044
0045
Q044
0047
0048
0049
QOS50
0051

DOWN

LOOF2
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1E12 25F%9 BLO LOOF1
1E14 8EOS88 LDX #4580
1E17 108E1ESC LDY #TARLE
1E1R C&e02 LDBR #2
1E1D A&AO FIRST LDA Y+
1E1F A780 STA X+
1E21 SA DECE
1E22 26F9 BMNE FIRST
1E24 BEOS?3 LDX #6598
1E27 C&02 DOWN LDR #Z
1E29 ALAD NEXT LDA Y+
1EZ2R A7R0 STA X+
1E2D SA DECH
1E2E 26F9 BNE NEXT
1EZ0 Z0O0E LEAX %E,.X
1EZ2 8CoSD8 CMFX #+5DQ
1E3S 26F0 ENE DOQWRN
1EZ7 602 LLDR #2
1EZ9 ALA0 LAST LDA Y+
1EZR A780 STA X+
1E3D 5A DECE
1EZE 26F9 BNE LAST
1E4¢0 EDAlE1 XEEY JER $M1ER]
1E4T 8158 CMFA #$58
1E4S 24F9 ENE XEEY
1E47 8660 LDA #3460
1E49 8EQ400 LDXY #%400
1E4C A780 LOOFZ &STA X+
1E4E 8CoO&600 CMFX #$4H00
1ES1 25F9 BLO LOQOF2
1ESZE 8600 LDA #4010
1ESS B7FF22 STA $FF22
1ESB RB7FFCO STA $FFCO
1ESR 29 RTS
1ESC FFFF TAELE FCR $FF, $FF
1ESE COOZ FCR $CO, 3
1E6Q COOZ FCE %C0O, =
1ELZ COOX FCR $CO, =
1E64 COQOZ FCH $C0, 3
1E6S FFFF FCR %$FF, $FF
1E48 Q0000 FCR 0,0
1E&HA END

1E27 FIRST 1E1ID LAST 1E739

1E4C NEXT 1E29 TABRLE 1ESC

Figure 4-2. Listing of Program 7

LOOF1
XEEY

TOF ROW

MIDDLE ROWS

LAST ROW

CLEAR TEXT

1EOD
1E40
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When the program is assembled correctly, execute the object pro-
gram. Here is how our screen looked.

~¢— blinking cursor

sides wider than
in mode 6C

Screen Memory for Four-Color Graphic Modes

By now you may be slightly confused about where to put data to
display something on the video screen because placement changes for
each mode. We’ll try to straighten this out with the next program.
This program places one byte of graphic data in each of the four cor-
ners of the screen for each of the four-color graphic modes.

The size of the displayed points will vary in size as you go from
one mode to another. The four corners are displayed first for mode
1C. They stay on the screen until you press the X key. Then the cor-
ners are displayed for mode 2C. When you press the X key again, the
corners for mode 3C are displayed. Pressing the X key once more
displays the corners for mode 6C. One more press of the X key will
return you to the monitor.

Once more, we’ll break the program up into functional parts.
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Part 1 displays the four corners for mode 1C.

at $400 —» -+—at $40F

at $7F0 — —~+—at $7FF

ORG $1E00

LDA #8$88

STA $FF22

STA $FFC1 —turn on VO
JSR CLEARG

LDA #$FF ~—red

STA $400

STA $40F —four corners
STA $7F0

STA $7FF

JSR XKEY

JSR CLEART

STA $FFCO —turn off VO

Part 2 displays the four corners for mode 2C.

at $400 —» ~——at $41F

at $BE0—> -<—at $BFF

LDA #$A8

STA $FF22

STA $FFC3 —turn on V1
JSR CLEARG

LDA #$FF

STA $400

STA $41F

STA $BEO

STA $BFF

JSR XKEY

JSR CLEART

STA $FFC2 —turn off V1

87
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Part 3 displays the four corners for mode 3C.

at $0400—>» ~—at $41F

at $FEQ — -«—at $FFF

LDA #3$C8

STA $FF22

STA $FFC4 —turn on V2
JSR CLEARG

LDA #$FF

STA $400

STA $41F

STA $FEO0

STA $FFF

JSR XKEY

JSR CLEART

STA $FFC4 —turn off V2

Part 4 displays the four corners for mode 6C.

at $400 —» -~—at $41F

at $1BE0—> -+—at $1BFF

LDA #$E8
STA $FF22
STA $FFC3
STA $FFC5
JSR CLEARG
LDA #§FF
STA $400
STA $41F
STA $1BEO
STA $1BFF
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JSR XKEY
JSR CLEART
STA $FFC2
STA $FFC4
RTS

Part 5 consists of subroutines used in each of the first four parts.
Clear graphic area

CLEARG CLRA
CLRB
LDX #$400
LOOPI1 STD ,X + +
CMPX #$1C00
BLO LOOP1
RTS

Look for X key

XKEY JSR $A1B1
CMPA #$58
BNE XKEY
RTS

Clear text area

CLEART LDA #8$60
LDX #$400

LOOP2 STA X+
CMPX #$600
BLO LOOP2
STA #$00
STA $FF22
RTS
END

A listing of the program is shown in Figure 4-3. You should notice
that all the graphic modes have used memory location $400 as the
beginning of the display (upper left corner). The beginning location
can be changed, as you will see in Chapter 5. This allows changing
graphic pages just as you were able to do in BASIC.
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OO01 O&ADO
0002 1EQO
Q003 1EQR2
0004 1E0%
000% 1E0R
0006 1EOR
"7 1EOD
1E10
1ELE
1E16
0011 1E19
0012 1E1C
0013 1ELIF
o014 1E22
0015 1E24
O01lés 1E27
Q0T 1EZA
0018 1E2D
0019 LEZF
Q020 1E32
D021 1EES

*1EZR

I 1EZR
0024 1ETE
0025 1E41
0026 1E44
’ 1E4&
1E49
LE4C
LE4F
1ES1
1E54
1ES7
1ESA
LESD
1E&O
TE&T

0030
D041 1E&E

2 1E71
0045 1ETS
0044 1E7H
0045 1ETY
O0d4s 1EVC
0047 1ET7F
004 R
0049 1EGS
QOE0 1EGY
1E8BR
1EQE

8688
B7FF22
B7FFCL
EDLEGF
B&FF

B70400
E7040F
E707FO
E707FF
ED1ESC
ED1EA4
B7FFCO
geAg

E7FF22
E7FFCE
ED1EQF
B&FF

B70400
B7041F
B7OEEO
E7OEFF
ED1ESC
ED1EA4
B7FFCE
ascH

B7FF22
E7FFCES
ED1E8F
A&FF

E70400
B7041F
E7OFED
E7OFFF
ED1EFC
ED1EA4
E7FFCA
HLES

E7FF2R

E7FFCS
HD1ESF
BEFF

70400

B7041
BR71RE
B71RFF
RD1ESC
EBRD1EAY
E7FFCE
R7FFC4
39

ORG
L.DA
sTA
HTA
JER
LDA
5TA
§TA
8TA
&STA
JER
TSR
8TA
LDA
5TA
5TA
JaR
L.DA
STA
STA
ST
S5TA
JER
JER
STA
DA
8TA
HTA
JER
LDA
aTA
§TA
8TA
5TA
JER
JER
STA
LDA
STA
HTA
8Th
JER
L-DA
STH
8TA
HTA
GTA
JEF
ISR
5TA
5TA
RS

BLEOO
#4628
SFF22
$FFCL
CLEARG
HEFF
SH40O0
BHOF
SO
$7FF
LEEY
CLEART
$FFCO
#HAE
$FF22
BFFCE
CLEARG
HEFF
B300
$41F
$REO
$EFF
XEEY
CLEART
BFFC2
HECH
SFF22
$FFCS
CLEARG
#HEFF
$400

$FCE
CLEARG
HEEF
&30
$41F

H L REOQ
35 J }'_.'( |. . FLT
XEEY
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OO53 tEBF 4F CLEARG CLRA

0054 1E90 SF CLRE

0055 1E91 8EO400 LDX #$400
0054 1E94 ED81 LOOF1 STD ,X++
0057 1EQ6 8CICOO0 CMFX #$1C00
0058 1E99 25F9 BLO LOOF1
0059 1EQR 39 RTS

0060 1E9C EDALEL XEEY JSR $A1ER1
0061 1E9F 8158 CMFA #3508
0062 1EAL 26F9 EMNE XEEY
0063 1EAT 9 RTS

0064 1EA4 Bb560 CLEART LDA #4%40
Q065 1EAS 8EO0400 LDX #$400
00466 1EAY A780 LOOFZ  STA . X+
0067 1EAR 8COLK0OO CMFX #$56500
0068 1EAE 28F9 BLO LOOFZ
Q069 1ERO 8600 LDA #$00
0070 1ER2 B7FF22 STA $FF22
Q071 1EBRS 39 RTS

0072 1ER6 END

CLEARG 1E8F CLEART 1EA4 LOOF1 1E94 LOOF2 1EA9
XKEY 1E?C

Figure 4-3. Four Corners _for Four-Color Graphic Modes

Table 4-3 shows all of the 6809 assembler instructions used
through the first four chapters. Also listed are the programs in which
they appeared.

Table 4-3. Instructions Used in First Four Chapters

Instruction and Program Where Used

Addressing Mode 1 2 3 4 5 6 7 8
BEQ relative X X
BLO relative X 1 X [ X | X]| X
BNE relative X |1 XX X |1 X [ X | X
BPL relative X
BRA relative X X1 X X
CLRA inherent X X X [ X | X
CLRB inherent X (X | X | X
CMPA immediate X | X X
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Table 4-3. (continued)

Instruction and Program Where Used

Addressing Mode 1 2 3 4 5 6 7 8
CMPB immediate X
CMPX immediate X | X | X [ X | X
DECB inherent X X
DEX inherent X | X
END pseudo-op XX |1X | X | X
EORA immediate X
FCB pseudo-op X | X
INCA inherent X
INCB inherent X X | X
JSR extended X | X X
LDA immediate X X | X X X | X | X
LDA X + indexed X
LDA Y + indexed X [ X
LDB immediate X X X
LDB,Y + indexed X
LDX immediate X [ X[ XX | X |X X
LDY immediate X
LEAX n,X indexed X | X X | X
NOP inherent X! X | X
ORG pseudo-op X | X |X | X
RTS inherent X | X X | X X
STA extended X| X | X X | X | X | X
STA X + indexed X | X | X X | X
STB extended X[ X | X
STD ,X + + indexed X | X | X | X
SWI inherent X
TFR A,B inherent X X
TFR B,A inherent X

Summary

® The four-color graphic modes all use different amounts of

memory because of different resolutions. The resolution depends

on the size of the graphic elements displayed.
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Mode Resolution Element Memory Used
6C | 128x192| [ | $400-1BFF 6K
3C 128 X 96 $400-FFF 3K
2C 128 X 64 $400-BFF 2K
1C 64 X 64 $400-7FF 1K

® To select a given graphic mode, several registers must be set.

Mode Set Registers Data in §FF22

6C $FFC5, $§FFC3 EO0-color set 0
E8-color set 1

3C $FFC5 CO0-color set 0
C8-color set 1
2C $FFC3 AO-color set 0
A8-color set 1
1C $FFC1 80-color set 0

88-color set 1

® One data byte sets four graphic elements to colors specified by
two bits of the bytes.

Ll I I ] ] [T ] four color bit pairs

e e g et
1 2 3 4

Bits Color Set 0 Color Set 1

00 green buff
01 yellow cyan
10 blue magenta

11 red orange
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Data bytes for coloring graphic elements may be accessed from a
table and displayed by using index registers.

Example:

LDX #1008 load index register X with starting address
of screen memory

LDY #TABLE load index register Y with starting address
of beginning of table

LDA Y + load accumulator A from address in Y
register; then increment Y
STA X+ store accumulator A into screen address

contained in X register; then increment X

Fewer data bytes are necessary for low resolution than for high
resolution graphics, but the lines displayed using low resolution
are larger.

Chapter Test

. Draw the graphic elements for each of the following:

a. mode 1C b. mode 2C c. mode 3C d. mode 6C

[T]

. Tell the mode and color set determined by setting memory loca-

tion $FF22 to the following values.
a. EO (hex) = mode _____  color set
b. 10101000 (binary) = mode ______ color set

. Tell the mode determined by storing data to the following.

a. STA$FFC5 mode ____
b. STA $FFC5 and $FFC3 mode
c. STA $FFC1 mode

. When leaving a graphic mode, certain registers must be cleared.

Storing data in the following registers clears which mode?
a. STA $FFCO clears mode
b. STA $FFC4 clears mode

. What color is designated by the following bit pairs for color set 0?

a. 01 color =

. 10 color =

b
c. 00 color =
d. 11 color =
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6. What four-color elements would be set by these data bytes?
a. E3
b. 3C

7. Give the data byte to set these four graphic elements.

green | blue | blue | red | = data byte

8. What is the memory location (approximately) of the center of the
screen in each of these modes?

a. 6C b. 3C
c. 2C d. 1C

9. What are the graphic memory locations for the four corners of the
display in mode 3C?

a. upper left b. upper right

c. lower left d. lower right

10. Write a program to display a solid block of yellow color.

—

Answers to Odd-Numbered Exercises
in Chapter Test

1. a. mode 1C b. mode 2C c¢. mode 3C d. mode 6C

1]

3. a. mode 3C
b. mode 6C
¢. mode 1C
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5. a. yellow b. blue c. green d. red
7. 00101011 or 2B (hex)

9. a. $0400 b. $041F
c. $0OFE0 d. $OFFF



Chapter 5

Animation

In this chapter, we’ll build on the knowledge of graphics that you ac-
quired in Chapter 4. You know how to put a simple figure on the
screen. Now we’ll investigate some ways to simulate motion of a dis-
played figure.

Two-Color Graphics

You have used the four-color graphic modes. We’ll now use some of
the two-color modes so that you can see how they differ from four-

color graphics. A description of two-color graphic modes is shown in
Table 5-1.

Table 5-1. Two-Color Graphic Modes

Graphic Memory
Resolution Element Used Remarks
256 % 192 ] 0400-  Mode 6R; highest resolution of
1BFF all; each element is one unit

wide and one unit high; 6K of
memory used
128 x 192 I:D 0400- Mode 3R; each element is two
OFFF units wide and one unit high;
3K of memory used
128 X 96 0400- Mode 2R; each element is two
09FF units wide and two units high;
1.5K of memory used
128 X 64 0400- Mode 1R; each element is two
07FF units wide and three units high;
1K of memory used

97
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For each of these modes, green and black are the colors used in
color set 0.

Color Set 0 {

0 = black

1 = green

For each of these modes, buff and black are used in color set 1.

Color Set 1 {

0 = black
1 = buff

An empty screen display for all these modes would be

green
border

Color Set 0

Each byte of data placed in screen memory will designate the

black
background

Color Set 1

color of eight consecutive graphic elements.

buff
border

Examples
bD;:: Color set 0 Mode 6R Mode 1R
00 [[oooooooo J[[X[XTXIXIX[x][x]x]|[x x[x x[x x[x x]x x[x x[x x[x x
X X[Xx XX X|x x[x x|x x|x X|x X
X X|x x{x x]x x|x x|x x{x x{x x
all black ~—______ |
81 {{ 10000001 | [xIxIx[x[x]x] ] X X|x x{x x|x x[x x|x x
X X[X X|x x[X X|X X|X X
g X X{X x|x x[x x|x x|x x
green on ends
black in middle —————

Of course, you must select the correct values for SAM and
VDG as you did for the four-color modes. These instructions to
do this are shown in Table 5-2.
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Table 5-2. VDG and SAM
Instructions for
Two-Color Graphics

Mode Color Set Instructions

6R 0 green/ LDA FO

black STA $FF22
STA $FFC5
STA $FFC3

1 buft/ LDA #$F8
black STA $FF22

STA $FFCH

STA $FFC3

3R 0 green/ LDA #$DO0
black STA $FF22
STA $FFC5
STA $FFCl1

1 buff/ LDA #$D8

black STA $FF22
STA $FFC5
STA $FFC1

2R 0 green/ LDA #$BO
black STA $FF22
STA $FFC3
STA $FFC1

1 buff/ LDA #$B8

black STA $FF22
STA $FFC3
STA $FFC1

IR 0 green/ | LDA #$90
black STA $FF22
STA $FFC1
1 buft/ LDA #$98

black STA $FF22
STA $FFC1

Because only two colors are used in each of these modes, each bit
of a data byte designates the color of one graphic element. Therefore,
one byte of data can designate the color of eight adjacent elements.
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Using Mode 1R

Now that you know how to draw a rectangle, we’ll use that as a basis
for the next program. We’ll draw a rectangle on the video screen that

has no top.

This represents a cross section of a cylinder. Inside the cylinder, we’ll
draw a piston.

Because the figure is simple, we’ll use one of the low resolution
modes, 1R. Each element will be this size

To plan our data bytes, we made a large sketch on paper as shown
in Figure 5-1. To draw the cylinder, which will be stationary, we will
use the following data bytes. The black matches the background.
Therefore, only the green bottom and sides of the cylinder will ap-
pear.

left right _
side side black

(tl 00 iO ,4\

01 00 80 gives

01 FF 80 -——bottom

bottom and sides green

The piston and its shaft will be drawn near the top of the cylinder.
In this program, we’ll merely blink this part of the figure on (green)
and off (black). In Progam 10, we’ll make it move up and down inside
the cylinder.
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5C7

5D7

5E7

5F7

607

617

627

637

Figure 5-1. Planning the Valve and Cylinder
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The following bytes are used for the pistons:

black

18 shaft

FF piston

green

We’ll place our figure near the center of the screen.

0598

0400— (B W | < 040F

05C7 |j

B ) «<—07FF

Parts for Program 9

We’ll use many parts that will be similar to previous programs. The
correct mode must always be set up, the color set must be selected, the
screen must be cleared, the graphics must be drawn, and a way
should be provided to stop the program.

Part 1—Set Up

ORG $1E00
LDA #8$90

STA $FF22
STA $FFC1

Part 2—Clear Screen

LOOP1

CLRA

CLRB

LDX #$400
STD X+ +
CMPX #$1C00
BLO LOOP1



PARTS FOR PROGRAM 9
Part 3—Draw Cylinder

LDX #$5C7
LDY #TABLEl
DOWN LDB #3
RIGHT LDA ,Y+
STA ,X +
DECB
BNE RIGHT
LEAX $D,X
CMPX #8647
BNE DOWN

Part 4—Draw Piston

DRAW LDY #TABLE2
LDX #8598
LDB #5

PIST LDA,Y+
STA ,X +
LEAX $F,X
DECB
BNE PIST
JSR DELAY

Part 5—Erase Piston

CLRA
LDX #8598
LDB #5
ERASE STA ,X+
LEAX #F,X
DECB
BNE ERASE
JSR DELAY

Part 6—Test for X Key

LDA #$FE
STA $FF02
LDA $FF00
CMPA #$F7
BNE DRAW

103



104 ANIMATION

Part 7—Go to Text and Monitor

TEXT LDA #860
LDX #8$00

LOOP2 STA , X+
CMPX #8600
BLO LOOP2
CLRA
STA $FF22
STA $FFCO
RTS

Part 8—Delay Subroutine

DELAY LDS #$F000
COUNT NOP
NOP
NOP
DEX
BNE COUNT
RTS

Part 9—Data Tables

TABLE1 FCB 1,0,$80,1,0,$80
FCB 1,0,$80,1,0,$80
FCB 1,0,$80,1,0,$80
FCB 1,0,$80,1,$FF,$80

TABLE2 FCB $18,$18,$18,$18,$FF
END

How Program 9 Works

Parts 1 and 2 perform the same function as in previous programs.
Graphic mode 1R is selected by storing $90 (see Table 5-2) in loca-
tions $FF22 and $FFC1. Part 2 clears the screen to display a green
border with a black background.
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Part 3 uses the data in Table 1 (see Part 9—Data Tables above) to
draw the cylinder. Three bytes are used for each screen line with

bytes 1, 0, and $80 (seven times) forming the sides. Data bytes 1,
$FF, and $80 form the bottom of the cylinder.

Part 4 draws the piston from the data in Table 2 above. One byte
is used for each screen line with $18 (four times) forming the shaft and
$FF forming the bottom of the piston. A jump to a time delay
subroutine is made so that you will have time to see the figure.

Part 5 erases the piston, and the time delay subroutine is used
again.

Part 6 scans the keyboard for the X key. We have written a
subroutine to do this so that you can see how the color computer
‘“reads’’ the keyboard. Figure 5-2 shows how the keyboard matrix is
wired. You can see that each key is connected to one bit of Input Port
$FFO00 and to one bit of the Output Port $FF02. Notice that the X key
is connected to bit 3 of the input port and to bit 0 of the output port.
The LDA (Load Accumulator A) instruction appears in a new form
in this part. Extended addressing is used.

LDA $FF00 +— used to read input port

load accumulator with the value

held in memory $FF00
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INPUT
PORT <
$FF00 4

7 - joystick analog in

0 1 2 3 4 5 6

v
OUTPUT PORT $FF02

Figure 5-2. Color Computer Keyboard Matrix

-«—right joystick

button

-—left joystick

sp
en
cl

br
sh

button

space bar

ENTER key
CLEAR key
BREAK key
SHIFT keys
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To see if the X key is pressed, write a 0 to bit 0 of Output Port
$FF02, then read Input Port $FF00. If bit 3 of $FF02 is a 0, the X key
is down.

Keyboard input and output bits are enabled by a 0
and disabled by a 1.

Therefore

LDA #$FE write a 0 to bit 0 76543210
STA $FF02 of output port
11111110

LDA $FF00 read input port 76543210
CMPA #$F7 isbit3 = 0?
11110111

BNE DRAW if X key not down, go back to draw piston

Other keys could be tested in a similar way.

Part 7 is the same procedure used in previous programs to clear
the text memory area and to reset VDG and SAM for the text mode.
It ends with a return from subroutine that sends the computer back to
the monitor.

Part 8 is a time delay that slows down the graphics so that they are
visible. You can shorten the delay by removing the NOPs or by
decreasing the value loaded into the X register.

Part 9 contains the data to draw the cylinder (Table 1) and the
piston (Table 2). The pseudo-op FCB indicates that the items are
single bytes.

When the program is loaded, assembled, and executed, the
cylinder appears and the piston is alternately displayed and erased.
Try it a few times before going on to Program 10, which will move the
piston up and down. Remember to press the X key to stop the pro-
gram.

Program 10—Moving the Piston

There are several ways that the piston can be made to appear to move
up and down. In Program 10, the animation is achieved by simply
erasing the piston (as in Program 9) and redrawing it in a new posi-
tion.

Parts 1, 2, 3, 6, 7, 8, and 9 remain the same as in Program 9.
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Parts 4 and 5 are changed and subroutines (parts 8a and 8b) are
added for drawing and erasing the piston.

Part 1—Set Up

Part 2—Clear Screen } same as Program 9
Part 3—Draw Cylinder

Part 4—Draw and Erase Piston

&5 DRAW LDX #$598
JSR ON  -«——draw piston
LDX #$598
JSR OFF -e——erase piston
LDX #$5B8
JSR ON  -<«——draw piston
LDX #$5B8
JSR OFF -«——erase piston
LDX #$5D8
JSR ON
LDX #$5D8
JSR OFF etc.
LDX #$5B8
JSR ON
LDX #$5B8
JSR OFF

Parts 6, 7, and 8 are the same as in Program 9. Part 6 tests for the
X key. Part 7 prepares the screen for text before returning to the
monitor. Part 8 is the time delay.

We have added parts 8a and 8b, the subroutines that draw and
erase the piston.

Part 8a—Draw the Piston

ON LDY #TABLE2
LDB #5

PIST LDA ,Y+
STA, X +
LEAX $F,X
DECB
BNE PIST
JSR DELAY
RTS
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Part 8b—Erase the Piston

OFF

ERASE

CLRA

LDB #5
STA X +

LEAX $F.X

DECB

BNE ERASE

RTS

Part 9 is the same data table used in Program 9. A complete
listing of source and object programs is given in Figure 5-3.

When Program 10 is executed, the piston is drawn and erased so
quickly that the piston appears to move up and down in the cylinder.

0001
QOO2
QOO
Q04
0005
0004
Q007
0008
0009
0010
00tl
0012
0013
0014
001sS
0016
Q017
0018
o019
0020
0021
o022
0023
0024
Q02
Q026
OO27
0028
0029
QOO0
0031
Q032

(RIS

0600
1EOQQ
1E02
1EO0S
1E08
1EQ9
1ECA
1EOD
1EOF
1E12
1E14
1E17
1E1E
iE1D
1E1F
1E21
1E22
1E24
1E26
1E29
1E2E
1E2E
1E71
1EZ4
1E37
1EZA
1EZD
1E40
1E43
1E46
1E49
1E4C
1E4F

8490
R7FF22
BR7FFC1
4F

SF
BEO400
ED81
8C1C0O0
29F9
B8EQSC7
108E1EA4
C&HO3
ALAQ
A780
SA
26F9
300D
8C0&47
26F0
BEOS98
ERD1ESS&
BEOS98
ED1E99
BEQSES
ED1EB&
B8EQSE8
EDIE99
8EQSDS
BD1EB6L
8EOSD8
BED1E99
8EOSESB

LOOF1

DOWN

RIGHT

DRAW

ORG $1E00
LDA #$90
STA $FF22
STA $FFC1
CLRA

CLRE

LDX #$400
STD , X++
CMFX #$1C00
ELO LOOF1
LDX #$SC7
LDY #TABLE1
LDE #3

LDA .Y+
STA X+
DECE

ENE RIGHT
LEAX $D, X
CMPX #$647
ENE DOWN
LDX #$598

JSKR ON :DRAW PISTON

LDX #4598

JSR OFF sERASE FPISTON

LDX #&SEB

JSR ON :DRAW FISTON

LDX #$5E8

JSKR OFF sERASE PISTON

LDX #$5D8

JSKR ON H ETC.
LDX #45D8

JSR OFF

LDX #$SE8



0034
O0O3S
0036
OO37
Q038
QO399
0040
0041
0042
QO47
0044
QQ45
0046
QO47
0048
0049
0050

0051
0052
0053
o0S4
00SS
0056
0057
0058
0059
Q0&L0
Q061
0062
QO&3
00464
00865
Q0b6L
0087
0068
QO69
0070
Q071
Q072
OO73
0074
Q075
0076
Q077
o078
0079

COUNT
ERASE
ON

TAEBRLE
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1ESZ2
1ESS
1ESS8
1ESH
1ESD
1E60C
1E63
1E46S
1E67
1E&L?
1E6C
1E&E
1E71
1E73
1E74
1E77
1E7A

1E7E
1E7E
1E7F
1E80
1E81
1E8Z
1E85
1EB6
1EBA
1E8C
1EBE
1E90
1E?2
1E93
1E9S
1E98
1E99
1E9A
1EQC
1E9E
1EAQ
1EAL
1EA3
1EA4
1EAA
1EEO
1ERG6
1ERC
1EC1

BD1EB6
8EQSES8
BD1E99
86FE
BR7FFO2
B&FF OO
81F7
26C4
8660
B8EQ4Q0
A780
8COL60Q0
25F9
4F
B7FF22
B7FFCO
39

8EA4OQQ

12

12

12

Z01F

26F9

39
10BE1ERC
C605

ALAQD

A780

Z00OF

SA

26F7
BED1E7E

39

RF

Co605

A780

JIO0OF

SA

26F9

39
0100800100
Q100800100
0100800100
01008001FF
18181818FF

1E7E DELARY

1E?C LOOF1

1EB6 PIST
2 1EEC TEXT

TEXT

LOOF

JSR
LDX
JSK
LDA
STA
STA

ON
#45SE8
OFF
#$FE
$FFO2
SFFOOQ

CMFA #$F7

ENE
LDA
LDX
2 S8TA

DRAW
HE60
#$400
o X+

CHMFX #$600

BLO

CLRA

STA
sSTA
RTS

DELAY LDX

COUN

ON

PIST

OFF

ERAS

TABL

TAEBL

1E7E
1ECQD
1EBC
1E67

T NOP
NOF
NOF
DEX
ENE
RTS
LDY
LDE
LDA
STA

LOOP2
$FF22
$FFCO

#$4000

COUNT

#TABLEZ2
#5
Y+
s X+

LEAX $F, X

DECE

BNE
JSK
RTS

CLRA

LDE
E STA

FIST
DELAY

#5
X+

LEAX $F,X

DECE

ENE
RTS
E1 FCE
FCE
FCE
FCR
E2 FCE
END

DOWN
LOOF2
RIGHT

ERASE

1,0,$80,1,0,$80
1,0,$80,1,0,%$80
1,0,$80,1,0,%$80
1,0,%$80,1, $FF, $80
$18,$18,$18,%$18, $FF

1E1R DRAW 1EZE
1E64C OFF 1E9?
1E1D TABLE1 1EA4

Figure 5-3. Listing of Program 10
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Paging Screen Memory

All the programs that you have used so far have started the screen
memory at address $400. This is the normal location set when the
color is first turned on. However, this location can be changed by
writing to the display offset registers at locations $FFC6 through
$FFD3.

If all the display offset registers are cleared, the display will begin
at $0000. The offsets are described in the Radio Shack Service Man-
ual for the Color Computer (Catalog Number 26-3001/3002) as FO,
F1, F2, F3, F4, F5, and F6. To set or clear the offsets, write to the ap-
propriate registers, shown in Table 5-3.

Table 5-3. Display Offset Registers

Write to Sets Clears Offset
Register Offset Offset Added
FFC6 — FO —
FFC7 FO — $200
FFC8 — F1 —
FFC9 F1 — $400
FFCA — F2 —
FFCB F2 — $800
FFCC — F3 —
FFCD F3 — $1000
FFCE — F4 —
FFCF F4 — $2000
FFDO — F5 —
FFDI1 F5 — $4000
FFD2 — F6 —
FFD3 F6 — $8000

The values added by the offset registers that are set are summed
to form the total offset for the beginning address of the display.

When the computer is turned on, the normal offset is $400. This
means that F1 is set and all the other offsets (FO, F2, F3, F4, F5, and
F6) are clear. Table 5-4 shows the offset registers that should be set to
start the display at any one-half K offset up to $4000. By setting a
combination of offset registers, you can page through all of the RAM
memory.
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Table 5-4. Display Offsets 0-$4000
Starting
Display Write to
Address Address(es)
0000 none
0200 $FFC7
0400 $FFC9
0600 $FFC7, $FFC9
0800 $FFCB
0A00 $FFCB, $FFC7
0C00 $FFCB, $FFC9
0E00 $FFCB, $FFC9, $FFC7
1000 $FFCD
1200 $FFCD, $FFC7
1400 $FFCD, $FFC9
1600 $FFCD, $FFC9, $FFC7
1800 $FFCD, $FFCB
1A00 $FFCD, $FFCB, $FFC7
1C00 $FFCD, $FFCB, $FFC9
1E00 $FFCD, $FFCB, $FFC9, $FFC7
2000 $FFCF
2200 $FFCF, $FFC7
2400 $FFCF, $FFC9
2600 $FFCF, $FFC9, $FFC7
2800 $FFCF, $FFCB
2A00 $FFCF, $FFCB, $FFC7
2C00 $FFCF, $FFCB, $FFC9
2E00 $FFCF, $FFCB, $FFC9, $FFC7
3000 $FFCF, $FFCD
3200 $FFCF, $FFCD, $FFC7
3400 $FFCF, $FFCD, $FFC9
3600 $FFCF, $FFCD, $FFC9, $FFC7
3800 $FFCF, $FFCD, $FFCB
3A00 $FFCF, $FFCD, $FFCB, $FFC7
3C00 $FFCF, $FFCD, $FFCB, $FFC9
3E00 $FFCF, $FFCD, $FFCB, $FFC9, $FFC7
4000 $FFDO
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Program 11—Animation by Paging

Program 11 will produce a display similar to that of Program 10.
However, instead of erasing and drawing a new figure each time, the
figures will be drawn in different blocks of memory. The offset
registers will then be used to display one of these blocks at a time. The
blocks will be displayed in order (1, 2, 3, 4), then loop back to repeat
(1,2,3,4,1,2,3,4,1,...., etc.). We’ll use the offsets so that block 1
will be from $600 through $9FF, block 2 from $A00 through $DFF
block 3 from $E00 through $11FF, and block 4 from $1200 through

$15FF.

block 1

j

block 2

] ]

block 3 block 4

The cylinders must be drawn at the same relative position in each
block of screen memory.

Part 1—Set Up

ROW

ORG $1E00
RMB 1
LDA #$98
STA $FF22
STA $FFC1

Part 2—Clear Screen

LOOP1

CLRA

CLRB

LDX #$600
STD X+ +
CMPX #$1600
BLO LOOPI1

—color set 1, mode 1R

«clear graphics area
for four blocks of memory
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Part 3—Draw Cylinder in Each Block of Memory

LDX #8706
JSR CYL
LDX #$B06
JSR CYL
LDX #$F06
JSR CYL
LDX #81306
JSR CYL

— 1st block
—2nd block
«—3rd block

—4th block

Part 4—Draw Piston in Each Block of Memory

LDX #$6D7
JSR PIST
LDX #$AE7
JSR PIST
LDX #$EF7
JSR PIST
LDX #$1307
JSR PIST

— 1st block

«—2nd block

— 3rd block

—4th block

Part 5—Change Display Blocks and Test for X

AGIN

STA $FFC7
JSR DELAY
STA $FFC8
STA $FFCB
JSR DELAY
STA $FFC9
JSR DELAY
STA $FFC8
STA $FFCA
STA $FFCD
JSR DELAY

LDA #$FE
STA $FF02
LDA $FF00
CMPA #$F7
BEQ TEXT

STA $FFCC

—turn on block 1

(FFC7, FFCO set)
—turn off block 1
—turn on block 2

(FFCY, FFCB set)
—turn on block 3

(FFC7, FFC9, FFCB set)
—turn off block 3

—turn on block 4

(FFC7, FFCD set)
—test for X

—turn off block 4
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STA $FFC9 —turn on block 1
BRA AGIN (FFC7, FFC9 set)
repeat the cycle

Part 6—Go to Text and Monitor

TEXT LDA #$60
LDX #$400
LOOP2 STA X +
CMPX #$600
BLO LOOP2
CLRA
STA $FF22 } —get ready for text mode
STA $FFCO
STA $FFC6 — adjust offsets
STA $FFCC
STA $FFC9
RTS

Part 7—Draw a Cylinder

CYL LDA #8
STA ROW
LDY #TABLE1

DOWN LDB #3

RIGHT LDA ,Y +
STA ,X +
DECB
BNE RIGHT
LEAX $D,X
DEC ROW
BNE DOWN
RTS

Part 8—Draw a Piston

PIST LDY #TABLE2
LDB #5

RPT LDA Y+
STA ,)Y+
LEAX $F X
DECB
BNE RPT
RTS
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Part 9—Delay

DELAY LDX #$4000
COUNT NOP
NOP
NOP
DEX
BNE COUNT
RTS

Part 10—Data Tables

TABLE! FCB 1,0,$80,1,0,$80
FCB 1,0,$80,1,0,$80
FCB 1,0,$80,1,0,$80
FCB 1,0,$80,1,$FF,$80

TABLE2 FCB $18,$18,$18,518,$FF
END

Description of Program 11

Parts 1 and 2 are similar to previous programs. In part 1, a space
(called ROW) is reserved in memory to store the number of rows
used to draw the cylinder.

ROW RMB 1
Reserve Memory 1 byte
Byte(s)

called ROW

In part 2, we have only cleared that area of memory that will be used
for graphics ($600-$1600) in this program.

Part 3 has been changed to call a subroutine to draw the cylinder
in each block of memory. The X register is set to the first location of
each drawing.

Part 4 draws the piston by using a subroutine. The X register is
again used to set the first location of each drawing.

Part 5 is used to access each screenful of memory in succession. A
time delay subroutine is used to hold the display briefly for viewing.
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The offset for block 1 ($600) requires that offset registers FO and F1 be
set. Because F1 is set normally, you only have to set FO by writing to
$FFC7 (see Tables 5-3 and 5-4). A time delay follows. Block 2 starts
at $A00. This requires that FO and F2 be set. Therefore, you must
clear F1 by writing to $FFC8. FO was set in block 1. F2 is set by
writing to $FFCB. A time delay follows. Block 3 starts at $E00. This
requires that FO, F1, and F2 be set. You already have F0 and F2 set
from block 2. Therefore, set F1 by writing to $FFC9. A time delay
follows. The last block begins at $1200. This requires that FO and F3
be set. Toturn off F1 and F2, write to $FFC8 and $FFCA. F3 is set by
writing to $FFCD. A time delay follows.

A text is then made to see if the X key has been pressed. If it has,
an exit is made to part 6 to prepare for a return to the monitor. If the
X key has not been pressed, the computer will go back to display
block 1 again. To do this, F3 must be turned off and F1 must be set.
Writing to $FFCC turns off F3. Writing to $FFC9 sets F1. Then the
blocks are displayed in order until the X key is pressed.

Part 6 prepares for a return to the monitor as before, except some
additional store instructions are used to return to the normal text off-
set at $400.

Parts 7 and 8 draw the cylinders and pistons in much the same
way as before.

Part 9 is the same time delay routine and part 10 is made up of the
data used to draw the figures.

As we said earlier, Programs 10 and 11 accomplish the same
thing, but in different ways. Program 11 is more adaptable to further
changes. You might want to try displaying two cylinders at once with
each piston in a different position.

1 1

_Ll

™

4 .

block 1 block 2 block 3 block 4

and repeat

If you’re really ambitious, you might try to display four cylinders
at once. This would require six blocks of memory to show each piston
in a different position.
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L 1
1 ] 1
I | O O O P
block 1 block 2
. i
1 1
i 8 S O PR 25 |
block 3 block 4
i .
1 1
e e O e s S
block 5 block 6

Table 5-5 shows instructions that were first used in this chapter.

Table 5-5. New Instructions in This Chapter

Instruction and

Addressing Mode Program and Use

LDA extended Program 9; accumulator A is loaded with the data in
the extended address
Example: LDA $FF00

FCB pseudo-op Program 9; used to indicate single byte items in a
data table
Example: FCB 1,0,$80,1,0,$80
RMB n Program 11; used to reserve the specified number

(n) of bytes
Example: RMB 1

Summary

In this chapter you worked with two-color graphic modes and
learned two methods to animate graphic displays.

® FEach of the graphic modes discussed uses different amounts of
memory and displays different degrees of resolution.
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Mode Resolution Element Memory Used
6R 256 %192 D 6K
3R | 128x192 | L] 3K
2R 128 X 96 1.5K
1R 128 X 64 1K

¢ Certain registers must be set to designate a given graphic mode.

Mode

Set Registers

Data in §FF22

6R

3R

2R

1R

$FFC3, $FFC5

$FFC1, $FFC5

$FFC1, $FFC3

$FFC1

FO for color set 0
F8 for color set 1

DO for color set 0
D8 for color set 1
BO for color set 0
B8 for color set 1

90 for color set 0
98 for color set 1

® One data byte sets eight adjacent graphic elements. If a given bit
in the data byte is 0, the color of the corresponding element is
black. If a given bit is 1, the color of the corresponding element is
green in color set 0 or buff in color set 1.

Examples
Color set 1, mode 6R
Data byte = 6A

[001 10101 0

Color set 1, mode 2R

Data byte = 4B

fo1001 10 1]

gives

gives
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One method used to animate a figure is to draw it, erase it, and
redraw it in a new position.

A second method of animation is to draw the figure in different
positions in different blocks of memory. Each different block is
displayed by altering the display offset registers. Setting com-
binations of these registers allows you to set the starting address of
the display anywhere in memory.

Offset Write to Address Offset
Register To Clear To Set Added

FO FFC6 FFC7 $200
F1 FFC8 FFC9 $400
F2 FFCA FFCB $800
F3 FFCC FFCD $1000
F4 FFCE FFCF $2000
F5 FFDO FFD1 $4000
F6 FFD2 FFD3 $8000

The keyboard may be scanned by writing to Output Port $FF02
and reading Input Port $FF00. Keyboard inputs and outputs are
enabled by 0 and disabled by 1.

Chapter Test

. What two-color graphic mode displays the following size

elements?
a [T
b.

. How much memory fills the video screen for each of the following

two-color graphic modes?
a. 6R
b. 2R
c. 1R

. What colors are used for the following two-color graphic mode

color sets?
a. color set 0 and
b. color set 1 and
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4. What modes are selected by storing the following values in
$FF22?
a. $F0 mode
b. $B0 mode

5. What graphic mode and color set is set up by the following in-
structions?

LDA #$D8
STA $FF22
STA $FFC5
STA $FFC1

a. graphic mode

b. color set

6. Write instructions similar to those in test exercise 5 that would set
up mode 2R, color set 0.

7. A graphic mode and color set are selected as shown. The data
byte shown is loaded. Fill in the colors where they would be
displayed by using the symbols:

X for black
0 for green —all do not have to be used
/ for buff

Set up: LDA #$90
STA $FF22
STA $FFClI

Data Byte: LDA #$5A
STA $608

$608 ~
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11.

12.
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. What are the numbers of the keyboard ports?

a. Input Port
b. Output Port

. Use Figure 5-2 to give the key that is searched for by the following

instructions.

LDA #8$F7
STA $FF02
LDA $FF00
CMPA #$FB

The key is
Suppose the display offset has been fixed at $400 and you want to
change the offset to $900 (choose from: FO, F1, F2, F3, F4, F5,
and F6).

a. What offset registers should be cleared?

b. What offset registers should be set?

What does the RMB represent in part 1 of Program 11?

Write a program using a four-color graphic mode to draw the mo-
tion of a two-cylinder engine using orange to show the firing at
the bottom of each piston stroke.

_E\ magenta cylinder and piston

buff background

orange when reaches this position

Answers to Odd-Numbered Exercises in Chapter Test

l.a. 3R b. 1R
3.a. green and black b. buff and black
5.a. graphic mode 3R b. color set 1
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7. $608
’ XX00XX0000XX00XX

XX00XX0000XX00XX
XX00XX0000XX00XX

9. The key is S.
11. Reserve Memory Byte(s)






Chapter 6

Sound and Graphics

You can now put figures on the screen and move them around.
Earlier, you learned how to make computer sounds. In this chapter,
we’ll put sound and graphics together. Before we do that however,
you should experiment systematically with the Color Computer’s
sound capabilities.

Experimenting with Sound

To experiment, we have modified a program from The Facts*, a book
that describes the internal components of the Color Computer and
how they are used in the system.

Our program allows you to input a two-digit hexadecimal value
for the number of cycles used to create the sound and a second two-
digit hexadecimal value for a time delay. By experimenting with these
two values, you can vary the sound that is produced.

Program 12—Sound Explorer

Equate statements are used to give names to certain ROM routines
used. Whenever you use the routines, you can refer to them by their
equated names rather than their memory locations. Names are much
easier to remember than numerical locations. Equate statements are
not a part of the actual program.

*The Facts, Spectral Associates, 141 Harvard Ave., Tacoma, WA 98466

125
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POLCAT EQU $A1B1 keyboard scan routine

PRINIT  EQU $A30A screen print routine

DA EQU $FF20 address of digital to analog con-
verter

AUDON EQU $A976 enable the sound analog multiplexer

SELMUX EQU $A9A2 connect d/a to multiplexer

WAIT EQU $A7D3 BASIC’s delay routine

Another statement used is RMB (Reserve Memory Byte). It
reserves one or more memory bytes for storage of data. Any reference
to the name by which the memory is reserved will use that memory.
In our program we will use the following:

DELAY RMB 1 (reserve one memory byte called DELAY)

The start of the program will be set by the pseudo-operation
ORG (ORiGin) as follows:

ORG $3000

After all the equate statements and pseudo-operations are taken
care of, the program begins by prompting you for the number of
cycles desired. To do this, the screen is cleared and a question mark
appears near the bottom of the screen.

?

A subroutine called QUEST performs the task of getting your
two-digit hex input (01-FF), converting the input’s ASCII code to
hexadecimal form and storing it in register D. QUEST is used in the
same way to acquire the time delay value.

JSR QUEST get cycles

TFR D,Y putitinY

JSR QUEST get delay

TFR B,DELAY put it in memory (DELAY)

Two subroutines, AUDON and SELMUX, are used to enable
the sound and select the correct values for the multiplexer.
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JSR AUDON
CLRB
JSR SELMUX

The main part of the program then uses the values for the number
of cycles, the delay, and a data table of amplitudes (loaded into ac-
cumulator A, one at a time) to produce the sound. Figure 6-1 shows a
complete listing of the source and object programs.

OOO1 O&HDHO FOLCAT EQOU salR1

Q00 FRIMIT EQL $AZ0A
0600 DA EQLI $FF20
QOO04 O&LHOO AUDON  EQU $AT776
OOOS 0AOO SELMUY EQU $ATA2
Q004 OHO0 WAIT EQU $A7DZE
Q007 0O&00 DELAY RME 1
0OO0A ORG #3000

Q009 8660 START LDA #$60
0010 BEO400 LDX #$400
0011 TR0 CLEAR STA X+
0012 BCO600 CMFX #$4600
QO173 29F9 BLO CLEAR
0014 BaHE0 LDA #460

O01S -
O01& A0
o017
oola

R7O400

F70600

RDOOEE LLOOF 1
LOOF

ALCO

B7F
4F
FHOK0O0
1Fal

LLOOF2

GurT

8TA 400
JSR QUEST
TFR D,Y
JER QUEST
STR DELAY

BDAR7 6 JER AUDON
- OF CLLRE
EDARAZ JER SELMUX

LLEAL TARBRLE, FCR
DA, U+

2712 BEQ LOOF2
B 48 -SLA
2 48 L&A

8A0Z QRrA #2

STA DA
CLEA

LDBR DELAY
TFFR Dy X
JER WATT
BRa LOOF
LEAY —1,Y
ENE OO
BRA START
SWI

g

PRIMIT

FOLLCAT
#
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LT
FINLT
0 #$40
I SHIFT
o

0044
0045
(1874
OO47
0048
Q04

QOS50 T0E
[alelwhl

SHIFT

v R, B
¢ FOLCAT

27DD

EDAZOA

ADDE #Y
MSE DA FHEF
EGO4HREOQ ARG

1Fa% TFR AR
O0GT a4F {
00O&4 R

OOAS:

Q00L&
OO&L7
OO &E 3
GOLS
OO70 2087

THRLE

AUDON  A978  CLEAR DA DELAY 0600
LOOF IOZT LOOF1 LOCFE M5k Z0O&LF
FOLCAT AlRlL  FRINIT AJZOA QUEST QuIT

SELMUX APAZ  SHIFT 2059 START 2000 TABRLE

WAIT A7DZ

Figure 6-1. Sound Explorer

Using the Sound Explorer

As you can see from the listing, the program begins at memory loca-
tion $3000. The first question mark prompts you for the number of

INPUT TWO HEX DIGITS
(01-FF) FOR CYCLES
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cycles. Remember, a two-digit hex input is required (01-FF). Your
input will appear following the first question mark. A second question
mark then appears. This is prompting you to input the time delay
value. Again, this should be a two-digit hexadecimal value (01-FF).

?0D?

CYCLE

DATA

INPUT TWO HEX DIGITS
(01-FF) FOR DELAY

The sound will then be made. Following the sound, the screen
will clear, and the process is repeated for a new sound.

Table 6-1 gives some suggested values to input. Try those and
then make up some of your own.

Table 6-1. Experimental Sound Values

Cycles Delay Results
05 05 a short ‘‘pip”’
05 10 lower ‘‘pip”’
05 20
05 40
05 60
05 90
05 Co
05 FO very low
10 40 longer sound with 40 tone
20 40
40 40
60 40
90 40
Co 40
FO 40 very long
for
you
to
try
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Other variations can be produced by changing the amplitude
values in TABLE. Here is the one used in the program.

70

60

50

Notice how the 40
. —_—
values increase

30

20

10

Here is one variation that you might try.

70

60

Notice that the 50

values rise —»
and fall 40

30

20

10

Try some other variations of your own.

Adding Sound to Programs

Now, we’ll use the sound routine with some very simple graphics. In
this program, sound will be added to a variation of the Color Bar pro-
gram that you ran in Chapter 3.
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Program 13—Sound Bars

That program drew three red lines to form a color bar near the center
of the screen. After the red bar is displayed, we’ll add a tone. The bar
will then be drawn using blue, and a higher tone will be made. Fi-
nally, the bar will be drawn in yellow, and a still higher tone will be
made.

Two subroutines form the backbone of the program. DISPLA
draws the color bars, and SOUND plays the tones. The color,
number of cycles, and delay are selected from a table called COLOR.
The values for the sound amplitudes are selected from the table called
TABLE. Both the COLOR table and the TABLE table may be
changed as you desire. We have selected our values for demonstra-
tion purposes only. A listing of the Sound Bars program is shown in
Figure 6-2.

OGO DA EOL $FF2C
D&EO0 AUDON  EQU $A576
DEOO SELMUX EOU $AFA2

WAIT  EQU $A7DI
DELAY RME 1
CYCLE  FME 1
ORG $1EO0
START  LDA #$EO
ATHA $FF22
GTA
5TA

aTh wFFCT

AQOL10
0011

.

CLRA

CLRE
DO1E BEOLDO LDX #%&500
Q014 . EDS NUM1 STD ., X++
0017 ] QUIEDO CME X #$1E00
0018 1E18 25F9 B_0 MUML

LEAU COLOR,FCR
MUM2 DY #41208
JER DISGFLLA
LDX #41228
. JER DISFLA
48 LDX #4124

QE1D

BDIESC JSR DISFLA

FEQ1 LEAL 1,0

¢ LDA LU+

B70&600 STA DELAY
- AGLO LDA U+

RB70O&H01 S5TA CYCLE

BDIE74 JSR SOUND

20DD BRA NUM2



1E41 &40 QuUIT LDA #$4L0
1E47Z QEQ400 LDX #%$400
S O1E4L 780 NUME STA X+
00346 1E48 8C0LH00 CMFX #5400
QOZ7 1E4R 25F9 BLO NUMZ
1EA4D 838600 LDA #O

¥ 1E4F B7FF22 STA $FFZ2
Q040 LES2 B7FFCE STA $FFCZ
0041 1ESS R7FFC4 STH $FFC4
0042 1ESHB B7FFCS 8TA $FFC&
0047 LESR ZIF GWI
0044 1ESC CaH08 DISFLA LDE #8
O04% 1ESE A6CH GET LDA U
ON4s 1ELHO 2T7DF BER QUIT
Q047 1ELZ A7RO STA X+
0048 1E&64 DECE
0047 LELS & BNE GET
QOS50 1EL7 35

RTS

COL.OFR

0, 640
15, $80

SOLIND

REZEC
QOGS
QO&A

.:‘,,

D07
Q074
OO7E
QD7 &
[
Q07a
DO7TY
OOED

THERLE

AU
DELLAY C (] =E:
LQGrF 1 1E7D  LLOOFE 1EY7 hNuMl

NUME 144 QUIT 1E41 SELMUX
START  1EOD  TABRLE  1E?F  WaLT AT

Figure 6-2. Sound Bars
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When the program is run, the following sequence of pictures and
sounds are produced.

1.
red bar with low tone
2.
blue bar with higher tone
f
3.
yellow bar with still

higher tone

The color for the bar and the delay and cycles for the sound are
obtained from the table labeled COLOR. Typical values from the
table are as follows:

COLOR FCB $FF,$50,$20

o

red color delay cycles

The bars are drawn by the DISPLA subroutine using the
amplitude values from TABLE.

Program 14—Rotating Bar

In this program, we’ll make a color bar rotate through four different
positions. As the bar rotates to a new position, a sound will be made.
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L

The color used for the first rotation is red, the second is blue, and the
third is yellow.

A small area near the center of the screen is used in graphics mode
6C. The memory locations used are:

0F30
0F50
0F70
0F90
0FBO
0FDO
OFFO
1010
1030
1050
1070
1090
10BO
10D0

0F31
0F51
0F71
0F91
0FBI1
0FD1
0FF1
1011
1031
1051
1071
1091
10B1
10D1

The first position is colored red by loading the data $0300 into the
screen area: $0F30,$0F31; $0F50,$0F51; $0F70,$0F71; $0F90,
$0F91; $0FBO,$0FB1; $0FDO,$0FD1; $0FF0, $0FF1; and $1010,

1011.

0F30
0F50
0F70
0F90
0FBO
0FDO
O0FF0
1010

0]3 0fo
00000011 | 00000000
00000011 | 00000000
00000011 | 00000000
00000011 | 00000000
00000011 | 00000000
00000011 | 00000000
00000011 | 00000000
00000011 | 00000000

- Hex

binary

The second position is colored red by loading the data $03 into the
screen locations $0FF0 and $1010 and the data $FC into screen loca-
tions $0FF1 and $1011.
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0FFO 00000011 11111100 0FF1
1010 00000011 11111100 1011

The third position is drawn in a similar way, but the data ($0300)
is loaded into screen locations $0FF0,$0FF1; $1010,$1011; $1030,
$1031; $1050, $1051; $1070,$1071; $1090,$1091; $10B0,$10B1; and
$10D0,$10D1.

OFFO0 00000011 00000000 OFF1
1010 00000011 00000000 1011
1030 00000011 00000000 1031
1050 00000011 00000000 1051
1070 00000011 00000000 1071
1090 00000011 00000000 1091
10BO 00000011 00000000 10B1
10D0 00000011 00000000 10D1

The fourth, and last, position is displayed by loading $FF into
$0FFO and $1010 and loading $CO into $0FF1 and $1011.

OFFO0 11111111 11000000 OFF1
1010 11111111 11000000 1011

The color data is loaded from TABLE]1 of the program. TABLE2
contains the screen addresses into which the color data is stored. The
color data used for the first revolution (just described) displays a red
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figure. The program changes the color to blue for the second revolu-
tion, and yellow for the third revolution.

After three revolutions, the program returns to the monitor. You
could have the pattern repeat over and over again by replacing the
SWI instruction to a branch always to the section marked GO, as:

BRA GO

The source and object programs are shown in Figure 6-3.

DA
. y ALIDAN
QOO D&EOC SELMUX
Q004 . WALT

000

CYCLE  RME 1

DODG COUNT  RME
QOO7 INDEX  FRME
QOO O OREG
QDOY D BsEC HTART  LDA
0010 $ & STA
0011 8 AFFFCE STA
00 ] 3 R STA s
001 Dk [7F , STA
DOl4 & CLR#A
DOLE 2 = CLRR
DO1é L PR 8 LDX #$400
0017 EOEL MUIM L STD X+
OO 2015 BCLEDC CHMPFX #$1ED0
& 5 BLE MUL
{3l #2
ML
#HTEARLE
FOUND

24608
B70&01

#E3
LN
[l

#:
COUNT

RV0O601



0041
0OO4%
[RIRF: B
0044
00 4°
LRI X
[RIRY: iy
0048

007 1
QO72

007
OO7 4
Q077
0078
0079
0080
0081
0082
Q0ax
0084
008Y
0086
Q087
0088
Q0[P
QO
0OO%1

Ufmﬁuﬁ
BDAST 4

20A0
20OA2

BEOF IO
2085 4F
20/4 SF

20A/7
20A9
20/0C
20AF
20R1
20R3

R4
20RE4
20pR8
20RE

EDR4
I088xo0
BClﬁEO

26F9
20BD 39
Z0BE ¢

2005 (

20CE Oluuui 401

YOO2AROLE

SOLND

CLEAR

LOGFZ

DRéW
L.OOF4

TABLEL

ITNDEX
<OUMD

BME
CLRA
aTh sk

8T/ %
TR BEE
STA %
ST

UyXa¥aD
#HE40
CYCLE

LDy
8Th
© ALDON

BT6
Zh F\H

Dey

HH 1O
rkh D,

HNI L.OOF1

FULS U,
FTS
FGHS X
LDX #$0F X0
CLRA

CLRE

STDh . X

LEAX 620, X
CMPX #$10EO
BLO LOOFZ
FULS X

RTS
L.DD

X, Y, D

W X

HSTD L, ¥++]
DEC
EINE
h1’

COUNT
L.QQF4

FOR 1,

$1,n.3K$FC.3.: $FF, 0
20,2 BB, 2,0, $ﬁﬁ.n
Uul_%q4_1v.

55,0
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TABLES FCH B, ETO
HEO, BF, BDO
D, Bl O BLD

BE L HBFO, EL0, 10

B, BFO 10, €10,%10
0, H1O0, HEO, H1O, w70
HLO,BYO, E10, FRO,H10
DO, BF, BFO,$10, 610

0096 2OER
Q097 2R0EF 30
0098 20F4
QO ZOFY
0100 20FE
0101 2100 020404
21073 020D11

2104 FCR
0104 2109 FUR

Q105 210C ERD

AUDON AT 4 COLINT OGO
DA FF20 A (E1W]
LOOF 208%  LOOF1 L0
LOOF4 MLIM L
START
WATT

Figure 6-3. Program 14— Rotating Bar

byte 1 byte 2

A A,

7 .

00 11 10 01
green  red blue yellow
red blue yellow

OF CO 0A 80 05 40
0F CO 0A 80 05 40
FF CO AA 80 55 40
FF CO AA 80 55 40
00 00 00 00 00 00
C0 Co 80 80 40 40

Figure 6-4. Data Bytes Defining Trucks
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Animation with Sound

Program 14 mixed the drawing of colored bars with sound and com-
bined some animation. The next program increases the complexity of
the motions. We’ll draw trucks and airplanes and add sound as the
objects move across the screen.

The high-resolution color mode 6C is used. The trucks are de-
fined by 12 bytes of data as shown in Figure 6-4. We will use three
different colors (red, blue, and yellow). The airplanes are defined in a
similar way as shown in Figure 6-5.

byte 1 byte 2
AL A
L4 N A
%
//
_
//%
45/4
_ 7
7
00 11 10 01
green  red  blue yellow
red blue yellow
30 00 20 00 10 00
30 CO 20 80 10 40
FF CO AA 80 55 40
FF CO AA 80 55 40
30 CO 20 80 10 40
30 00 20 00 10 00

Figure 6-5. Data Bytes Defining Airplanes

Between each movement of the figures (from right to left) across
the screen, a sound will be made to simulate the noise of the motors.
Then the screen is erased before the next movement of the figures.



0001
OOO2
QOO
o004
OOOS

QOO
QOO7
0008
QOO
0010
0011
0012
0013
o014
0015
Q0014
Q017
0018
0019
Q020
002
o022
Q023
Q024
0025
Q026
0027
0028

O&H00
OLO0
Q&H00
Q&LOO
QO&HO0

2000
2002
200%
2008
200FR
200E
2011
2013
2016
201A
201C
201F
2022
2025
2028
2020
202D
202F
2032

™y =
2035

002y 2

QOO
O0%
OO3Z
QO3
0034
O03S
QOF6
OOZ7
58
00359
Q040
0041
oO42
Q0473
Q044
Q045
0044
0047
0048
0049
OO0
QOS1
0052
0053
0054
QOS5
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2040
204Z
2045
2048
204A
204C
204D
204F
2052
2085
2058
205E
205D
203E
20460

20862

2064

2079
207k

86E0
B7FF22
B7FFC3
B7FFCS
B7FFC7
EDZ20O3C
8603
B720A/6
108EZ20AA
85820
B720A9
8E1CFE
BD204D
F1A818
TAZ0A6
26ED
8600
B7FF22
B7FFC2
B7FFC4
B7FFCS
3F
Z410
4F

SF
BEO&LHOO
ED81
8C1EOO
285F9
IS10
9
84606

B720A7

26F0

39

ECA1
EDg4
ECAL
EDEREFBO
308820
TAZ0AR7

. 26EE

E1A8BEQG
ZO8PFFIF
I47 4
8601
EBE720A8

Dé
ALUDON
SELMUX
WARIT

START

SET

GO

QUIT

ERASE

NUM1

MOVE

DRAW

SOUND

FOU $FF20
EQU $A976
EGL $APAZ2
EQU $A7D3:
ORG 42000

LDA #$EO
aTA $FF22
STA $FFC3
STA $FFCS
STA $FFC7
JSR ERASE
LDA #3

STA COLORK
LDY #TABLE
LDA #$20
STA INDEX
LDX #$1CFE
JSR MOVE
LEAY #18,Y
DEC COLOR
ENE GO

LDA #$0

STA $FF22
STA $FFC2
STA $FFC4
STA $FFC6
SWI

PSHS X

CLRA

CLRE

LDX #$600
STD , X++
CMEX #%$1E00
ELO NUMI1
PULS X

RTS

LDA #&

STH COUNT
JSR DRAW
JSR ERASE
DEC INDEX
ENE MOVE
RTS

LDD ,Y++
STD . X

LDD ,Y++
GTD ~#1480, X
LEAX $20,X
DEC COUNT
ENE DRAW
LEAY -418,Y
LEAX —-$C1,X
FSHS U, X,Y.D
LDA #3

S5TA CYCLE



0056 207E BDAY76 JSR AUDON

QO57 2081 SF CLRE
0058 2082 BDAYAZ SR SELMUX
0OO5% 2085 ano0ases LAl LEAL TABRLEZ,FCR

0O&LO 2089 ALLO L.QDF LDA , U+
0061 208k 2711 BER LOOF2

D0GH2 208D 48 LGLLA
00sZ Z08E 48 L-SLA
D0&4 2 [STATRIAS ORA #2
O0&LE B7FFZ20 STA DA
D0&E 45 CLR#A
QO&H7 CaHA0 LDE #%$40
Q0AHA "I'“ 1FOL TFR D, X
0DaY HDh?Dﬂ JER WAIT
OO70 2090 BRA LOOF
0071 209 7QAUAJ LOOFE  DELC CYCLE
OO72 20”1 F BNE LOOF1

FULE Uy, X, Y. D1
RTS

COLOR RME 1

COUNT  RME 1

CYCLE  RME 1

TNDEX  RME 1

TAELLE FCR $F, 400, $320,0
FCH $k_$Cv_$2"A$80
FOCE $FF, $C0O, $AA, $80
FCBE #FF,$C0O, $AA, $30
FCR 0,0, 420,480

unqq MO FCH SLU HCO, 20,0

[IES H0 1000 FCOR ,$80_$lo‘u
OABO L1040 FCH $A $30, 10,440
nAqu‘ . FCR mhn.%Bn.$qq"$4o

CE ARBOESA0 FCE #6464, $80, $55, 340
'« uuon104n FCR ©,0,%10,4%40
anqn . FCR $£80,380, $1n )
FCR qq$4n 30
FUR S, $40, $35C
FCRB #®Z5S, 440, ¢

QO%49 FCR $55, %40, $FFF, $C0
QO FOR O,0,%3 u"$hn
QOSP4 1 FCR $4U.$4U‘$JO_O
0097 DFE 0101 TAEBLEZ FCER 1,1

Q0P8 20F4 0204086 FCR 1.4“6

0099 : )“HDi 1 FCR 1 Za 17

0100 FCR "T 2

0101 = FCE 44.u-,“

0102 2100 END

AUDON  A976 COLOR  20Aé  COUNT  20A7 CYCLE 20A8
DA FF20  DRAW 2005E ERASE  203C GO 2016
INDEX 20A%2 LOOF 2089 LOOF1 8% LOOFZ  Z209E
MOVE 204D NUML 20435 QUIT SO2D SELMUX A9AZ
SET 2011  SOUND 2077 START 2000 TABLE 20AA
TABLEZ 20FZ WAIT' A7D3

Figure 6-6. Truck ’n Plane
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In Program 15 (Figure 6-6), the MOVE and DRAW routines
are used to move a truck and plane from right to left across the screen.
The truck moves along the bottom of the screen, and the plane moves
along the top of the screen.

to from
0662 0663 067E  067F
0682 0683 Plane 069E  069F
06A2 06A3 » 06BE  06BF
06C2 06C3 ~ 06DE  06DF
06E2 06E3 06FE  06FF
0702 0703 071E  O71F

to from
1CE2 1CE3 ICFE  1CFF
1D02  1DO03 Truck IDIE 1DIF
1D22 1D23 B ID3E  1D3F
1D42 1D43 ~ IDS5E  1D5F
1D62 1D63 ID7E  1D7F
1D82 1D83 1D9E  1D9F

The top two lines of the DRAW section move the truck, one line
at a time.

LDD ,Y+ +
STD X

— get shape for line from table
—put it in location stored in X

The next two lines move the plane, one line at a time.

LDD ,Y+ +
STD —$1680

—get shape for line from table
~—put in — 1680 locations from truck

The following line then increases the value in X to prepare for a
new line of the figures.

LEAX $20,X —increase count in X by $20

After the figures are drawn, the sound routine is used to simulate
the engines.
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Feel free to experiment with the parameters used in the program.
You can probably come up with a more realistic sound for the engines
than the ones we have used.

General Information on Programs
in this Chapter

We have used color mode 6C in the programs in this chapter to pro-
vide high-resolution four-color graphics with color set 0 (green,
yellow, blue, and red). Other modes or colors may be used by modi-
fying a few program lines to select the desirable parameters as
described in Chapters 4 and 5.

The necessary parameters for mode 6C, color set 0, are as
follows:

LDA #$EO0 «—color set 0, mode 6C
STA $FF22
STA $FFC3
STA $FFC5

We also provided for starting the graphics at $600, which is above
the normal text area, by writing to location $FFC7.

STA $FFC7 —adds $200 offset to the normal starting point
($400) of the text screen

When you want to return to a text screen from graphics, you must
““turn off”’ the registers that were set for the graphics mode. In our
examples for mode 6C, this was done by

LDA #0 } «——turns off previous $E0

STA $FF22

STA $FFC2 —turns off effect of STA $FFC3
STA $FFC4 -— " $FFC5
STA $FFC6 -— ” $FFC7

The data necessary to draw graphics will also change for each
graphics mode. Chapter 4 explained the color patterns produced by
given data bytes. As an example, here are the necessary changes to
the Sound Bars program to convert it to mode 2C, color set 1.
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START LDA #$A8 setting up the mode
STA $FF22 } + and color set
STA $FFC3
STA $FFC7 <«— add $200 offset

NUM?2 LDX #$1208

JSR DISPLA
LDX #$1228 OMIT these lines since
JSR DISPLA / mode 2C draws 3 times as
LDX #$1248 mode 6C
JSR DISPLA
. 6C 2C
NUM3 L]

STA $FF22  —«— turn off graphics parameters
STA $FFC2
STA $FFC6

Try these changes to Sound Bars and note the difference in the
colors. They should now be orange, magenta, and cyan on a buff
background.

Summary

In this chapter you learned how to make sounds by using a pro-
gram that combined an amplitude table with parameters for cycles
and delays. You then used this program to add sounds to animated
graphics.

The following new instructions were used:

Instruction Program Where Used and Description
TFR D,Y 12 used to transfer data from the register D to
register Y

LEAU TABLE,PCR 12 calculates distance (in bytes) to location of
TABLE and inserts these values in the object

code

LDA ,U+ 12 loads accumulator A from stack, increases
stack pointer by 1

LSLA 12 shifts all bits in A one place to the left, most

significant bit is lost
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ORA #n 12 logical OR with accumulator with the
value n

TFR D,X 12 transfer data from register D to register X

LEAY n,Y 12 increment the value in Y register by the
value n

LDA #? 12 load accumulator A with the ASCII code of
the question mark

CMPA #'# 12 compare value in A with the ASCII code of
the number sign

ADDA #n 12 add the value n to accumulator A

ANDA #n 12 logical AND accumulator A with n

ABA 12 add accumulator B to accumulator A

LEAU n,U 13 increment stack pointer by n

PSHS U,X,D 13 push values in U,X and D onto the stack

PULS U, X,D 13 pull values of stack and place in U,X, and D

STD ,Y+ + 14 store the most significant byte of D into the

memory location stored where Y is pointing and
the least significant byte of D into the succeeding
location, increment Y by 2

LDD Y + + 15 load register D from the location stored in Y
and Y + 1, increment Y by 2
STD —$1680,X 15 store the value in D into $1680 less than the

location held in X

Chapter Test

1. Describe the purpose of the statement
DELAY RMB 1

2. Describe the purpose of the subroutines

a. AUDON

b. SELMUX
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3. Program 13 displayed red, then blue, then yellow bars with a tone
following each display. A one line change would make the colors
orange, magenta, and cyan. Show the necessary change.

SOUND AND GRAPHICS

4. Rewrite Program 13 to display vertical bars of color.

e

5. Study the data used to create the rotating color bar in Program
14. Give the data bytes (using red) that would form the following

figure:

+

Hint: Combine the four bars of Program 14

Address Data Data Address
0F30 0F31
0F50 0F51
0F70 0F71
0F90 0F91
0FBO 0FB1
0FDO 0FD1
0FF0 OFF1
1010 1011
1030 1031
1050 1051
1070 1071
1090 1091
10B0O 10B1
10D0 10D1
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6. Revise Program 14 to display the data that you supplied in test
exercise 5. Then see if you can change the color to blue and
yellow.

—

7. Give the data bytes for the following figure where:

= yellow Y =red

= blue

Use hex digits.
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8. Revise Program 15 to use the figure defined by your data of test
exercise 7.

—~

9. Design a rocket similar to the one below. Fill in the data bytes that
would be used to display it. Keep it one byte wide.

Data bytes




ANSWERS TO ODD-NUMBERED EXERCISES 149

10. Use your data of test exercise 9 to write a program that sends the
rocket from the bottom to the top of the screen.

-

Answers to Odd-Numbered Exercises
in Chapter Test
1. DELAY RMB 1 reserves one byte in memory for the value
named DELAY. This value may then be referred to in the pro-

gram by its name.

3. START LDA #$E8

5. 0F30 3 0 0F51
0F50 3 0 0F51
0F70 3 0 0F71
0F90 3 0 0F91
OFBO 3 0 0FB1
OFDO 3 0 0FD1
OFFO FF FF 0FF1
1010 FF FF 1011
1030 3 0 1031
1050 3 0 1051
1070 3 0 1071
1090 3 0 1091
10BO 3 0 10B1
10D0 3 0 10D1
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7. | 00 00
02 80
09 60
25 58
97 D6
25 58
0A A0
00 00
00 00

9. Yours may be entirely different. This is just a sample.

28
96
96
AA
96
96
AA
96
96
AA
00
C3
C3
C3




Chapter 7

Joystick Animation

In previous programs, we programmed the computer to move figures
about the screen. In this chapter, we’ll give you more control of the
action. You will learn how to move a figure around the screen by
maneuvering the joysticks. You will use many of the techniques
learned in Chapters 5 and 6. In addition, you’ll learn how to read the
joysticks when using an assembler and how to convert the joystick
reading to a screen location.

We’ll introduce the use of decimal numbers in the operand of
assembly instructions. You’ll also learn how to use interrupts to time
the action that is taking place on the video screen.

Designing a Joystick Program

To design a joystick program, you should use what you learned in the
first six chapters. Plan what you want to do before you start writing a
program.

Step 1

The joystick can be made to move an object about the screen. A
flying saucer seems like a logical choice for the object. If you use
graphics mode 6C, you can have a small saucer of the color of your
choice. Keep it small so that you can move it more easily and quickly.
You used an airplane in Program 15 of Chapter 6, but we chose a
saucer this time because it is more symmetrical and can be moved in
any direction without redrawing it.

The data defining the saucer is shown in Table 7-1; the shape
produced by the data is shown in Figure 7-1.
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Table 7-1. Data for Flying Saucer

Hex Values Binary Values

00 00 00000000 00000000

0A A0 00001010 10100000

AA AA 10101010 10101010

AA AA 10101010 10101010

08 20 00001000 00100000

00 00 00000000 00000000

Byte 1 Byte 2

00 00 00 00 00 00 00 00

00 00 10 10 10 10 00 00 [xxxx]
10 10 10 10 | 10 10 10 10 XXXXXXXX
10 10 10 10 | 10 10 10 10 x@"x@x
00 00 10 00 00 10 00 00

00 00 00 00 00 00 00 00

Figure 7-1. Flying Saucer Shape Table
In the program, this shape table will take the form:

TABLE FCB 0,0,$A,$A0
FCB $AA$AA $AA SAA
FCB 8,$20,0,0

Step 2

The joysticks must be read in order to move the saucer. To get the
data, we will use a ROM subroutine that we will call JOYST. Its en-
try point is $A00A. The horizontal value of the right joystick is stored
by the computer in memory location $15A, the vertical value in $15B.

After obtaining the data for the joysticks, these values are stored
in temporary locations called VERT] and HORIJ. We will use the
following program segment to read and store the joystick values.

JSR JOYST —read joystick

LDA $15A —get horizontal data
STA HORI]J — store it
LDA $15B — get vertical data

STA VERT] ~— store it
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Step 3

Another important part of the program will be the conversion of
the joystick readings to the placement of the saucer on the video
screen. We’'ll use the vertical motion of the stick to control the vertical
position of the saucer and the horizontal motion of the stick to control
the horizontal position of the saucer.

We’ll offset the screen to start at $600 as before. Now compare
the joystick and screen values.

Top Row of Screen

Horizontal Joystick

-$1600 $/61F

left=10 right = 63

64 decimal iti
ccimal positions 20 hex positions (32 decimal)

Figure 7-2. Horizontal Joystick and Screen Positions

If we divide the joystick reading by 2, we will get the correct value
to position the saucer at any given horizontal video position.

Starting Column of Screen

Vertical Joystick
_ $ 600 ——1>
' '
|
E0O—
up=0 down = 63 $1D

64 decimal positions $1800 hex positions (6144 dccimal)

Figure 7-3. Vertical Joystick and Screen Positions

If we multiply the vertical joystick position by 96, we will get the
correct value to position the saucer at any given video row. The cor-
rect screen position is then obtained by adding the horizontal offset
and the vertical offset to the beginning location ($600) of the video
screen. The screen calculations will take place in a subroutine labeled

SCREEN.
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SCREEN LDA VERT] get vertical position
CMPA #61 keeps saucer on the screen
BLO CALC if lower than 61, go on
LDA #61 if equal or greater, use 61

CALC LDB #96
MUL multiply vertical by 96
TFR D,Y save result in Y '
LDB HORIJ get horizontal position
LSRB shift right to divide by 2
CMPB #30 make sure it stays on screen
BLO DO if lower, go do it
LDB #30 if not lower, make it 30

DO CLRA D now holds horizontal offset
LEAX DY add Dand Y, put in X
LEAX VIDBEG,X add beginning of screen
RTS return to main program

Step 4

The old saucer position must be erased before the saucer is placed
in a new position. This is done by the following:

BSR SCREEN get address of old figure

ERASE

LDA #6
CLR X+
CLR X
LEAX 31,X
DECA

BNE ERASE

6 rows define the figure
clears 1 row (2 bytes)

move to new row
decrement row count
go back if not done

The saucer shape is accessed from the table in the same manner
that you have previously used. The complete program is shown in
Figure 7-4.

QOO 1
QOO2
QOOE
OOO4
0005
QOO0 E
QOO
OO0
QOO
0010
0011
0012
Q013
0014
0018
O0lé

0400
Q600
D&HO0
0&00
LEQO
1EOR

é
1EOR

—
p——
mm

1E16

BaED

BEOLHOO

» EDEI
3 BCLEOO

PEFG

F71ESF

JOYET
KEYIN
VIDEEG

EGU
I TAT
S EL 6
DRG
LDA
ST

TR HEF

Gk 18300
BTART

1
ERNAEE 13
CLRA
CL.-RE
LDX #VIDREG
STD X4+
CMEX #VIDHREG+$ 1800
BLO LOOF
STR HQRII

L.Clor



0017 1E1D F71E90 STE VERTJ
0018 1E20 ADIFANOO MOVE ~— JSR [EEYIM]
a01% 1E24 8158 CMFA #° X
0020 1EZ& REOF BNE GO

1E28 8600 LDA #0
1EZA B7FF22 STH $F
1EZD B7FFCZ STA $F
1E30 BYFFCH y s
1E3ZT BYFFCS GTA $FFE
D026 1E36 3F T

0027 1EZ7 ADIFADOA GO JER LJOYSTI
0028 1ETR 8D31 BSR SCRE
0029 1E3D 8606 LDA #&
1E3F &F80 ERASE CLR . X+
1E41 &F84 CLR X
1E4T Z0881F LEAX 71, X

3 1E46 4A DECA

00T4 1E47 26F6 EBNE ERASE

0035 1E49 BAO1ISA LDA $15A

0036 1EAC E71ESF STA HORIJ

Q037 1E4F R&O1ISH LDA $15K

0038 1ES2 B71E90 aTA VERTJ

0039 1ESS 8D17 ESF SCREEN

0080 1ES7 Z3ADO0OT& LEAU TABLE,FCR

0041 1ESRE 8606 DA #4

0042 1ESD B71ESE STA COUNT

0047 1E60 ECEI DISFLA LDD ,Ll++

0044 1E62 ED84 STD , X

0045 1E64 308820 LEAX T2, X

0046 1E67 7A1EBE DEC COUNT

0047 1E6A Z6F4 ENE DISFLA

0048 1E&4C 20BR2 BRA MOVE

0049 1ESE BSIESO SCREEN LDA VERTJ

0050 1E71 813D CMFA #61

O0s1 1E73 2502 BLO CALC

0052 1E7S Q63D LDA #61

Q05T LE77 Coe0 CALC  LDE #9&

0054 1E79 3D MUL

0055 1E7A 1FO2 TFR D,Y

00S6 1E7C FO1ESF LDE HORIJ

0057 1E7F 54 LSRE

00549 1E80 C1iE CMFE #30

0059 1EB2 25072 BLG DO

0060 1EQ4 COIE LDE #30

0061 1E8S 4F Do CLRA

0062 1EQ7 ZOAR LEAX D,Y

004T 1ESS 30890600 LEAX VIDEEG, X

00464 1EBD I9 RTS

0065 1ESE COUNT  RME 1

00L& 1E8F HORIJ RME 1

0067 1ES0 VERTI FME 1

0068 1EFL O0000AAD TAELE FCH 0,0, %A, $A0

0049 1E9S ARARAAAA FCE $AA, $AA, $AA, $AA
QO70 1E99 08200000 FCER 8,320,0,0

0071 1ESD END o

L
4
‘l_.'
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CALC 1E77 COUNT  1EBE DISFLA 1ESO0 DO 1E86
ERASE 1E3F (O 1EZ7  HORIJ 1ESF JOYST AOOA
KEYIN AOOO LOOP 1E13  MOVE 1E20 SCREEN 1ESE
START 1EOO TABLE 1E91 VERTJ 1E90 VIDREG 0500

Figure 7-4. Flying Saucer

Using the Flying Saucer

Enter and run the flying saucer program. Move the right joystick up
and down, and the saucer moves up and down. Move the joystick left
to right, and the saucer moves left to right. You are in complete con-
trol of the saucer’s movement. Practice takeoffs and landings. If you
feel ambitious, add some objects on the ground. Add a corn field and
spray your crops from the air. Add some cows and round up your cat-
tle from the air. Try some of your own ideas.

New Instructions and Data Forms

Some new instructions were used in the program, and some data was
expressed in decimal form.

® Inline 14: CMPX #VIDBEG + $1800
The assembler will add the address of VIDBEG ($600) to $1800
and compare the result to the value in register X. The arithmetic
can be performed in an assembler instruction.

® Inline 30: CLR ,X +
This clears (or puts a zero into) the location stored in X. Register
X is then incremented. This statement, along with CLR X
which follows, clears one row of the saucer because X holds the
screen address of the saucer.

® Inline 32: LEAX 31,X
We have usually used the hex form for operands or data. In that
case, the value is preceded by a § sign. The SDS80C assembler
will interpret values as decimal if the § sign is omitted. Thus 31
(decimal) is the same as $1F (hex). Either form can be used. The
same form of this instruction is used in line 45. Decimal values
are used again in the SCREEN subroutine. The assembler will
convert the decimal values, as can be seen in the object program.

® In line 54: MUL
This multiplies the value in register A by the value in register B.
The result is placed in register D.
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¢ Inline 57: LSRB
This shifts each bit in register B one place to the right. Itis a quick
way to divide a value by two.

Example

register B — 00011010 | = 26 decimal
After a LSRB instruction

register B — 00001101 | = 13 decimal

® Inline 62: LEAX D,Y
The value in D is added to the value in Y. The result is placed
in X.

Saucer around the Pylons

Now that you’ve had some practice at maneuvering a flying saucer,
why not set up a race course for the saucer? You could put a pylon
near each side of the screen and fly around the pylons.

The flight pattern could be figure eights or whatever you decide.
The length of the race could be any number of laps. You could even
have the computer calculate the time it takes you to complete a given
number of laps.

After we discuss how to use the computer’s interrupts for timing,
we’ll modify Program 16 to include the pylons and timing.

Interrupts

Suppose the computer receives an interrupt signal while it is pro-
ceeding through a program. The central processor stops whatever it is
doing, saves all of the registers on the stack, and jumps off to a special
part of the program called an interrupt service routine. The interrupt
routine is much like a subroutine, but it uses an RTI (ReTurn from
Interrupt) instruction to return to the main program when the inter-
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rupt service routine has been completed. In our case, we will have the
interrupt service routine increment a clock counter. When the RTI
instruction is executed, the routine restores all of the registers and
control is returned to the main program at the point at which it was
interrupted.

Example
INTRPT INC 1087 —increase the count in
this video location
LDA $FF02 —clear interrupt status bit
RTI +—return to main program

What causes an interrupt? The interrupt system is a part of the
computer’s hardware. An electrical pulse is triggered from the com-
puter’s clock. Even though the interrupt system is in hardware, it can
be controlled by software (your program). You can turn it on or off
whenever you wish. The service routine is just a short block of pro-
gram that you write. It can do whatever you want it to do. In the
previous example, it merely displays the character whose ASCII code
corresponds to the count in location 1087 at the upper right corner of
the screen.

There are three interrupts in the 6809 CPU: the Interrupt Re-
Quest (IRQ), the Fast Interrupt ReQuest (FIRQ) and the Non-
Maskable Interrupt (NMI). We will be using the IRQ in Pro-
gram 17.

In order to enable the IRQ), bit 4 of the Condition Code Register
must be cleared (set to zero). This can be done with alogical AND in-
struction with the Condition Code register:

ANDCC #%11101111

AND Condition” withbinary this zero assures

Code value that  that bit 4 will
Register  immediately be cleared
follows

To shut off (disable) the IRQ), bit 4 of the Condition Code
Register must be set to one. To do this, you can use the logical OR in-
struction

ORCC #%00010000

OR Condition” withimmediate this one assures
Code binary value that bit 4 is set
Register

As stated earlier, the processor pushes the values of all the
registers onto the stack when the IRQ is triggered. The values are
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saved because your interrupt service routine might alter one or more
of the registers. The program counter is automatically loaded with
whatever addresses are in locations $FFF8 and $FFF9. This is a
ROM area, and the contents in these locations cannot be changed.
The ROM holds the memory address $100 in these locations. Begin-
ning at address $100 is a series of interrupt jump vectors (memory
locations to select appropriate interrupts). The IRQ) vector that we
need is at location $10D. We must change the value at $10D to the
address of the beginning of our interrupt routine. It is done in the
following manner:

LDX INTRPT the label of our interrupt
service routine

STX $10D —store the address of INTRPT
in $10D

The interrupt signal comes through the PIA (Peripheral Interface
Adaptor) with which the computer communicates with the outside
world. The next step in enabling a clock interrupt involves PIA #0,
which 1s accessed through locations $FF00-$FF03, inclusive. A
separate clock signal is located at each of two ports of PIA #0. A 63.5
microsecond clock is accessed at $FF00 and $FF01. A 60-Hz (a Hertz
unit is one cycle per second) signal is accessed at $FF02 and $FF03.
This is the signal that we will use. When you write to $FF03, the
60-Hz clock is enabled. When you read $FF02, the 60-Hz clock is
disabled. $FF02 accesses the Data Register, and $FF03 accesses the
Control Register. To enable the interrupt, you set bit #0 of the Con-
trol Register. Since the Control Register normally contains 00110101
= 35 hex, bit zero can be set by

LDA #$35
STA $FF03

When an interrupt occurs, bit #7 of the Control Register goes
high (is set to one). This bit must be cleared before another interrupt
can occur. To clear bit #7 of the Control Register, you must read the
Data Register of the port as shown in an earlier example in the inter-
rupt service routine. The instruction that does this is

LDA $FF02 —turns off bit #7

You now have all the bits and pieces necessary to write a program
that will display a timer that will count 60 times each second.



160 JOYSTICK ANIMATION

The interrupt service routine that we will use is a little more
detailed than our earlier example. The computer displays characters
their ASCII codes (see Appendix B).
Therefore, you must convert the counter to meaningful codes, one
digit at a time. This is done in the following way. The two digits
together can count in decimal values from zero through 99 seconds.

on the screen according to

memory locations. $i

3002 $13001 $)3000

ten’s place unit’s place basic counter

of displayed of displayed run by 60 Hz

seconds seconds; each interrupt; each
time it goes time 60 is
beyond 9, $3002 reached $3001
is incremented is incremented
and $3001 is and $3000 is
reset to zero, reset to zero.

$3002 is displayed
at video memory
1233

$3001 is displayed
at video memory

1234

The interrupt service routine to be used is as follows:

INTRPT LDA $3000
INC $3000

$3000 is originally loaded with 0
count up one

CMPA #$3C  see if it’s 60 (3C hex)

BLO SKIP
INC $3001

LDA $3001

if not, skip to the exit of the inter-

rupt routine

if 60, increment the units place of

the seconds counter

load unit’s place in accumulator A

ADDA #$30 add $30 for correct ASCII code

CMPA #$3A  compare to ASCII code one
beyond a 9

BNE ON if 0-9, go on to ON to display the
unit’s digit

LDA #0 if greater than 9, load a zero into A



ON

SKIP

INTERRUPTS

STA $3001

INC $3002
LDA $3002
ADDA #8$30
STA 1233
LDA #$30

STA 1234
LDA #0
STA $3000

LDA $FF02
RTI

161

put the zero in the unit’s place
($3001)

increase count by one in ten’s place
load ten’s place

convert to ASCII code

display the ten’s digit

load ASCII code for zero in ac-
cumulator A

display the unit’s digit

load a zero

store in clock counter (count from
zero to 60 again)

turn off interrupt

return to main program

The complete timer program is given in Figure 7-5. Note that our
interrupt service routine makes up about one-half of the program.

nnlu
00ll
0012
001
OOl1l4q
D0O1E
O01s
0017

o018 2

0019
0020
D021
QO
QOR2T
0024
0025

C&8F
BEOIO0
nal

1CEF

27FA
1410
Q&=
B7FFOZ

uu’é ﬁ'.“

()()"{-l
QO27

”(’41
2044
2044
2048

GO

ADIFAOOO0 FEYIN

INTHRFET

ORG $52
LDA #0
STH
5TH
5Ta
LDA
LDE #3$3F

DX #BEG300

[H1818]

LOOF  STD . X

CMFX #6EH00
BLOLLOOF
LDX #HINTRET

HTH $10D

DA #4250

GTE SFFOD
H7211101111

ANDCE

LDA
INC ¢
CME S #$IE0
B0 HI[F
ING %
DA $30
ADDEA HBI0
CHMFA #42A
ENE ON
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LD

ETH

INC

LDy ¢

003G 8RZO ADDA  {#4
QOZT B704D1 5TA
OORE B&LZ0 LDA
QO 205C R704D2 on STA
0040 205 LDA #d
0041 204&1 BT
Q042 2064 SEIF L.DA
0047

D67 = RTI
0044 20468 EMD
GO 2000  INTRPT 203IZ4 EEYIN L.OOF
ON 205C SEIF 20464

Figure 7-5. Timer

How Program 17 Works

After the IRQ) is enabled, the computer proceeds to its POLCAT
routine to read the keyboard. However, the interrupt occurs 60 times
per second while the computer is scanning the keyboard. Each time
the interrupt occurs, the interrupt service routine (INTRPT) is exe-
cuted. The count is shown on the screen as programmed in the inter-
rupt service routine.

Thus, the computer seems to be doing two things at once: scan-
ning the keyboard and counting on the video screen. Whenever you
want to stop the timer, press any key and the program will return to
the monitor (ABUG in our system).

Using the Timer Function

It is quite simple to combine the timer and the pylons, mentioned
earlier, to the Flying Saucer program to race the saucer around the
course and time the flight.

A start timer section is added after the saucer first appears.

TIME LDX INTRPT
STX $10D
LDA #8$35
STA $FF03
ANDCC #%11101111
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When you have completed your flight, press the X key. This will
turn off IRQ) and restore the text screen so that you can see the time of
flight.

MOVE JSR[KEYIN]
CMPA #'X
BNE GO
ORCC #%00010000 <= turn off IRQ)
LDA #8§34
STA $FF03
LDA #0
STA $FF22
STA $FFC2
STA $FFC4
STA $FFC6

SWI -+—— return to monitor

The pylons are added after the screen is first cleared, and the in-
terrupt service routine is added near the end of the program.

PYLONS LDA #$FF
STA $11C4
STA $11E4
STA $1204
STA $11DA
STA $11FA
STA $121A

INTRPT LDA $3000
INC $3000
CMPA #$3C
BLO SKIP
INC $3001
LDA $3001
ADDA #$30
CMPA #$3A
BNE ON
LDA #0
STA $3001
INC $3002
LDA $3002
ADDA #$30
STA $4FC
LDA #$30
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ON STA $4FD
LDA #0
STA $3000

SKIP LDA $FF02
RTI

The complete Timed Flying Saucer program is shown in
Figure 7-6.

0001 OLHOO JOYST FAHOO0H
g KEYIN HAOOO
VIDREG $LH00

0004 Hé““ Uhh VIDREG+H41800
QOO% 1EOO ' START
OOOG 1EO2
QOO7 1EOS
0008 1E03
0009 1EOR H’FFF
Q010 1EQE 4F

0011 1EOF SF

0012 1EL1O 8EOLOD IDY #VIDEEG
0013 1E1E EDS1 LOOF STD , X++
0014 1E15 8CL1EOQOQ CHMFY #VIDEEG+H 1800
0015 1E18 25F9 ELOQ LOOF
0016 1E1A Q&FF FYLONS LOA #EFF
0017 1EIC RBRY711C4 STh $11C4
0018 1E1F R711E4 HTA $11E4
0019 1E22 R71204 S5TA 04
Q020 1E25 B711DA S5TA $11DA
0021 1E28 B711FA STA $11FA
Q022 1E2R B7121A GTA $121A
Q023 1EZE 8600 LDA #O
0024 1E3O . STA 6
0025 1E33 SThA
Q026 1EZS B73002 8TA
0027 1E39 F71EF6 GBTH
0028 1EIC F71EF7 STH
0029 1EZF 8EI1EC1 TIME LDX
OO30 1E42 BFO10D arTx
Q031 1E4E 84638 L.DA
1E47 B7FFOX GTA X
1E4A 1CEF ANDCC #’11‘01111
1E4C ADIFAOOO MOVE JSR LEEYINI
UUJQ 1ES0 9158 CMFa #7 X
0036 1EBZ 2416 BNE GO
Q037 1ES4 1A10 ORECC #ULO0O10O000
QO38 1ES6 B634 LDA #4674

0039 1ES8 R7FFOZ 5TA $FFOX



Q040
0041
0042
0043
0044
OO45
Q04 &
047
Q048
00479
QOFHO
0051
QOS2
QOS5
005
00O5S
QOSS
00s7
O05e
0059
QO&LO
00461
QO&2
QOL6E
00464
QO&LS
[RIWr-Y-Y
QO&L7
Q0&8
00&HQ
QO70
0071
Q072
OO73
Q074
Q075
0074
OO77
Q078
QO79
0Ogo
0081
QOa2
o08=
0084
QO8E
QgL
0087
QO3E
0Oy
Q050
DO
D02
OO

1EGH
1ESD
1E4Q
1E6E
1E4&
1E69
1E6A
1E6E
1E70
1E72
1E74
1E7&
1E79
1E7A
1E7C
1E7F
1EQ2
1E8S
188
1E8A
1E8E
1E9O
1EQX
1E9S
1E97
1E?A
1E9D
1E9F
1EAL
1EA4
1EAL
1EAR
1EAA
1EAC
1EAD
1EAF
1ER2
1ERZ
1EBS
1ER7
1ER?
1ERA
1ERC
1ECO
1EC1
1EC4
1ECY
1ECY

1ECR 7

1ECE
1ED1
1EDE

1EDS

LED7

2600
B7FF22
B7FFC2
B7FF(C4
BE7FFCé6
IF
ADIFALOA
ap3 i1
TR ICY
&LF 80
GFF24
Z0881F
4A
26F &
B&O15A
H71EF&
B&O1ER
B71EF7
aD17
TZEBDOOLA
B60&
R7L1EFS
ECC1
ED&4
308820
7ALEFS
26F4
20AR
B&1EF7
812D
2502
8&7D
Cos0
3D
1FO2
FOHLIEFS
=54
Cl1lE
2502
C61E
4F
I0AER
I0820400
re
R&IOOO
7ZC3I000

8600

GO

ERASE

DISFLA

SCREEN

cAaLC

DO

INTRFT

DA #0
STA $FF22
5TA $FFC2
STA $FFC4
STA $FFCS
SWI

JER [J0OYST)
HSR SCREEN
L.DA #&
CLRE X+
CLR . X
LEAX 31,X
DECA

BNE ERASE
LDA $15A
STA HORIUJ
DA %15k

STA VERTJ
BESR SCREEN
LEAU TARLE,FCR
LDA #4

STA COUNT
LDD ,U++

STD L X

LEAX 32,.X
DEC COUNT
ENE DISFLA
EBRA MOVE

LDA VERTJ
CMFFA #61

ELO CALC

LDA #61

LDE #9646

MuUL

TFR D,Y

LDE HORIJ
LSRE

CMFE #3Z0

ELO DO

LDE #Z0

CLRA

LEAX D,Y
LEAX VIDEREG, X
RTS

LDA $3000
INC $3000
CMFA #$3C
BLO SKIF

INC $3001
LDA 3001
ADDA #$Z0
CMFA #$3A
ENE ON

LDA #O

165
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0094 1EDY

0095 LEDC 703002

0096 1EDF B&ZO02

0O97 1EEZ 8RIO

0098 1EE4 B704FC 5TA $4FC

0O9Y 1EE7 8630 LDA #%30

Q100 BH704FD ON 5TA $4FD

0101 1EEC 8&00 LDA #0O

0102 1EEE E73000 85TA $3000

0103 1EF1 B&FFOZ SEIF LDA $FFOZ2

0104 1EF4 3R RTI

01o% 1EFS COUNT  RME 1

01046 1EFS HORITJ  RME 1

0107 1EF7 VERTI  RME 1

0108 1EF8 00000AA0 TAELE FCE 0,0, %A, $A0

D109 1EFC ARARARAAAA FCB %A/, $AA, $AA, $AA

0110 1FOO Q8200000 FCR B8,%20,0,0

0111 1Fo4 END

CALLC 1EAA COUNT  1EFS  DISFLA 1E9Z DO 1ERY

. 1E7Z G0 1E6A  HORIJ = INTRFT 1ECIH

ADOA 00 LO0OF 1ELE MOVE 1E4C
1EES SCREEN 1EA1 SKIF 1EF1

START  1E0O  TARLE 1EF8 TIME 1E3F VERTJ  1EF7

VIDBEG 0&H00

Figure 7-6. Timed Flying Saucer

Timing your Flights

When the timer is started in Program 18, the screen will display the
following:

saucer —»|

A

pylons

First, fly three laps of the course in figure eight fashion.

go 3 times around
each pylon

-«—— end here
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After the third complete lap, proceed to the lower right corner of
the screen. Then press the X key on the keyboard to display your
time. The screen will display

your time

Choice of shape and color for the saucer can be varied as you
wish. Figure 7-7 shows a few possibilities that are more colorful.

TABLE VALUES
SHAPE
Binary Hex
00000000 00000000 00 00
00001111 11110000 OF FO
11111111 11111111 FF FF
11110101 01011111 F5 5F
11111111 11111111 FF FF
00001111 11110000 OF FO
00000000 00000000 00 00
00001010 10100000 0A AO
11111010 10101111 FA AF
11111111 11111111 FF FF
00000101 01010000 05 50
00000000 00000000 00 00
00000000 00000000 00 00
00001111 11110000 OF Fo
01010101 01010101 55 55
01010101 01010101 55 55
10100000 00001010 A0 OA
00000000 00000000 00 00

E =red % = blue =yellow D = green

Figure 7-7. Other Saucer Shapes
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Double Saucers

It would be interesting to put two saucers on the screen at one time.
Let one of them be controlled by the right joystick and the other by the
left joystick. Let one start at the upper left corner of the screen and the
other start at the lower right corner of the screen. Let one be blue and
the other yellow.

bluc saucer ——» *

q‘:}: -«——vyellow saucer

The two saucers could then fly figure eights in opposite direc-
tions.

blue solid line

yellow dotted line & Q

To add the second saucer, you could use the following informa-
tion.

® The left joystick data is available at $15C (horizontal) and $15D
(vertical). The data could be stored in memory as LHOR and
LVER.

LDA $15C
STA LHOR
LDA $15D
STA LVERT

® To start the second saucer in the lower right corner of the screen,
begin the program with the left joystick in the down, right posi-
tion. The right joystick should start in the up, left position.
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left joystick right joystick
right, down left, up
LDA #61
STA LHOR
STA LVER

® The ERASE and SCREEN sections of the previous program

would have to be modified to erase and move both saucers.

® A second data table would be needed for the display of the second
saucer.

We’ll let you design the program using these suggestions. The
results may surprise you. Write your program, then enter and run it.
What happens if the saucers collide? Do you get a blend of colors, or
does one saucer wipe out the other? Play around with your program
for some relaxation before going on to the chapter summary and test.

Summary

This chapter was devoted to the use of joysticks to move objects
on the video screen. The key to quick drawing and movement of the
objects is to keep the drawings small. Then the time consumed to
draw and move them will be small, and the objects will appear to
move smoothly.

® A table was used to define the objects in mode 6C. One pair of
bits define one colored element.

Bit Pair Color Set 0 Color Set 1
11 red orange
10 blue magenta
01 yellow cyan
00 green buff

® One byte of data provides four colored elements.
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binary hex
Al - e e
2

red blue yellow red

® Placing combinations of data bytes in appropriate video memory
locations displays an object.

Hex Data Display
Byte Location 2 columns
0 | 600 —

0 601 6 rows {
A 620
A0 621
AA 640
AA 641
AA 660
AA 661
A 680
A0 681
0 6A0
0 6A1

® The joystick positions were read by a ROM subroutine and
stored in RAM.

JSR JOYST
LDA $15A
STA HORI]J
LDA $15B
STA VERT]

® The joystick readings were modified to give row and column
values for the video screen.
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The vertical value was multiplied by 96.

The horizontal value was divided by 2.

The graphic screen offset was added to the sum of these two
values.

® New Instructions

BSR SCREEN branches to a subroutine named SCREEN lo-
cated within the program.

CMPX #VIDBEG + $1800 compares the value in X to the
sum of beginning video memory and 1800.

CLR ,X+ clears the memory location stored in X and incre-
ments X.

INC $3001 increments the value in memory location #3001.

JSR KEYIN jumps to a subroutine whose starting address is
stored in the memory location called KEYIN.

LDD ,U+ loads register D from U and increments U.

LEAX D,Y adds the values in D and Y and places the result
in X.

LEAX 31,X adds decimal value 31 to the value in X register.

LSRB shifts each bit in register B one place to the right.

MUL multiplies the values in registers A and B. The result is
placed in register D.

RTI returns from an interrupt.

® The use of interrupts was introduced.

LDX INTRPT } modifies IRQ) vector to point to your

STX $10D interrupt service routine.

LDA #$35 }

STA $FF03 enables interrupt
ANDCC #% 11101111

LDA $FF02 clears interrupt status bit

ORCC #%00010000 disables interrupt

Chapter Test

1. Fill in the object that would be created on the screen by this data
table. (Used as in Table 7-1.) Use these color codes:
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g =red, D7) = b, = yellow, D = green

TABLE FCB 1, $40, $28, $28
FCB $D6, $97, $C, $30
FCB $30, $C, $CO0, 3

2. Fill in the hex values for a data table that would produce this
figure. (Use the same color codes as in exercise 1.)

TABLE FCB , ,
FCB ) ) )

3. Give the purpose of each of the following instructions.

JSR JOYST
LDA $15A
STA HORIJ
LDA $15B
STA VERT]

4. If you are using mode 6C with the beginning location of video
memory offset to $600, what would the last video memory loca-
tion (lower right corner) be?

$
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5. Using the Flying Saucer joystick program of Figure 7-4, show the
approximate position of the saucer on the screen for the following
joystick positions.

=
—_—

6. In Figure 7-4, the instruction LEAX 31,X was used with the
decimal operand 31,X. Give the equivalent instruction in hex
form.

7. Suppose register B holds the hex value $A5. What would be in
register B after the following two instructions are executed? (Give
binary, hex, and decimal forms of the result.)

LSRB
LSRB

Register B would now hold:
binary

hex
decimal

8. Is the result (in exercise 7 of chapter test) equal to one-fourth of
the original value in register B? If not, why not?

9. To enable the IRQ) in the timer program (Figure 7-5), we used
the AND instruction to clear bit #4 of the Condition Code
register. Suppose the Condition Code register contained $D3 just
before the AND instruction was executed. What would be in the
Condition Code register after the execution of

ANDCC #%11101111
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10. If the result of exercise 9 of the chapter test is in the Condition
Code register, how would it be changed by this instruction?

ORCC #%00010000

Answers to Odd-Numbered Exercises of Chapter Test

3. JSR JOYST reads the joystick
LDA $15A gets horizontal joystick data
STA HORI]J stores the horizontal data
LDA $15B gets vertical joystick data
STA VERT] stores the vertical data

5. a. b.

upper, right center, left
7. After two shift rights, B would contain

00101001 binary
29 hex
41 decimal

9. Since $D3 = 11010011 binary, the value resulting from the AND
instruction would be:

11000011 binary or $C3 hex

this bit turned off



Chapter 8

Text

The TRS-80 Color Computer may be programmed for either the text
mode or one of the many graphic modes. In the first part of this
chapter, we’ll discuss displaying text in the normal text mode. Then,
in the second part, we’ll show how to draw text characters in one of
the graphic modes.

Using a Text Processor in the Text Mode

To demonstrate the creation of text, we will use a program written by
Bill Sias in the magazine Color Computer News (Sept./Oct., 1981). Bill
has granted us permission to use, discuss, and expand upon his pro-
gram. Keep in mind that Bill did not intend this to be a finished prod-
uct. He was merely showing capabilities of machine language pro-
gramming in an educational setting.

The program uses the following three subroutines that reside in
the Color Computer ROM area:

1. POLCAT—the keyboard scanning routine

2. PRINIT—the print to video screen routine

3. $A2BF—the output to printer routine

It is important to remember that the locations of subroutines in ROM
may be changed in future Color Computer ROM versions. In that
case, check your computer manuals for the locations that should be
used.

Once again we used some equate instructions and saved some
memory for some labeled data.

175
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1. RMB—Reserve Memory Byte(s)—an operation that reserves
the specified number of bytes in memory. The area is assigned
the NAME specified.

Examples

PRESS RMB 1 <—saves 1 memory location (byte)
referred to as PRESS

TEXT RMB §$FF —saves 255 memory locations for the
data named TEXT

2. EQU—EQUate—an operation that assigns a specified name to
the specified memory location. Names are easier to remember
than numerical locations

Examples

POLCAT EQU $A1B1 —the POLCAT subroutine is
located at $A1B1

PRINIT EQU $A30A +—the PRINIT subroutine is
located at $A30A

The program has been kept simple for ease of understanding.
True editing is not allowed. Type carefully. This is not an actual
word processor but works like an electric typewriter. You can correct
characters on the screen but not in the text buffer.

Program 19—Word Processor

The program is broken up into functional parts so that you can closely
examine each function.

Part 1—Set Up

0001 POLCAT EQU $A1B1 KEYBOARD SCAN
0002 PRINIT EQU $A30A PRINT ROUTINE
0003 PRESS RMB 1 # OF KEYS PRESSED
0004 TEXT RMB $FF TEXT BUFFER

The first two lines equate (EQU) the addresses of the keyboard
scan routine ($A1B1) to the name POLCAT and the address of the
screen print routine ($§A30A) to the name PRINIT. From this point
on, the addresses may be referred to by their names instead of their
addresses.

Line 3 saves one memory location, which will be referred to by
the name PRESS. The number of key presses that you make will be
accumulated at this location.
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Line 4 saves 255 bytes ($FF) for the text buffer, called TEXT.
This is an area of memory that will be used to save your text so that it
can be sent to the printer at a later point in the program.

Part 2—Get Ready

0005 ZERO CLR PRESS START AT 0
0006 LDX #TEXT GET BUFFER ADDR
0007 PSHS X SAVE ON STACK

Line 5 places a zero in the area called PRESS. In other words,
start with a count of zero. You haven’t typed any text yet.

Line 6 puts the address of the beginning of the text buffer into
register X. This is where the text that you type will be stored.

Line 7 saves the data that was just placed in register X onto the
USER STACK. X is used in the ROM'’s keyboard scan routine.
Therefore, you must save the text buffer location while the
subroutine is being performed. A new instruction is used:

PSHS X

\

push on the stack the value that is in X

The 6809 has two stack areas. One is called the hardware stack. It is
used by the computer in keeping track of its many chores. The second
stack area is called the USER STACK. It is used by the programmer
to store values for later retrieval. It is like a Last-In, First-Out file
system. You might think of the stack as a pile of papers. You add to
the pile by placing a paper on top. You remove papers from the file,
one at a time, from the top.

3rd paper

2nd paper

1st paper

In this sketch, the third paper must be removed before the second; the
second must be removed before the first. In other words, papers are
removed in the reverse order from the way they were put on the stack.

The instruction (PSHS X) at line 7 puts the value in the X
register on the top of the stack. The data will be retrieved in Part 3.
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Part 3—Begin

This is the heart of the program. It takes the data typed, savesit in
the text buffer, and puts it on the video screen. The number of
keystrokes that you make is accumulated.

0008 BEGIN JSR POLCAT GET A KEY

0009 CMPA #'# CONTROL CODE?
0010 BEQ PRINT  YES! DO IT.

0011 PULS X GET BUFFER ADDR
0012 STA X + SAVE AND UPDATE
0013 PSHS X SAVE NEW POINTER
0014 INC PRESS UPDATE # OF CHARS
0015 JSR PRINIT PUT ON SCREEN
0016 BRA BEGIN DO IT AGAIN

Line 8 jumps to a ROM subroutine to scan the keyboard to see if
you have pressed a key. When a key is pressed, the computer goes on
to the next line.

Line 9 compares the key pressed with the ASCII code for the
# sign. When you are through entering text, type the # key
(SHIFT 3). Line 9 will discover if there is a match by the CMPA in-
struction.

CMPA ##
compare the immediate” compare the value compareitto
value in A addressing with the string the # sign
mode that follows

Line 10 causes a branch to the PRINT routine if the result of the
comparison in line 9 is equal to zero, that is, when the # key is
pressed. If the # key has not been pressed, the program continues at
line 11.

Line 11 pulls the value of the buffer address off the stack. That
value was previously placed there at line 7. The value is pulled off the
stack and placed in the X register by the new instruction:

PULS X
pull value place the value
off the stack in the X register

Line 12 stores the code of the last keystroke (which is in ac-
cumulator A) into the memory location stored in X. The X register is
then incremented.

Line 13 pushes the new value held by the X register onto the user
stack.
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Line 14 increments the keystroke count held in the location called
PRESS. Thus, this memory location keeps track of how many
keystrokes have been made.

Line 15 jumps to the subroutine (PRINIT) that puts the text
character on the screen. Thus, the text is displayed on the screen one
character at a time.

Line 16 causes a branch back to BEGIN to scan the keyboard
again.

Part 4—Print

This section sends the text that has been stored in the text buffer
out to a printer.

0017 PRINT LDX #TEXT GET BUFFER

0018 LDB PRESS THIS MANY

0019 LOOP LDA X+ PUT CHAR IN A
0020 PSHS B,X SAVE BOTH

0021 JSR #A2BF PRINT#-2

0022 PULS B,X RESTORE B & X
0023 DECB CHARS LEFT

0024 BNE LOOP IF B>0 DO AGAIN
0025 LDA #$D GET CR

0026 JSR $A2BF PRINT#-2

0027 SWI GO BACK TO SDS80C

Line 17 loads the X register with the beginning location of the
text buffer (where the text is stored).

Line 18 loads accumulator B with the value in PRESS (which
contains the total number of keys pressed in creating the text file).

Line 19 is the beginning of the loop that sends the data in the text
buffer to the printer. Itloads a character into accumulator A from the
memory location whose address is in the X register. It then in-
crements X to point at the next character.

Line 20 saves both registers B and X on the stack in preparation
for a subroutine that will use these registers.

Line 21 jumps to the subroutine that sends the character in ac-
cumulator A to the printer.

Line 22 pulls the values off the stack that were saved at line 20.
They are placed back in the B and X registers.

Line 23 decrements accumulator B. Thus each time a character is
printed, the count in B is decreased by one.

Line 24 causes a branch back to LOOP (line 19) to get another
character if accumulator B did not contain a zero after being decre-
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mented in line 23. When all the text has been printed, the value in B
will be zero, and the computer will go on to line 25.
Line 25 loads accumulator A with $D, the ASCII code for a car-

riage return.

Line 26 goes to the subroutine that sends the carriage return to

the printer.

Line 27 is the software interrupt that sends the computer back to

the monitor.

A listing of the program is shown in Figure 8-1.

0001 FOLLCAT EQU $M&1ER1
OO0 " ECU
QOO RME
Uuuq FRME
QOO CLR

QOO&E L.0X

BEGIN
QOLO
0011
o012
0O13
0014
un|“
FRINT
QO1E LDL« Ff
0019 } L. A0 L&, X
. 2414 ] &OH
BDAZRE
IS4
Ty

BNE LCOF
16 #BD

SBWI
END

JEF SATEF

FOLCAT ALRL
TEXT ki

FEYBOARD SCAN
FEINT ROUTINE
# OQF KEY PRESSES
TEXT BUFFER
START AT O
GET BUFFER ADR
SAVE ON STACK
GET A KEY
CI'JN TROL CODE®
0o oIT
BUFFER ADDR
= AND UFDATE
SEVE NEW POIMTER
LIFDATE # CHARS

BUFFER
HIS MANY
FUT CHAR TN A
QA“F BOTH
MT "2
SHTORE B & X

300 BACE TO SDS8OC

F* &G0
ZERQ QTFO0

Figure 8-1. Program 19— Word Processor #1

We will use the program to describe itself. The printer is turned
on and set to the top of a page before beginning. Read the text before
entering it in the word processor. Our results are shown in Figure
8-2. Be careful that you send the text to the printer before the buffer is
full. The text buffer is reserved in the area that precedes the program.
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0600 —~+—PRESS

06FF

0700 ~+—PROGRAM
R

If the text buffer exceeds 255 bytes, the first lines of the program
will be written over and the program will cease to function. This
feature will be corrected in the next version of the program.

USING THE WORD FROCESSOR

Iff yvou want the printed
material to be the same width
as shown on the screen, be suwre
to press RETURN before the text
wraps around from one line to
the mext. The computer die-—

Lots of
uncorrectable
FLAYS ONLY 22 errors
CHARACTERS per line. Your
printer probalby prints 80 or
122 characters per line.

You should notice that only
285 byvtes have been reserved
for the text buffer. This
means that you will only ben
able to fill about
half of the video screen before
sending text to the printer.

THEREfore, tyvpe only abhout 7
or 8 nlines. Then send the results
to the printer. The
program will retwn to pabugi
atter the printer is finished.

The praogram has & carriage
retuwrn so that the printer

will be ready for a new line.
When control is retuwrned to ABUG
the program may be RUN again to
asdd to the previous test.n

Figure 8-2. Sample Text from Word Processor
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You could enlarge the area reserved for the text buffer (RMB
$FF). However, the memory location PRESS (used to count the
keystrokes) and accumulator B (used in the print routine to count the
characters printed) each hold a maximum value of 255. You would
have to use some other method to count a larger value. You could
substitute index register Y because it is not used in the program. The
Y register holds 16 bits and could handle a value up to, and including,
65535.

Use the program as it is for awhile. See if there are any modifica-
tions that you want to make. Then we’ll show a few modifications
that we have tried.

Adding Backspace to the Word Processor

For our first addition to the word processing program, we’ll add the
capability of modifying the word count to take care of minor typing
corrections. As Bill Sias suggested in his article, this modification is a
simple matter of adding some code to test for a backspace and to
reduce the pointer to the text buffer by one when a backspace occurs.
In addition, we have added a feature that will cause the computer to
go to the print routine when the text buffer is full.

One addition is made to part 2 and several additions and changes
are made to part 3.

Part 2—Modified Get Ready

ZERO CLR PRESS
INC PRESS +—added

LDX #TEXT
PSHS X
BEGIN JSR POLCAT

CMPA #'# as before
BEQ PRINT
PULS X

added CMPA #8 a backspace?
BNE ON if not, go on
LEAX -1,X move back 1 in buffer
DEC PRESS decrease char. count
PSHS X save X

JSR PRINIT backspace on video
BRA BEGIN get new character



Q001
QOO2
QOO
QOOO4
Q005
0004
Q07
0008
0009
0010
Q011
0012
Q0173
0014
0015
0016
0017
0018
0019
Q020
0021
Q022
0023
0024
0025
0026
Q027
0028
0029
QOZO
0031
0032
OO33
QO34
00FS
[RIRIRY

BEGIN
FRESS

ZERO

ADDING BACKSPACE TO THE WORD PROCESSOR

ON

Q&LHO0
0500
OL00
0601
0700
Q703
0706
Q709
O70R
QO70E
0710
0712
0714
0716
0718
O71A
071D
O71F
0722
0724
072

0728
072K
072E
0730
Q733
0736
0738
O73A
Q73D
073F
0740
0742
0744
0747
0748

070R LOOF
Q600

7FO060Q0
TCOH00
BEO&O1]
F410
EDALIE1L
812%
271E
3510
8108
260C
F01F
7ZA0600
3410
EBDAZOA
20E7
A780
F410
EBEDATOA
7COL00
26DE
SE06O1
F&LO&L00
ALB0
3414
EDAZBF
3514
SA
26F4
860D
BDAZEF
3F

Q700

Figure 8-3. Program 20— Word Processor with Back Space

FRINIT A30A

STA ,X +
PSHS X
JSR PRINIT
INC PRESS
BNE BEGIN

FOLCAT
FPRINIT
FRESS
TEXT
ZERO

BEGIN

ON

FRINT

LOOF

0736 ON
FRI

changed

EQU $A1HR1
EQU $A30A
RME 1

RME $FF
CLR FRESS
INC FRESS
DX H#TEXT
FSHS X

JSR FOLCAT
CMFA #" #
REQ@ PRINT
FULS X
CHMPA #8
ENE ON
LEAX —1,X
DEC FRESS
PSHS X

JER FRINIT
BRA BEGIN
STA X+
FSHS X

JEGR FRINIT
INC FRESS
BENE EREGIN
LDX #TEXT
LDE FRESS
LDA X+
FSHS R, X
JSR $AZEF
FULS EB,X
DECE
ENE
LDA
JSR
SWI
END

LooF
#¢D
$AZEBF

0724

NT Q730 TEXT

FOLCAT ALERL

0601

183
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TEXT

A sample of text produced with the previous modification follows:

USING THE WORD PROCESSOR

Now, when you make a mis-
take, you can back up and cor-
rect it. However, you will
have to type in each character
that you have backspaced over.

When the character buffer
is full, the print routine is
automatically ca
called—as just happened.

This is better than before,
but still not perfect. The
automatic break left a partially
completed word.

When the modified program is used, you can now make correc-

tions to the text buffer as well as the screen. The POLCAT
subroutine gets the keystroke. If it is a backspace, it is as follows:

LEAX -1,X subtracts 1 from the buffer address in register
X \

DEC PRESS  subtracts 1 from the keystroke count in the
memory location labeled PRESS

BRA BEGIN returns to POLCAT subroutine to get the cor-
rect keystroke, or another backspace, or the
control code to send results to the printer

Suppose that you had typed in:

SOMETIMES ERROT

?— mistake here

The computer has now stored

0600 PRESS OF

0601 TEXT 33
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0602 4F
0603 z
0604 45
0605 54
0606 49
0607 E
0608 45
0609 53
060A 20
060B 45
060C 32
060D 52
060E 4F
060F 54
X REGISTER | 0610

After the backstroke is pressed, the added code changes these

0600 PRESS OE

X REGISTER | 060F

The ASCII code of the new keystroke will then replace the value
at 060F, increase PRESS by one, and increase the value in the X
register by one.

If the error is not immediately discovered, you may have to make
several backspaces and retype everything after the first correction.




186 TEXT

Example:

>
SOMETIMES ERROTS ARE NOT \error back here
DISCOVERED IMMEDIATELY.

To correct, backspace until you see:

(SOMETIMES ERRO\/ everything erased back to

and including the error

Now, retype the correction and all text that followed it.

You can see that our modification still does not allow complete
editing. If desired, you could add features that would allow you to
move a cursor backward and forward without erasing the text. Only
the errors would -be modified.

Enlarging the Text Buffer

To enlarge the text buffer of the word processor, you must change the
method of counting the keystrokes and the method of recalling the
text. We’ll use the Y register in the next modification (which will be
our last) to accomplish these changes.

The following changes will be made to the listing shown in Fig-
ure 8-3.

PRESS RMB 1 will be eliminated
TEXT RMB $1FF changed to allow a full screen of text

LDY #0 will replace CLR PRESS
LEAY -1,Y will replace DEC PRESS
LEAY 1,Y will replace INC PRESS
LDB PRESS will be eliminated

PSHS Y, X will replace PSHS B,X
PULS Y, X will replace PULS B,X
LEAY -1,Y will replace DEC B

A listing of the modified program is shown in Figure 8-4. Further
increases to the size of the text buffer may be made if you wish. To do
so, change the following line of the program:

TEXT RMB §........

any amount that will fit in your computer

Using Word Processor #3, we entered and printed the following:
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0001 0600 FOLCAT EQU $A1ER1
0002 Q600 PRINIT EQU $A3OA
QOO03F 0600 TEXT RMB $1FF
0004 O7FF 108EQQQQ ZERO LDY #OQ
0005 0803 3121 LEAY 1.,Y
Q004 0805 BEOLOO LDX #TEXT
Q007 0808 3410 FSHS X
0008 080A EBDALEL BEGIN JSR FPOLCAT
0009 080D 812X CMPA #° #
Q010 O8OF 271C BEQ@ FRINT
0011 0811 3510 FULS X
o012 0813 8108 CMFA #8
0013 O81S 260R ENE ON
Q014 0817 3IO01F LEAX —-1,X
0015 0819 F13F LEAY —-1,Y
00146 O81R 3410 FSHS X
0017 081D EBDAIOA JSR FPRINIT
0018 0820 20E8 BRA EBREGIN
0019 0822 A780 ON STA X+
0020 0824 3410 FSHS X
0021 0826 EBDAIOA JSR PRINIT
0022 0829 I121 LEAY 1,Y
0023 O082ZEFR 20DD ERA REGIN
Q024 082D BEOLOO FRINT LDX #TEXT
0225 0830 ALBO LOOF LDA X+
Q026 0832 3430 FSHS Y, X
0027 0834 EBDAZEF JSR $AZEBF
0028 0837 I530 FULS Y,X
0029 0839 3I13F LEAY —-1,Y
QO30 O83IR 26F= ENE LOOF
0031 083D 860D LDA #$D
0032 O83F BDAZEF JSR $AZBF
Q033 0842 3F SWI

0034 0843 END

EEGIN 080A LOOP 0830 ON 0822 POLCAT AlBR1

FRINIT A3Z0A FRINT 082D TEXT 0600  ZEROD Q7FF
Figure 8-4. Program 21— Word Processor #3

USING THE WORD PROCESSOR

You now have a much larger
buffer. Therefore, you do not
have to worry about filling up
the buffer. It will hold a
screen full of characters.

You should still be careful
about wrapping around a line
of text. Keep your eyes on
the screen as you are typing
and everything should be all
right.
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This is the last demonstra-
tion before moving on to a new
subject.

Maybe you can now use this
as a letter writer.

Yours truly,
Don and Kurt Inman

Creating Text Characters

It is often desirable to display text characters when you are in a
graphics mode. You might want to label certain figures that have
been drawn, or you might want to ask for a response in a game that
uses graphics. Other occasions will no doubt arise where you would
like to mix text and graphics.

To display text characters along with graphics, you can draw the
characters just as you would draw a graphics figure. In order to keep a
standard size, we have arbitrarily chosen a 9 by 8 grid for each
character.

We have used the highest resolution graphics made (6C) to
demonstrate how an alphabet can be created. In this mode, one byte
of data defines eight graphics elements. Thus a single byte can define
one row of a text character. Nine bytes can define the 9 by 8 grid of the
complete character.

For example, an A might be

XIX|IXIX]|X|X]|X][|X
1strow 00 or 00000000
XX X[Xx ondrow FF or 11111111
Srdrow C3 or 11000011
XX XX 4throw C3 or 11000011
XIXIX[X]X]X]X]|X 5throw FF or 11111111
6throw C3 or 11000011
XX X | X 7throw C3 or 11000011
X | x x| x 8throw C3 or 11000011
9throw 00 or 00000000
X1X XX

This would leave blank rows at the top and the bottom.
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To put a letter on the screen, you would have to define the ad-
dress where you wanted to put the upper left corner of the character
and then add the correct increment to that address for each additional
row.

In Chapter 4, you learned that the resolution of mode 6C is 128
by 192. Our characters are four elements wide; therefore we can put
128 + 4 or 32 characters on each line. We could squeeze in 192+ 9 or
21 lines of text on the screen.

The data for the characters could be put in a data table and
selected by the computer as you type in the character from the
keyboard. In Chapter 10, we will show how to put such a table on an
EPROM (Erasable Programmed Read Only Memory) and insert the
EPROM in a cartridge so that it would always be available for use in
a program.

Figure 8-5 shows the characters that we will use, and Table 8-1
shows the data bytes used to draw the characters.

558
] a

Figure 8-5. Text Characters
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Table 8-1. Data Bytes for Text Characters

A B C D E F G HT J K L MN O
00 00 00 00 00 OO OO OO 00 OO0 OO0 00 OO0 00 00
FF FC FF FC FF FF FF C3 FC 03 C3 C0O C3 C3 3C
C3 C3 C0O C3 CoO CO CO C3 30 03 CC CO FF F3 Cs3
C3 C3 CO C3 CO COoO CO C3 30 03 CC CO FF F3 C3
FF FC C0 C3 FC FC CF FF 30 03 FO0O CO C3 CF C3
C3 C3 CO C3 CO CO C3 C3 30 03 CC CO C3 CF C3
C3 C3 CoO C3 CO CO C3 C3 30 C3 CC CO C3 C3 C3
C3 FC FF FC FF CO FF C3 FC FF C3 FF C3 C3 3C
00 00 00 00 OO 00 00 OO0 00 00 OO0 OO0 00 OO0 00

P Q RS T UV WX Y zZ ? , . Sp
00 00 00 00 00 00 00 00 00 00 00 00 0O 00 00
FC 3C FC 3F FC C3 C3 C3 C3 CC FF 3C 00 00 00
C3 C3 C3 C3 30 C3 C3 C3 C3 CC 03 C3 00 00 00
C3 C3 C3 CO 30 C3 C3 C3 3C CC 0C 03 00 00 00
FC C3 FC 3C 30 C3 C3 C3 3C 30 3C 3C 00 00 00
CO CF CC 03 30 C3 C3 FF C3 30 30 30 00 00 00
CO CC C3 C3 30 C3 3C FF C3 30 CO 00 3C 00 00
CO 3F C3 FC 30 FF 3C C3 C3 30 FF 30 0C 03 00
00 00 00 00 00 00 00 00 00 00 00 00 30 00 00

In Chapter 9, we’ll go into more detail on how to use the text
characters from a table.

Displaying Text in a Graphics Mode

The next program shows how to place a word on the screen in a
specified location when you are in a graphics mode. The letters,
TEXT (as shown in Figure 8-5), are drawn using the data bytes from
Table 8-1.

Program 20—Displaying Text

Part 1—Set up Graphics

ORG $1E00

LDA #$E8

STA $FF22 Select 6C, color set 1
STA $FFC3

STA $FFC5
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Part 2—Clear Screen

CLRA

CLRB

LDX #$400
LOOP1 STD ,X+ +

CMPX #$1C00

BLO LOOPI1

Part 3—Display

LDX #$1268
LDB #4
LDA #9
STA $1F00
LDY #TABLE
DRAW BSR LET
LEAX $80,X
LDA #9
STA $1F00
DECB
BNE DRAW

Part 4—Letter Subroutine

LET ° LDA ,Y+ load 1 byte
STA X display it
LEAX $20,X jump to next row
DEC $1F00
BNE LET

RTS <«———— go back if not done

Part 5—Byte Table

TABLE FCB 0,$FC,$30,$30,$30
FCB $30,$30,$30,0
orange
FCB $C0,$C0,$FF,0 letters

FCB 0,$C3,$C3,$3C,$3C
FCB $C3,$C3,$C3,0
FCB 0,$FC,$30,$30,$30
FCB $30,$30,$30,0
END

} T
FCB 0,$FF,$C0,$C0,$FC } E
} X
} T

A listing of the source and object programs is given in Figure 8-6.
Enter and run the program. Then study the chapter summary and try
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0001 O&0O0
OO02 1EOOQ
DOOE TEORZ
unn4 1EO8 !
OOOT 1EO8 RVFFCS
200¢ 4F
OOO7 =
QOOE ] EEO400 |__[):( #$4nt)
OODY 1EL1Q ED&I LOAFL 8BTD , X+
0010 1EL2 HLlLHn CMPX #$61000
001l 1E p BL.O LOQF
0012 LDX #4124
OO1E L.DER #4
o014 L.DA #9
0015 STA $1FQO
D01 lﬂﬂtlF k3 LDV #TARLE
o017 S 8D1F DRAW BSR LET
0018 1E27 Z0g90030 LEAX ®ED, X
0019 1E2R 8609 LDA #9
2 B71F OO0 S5TA $LFOOD
SR DECE
26F2 ENE DRAW
BDA1ERL EEY JER O $SALIR]
123 CMFA #°#
286F9 BNME FEY
QORS 8400 DhAa #0
0027 1E3IC BYFF22 STA $FF2Z2
0028 1E3F BR7FFC2 STA SFFC2
OO2% 1E42 BYFFC4 STA $FFC4 .
DOTEC IF SWI
D031 1E4&6 ALAD LET LDA LY+
2 A784 8TA . X
208820 LEAX $20,X
TALFO0 DEC $1FQO
26F 4 ENE LLET
29 RTS
007101010 TARILLE FCR
_lE =23 10101000 FCE
! 1ESC QO7E40407C FOR .$UU $UH“$PL
0040 1E&1L 40407EQQ FCH $i:n L0, $FF, O
0041 1EAS 0042422418 FCR L 0T, S350, 830
Q042 LE&A 24424200 FCE $C~H$LTH$F -
Q047 1ESE QO7CL101010 FCR O, $F0, $; % ()
Q044 1E7I 10101000 FOR $\u $:0 EI0, 0
0045 1ET7Y END

tha

DRAW 1E2E  KEY 1E3% LET 1E446  LOOFL 1ELO
TABLE 1E

Figure 8-6. Text by Graphics
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the chapter test before going on to Chapter 9 to mix the text with
graphics.

Summary

In this chapter, you learned to display text on the video screen
when using machine language in two ways:

1. From the text mode, you used several versions of a simple word
processor.

2. From the graphics mode, you used graphic techniques to draw
the characters.

You started with a very simple version of a word processor that
used three of the Color Computer’s ROM subroutines:

1. POLCAT—the keyboard scan routine
2. PRINIT—the print to video screen routine
3. $A2BF—the output to printer routine

Two pseudo-operations that were introduced earlier were also
used in the word processor program:

PRESS RMB nn (Reserve Memory Bytes), which reserves
nn bytes or memory locations for data. A
reference to this area is made by using the
word PRESS.

NAME EQU $xxxx (Equate), which assigns NAME to an
area of memory beginning at location
$xxxx. Any future reference to that loca-
tion may be made using NAME. (Names
are easier to remember than numbers.)

The memory location used for PRESS was set to zero by the instruc-
tion:

CLEAR PRESS

Two stack instructions were used:

PSHS X—push the value in register X onto the stack
PULS X—pull the top value off the stack and place it in regis-
ter X

The stack is an area in memory where values can be temporarily
stored. Each new piece of data, when placed on the stack, goes on the
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top. Pieces of data are removed in the opposite order than when
placed on the stack. In other words, data is removed from the top of
the stack. The last piece on will be the first piece off.

A sample page of text was provided to allow you to test the simple
word processor (Program 20). Each section (255 bytes or less) was
sent to the printer as it was completed.

Word Processor #2 added a backspace feature so that you could
back up and correct typing errors. The character count was decre-
mented to keep a true count of characters actually used. This feature
was implemented by the two instructions:

LEAX -1,X—subtracts one from the buffer address in X
DEC PRESS—subtracts one from the keystroke count in
PRESS

Also added was a feature to dump the buffer to the screen when it
filled with 255 bytes.

Word Processor #3 added features to allow extension of the text
buffer and a keystroke count beyond 255 characters. Register Y,
which holds 16 bits, was used to hold a keystroke count of up to
65,535. Allowance was also made to enlarge the text buffer to hold a
full screen of text.

A method of drawing text characters was given so that you could
display text characters when in a graphics mode. Data bytes were
given that would create alphabetic characters on a 9 by 8 grid. Each
data byte drew one of 9 rows for a given character. Drawings for a
question mark, a comma, a period, and a blank space were added to
the 26 alphabetic characters.

Chapter Test

1. Describe what each of these ROM subroutines do.
a. PRINIT

b. POLCAT

2. At what address is the ROM subroutine that sends the
computer’s output to a printer located? $

3. Explain why the pseudo-operation EQU is used.

4. What precaution must be observed when using programs that
call a subroutine from ROM?
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. Describe the use of the user stack.
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. Give the assembler code for

a. pushing the value in register Y onto the stack.

b. pulling a value off the stack and placing it in the X register.

. One byte of data was reserved (by PRESS RMB 1) in Word

Processor #1 to count the keystrokes. This limited the amount of
text that could be saved at one time to how many characters?

. Due to the limitations in test exercise 7, about how many lines of

text, shown on the screen, may be typed before the text buffer is

full? about lines.

. Word Processor #2 included modifications to allow backspacing

for a true character count. Changes were made by
LEAX -1,X and DEC PRESS

What is the function of
a. LEAX -1,X?

b. DEC PRESS?

What was the purpose, in Word Processor #3, of replacing
register B by register Y?

Answers to Odd-Numbered Exercises in Chapter Test

a. a routine that outputs data to the video screen
b. a routine that scans the keyboard to see if a key has been
pressed

EQU is used to assign names to areas of memory. You may then
refer to that name rather than trying to remember its numerical
location.
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5. a. PSHS Y
b. PULS X

7. One byte (one memory location) can count up to 255 keystrokes
(characters).

9. a. LEAX -1,X subtracts one from the buffer address in register
X so that a correction will be made in the correct place in the
text buffer.

b. DEC PRESS subtracts one from the keystroke count in
PRESS so that the number of keystrokes will be changed to the

correct value.



Chapter 9

Graphics with Text

You learned to put a word of text on the screen when using a graphic
mode in Chapter 8. We will go into more detail in this chapter using
mode 6C so that you can add colorful graphics and some text.

You will learn to select the data for a given text character from a
table contained in your program. Your program will use this data to
draw the character at a selected position on the video screen. You can
select any character in the table and place it wherever you want on the
screen.

The programming involved contains quite a bit of detail.
Therefore, this chapter is limited to the description of two programs.
The first program uses preselected screen positions for displaying a
preselected message. You would have to modify the program if you
wanted to change the message or the screen position where it is
displayed. The second program allows you to select the number of
characters in your message, the characters to be displayed, and the
placement of the characters on the screen. All this is accomplished
from the keyboard.

Because the second program is a modification of the first pro-
gram, it is advisable to save the first source program on tape or disk (if
you have a disk).

Quite a bit of planning is necessary for this technique, and several
changes would have to be made if you wanted to change graphics
modes. In designing the program, you must consider the following:

® the size and shape for your characters

® the relationship of the characters to the screen resolution being
used

197
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® the method to select the desired character
® the method of placing the character on the screen
® how to make the computer do the detailed calculations

® how to make the program easy to use, yet as versatile as possible

Planning the Display

We will use a four-color mode so that the characters will be orange.
The background will be buff. Mode 6C, with color set 1, will be used
because it is the highest resolution four-color mode. If the mode or
color of the characters is changed, the data in the character table
should be changed accordingly.

The table of data values for our characters (shown in Table 8-1)
will display a graphic block of eight columns and nine rows on the
screen.

Example
The character A

9 rows

8 columns (4 elements)

The resolution of the screen is 256 by 192. Because each element
in mode 6C is two columns wide, 128 elements will fit on each row.

192 rows

~— J
Y

128 elements per row
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Therefore, you could fit approximately 21 rows of 32 characters per
row on the screen. This is derived from the size of the graphics
elements in mode 6C

9 elements (rows) and 4 elements for each character.

32 characters/row 21 rows
4)128 9)192
12 18
8 12
_8 9
0 3

For our purposes, we will provide a blank space between
characters. Therefore, we will restrict the number of characters to 16
per row. The data for the characters can be placed in a table, as
before.

Your main concern in writing a program consists of two parts.
First, the computer must select the desired character from the data
table. Then, it must draw it in the desired location on the screen.

Example

Table

9 bytes Screen

for A

9 bytes
for B

9 bytes
for C

-—1]. Find B

2. Draw on
screen
where
desired

A A, A Ay

Selecting a Character

When you use a program to draw a character, it would be desirable to
find some systematic way for the computer to find the desired
character. Study the ASCII codes (in hex form) for the characters
used in our data table (Table 9-1).
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Table 9-1. ASCII Codes for Characters

Letter Code Letter Code Letter Code
A 41 K 4B U 55
B 42 L 4C A\ 56
C 43 M 4D W 57
D 44 N 4E X 58
E 45 O 4F Y 59
F 46 P 50 VA 5A
G 47 Q 51 ? 3F
H 48 R 52 , 2C
I 49 S 53 . 2E
J 4A T 54 space 20

You can see that the codes for the letters A-Z follow each other in
regular order. The punctuation and space codes are the only ones
that are out of order.

Because each character will occupy nine bytes in the data table,
we will use a bit of mathematics to select the correct data. The
arithmetic involved uses the ASCII code of the character and will be
performed by the computer in the following way:

OFFSET IN TABLE = (ASCII CODE — 40) * 9
Examples (in hex) using this relationship

A = (41-40)*9 = 1*9 = 9

B = (42-40)*9 = 2*9 = 12

C = (43-40)*9 = 3*9 = 1B
Z = (5A-40)*9 = 1A*9 = EA

In the table

Start of table — alphabet starts

after 9 bytes
9 bytes for A

Table + 12— 9 bytes for B

Table + 1B— 9 bytes for C

)

Table + 9 — }
}

}

etc.
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To select the correct character, you could use the instructions

LDD #OFFSET to find character in table
ADDD #TABLE add start of table

TFR D,U let U point to character

LDA, U+ get code for 1 line

STA SCREEN draw 1 line of character

A loop would put nine lines on the screen in successive rows to form
the character. We’ll discuss this in more detail later in the chapter.

Placing the Character on the Screen

The screen, in mode 6C, contains 128 elements in each row starting
at memory location $600 in the upper left corner. Each byte of data
fills a block four elements wide. Because we are providing a space be-
tween characters, 16 characters are displayed on each line. Each
character (with space) fills two screen locations, and each screen line
is 32 memory locations wide. The characters occupy 9 lines. There-
fore, the first row of characters occupies memory locations $600-71F
as shown in Figure 9-1.

16th position

character space on Ist line
A} 7 14
’rsooeol.‘........leleW‘
620621 . . . .. . ... . 63EGSF
9 bytes 640641 . . . . . . .. . . G65EG65F
for each 660661 . . . .. ... .. 6IEGTIF first
character 680681 . . . . ... .. . 69E69F 4
f 13 row of
Lnans 6A06A1 . . . . . . . .. . 6BE6BF text
the screen 6CO6C1 . . ... .. .. . 6DE6DF
6E0O6E1 . . . .. . .. . . 6FEGFF
700701 . . . .. .. ... TIE7IF
~ 4
—— ——
1st column of text 16th column

Figure 9-1. Screen Memory for Characters in Row 1

The memory that will be used for the complete screen is shown in
Table 9-2. We will refer to the placement of characters by row and
column in hex notation. Now let’s try to put all this together in a pro-
gram.
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Table 9-2. Screen Memory
for 21 Character Rows

Column
01 - 10
Row
01 600 71F
02 720 83F
03 840 95F
04 960 AT7F

05 A80 B9F

06 BAO CBF
07 CCo DDF
08 DEO EFF

09 FoO 101F
0A 1020 113F
0B 1140 125F
0C 1260 137F
0D 1380 149F
OE 14A0 15BF
OF 15C0 16DF
10 16E0 17FF
11 1800 191F

12 1920 1A3F
13 1A40 1B5F
14 1B60 1C7F
15 1C80 1D9F

Program 23—Orange Text by Graphics

We chose mode 6C with color set 1 for a simple program that will put
two lines of text on the screen. Two data tables are used. TABLE1
contains the data used to draw the characters. TABLE2 contains
values that supply the offsets necessary to find the characters to be
displayed from TABLEIL.

The program displays the following:

ORANGE TEXT

ON BUFF
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As you might guess, the background of the screen is buff and the
color of the letters is orange. If we had used color set zero, the
message would be the same but the letters would have been red on a
green background. You might want to try changing the data to match
the colors for color set zero.

We have used several pointers: X points to the screen location
where the character will be displayed; Y points to the TABLE2 offset
values; and U points to the data in TABLEI1, which are used to draw
the characters.

We’ll revise Program 23 later in this chapter to make it more
useful in drawing any desired character in TABLE1. Therefore, you
should save the source program so that it can be modified at that time.

0001 0600 SCREE1 EQU %1024
0002 0600 SCREEZ2 EQU $1268
QOOZ Q600 VIDBEG EQU $&00
Q004 0600 FOLCAT EQU $A1R1
Q005 Q600 ORG VIDREG+%1800
Q005 1EOO BK6EB START LDA #$E8
0007 1E0Z B7FF22 STA $FFZ2
0008 1E0S B7FFC3 STA $FFC3
009 1E08 B7FFCS STA $FFCS
0010 1EOR R7FFC7 STA $FFC7
0011 1EOE 4F CLRA

Q012 1EOF SF CLRE

0013 1E1Q 8EQ&L00 LDX #VIDEEG
0014 1E1Z ED81 LOOF1 STD L X++
0015 1E1S 8C1EOQ CMFX #VIDEBEG+$1800
0016 1E18 25F9 BLO LOOF1
0017 1E1A BE1024 LDX #S5CREE1
0018 1E1D 108BE1F98 LDY #TABRLEZ2
0019 1E21 860R LDA #%E
0020 1E23 B71ES8S8 STA COUNT
Q021 1E26 4F LOOF2 CLRA

0022 1E27 E6AD LDE ,Y+
0023 1E29 C31E8A ADDD #TAELE1
0024 1E2C 1FO3 TFR D,U
0025 1E2E 8609 LDA #9

0026 1E3F0 RBR71E89 STA LINE
0027 1E3Z ALCO LOOFX LDA ,U+
0028 1E3S A784 STA X

Q029 1E3Z7 308820 LEAX $20,X
0030 1E3A 7A1EB9 DEC LINE
003t 1E3D 26F4 ENE LOOFPZ
0032 1E3F 3I089FEEZ2 LEAX —-$11E,X
0033 1E43 7A1E8SS DEC COUNT
0034 1E46 26DE ENE LOOP2
0035 1E48 BE12468 LDX #SCREEZ
QO36 1E4ER 8607 LDA #7

0037 1E4D BR71E8S8 STA COUNT
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00738
OO39
0041
0041
0042
004
0044
Q045
0044
Q047
0048
0049
QOS0
0051

0OO52

0054
QOSE

Q054
0057
QOEE
OO5Y
DO&HO
00b61
DO &
DOGE
Q064
D&
QOEE
QOLT
Q0&B
DOLY
0O70
0071
0072
OO
0074
OO7E
007 &
QO
0078
QOTP
QOO
Gwsj

0”“4

1ESO
1ES1
TESE
1ESs
1ES8
LESA
1ESD
1ESF
1E61
1E&LHS
1E&4T
1E&Y
1E&D
1E7O
1E72
1 g '1|.-
1E!/
1E7%
1E7R
1E7E
1E81
1E&4

LEDZ
LED?

1EES

4F
E&AD
CZIESA
1FOX
8609
R71E89
ALCO
“784
20820
7ALESY
246F 4
SOB9FEEZ
7A1ESS
26DE
EDAL1EL
8127
26F9
B6HOO
B7FF22
B7FFC2
B7FFC4
B7FFC&
IF

QOOFFCOC

FC
COCOCOOO

LOOF4

LOOF&

COUNT
L.INE

TABLEL

CLRA
I.DR
ADDD
TFR
LDA
57TA
LD#A
5TA
LEAX
DEC
EINE
LEAX
DEC
BNE
JGK
CMFa
ENE
LDA
8TA
8TA
HTA
STA
SWI
RMB
RME
FCR
FCE
FCH
FCR

FCE
FCE
FCE
FCE
FCR
FCE

FOE $CT

FOR
FOE
FOB
FOE

a Y+
#TABRLEL
p.y
#9
L INE
o L
W X
B20, X
L INE
LLOOFS
~$11E, X
COUNT
LOOF4
FOLCAT
#°H
.00 &
#0O
SFF22
FFFC2
$FFCA
$FFC&

1

1
Q00,00
0,0,0,0
O, $FF,$CT, 05, $FF
HO3, $C3, 6C
0y $f‘L $L4< .

O $FFu$ln $Ln $C0
%Lu‘$L0v$FF,_
0, $FC, $CT,$C3, $CT
B, HCE, BFC,
O, 8FF, L0, $CG, $FT
HC0O, $C0, $FF, O
O, 3FF, $CO, 00, $FC
$("[) ‘B["(") ‘!i['_",'") i)
[n $CF
$C3, tFFuL)
T . eI $FF
1

O, $FF, $LH
$_.




0085 FCh 0,%C2, %CC, $CC, $FO

008264 FCE ';SC[ $CC,$CE, 0
0ng7 FCE& .,%Lu_$LU,$LU_$CO
0088 FCR $CO,$C0O, $FF,0
00ge FCR ©,%C3, $FF, $FF, $C3
QOG0 FCR $C3,$C3,$C3,0
004G FCr © $‘“.$F\.$F~.$CF

FCHE $CF,$C%,$C3,0
FCE O, %30, $C3, $C3, $C3

ooon FCH $C3,$CT, $3C,0
OO0 FCE O, $%FC, $C3,$C3, $FC
0096 FCH $CO,$C0,$C0,0
e FCR O, %30, $C3, $C3, $C3
ON9E FCE $CF,$CC, $3F,0
O0e FCE 0, $FC, $C3, $C3, $FC
0100 Coe FCR $CC,$C35, 03,0
0101 5 OOIFCICOEC FCR O, $3F, $C3, $CO, $3C

0102 O3ZCF FCB 5,$3C,$FC,0

0103 FCE O,$FC,$30,$30,$30
0104 FCE s*n ) n_$~0 0
0105 FCE 0,$C3A$La,$C~.$CE
0106 FCE $C3,%C3,$FF,0
0107 FCE O,$L:,$CJ,$CJ,$C3
0108 FCR $CZ,%3C,%3C,0
0109 FCEB ©,%$C3,$C3, $C3, $CT
0110 FCEB $FF,$FF,$C3,0
o111 FCR 0,%CT,$C3,$7C,$3C
0112 FCB $C3I,$C3,$C3,0
0113 FCE 0, $CC,%CC, $CC, $30
0114 FCE $30,$30,%$30,0
0115 FCke ©,$FF, 3%, $C, $3C
0116 FCE $30,$C0,$FF,0
0117 FCR n,$qC‘$C¢,-,$gC
0118 FCE $30,0,%$30,0

0119 FCR 0,0,0,0,0

Q120 FCEB 0O,$3C,$C, $30

o121 FCE 0,0,0,0,0

0122 1F94 FCE 0,0,3,0

0123 1F98 97A2097EIF FCR $87,%A2,9,$7E, $3F
0124 1F9D ZDOOER4ZDDE FCE $2D,0,$E4,$2D, $D8
0125 1FAZ R4877EQD FCE $B4,%87,%7E,0
0126 1FASL 1ZBDILES FCE $12,$BD,%36,%36
0127 1FAA END

COUNT 1E88 LINE LOOF1 1E13 LOOP2 1EZ26
LOOFZ  1EZE . > LOOFS  1ESD LOOFS  1E72
FOLCAT A1R1  SCREE1 1024 SCREEZ 1268 START 1EOQO
TABRLEL 1E8A TABLEZ 1F9G VIDREG 0600

Figure 9-2. Program 23— Text by Graphics
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How Program 23 Works

Four equate instructions are used to name

1. the beginning of video graphics (VIDBEG)

2. the beginning of the first line of text (SCREE1)

3. the beginning of the second line of text (SCREEZ2)
4. the ROM keyboard scan routine (POLCAT)

Graphics mode 6C is then selected, and the screen is cleared. The X
register is set to point to screen memory, and the Y register is set to
point to TABLE2 for the offsets. Each character is nine bytes high.
One line of the character is drawn at a time (controlled by LINE).
Eleven characters are drawn on the first line of text (controlled by
COUNT):

ORANGE TEXT

Seven characters are drawn on the second line of text (also controlled

by COUNT):
ON BUFF

After drawing the message, the computer loops at POLCAT so
that you can read it. Press to exit from the
program. The computer then returns to the text mode and the
monitor.

The next step is to modify Program 23 so that it is more useful.

Selecting Characters from the Keyboard

The characters displayed in Program 23 were selected from TABLE1
by the offsets listed in TABLEZ2. In other words, the program selected
the characters that were to be displayed. Because the offset for the
alphabetic characters are readily calculated, the computer could do
this task after you typed the desired letter on the keyboard.

We used the Y register to point to the correct offset in the previous
program. This time, we will use the formula mentioned earlier:

OFFSET = (ASCII-40) = 9

This can be done by the following sequence of instructions:
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SUBA #$40 subtract $40
STA HOLD save the result
LSLA shift left 3 times
LSLA —this multiplies
LSLA the result by 8

ADDA #HOLD add original—gives original times 9
TFR A,B

CLRA } add offset to TABLE1

ADDD #TABLEl

The computer must also test for the special characters: the ques-
tion mark, comma, period, and space because the ASCII codes for
these characters do not fit the equation used for the alphabetic
characters. If one of these characters is found, the computer branches
to the appropriate place to make the necessary conversion.

KEY JSR POLCAT
BEQ KEY
CMPA #$20 is it a space?
BEQ ZERO if so, go to ZERO
CMPA #$2E is it a period?
BEQ DOT if so, go to DOT
CMPA #$2C is it a comma?
BEQ COMMA if so, go to COMMA
CMPA #$3F is it a question mark?
BEQ QUEST if so, go to QUEST
CMPA #%$41 is code lower than A?

BLO KEY if so, bad entry—go back
CMPA #$5A is code higher than Z?
BGT KEY if so, bad entry—go back

These tests are performed before the use of the equation that converts
the codes for the letters A-Z.

After the ASCII codes have been converted, the offset value is
added to the address of the beginning of TABLEI to find the correct
data for drawing the character. The sum is transferred to U, which
points to the data values as the character is drawn.

Placement of Characters on the Screen

The X register is used as before to point to the screen memory where
the characters are to be placed. In this program, you will make the
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selection of the starting location for your message by stating a row
and column value. The computer will calculate the memory location
from your inputs. A typical calculation would be

CONVT JSR POLCAT} get ten’s digit

BEQ CONVT of the character
AND #1 convert ASCII to 1 or 0
LDB #$10
MUL } multiply by 16 (10 hex)
STB ROW save the ten’s digit
CONVU JSR POLCAT} get one’s digit
BEQ CONVU
CMPA #341} if in range of 0-9
BLO ON go to ON
CMPA #$46 } if greater than F, bad input
BGT CONVU go back for another input
SUBA #7 if A-F, subtract 7
ON SUBA #8$30 change ASCII to hex 0-F
ADDA ROW add ten’s value to units value

When the computer is ready to put the character on the screen,
the value in ROW will be placed in X to calculate the correct memory
location from the equation

LOCATION = (ROW-1)* 120 + (COL-1) * 2 + VIDBEG

VIDBEG = $600

120* (ROW-1)
gives row
offset

\

s

2% (COL-1) gives column offset

Message to Select Inputs

A series of messages, or prompts, will be put on the screen so that you
can select a starting row, a starting column, and the number of
characters that you want to display. The characters for these
messages are accessed from TABLE2. The messages are displayed
near the top of the screen at a location selected by
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LDX #VIDBEG + $124

$600

A

1 row from top (120), 2 columns
from the left (2*2)

The listing of Program 24, Keyboard Graphic Text, is shown in
Figure 9-3.

Q001
Q002
Q003
OO04
0005
QO0&
Q007
OOO8
0009
0010
o011
0012
0013
0014
0015
0016
0017
o018
0019
QO20
Q021
0022
0023
0024
0025
0026
0027
0028
0029
QO3JIO
0031
0032
Q033
0034
QOIS
QO34
Q0F7
0038
0039
0040
0041
0042
0043
0044

0600
Q&HO0
Q600
1EOQQ
1EQ2
1E0OS
1E08
1EOR
1EOE
1EOQOF
1E10
1E13
1E1S
1E18
1E1A
1E1D
1E21
1E23
1E26
1E29
1E2C
1E2F
1E32
1E34
1E37
1E39
1E3C
1E3F
1E41
1E44

1E47
1E4A
1E4D
1ESO
1ES2
1ESS
1ES7
1ESA
1ESD
1ESF
1E62
1E6S
1E68
1E&LE

BLE8
E7FF22
B7FFC3
E7FFCS
E7FFC7
aF

SF
BEO600
ED81
8C1EQQ
25F9
BE0724
108E2077
8604
B71F6&7
1700F8
170118
E71F61
17011F
8030
BE1F&1
8001
E71F61
BE0724
8604
B71F&7
1700DA
1700FA
B71F&2
170101
8030
EB1F62
8001
E71F62
BE0724
8605
B71F67
1700EC
1700DC
B71F63
1700E3Z

VIDEEG EQU $600
POLCAT EQU $Al1ER1

START

LOOP1

ORG VIDBEG+$1800
LDA #$ES

STA $FF22

STA $FFC3

STA $FFCS

STA $FFC7

CLRA

CLRE

LDX #VIDREG

STD , X++

CMPX #VIDBREG+%1800
BLO LOOF1

LDX #VIDEEG+$124
LDY #TABLEZ2

LDA #4

STA COUNT

LBSR DISPLA

LESR CONVT

STA ROW

LESR CONVU

SUEA #$30

ADDA ROW

SUEA #1

STA ROW

LDX #VIDBEG+$124
LDA #4

STA COUNT

LESR DISPLA

LESR CONVT
STA COL
LBSR CONVU
SUBA #$30
ADDA COL
SURA #1

STA COL

LDX #VIDEBEG+%$124
LDA #5

STA COUNT
LBSR DISPLA
LEBESKR CONVT
STA CHRS
LESR CONVU



0045 1ES6E 8030 SUBA #3$30

0044 1E70 BEIF63 ADDA CHRS
0047 1E73 B71F&63 STA CHRS
0048 1E76 BEQ724 LDX #VIDBEG+%124
0049 1E79 8605 LDA #5

0050 1E7R B71F&7 STA COUNT
0051 1E7E 10BE1F69 LDY #TAELE1
0052 1E82 17009C ERASE LEBSR DISFLA
0053 1E8S 4F CLRA

0054 1EBS F61FSL LDB ROW
0055 1E89 1FO0O1 TFR D, X
0056 1E8R 4F CLRA

0057 1EBC SF CLRE

0058 1E8D C3I0120 CALC ADDD #1220
0059 1E90 301F LEAX -1,X
0060 1E92 26F9 ENE CALC
0061 1E94 FDIFé&4 STD OFFSET
0062 1E97 4AF CLRA

Q063 1E98 F61IF62 LDE COL
0064 1E9FR 58 LSLE

Q065 1E9C F3I1F64 ADDD OFFSET
00466 1EFF C3I0600 ADDD #VIDEREG
Q067 1EAZ 1FO1L TFR D, X
0068 1EA4 108BE2077 LDY #TABLEZ
Q069 1EAB EBOH1IFL3 LDA CHRS
0070 1EAR RBR71F&7 STA COUNT
0071 1EAE EBDA1ER1 KEY JSR FOLCAT
0072 1EER1 27FER BEQ@ KEY
QO73 1ER3 8120 CMPA #$20
0074 1EBS 2766 BEQ@ ZERO
Q075 1ER7 B812E CMPA #$2E
0074 1ER? 273D BEG® DOT
0077 1EBE 812C CMPA #$2C
0078 1EBD 2754 BE@ COMMA
0079 1EBF 813F CMFA #$3F
0080 1EC1 274E BEQ@ QUEST
0081 1EC3 8141 CMFA #%41
0082 1ECS 25E7 BLO KEY
0083 1EC7 815A CMFA #$5A
0084 1EC9 2EEZ BGT KEY
0085 1ECE 8040 SUBA #3$40
00846 1ECD EB71F&6 STA HOLD
0087 1EDO 48 LSLA

0088 1ED1 48 LSLA

0089 1EDZ 48 LSLA

Q090 1EDI BE1iFbL6 ADDA HOLD
0091 1ED& 1FB89 TFR A.B
0092 1ED8 4F CLRA

Q093 1ED? C3I1F69 GO ADDD #TABLE1
00?4 {EDC 1FO3 TFR D,U
Q095 1EDE 8609 LDA #9

0096 1EEQ R71F68 STA LINE
0097 1EET A6LCO LOOF3 LDA ,U+
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0098
0099
QL1O0
Q101

Q102
Q103
0104
Q105
Q106
0107
0108
0109
0110
0111

0112
0113
0114
0115
Q116
0117
0118
o119
0120
0121

0122
0123
0124
Q125
0126
0127
0128
0129
0130
0131

0132
0133
0134
0135
01346
0137
0138
0139
0140
0141

0142
0147

0144
0145
01446
0147

0148
0149
0150

1EES
1EE7
1EEA
1EED
1EEF
1EF3
1EF6
1EF8
1EFE
1EFD
1EFF
1FO1

1F04
1FO7
1FOA
1tFOD
1FOE
1F10
1F11
1F13
1IF1S
1F16
1F18
1F1E
1F1D
1F1E
1F1F
1F21
1F22
1F24
1F27
1F29
1F2E
1F2E
1F30
1F32
1F35
1F38
1F3A
1F3E
1Fa1
1F43
1F44
1F47
1F49
1FAR
1F4D
1F4E
1F50
1FS1

1F54
1FS6
1FS8

A784
308820
7A1F &8
26F4
I08IFEE2
7ALF&7
26E6
EDA1E1
B123
26F9
8600
E7FF22
B7FFC2
E7FFC4
B7FFC6
3F
C&F 3
aF
20C6
C&FC
aF
20C1
CCO105
20BC
4F

SF
2088
4F
E6AD
CI1F&9
1FO3
8609
E71F&8
ALCO
A784
308820
7A1F &8
26F4
I089FEE2
7AIF67
26DE
39
EDA1E1
27FE
8401
€610
3D
1F98
39
EDA1E1
27FB
8141

2506

LOOF&

QUEST

COMMA

DOT

ZERO

DISFLA

LOOP

CONVT

CONVU

STA ,X
LEAX $20,X
DEC LINE

ENE LOOFP3

LEAX -$11E,X

DEC COUNT
ENE KEY
JSR POLCAT
CMPA #°#
ENE LOOP&
LDA #0
STA $FF22
STA $FFC2
STA $FFC4
STA $FFC6
SWI

LDB #$F3
CLRA

BRA GO
LDB #$FC
CLRA

BRA 6O
LDD #$10S
BRA GO
CLRA

CLRE

BRA GO
CLRA

LDR ,Y+

ADDD #TAEBLE1

TFR D,U
LDA #9

STA LINE
LDA ,U+
STA X
LEAX %20, X
DEC LINE
BNE LOOP

LEAX -$11E,X

DEC COUNT
BNE DISFLA
RTS

JSR FOLCAT
BEQ@ CONVT
ANDA #1
LDE #$10
MUL

TFR B, A
RTS

JSR POLCAT
BE@ CONVU
CMFA #$41
ELO ON
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0151

0152
0153
0154
0155
0156
0157
0158
0159
0160
0161

0162
0163
0164
0165
0166
01467
0148
0169
0170
0171

0172
0173
0174
0175
0176
0177
0178
0179
0180
0181
0182
0183
0184
0185
0186
0187
0188
0189
0190
0191

0192
0193
0194
0195
0196
0197
0198
0199
0200
0201
Q202
0203
Q204
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1FSA
1F3C
1FSE
1F&60
1F61

1F&2
1F63
1F64
1F&66
1F&7
1F&8
1F&9
1F6E
1F72
iF77
1F7E
1F80
1F84
1F89
1F8D
1F92
1F?6
i1F9R
1F9F
1FA4
iFAB
1FAD
1FB1
1FR&
1FBA
1FBF
tFC3
iFC8
1FCC
iFD1
1FDS
1FDA
1FDE
1FEX
1FE7
iFEC

1FFO
1FFS
1FF9
1FFE
2002
2007
200R
2010
2014
2019
201D
2022

2026

81464
2EF3
8007
39

QOOOOO0O00O0
QOQO0000
OOFFC3C3FF
C3IC3C300
QOFCCIC3IFC
C3IC3ICFOO
QOFFCOCOCO
COCOFFOO0
QOFCC3CXC3E
CARC3IFCOo0
QOFFCOCOFC
COCOFFOQO0O
QOFFCOCOFC
COCOCO00
QOFFCOCOCF
C3C3FFOO
QQCECICIFF
C3C3IC3I00
QOFCIOIO30
JOIOFCO0
O00OI0I0I03
O3C3IFFOO
QOC3ICCCCFO
CCCCC300
OQCOCOCOCO
COCOFFOO0
QOC3IFFFFC3
C3C3IC3I00
OOCEFIFICF
CFC3C300

OO3ICCICIC3
C3C33C00
OQOFCC3C3FC
COCOCOo00
QO3CC3C3C3
CFCC3FOO0
OOFCCIC3EFC
CCCIECI00
OQOIFC3CO3IC
OZZCFCOO
QOFCIOZ030
FOI0FO00
QOC3ICICIC3E

ON

ROW
coL
CHRS
OFFSET
HOLD
COUNT
LINE
TABLE1L

CMFPA #$46

EGT

CONVU

SUBA #7

RTS
RME
RME
RME
RME
RME
RME
RME
FCE
FCR
FCE
FCR
FCE
FCE
FCE
FCE
FCE
FCE
FCR
FCE
FCE
FCB
FCE
FCE
FCH
FCER
FCE
FCR
FCE
FCB
FCE
FCE
FCE
FCE
FCE
FCE
FCH
FCE

FCH
FCB
FCR
FCR
FCR
FCE
FCE
FCB
FCE
FCB
FCH
FCH
FCE

[l N % B

0,0,0,0,0

0,0,0,0

0, %FF,$C3, $C3, $FF
$C3, $CT,8C3, 0
0,$FC,$C3,C3, $FC
$C3,$CX,$CF,0

O, $FF,$C0O, $C0O, $CO
$CO,$CO, $FF, 0
0,8FC,$C3, $C3, $CX
$C3,$C3,8FC, 0
0,%FF,$C0O, $CO, $FC
$C0O,$CO,$FF, 0

0, $FF,$C0,$C0O, $FC
$CO,$C0O,$C0O, 0

0, $FF,$C0O, $C0O, $CF
$C3, $C3, $FF, 0
0,$C3, $C3, $C3, $FF
$C3,$C3,$C3,0
0,$FC, $30,%$30,930
$30,%30,%FC,0
0,3, %, 3,3

X, $C3, $FF, 0

0, %C3, $CC, $CC, $FO
$CC, $CC,#%C3,0
0,$C0,%C0,$C0O, $CO
$CO,$CO,$FF,Q
0,$C3, $FF, $FF, $C3
$C3,$C3, $C3, 0

0, $C3, F3, $F3, $CF
$CF,$C3, $C3, 0

0,$3C, $C3, $C3, $C3
$C3, $C3, $3C, 0

0, $FC, $C3, $C3, $FC
$CO, $CO, $C0, O

0, $3C, $C3, $C3, $C3
$CF, $CC, $3F, 0

0, $FC, $C3, $C3, $FC
$CC, $C3, $C3,0

0, $3F, $CF, $CO, $3C
3,$3C, $FC, 0

0, $FC, $30, $30, $30
$30, $30,$30,0

0, $C3, $C3, $C3, $C3
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0205 2028 CICIFFOO FCB $C3, $C3, $FF,0
0206 202F OOCICICICS FCB 0, $C3, $C3, $C3, $C3
0207 2034 CIZCICOO FCE $C3,$3C,$3C,0
0208 2038 0OCICICICI FCB 0,$C3, $C3, $C3, $C3
0209 203D FFFFC300 FCB $FF,$FF,$C3,0
0210 2041 OOCICIFCIC FCE O, %C3,$C3,$3C, $3C
0211 20446 CICICI00 FCB $C3,$C3,$C3,0
0212 204A OOCCCCCEC3O FCE O, $CC, $CC, $CC, $30
0213 204F 30303000 FCE $30,$30,$30,0
0214 2053 QOFFO3OCIC FCE 0O, $FF,3,$C, $3C
0215 2058 I0COFFOO FCE $30,$C0, $FF,0
02146 205C 0OICCIOIIC FCE 0,%$3C,$C3, 3, $3C
0217 2061 I000F000 FCE $30,0,$30,0

0218 2065 QOQOQOOOO0 FCR 0,0,0,0,0

0219 206A 0O3ICOCIO FCE 0, $3C, $C, $30

0220 206E 0000000000 FCE 0,0,0,0,0

0221 2073 00000300 FCB 0,0,3,0

0222 2077 AZB7CFF3 TABLEZ FCE $A2,$87,9CF,$F3
0223 207F 1E876CF3 FCE $1R,$87,%6C, $F3
0224 207F 1R4ABAZABFS FCB $1E,$48, $A2, $AR, $F3
0225 2084 END

CALC 1EBD CHRS 1F&63 COL 1F642 COMMA 1F13
CONVT 1F44 CONVU 1FS1 COUNT 1F67 DISPLA 1F21
poT 1F18 ERASE 1E82 GO 1ED? HOLD  1F&é
KEY 1EAE LINE 1F68 LOOFP 1F2E LOOP1 1E13
LOOFT 1EEZ LOOP&4 1EFB OFFSET 1F&4 ON 1F60
FOLCAT A1B1 QUEST 1FOE ROW 1F61 START 1EO0O
TABLE1 1F49 TABLE2 2077 VIDEEG 0600 ZERO  1F1D

Figure 9-3. Program 24—Keyboard Graphic Text

Using Keyboard Graphics

The program is entered at memory location $1E00. After the pro-
gram is assembled, it is initiated by jumping to that location from
your monitor. Using the SDS80C assembler, the entry is made by the
command: J1EQO0.

ABUG: J1E00

The screen then displays its first prompt.

' ROW?
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The input must be a two-digit number from 01 through 15 in hex
notation. The first digit that you input must be a0 or a 1. The second
digit must be 0 through F. This combination will form a two-digit hex
number from this set in Table 9-3.

Table 9-3. Row Inputs

Input Row Input Row
01 1 0B B
02 2 0C C
03 3 0D D
04 4 OE E
05 5 OF F
06 6 10 10
07 7 11 11
08 8 12 12
09 9 13 13
0A A 14 14

15 15

After you have entered the row value, the screen will display:

ﬁ]OL?

The column input must be a two-digit number from 01 through
10 in hex notation. The first digit must be a 1 or a 0. If the first digit is
zero, the second must be 1 through F. Otherwise, it must be a zero.
These two inputs will form a two-digit hex number from the set in
Table 9-4.

After the column is input, the screen will display

' CHRS?

The computer is now requesting the number of inputs that you
desire. Once again, a two-digit hex number must be input. A full line
starting in the first column could contain 16 (10 hex) characters.

CAUTION

The program was designed to display one line of text.
To keep the program simple, few traps have been set
for incorrect inputs. All inputs require two hex values.
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Table 9-4.

Column Inputs

Input Column

01
02
03
04
05
06
07
08
09
0A
0B
0C
0D
OE
OF
10

Screen Columns

ﬂllllllllllllllr

10

oMETUOEP» ©0a0 Gk LN —

—

After entering the number of characters, the screen goes blank
while it waits for your characters to be typed from the keyboard. The
characters are displayed as you type. When your message is com-
plete, type the # key to go back to the monitor. A typical run follows.

ﬁBUG: 1E00
2.
(o

we typed 0A

3.
(COL?

™~

we typed 05
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4.
ﬂ]HRS?

5.( \

we typed 08

screen blanks

6. We typed the following message

a. K

b. E

-

K <«+—— rowA, column5

KE <—— column 6

KEY <«— column?




f. A

h. D

USING KEYBOARD GRAPHICS

KEYB <——— column 8

KEYBO —— column?9

KEYBOA -«—— column A

KEYBOAR —column B

KEYBOARD —¢—column C

217
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7. Your display will stay on the screen until you type the # key. At
that time it will return to the monitor.

In Chapter 10, we’ll show how to use a modified version of this
program as a subroutine to a BASIC program accessed by the

BASIC USR function.

Summary

Two methods were used in this chapter to display text characters
created by graphics.

The first method demonstrated how to select predetermined
characters from a table and display them on the screen at a predeter-
mined position. This method would be satisfactory for labelling areas
of a graphic display when the desired position of the labels is known
before the program is run.

The second method was more flexible because you selected the
characters and their position on the screen directly from the program:.
This method could be used as a subroutine called from any program
using graphics. You could create graphic displays and could experi-
ment by adding the text dynamically during your program.

Although both methods created one-color characters in mode 6C,
the method could be readily modified to use a different color, several
colors, or even a different graphic mode. You could also design addi-
tional characters such as lower case letters, numbers, and punctua-
tion marks. You might want to change the size or the shape of the
characters used. A simple modification of the data tables would pro-
duce the desired changes.

Each character was created from nine data bytes forming
characters that are nine elements high by four elements wide.

Example

the letter A

Because the ASCII codes for alphabetic characters follow a
regular pattern (A=41, B=42, ..., Z = 5A), the data was placed in
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the table in corresponding order. Each character requires nine data
bytes. Therefore, the beginning of the data for each character is
readily found in the table by subtracting 40 from the character’s
ASCII code and multiplying the result by nine.

OFFSET = (ASCII CODE — 40) * 9

The memory location where the text is to begin on the screen can
also be calculated for a selected row and column by

LOCATION = (ROW-1)*120 + (COLUl\iI—N’—i)}* 2 + VIDBEG

I
allows for allows for space beginning of
9 rows per between letters graphic
character memory
32 locations
per row

New Instructions in This Chapter

Instruction Program Where Used and Description
ADDD #8$120 24 add $120 to the value in D
BGT KEY 24 used after a compare—if value is greater
than the one it is compared to, a <ns1:XMLFault xmlns:ns1="http://cxf.apache.org/bindings/xformat"><ns1:faultstring xmlns:ns1="http://cxf.apache.org/bindings/xformat">java.lang.OutOfMemoryError: Java heap space</ns1:faultstring></ns1:XMLFault>