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Preface

New software, especially systems software like ProDOS, fascinates and capti-
vates me. To analyze it, I keep repeating a ritualistic four-step procedure until
I finally understand how the software works from the inside out:

e I boot it.

e [ study its code.

¢ I make notes.

o I turn off the Apple (usually around 2 a.m.!).

My reaction to ProDOS was no different. As soon as I received my pre-
release copy from Apple in early 1984 I rushed straight to my computer room
and booted it on the trusty //fe. Much PEEKing, POKEing, and CALLing took
place that night and continued for several hacker-years thereafter until I finally
felt confident enough to convert my cryptic notes into intelligible form.

This book, of course, is the result of those many nights of studying the
internals of ProDOS. It is primarily a guide for intermediate to advanced pro-
grammers since it will be presumed that you are reasonably familiar with 6502
assembly language and Applesoft programming techniques. Even if you’re not,
however, you should find the general descriptions of how ProDOS handles files
and manages peripheral devices useful and revealing.

Some of the more interesting topics that will be covered are:

how ProDOS organizes files on disks

how to use the ProDOS MLI (machine language interface) commands to
access disk files

how the BASIC.SYSTEM (Applesoft) interpreter works

how to write and install you own BASIC.SYSTEM disk commands
how to write and install I/O (input/output) drivers for disk devices
how to write and install clock drivers

how ProDOS manages interrupts from I/O devices

Several programming examples are presented throughout the book to high-
light important discussions and to help clarify difficult concepts. This includes
a program to read or write any data block on a disk so that you can easily explore
the internal structures of directories and files and also a program that creates a
high-speed RAMdisk using an area of the Apple II’'s main memory for disk-like
storage. Most of the programs are written in 6502 assembly language and were
developed using Glen Bredon’s Merlin Pro assembler (Roger Wagner Publishing,
Inc., 1984). Some of the unique instructions of this assembler are reviewed in
Appendix I so that you will be able to understand them even if you are using a
different ProDOS-compatible assembler such as the one included with Apple’s
“ProDOS Assembler Tools.”

There are several specialized topics that are referred to in this book that are
not dealt with in great detail because they really have little to do with ProDOS
itself. Instead, you will usually be referred to my earlier book, Inside the Apple

xiii
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/le. If you are using an Apple //c you will want to refer to another of my books,
Inside the Apple //c, instead. Both books were published in 1985 by Brady
Communications.

Please note that this book is not a tutorial on how to use the standard
Applesoft disk commands that are provided by the ProDOS BASIC.SYSTEM
interpreter; if you require such a book, I suggest that you read Apple’s own
BASIC Programming With ProDOS. Instead, I will be concentrating on the lower-
level internal ProDOS commands that are defined by its machine language
interface (MLI) and which are accessible from 6502 assembly language programs
only.

Finally, I would point out that there is no need to suffer the agony of
manually entering the programs that will be described. Instead, you can order
a diskette directly from me that contains these programs (in both source and
object code formats) as well as some additional “bonus” programs that are
useful ProDOS utilities (they are described in Appendix V). For ordering infor-
mation, see the last page of the book.

Following its usual practice, Brady Communications commissioned several
independent writers and programmers to review this manuscript for style and
technical accuracy prior to publication. Although I was not told who these
reviewers were (this keeps the reviewers honest) they now certainly know me
and I would like to thank them for their useful comments.

It was inevitable that I did learn the identity of one of the reviewers who
went above and beyond the call of duty to assist me in polishing the manuscript.
Thank you, Cecil Fretwell.

Gary B. Little

Vancouver, British Columbia, Canada
May 1985



Chapter 1

AN INTRODUCTION
TO ProDOS

In this book we are going to take a close look at the inner workings of
ProDOS the (‘“‘Professional Disk Operating System”’), the newest disk operating
system for the Apple Il series of microcomputers. ProDOS is a complex assembly
language program that, like all operating systems, manages the flow of data to
and from a permanent storage medium (such as a 5.25-inch floppy diskette). It
does so by translating the high-level disk commands used by an applications
program into the low-level instructions necessary to operate a disk drive con-
troller that is able to read data from and store data to any position on the medium.

ProDOS is also responsible for defining: the data structures to be used for
storing related groups of information, called files, on the disk; the directories
where the names of files (and other relevant information) are stored; the method
used to keep track of what parts of the medium are in use; the method used to
load the operating system; and so on. We will be analyzing these definitions in
later chapters.

ProDOS works well with both disk devices that Apple has released for the
Apple II family: the Disk ][ and the ProFile. And, as we will see in Chapter 7, it
can also be modified easily to work with non-Apple disk devices as well.

The standard disk drive unit for the Apple II computers (except the Apple
//c) is called the Disk ][. It is interfaced to the system through a cable connected
to a disk controller card plugged into one of the slots at the back of the Apple
II (slot 6 is recommended). On the slotless Apple //c, the disk drive and controller
are of a different design and are built in to the computer. Fortunately (but
certainly not accidentally), the drive and controller are totally compatible with
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the Disk ][ and its controller. This means that each drive can read and write
diskettes formatted by the other.

Apple’s 5-megabyte fixed disk (or hard disk), the ProFile, can also be used
by all members of the Apple Il family except the Apple //c. It is said to be “fixed”’
because the magnetic medium, unlike a floppy diskette, is not removable from
the drive unit. This device can access information much more quickly and hold
much more of it than the Disk ][. The ProFile is interfaced to the Apple Il through
its own controller card, one quite different from that used with the Disk ][.

A History of DOS for the Apple I

When the Apple II was first released in 1977, the cassette recorder was the
only mass storage device available to most users. The reason was simple: the
original Apple I had a built-in cassette port that made it convenient and simple
to hook up a recorder, but an Apple-compatible disk drive and controller had
yet to be invented.

Working with normal cassette tape as a storage medium is no treat. The
program storage and loading rate is very slow and you're never sure if glitches
on the tape have rendered the program unreadable until it’s too late to recover.
Furthermore, files on cassette tape cannot be named or automatically located
by the Apple II, so it is necessary to keep meticulous written records of which
programs are stored where so that the tape can be properly positioned by hand.

Steve Wozniak, the inventor of the Apple II, was apparently as frustrated
with cassette tape as anyone else. In the winter of 1977-78 he designed a disk
controller peripheral card for the Apple II that could be used with a standard
drive unit that was later to be called the Disk ][. At the same time, Bob She-
pardson, and later Randy Wigginton, Dick Huston, and Rick Auricchio, were
busy writing a disk operating system that would allow programmers to create
and access files easily on the 5.25-inch diskette media that were used with the
drives.

The Disk ][, its controller card, and the first released version of the disk
operating system (called DOS 3.1) were finally shipped in the early summer of
1978. This was probably the most important event in the early history of Apple
because it meant that, for the first time, complex business software could be
written for the Apple II. Such software was needed to create and manipulate
large database files quickly and easily, a feat that would be next to impossible
if cassette tapes were used instead of diskettes.

Several changes were made to DOS 3.1 in the months following its initial
release in order to fix the inevitable bugs that wriggled to the surface. DOS
finally stabilized at version 3.2.1 by mid-1979. This early version of DOS for-
matted diskettes with 35 data tracks and with thirteen 256-byte sectors per track
(for a total of 113.75K of storage, where 1K = 1,024 bytes). In fact, the program
in ROM on the disk controller card could only start up (boot) diskettes that used
this specific 13-sector format.
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Apple also released its Pascal operating system in 1979. This system man-
ages files quite differently than either DOS 3.2.1, DOS 3.3, or ProDQS, but this
does not cause much concern because it is not intended to be used in the
Applesoft programming environment supported by the other DOS’s. It is some-
times convenient to be able to transfer a Pascal textfile to a DOS diskette (and
vice versa) and this can be done with special programs that are available from
independent commercial sources and users groups.

Apple upgraded DOS 3.2.1 in a substantial way in 1980 to support the new
16-sector-per-track formatting scheme used by Apple Pascal. The result was
DOS 3.3., a version that was still current when ProDOS was ultimately released
in early 1984. The formatting ehange also necessitated a change in the ROM
boot program on the disk controller card. The main advantage of switching to
the new formatting scheme was that it enabled diskettes to hold an additional
16.25K of information (for a total of 140K). The main disadvantage was that it
was not possible for DOS 3.3 to read files directly from a DOS 3.2.1-formatted
diskette (and DOS 3.2.1 diskettes could not be directly booted). Fortunately,
Apple supplied a program called MUFFIN that could be used to transfer files
from the old diskette format to the new one and another program called BOOT13
that allowed DOS 3.2.1 diskettes to be booted.

ProDOS was first released by Apple in January 1984. It will run on any
standard Apple //e and Apple //c, or on an Apple II Plus that has a 16K extended
memory card (often called a language card) installed in peripheral slot #0. It
will also run on the original Apple Il with a 16K card if the Applesoft language,
not the Integer BASIC language, is installed in ROM. With the release of ProDOS,
Apple served notice that it would no longer release new software products that
use DOS 3.3 and has urged independent software developers to do the same.
Nevertheless, DOS 3.3 remains a popular operating system and new programs
that use it are still being released (usually simultaneously with ProDOS ver-
sions).

Early versions of ProDOS suffered from several annoying bugs that were
subsequently removed in later versions. As of this writing the current version
was 1.1.1. It is still not entirely bug-free, so we can undoubtedly look forward
to at least one more version in the near future. The release dates for the various
versions of ProDOS are shown in Appendix II.

The scheme used to store files on a ProDOS diskette is quite unlike that
used with DOS 3.3 although the same general 16-sector-per-track format is used.
Apple supplies a proeram called CONVERT on the ProDOS master diskette that
permits interchange of files between the two kinds of formats. Unfortunately,
not all programs that are converted this way will execute properly with the
other operating system because of important differences in the command set
and memory usage.

Also announced in January 1984 was a ProDOS-compatible controller card
for the 5-megabyte ProFile fixed disk that Apple had released a couple of years
earlier for use with its Apple // system. On bootup, ProDOS automatically
recognizes the presence of the ProFile and will interact with it just as if it were
another Disk ][ device (except that ProDOS knows the ProFile has a much greater
storage capacity). The internal structure of ProDOS is such that it can easily
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deal with even higher capacity devices; a volume size of up to 32 megabytes is
supported.

Apple never did announce DOS 3.3 support for the ProFile and the reason
is understandable: there is no simple mechanism in that operating system for
integrating disk devices other than the Disk ][, or for properly managing files
stored on them. Furthermore, the single directory structure used by DOS 3.3 is
inappropriate in an environment that can manipulate hundreds of files. Several
independent fixed disk vendors do support DOS 3.3 by providing software that
tricks DOS 3.3 into thinking that the fixed disk is simply a group of individually
numbered 140K (diskette size) volumes. The problem with this approach is that
very few commercial software systems support it and file sizes cannot exceed
the capacity of one volume.

Comparing ProDOS with DOS 3.3

DOS 3.3 is made up of two main modules: the /O (input/output) driver,
which communicates directly with the disk device, and the Applesoft command
interpreter, which parses and executes the Applesoft disk commands that DOS
3.3 defines (OPEN, READ, CATALOG, and so on). The equivalent modules in
ProDOS are split into two program files that are called PRODOS (the I/O driver)
and BASIC.SYSTEM (the Applesoft command interpreter). In most applications,
PRODOS will automatically load BASIC.SYSTEM when a disk is started up.
Thus, it is necessary to compare DOS 3.3 to the PRODOS-BASIC.SYSTEM
combination and not simply to PRODOS proper.

Short descriptions of the Applesoft disk commands used by BASIC.SYSTEM
and DOS 3.3 are given in Table 1-1. Most of these commands are available in
both environments, but some are unique to one or the other. In general, the
BASIC.SYSTEM versions of the duplicated commands are more powerful than
their DOS 3.3 counterparts because they support more command parameters.
(For example, consider the RUN command. The syntax for the BASIC.SYSTEM
(ProDQOS) version is

RUN filename,®#,S#,D#

where the “#” in “,@# " represents the line number at which execution of the
Applesoft program is to begin; the DOS 3.3 version of RUN does not support
the line number parameter.) We’ll be reviewing these parameters in Chapter 5.
Furthermore, some commands behave slightly differently in one system than
they do in the other.

Not surprisingly, the more powerful PRODOS-BASIC.SYSTEM environ-
ment occupies a lot more memory space than does DOS 3.3. In fact, it uses
almost twice as much space. Fortunately, most of ProDOS resides in a 16K bank-
switched RAM space that does not conflict with the space used by the Applesoft
interpreter. This space is built in to an Apple //e or //c and can be added to an
Apple Il or Apple II Plus by installing a 16K memory card in slot #0. Two side
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Table 1-1. Comparing the BASICSYSTEM and DOS 3.3 Applesoft disk commands.

Command Description Availability
ProDOS DOS 3.3
APPEND Open a file and prepare to add data to it YES YES
BLOAD Load a file (usually binary) YES YES
BRUN Load and execute an assembly language YES YES
program that is in a binary file
BSAVE Save a file (usually binary) YES YES
CATALOG List all the files on the medium (long form) YES YES
CLOSE Close a file YES YES
DELETE Delete a file YES YES
EXEC Execute commands from a textfile YES YES
IN# Redirect character input YES YES
LOAD Load an Applesoft program YES YES
LOCK Lock a file YES YES
NOMON [Permitted but ignored under ProDOS] YES YES
OPEN Open a file YES YES
POSITION Prepare to read from or write to a specific YES YES
position in the file
PR# Redirect character output YES YES
READ Read from a file YES YES
RENAME Rename a file YES YES
RUN Load and execute an Applesoft program YES YES
(or, if no filename is specified, execute the
program in memory)
SAVE Save an Applesoft program YES YES
UNLOCK Unlock a file YES YES
VERIFY Check for the existence of a file; if no YES YES
filename is specified, display a copyright
notice
WRITE Write to a file YES YES
- (“dash”) Execute an Applesoft, binary, text, or YES NO
system file
BYE Transfer control to another system program YES NO
CAT List the files on the medium (short form) YES NO
CHAIN Transfer control to another Applesoft YES NO (1)
program while maintaining the current
variables
CREATE Create a file (usually a directory file) YES NO
FLUSH Write the contents of a file buffer to the YES NO

medium

(continued)
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Table 1-1. Comparing the BASIC.SYSTEM and DOS 3.3 Applesoft disk commands
(continued).

-

Command Description Availability
ProDOS DOS 3.3
FRE Perform Applesoft garbage collection YES NO (2)
PREFIX Set up the name of the active directory YES NO
RESTORE Restore Applesoft variables for a file YES NO
STORE Save Applesoft variables to a file YES NO
FP Initialize Applesoft mode NO YES
INIT Format a diskette NO YES (3)
INT Initialize Integer BASIC mode NO YES
MAXFILES Create space for file buffers NO YES
MON Enable the display of DOS operations NO YES
Notes:

1. Applesoft programs can be chained under DOS 3.3 byloadingand calling
a subroutine called CHAIN that is found on the DOS 3.3 master diskette.

2. The Applesoft FRE command can be used to garbage-collect under DOS
3.3 (and ProDOS also). It executes much more slowly than the corresponding
ProDOS command.

3. UnderProDOS, a diskette is formatted by using a separate program called
FILER that is found on the ProDOS master diskette.

effects of the use of this space by ProDOS are that ProDOS cannot function with
a program that uses the memory card for data storage or with the original version
of Apple BASIC called Integer BASIC. In a DOS 3.3 environment, Integer BASIC
is loaded into the same bank-switched RAM area that ProDOS uses and then is
selected simply by throwing a special software-controlled switch that selects
the Integer BASIC RAM area instead of the Applesoft ROM area that occupies
the same address space. The loss of Integer BASIC is not a serious one, however,
since virtually all useful BASIC software for the Apple has been written in
Applesoft.

The other major difference between DOS 3.3 and BASIC.SYSTEM is in the
handling of file buffers. A file buffer is a memory area reserved for use by an
open file; it holds the data contained in the active part of the file, as well as
information defining the location of the file on the disk. When DOS 3.3 is first
started it automatically sets up three such buffers; a different number (from 1
to 16) can be reserved by using a command called MAXFILES. The DOS 3.3 file
buffers are each 595 bytes long and are stored between the top of the Applesoft
program space (this address is stored at $73/$74 and is called HIMEM) and the
start of the DOS 3.3 code (at $9D00).

ProDOS, on the other hand, initially sets up no file buffers; it dynamically
allocates and de-allocates file buffers as files are opened and closed. When a file
is opened, HIMEM is lowered by 1024 bytes and the buffer is assigned to the
1024-byte space beginning at HIMEM +1024. When a file is closed, the file
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buffers below its own are repositioned and then HIMEM is raised by 1024 bytes.
(A total of 8 files can be open simultaneously.) Because this dynamic space
allocation method is used, it is not possible to use the DOS 3.3 technique of
reserving a safe space for a machine-language program by lowering HIMEM and
then storing the program between the current and previous HIMEMs. Happily,
there is an alternative method for freeing up space above HIMEM and we’ll be
examining it in Chapter 5.

Important Features of ProDOS and BASIC.SYSTEM

There are many useful features supported in a PRODOS- BASIC.SYSTEM
environment that improve program executionspeed and permit easy integration
of non-Apple devices into the system. Here are some of the more important
features:

Machine Language Interface. Probably the most important feature of ProDOS is
the special disk command interpreter, called the machine language interface
(MLI), which allows easy access to files using assembly language programming
techniques. DOS 3.3 has no such interface, and is very cumbersome to deal with
at this level. The MLI commands can be used to perform such standard file-
handling chores as opening, reading, writing, closing, and so on; and the calling
parameters for each command have been carefully defined by Apple. We'll be
taking a detailed look at the MLI in Chapter 4.

Date-Stamping of Files. Whenever ProDOS creates or writes to files, it reads
the current time and date from a clock card (if one is installed in the system)
and then stores the information in the file’s directory entry on the disk. When
the disk is cataloged, the time and date of creation and of last modification is
displayed next to the filename. As we will see in Chapter 8, ProDOS has an
internal clock driver that can be called to read the time and date from a Thun-
derware Thunderclock, or a compatible clock card such as the Prometheus
Versacard or the Applied Engineering Timemaster II. It is also possible to install
clock drivers for other clock cards, and we’ll see how to do this in Chapter 8 as
well.

Disk Controller Card and Device Driver Protocols. One of the annoyances of DOS
3.3 is that it is extremely difficult to integrate foreign disk devices (non-Apple
fixed disks, higher-density floppy disk drives, and so on) into the system. Not
so with ProDOS. Apple has published a carefully defined disk controller pro-
tocol recognized by ProDOS that, if followed, permits such devices to be auto-
matically installed on bootup. This protocol defines the addresses in the disk
controller card ROM space at which information relating to the size of the
volume, the characteristics of the volume, and the address of the disk driver
subroutine responsible for performing disk I/O operations is stored. Apple has
also defined how parameters are passed to a disk driver subroutine and how
the driver can return error codes to the caller. We’ll see how to write a disk
driver subroutine in Chapter 7.
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Improved Interrupt Handling. In Chapter 6 we will see that ProDOS automati-
cally installs its own internal interrupt-handling subroutine which takes control
whenever an active IRQ (interrupt request) signal is generated by an I/O device.
This subroutine will, in turn, call up to four other subroutines that can be
installed by the user to service such interrupts. This means that it is very simple
to integrate an interrupt subroutine even though others may already be in use.

Hierarchical Directory Structure. Using ProDOS, it is possible to create several
directories, each of which can contain several files, on one disk. This allows a
common group of files to be conveniently arranged in one directory for easier
access. The directories are organized in such a way that each is contained within
another (called the parent); the path of directories ultimately leads back to the
root directory (called the volume directory). The volume directory is the one
that is created and named when the disk is first formatted. The hierarchical
structure of directories will be analyzed in Chapter 2.

/RAM “Disk” Device. Both the Apple //c and the Apple //e (with an extended
80-column text card) have 64K of auxiliary memory in addition to the 64K of
main memory that is normally used for program storage. ProDOS uses this
memory space for program storage and retrieval (using standard disk commands)
just as if it represented storage space on a floppy diskette or fixed disk. The
RAM medium is called a RAMdisk. The main differences between using the
RAMdisk and conventional disks are that I/O operations are executed much
more quickly (after all, there are no mechanical parts to move about) and that
the RAMdisk will vanish when the power is turned off. As we will see in
Chapter 2, each disk installed in the system has a name associated with it
(referred to as the volume name). The volume name for the RAMdisk is ‘“/RAM”
and we’ll examine its characteristics in Chapter 7.

Extensibility of BASIC.SYSTEM. The BASIC.SYSTEM program defines a rea-
sonably simple method that can be used to add more commands to the
BASIC.SYSTEM command set. We’ll see how this is done in Chapter 5.

“Separation of Powers.” The low-level ProDOS command interpreter that per-
forms all fundamental disk I/O operations is not mixed in, like in DOS 3.3, with
the BASIC.SYSTEM interpreter that provides the set of “English” disk com-
mands used in an Applesoft program. This means that if you wish to write
another language interpreter, or a 100% assembly language program, you can
save about 12K of memory space by loading it instead of BASIC.SYSTEM.

“.”, The Intelligent Run Command. The ‘“dash” command is a useful
BASIC.SYSTEM command very popular with people who do not like to type.
It is used to execute either an Applesoft program file (just like RUN does), a
binary file (BRUN), or a textfile (EXEC). Dash automatically determines what
type of file has been specified and then performs the steps needed to execute
such a file. Dash can also be used to execute system program files like
BASIC.SYSTEM, FILER, and CONVERT. (See Chapter 5 for a description of
system programs. Briefly, a system program is a stand-alone assembly language
program that defines a programming environment, or one that performs a spe-
cific function without relying on the presence of another system program.)
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Useful Parameters. Many BASIC.SYSTEM commands support useful parame-
ters that allow greater control (than possible with DOS 3.3) over how they are
to be executed. For example, the “,@#” suffix (where “#” represents a line
number) can be used with the BASIC.SYSTEM RUN command to load a program
and then run it beginning at any line number. In addition, the “,E#” suffix
(where “#” represents a memory address) can be used to specify an ending
address when using a binary file command (BLOAD and BSAVE). You can also
use a “,Ttype” suffix with BLOAD or BSAVE to work with any type of file other
than standard BIN (binary) files. (“type” is the three-character mnemonic for
the file type: BAS for BASIC, BIN for binary, TXT for text, and so on.) One other
useful new parameter is ““,F#”’; it can be used when reading a textfile in order
to skip over a specified number of fields (a field is a group of characters followed
by a carriage return). The parameters recognized by BASIC.SYSTEM will be
discussed in Chapter 5.

Speed. ProDOS performs disk I/O operations at the rate of about 8K bytes/
second. This is significantly faster than the DOS 3.3 rate of about 1K bytes/
second. Furthermore, BASIC.SYSTEM includes a version of the FRE command
that can garbage collect Applesoft string variables much faster than the Apple-
soft command of the same name; BASIC.SYSTEM will also garbage collect
automatically, before the slow Applesoft routine has a chance to do so. With
BASIC.SYSTEM, garbage collection never takes more than a few seconds whereas,
under DOS 3.3, it could take up to several minutes. [See Chapter 4 of Inside the
Apple //e (Brady, 1985) for a description of the garbage collection process.}

File Size and Volume Size. ProDOS can deal with files that are up to 16 mega-
bytes in size and with block-structured (disk-like) devices that can hold up to
32 megabytes of information (this includes the 5-megabyte ProFile fixed disk
device).

Compatability with the Apple ///. The Apple /// SOS operating system organizes
files on disk in the same way ProDOS does. This means that files created with
ProDOS can be accessed by SOS, and vice versa. Furthermore, a ProDOS-
formatted diskette can be booted on an Apple /// if the necessary SOS system
files are stored on the diskette.






Chapter 2

FILES AND FILE
MANAGEMENT

The purpose of this chapter is, first, to familiarize you with the concept of
a ProDOS file and second, to explain how files are organized on disk media
(such as floppy diskettes) and how they are identified. You will need to know
this information if you want to fully understand the internal ProDOS file-
handling commands we’ll be studying in Chapter 4.

The concept of a file is, without exception, fundamental to alldisk operating
systems. A file is basically just a collection of data that can define an executable
program, a typewritten document, a spreadsheet model, or other information
that a program can deal with. The general structure of the file is defined by the
operating system: itself, and the operating system also provides the various
commands that can be used to manipulate the file in different ways: create,
open, read, write, close, destroy, rename, and so on.

Naming ProDOS Files

When you first store a file on the disk, you must assign it a unique filename
that will be used to identify it thereafter. A ProDOS filename can be up to 15
characters long. It must begin with an alphabetic letter (A-Z), but the other
characters may be any combination of letters, digits (0-9), and periods (.). Lower-
case letters may also be used, but ProDOS automatically converts them to upper-
case. Here are some examples of valid ProDOS filenames:

11
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FORM.LETTER
CONTRACT.3
CHAPTER.FOUR
Here are some examples of invalid filenames and the reasons they are invalid:
5.EASY.PIECES (starts with a number)
EXPLORING MARS (contains an illegal space)
THIS&THAT (contains an illegal &)

THIRD.AND.TWELVE (too long)

Probably the most common mistake that arises in naming files is the use of
the space as a word separator (see the second example). This is permitted with
DOS 3.3 but not with ProDOS. Use a period instead of a space if you wish to
improve the readability of your filenames.

Directories and Subdirectories

When a file is saved to disk, it can be stored in any one of several directories
that can be created on the disk. These directories are somewhat analagous to
file folders in that they are usually used to hold groups of related files. For
example, you may create one directory to hold word processing documents,
another to hold Applesoft programs, and so on. The ability to create separate
directories on the same disk makes it much easier to organize large numbers of
files efficiently.

When a disk is first formatted, only one directory, called the volume direc-
tory, exists; you name it right after the formatting process finishes (the rules for
naming directories are the same as for naming ordinary files). The volume
directory for a standard Disk ][ diskette or the ProFile fixed disk can hold the
names of up to 51 files (contrast this with the 105 files that a DOS 3.3 directory
can handle).

You can create additional directories (called subdirectories) within the
volume directory using the BASIC.SYSTEM or ProDOS CREATE command.
Indeed, you can even create subdirectories within subdirectories (64 levels are
permitted). Each subdirectory can hold the names of as many files as you wish
to store in it (although at some point the disk will become full). This system of
nested directories is called a hierarchical directory structure.

The directory in which a file is to be saved is normally specified by tacking
on a special prefix to the filename to create a unique identifier called a pathname.
A pathname is made up of the names of a series of directories, beginning with
the name of the volume directory and continuing with the names of all the
directories that must be passed through in order to reach the directory you want,
followed by the filename itself. Each directory name is separated from the next
by a slash (““/), and a slash must precede the name of the volume directory.
The directory names in the chain must define a continuous path: each directory
specified must be contained within the preceding directory.
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For example, consider a disk that has a volume directory called BASEBALL
and two subdirectories within BASEBALL called AMERICAN and NATIONAL.
(Such a directory scheme is shown in Figure 2-1.) If you want to save a file
called NY.YANKEES in the AMERICAN subdirectory, then you would specify
the following pathname:

/BASEBALL/AMERICAN/NY.YANKEES

If you simply specified the name NY.YANKEES itself, then the file would
be saved in the currently active directory, which is usually the volume directory
(unless it has been changed using the PREFIX command that we are about to
describe).

If most of the files that you are using are contained in the same subdirectory,
it quickly becomes very annoying to have to specify the same chain of directory
names every time a file is to be used. To alleviate this annoyance, ProDOS
supports a PREFIX command that can be used to set the chain of directory
names to which any filename specified in a ProDOS command will be auto-
matically appended. (The chain must not be more than 64 characters long.) For
example, if PREFIX is set by entering the following BASIC.SYSTEM command:

PREFIX/BASEBALL/AMERICAN/

then any file contained in the directory at the end of this path (such as
NY.YANKEES) can be referred to by entering its filename only.

A name that is a continuation of the prefix could also be entered to access
files in lower-level subdirectories; such a name is called a partial pathname. If
PREFIX has the value just described and if AMERICAN contains a subdirectory
called CHAMPS that contains a file called TIGERS.1984, then you could access
the file by specifying a partial pathname of CHAMPS/TIGERS.1984. Note that
in this case the pathname is not preceded by a slash.

ProDOS prefixes can be up to 64 characters long, including the preceding
slash. Partial pathnames can also be up to 64 characters long.

One of the useful features of ProDOS is that whenever a ProDOS or
BASIC.SYSTEM command must find the file described by a pathname, it searches
each installed disk drive until it is found. Contrast this with the DOS 3.3
environment where it is necessary to explicitly specify the drive and slot number
for the file before it can be accessed (using the ““,S#” and ““,D#” parameters).
BASIC.SYSTEM, for reasons of compatibility, also permits the use of the ““,S#”
and “,D#” parameters, however. If a filename or partial pathname is specified
in a command line, and no prefix has yet been defined, or if either the slot or
drive parameter is used, BASIC.SYSTEM will automatically use the name of
the volume directory specified by the slot and drive parameters (or their defaults)
to create the full pathname.

The advantage of subdirectories is often not readily apparent to users of
floppy diskettes, but becomes obvious when a fixed disk device where there is
enough room for hundreds of files, like the ProFile, is used. If all the files were
held in one directory you might have to wait a long time to spot your file when
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[VOLUME DIRECTORY]

/BASEBALL/ /BASEBALL/NATIONAL
BASIC SYSTEM SYS ASODGERS e
;TAATRIEKL Bu?lf MONTREAL EXPOS TXT

CHAMPS DIR
AMERICAN  DIR
/BASEBALL/AMERICAN /BASEBALL/NATIONAL/CHAMPS
CHAMPS/

AMERICAN/ PIRATES. 1960  TXT
NY YANKEES  TXT GIANTS. 1954 TXT
DETROIT TIGERS TXT
CHAMPS DIR

/BASEBALL/AMERICAN/CHAMPS
CHAMPS/

TIGERS. 1984 TXT

YANKEES. 1961 TXT

Figure 2-1. Diagram of the BASEBALL directory

the disk was cataloged, and even then you could well miss it among the other
files. Fortunately, the hierarchical directory structure used by ProDOS allows
related files to be grouped within the same subdirectory for easy access.

Fundamental File-Handling Concepts

As we will see in Chapter 4, ProDOS contains a low-level command inter-
preter called the MLI (machine language interface) that can perform various file-

handling chores. The most common MLI commands used with an existing file
are:

OPEN (open the file for I/O operations)
READ (read from the file)

WRITE (write to the file)

CLOSE (close the file to I/O operations)

Four similar commands are also available in an Applesoft environment when
you are using the BASIC.SYSTEM interpreter. Let’s review each of these fun-
damental file-handling operations right now.
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Opening a File

Before a file can be accessed, it must first be opened. This is done by using
the ProDOS MLI OPEN command and specifying the name of the file to be acted
on. ProDOS opens a file by first locating it on the disk and then setting up a
special 1024-byte (1K) file buffer for it in memory.

Half of the file buffer holds information that tells ProDOS where the file
data is located on the disk; the other half is used to store the most recently
accessed portion of the file. Whenever a file I/O operation is requested, ProDOS
automatically determines whether the portion of the file to be accessed is already
sitting in the file buffer. If it is, then ProDOS does not need, nor does it bother,
to access that portion of the file from the disk. Instead, it simply stores the data
in the buffer (a write operation) or reads the data from the buffer (a read
operation). As a result, file operations are performed much more quickly than
if unbuffered disk I/O techniques were used.

ProDOS can open a file at one of five different levels (numbered from 0 to
4). This is done by storing the level number at a particular memory location
(LEVEL: $BF94) just before opening the file. The advantage of using different
levels is that it is possible (using the ProDOS MLI CLOSE command) to close
all files at or above a particular level number without disturbing any files that
were opened at a lower level.

Reading and Writing a File

Whenever a file is opened, ProDOS initializes two important internal point-
ers, called EOF and MARK, that allow it to keep track of the size of the file and
the position in the file that is currently being accessed. See Figure 2-2.

EQF is the end-of-file pointer and it always points to the byte after the last
byte in the file. If you try to read data from the file past this position, an error
will occur (the “end of data” error). EOF normally only changes if information
is written to the end of a file; if this happens, EOF will automatically be increased
by the appropriate number of bytes and, if necessary, further space on the disk
will be allocated. As we will see in Chapter 4, however, ProDOS also supports
an MLI command (SET _ EOF) that can be used to set EOF to any value you
want.

MARK is also called the position-in-the-file pointer and it always contains
the position at which the next read or write operation will take place. It is set
to 0 (the beginning of the file) when the file is first opened, but it will automat-
ically increase as information is read from or written to the file. For example, if
MARK is currently 10 (that is, it is pointing to the eleventh byte in the file), and
you read or write fourteen more bytes of information, MARK will be set to 24.

It is also possible to explicitly set MARK to any position in the file so that
the file can be accessed directly or randomly. This means that if fixed-length
records are stored in the file, they can be retrieved very quickly since there is
no need to read through all preceding records first.
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(a) EOF and MARK after an 83-byte file has been opened:

00 82 83
1} )
MARK EOF
(b) EOF and MARK after 10 bytes of the file have been read:
00 10 82 83 95
= . : )
1 )
MARK EOF

(c) EOF and MARK after 12 bytes have been written past the end of the file (an
append operation):

00 — 82 83 95

T
EOF
and
MARK

Note: EOF is automatically extended.
Figure 2-2. The ProDOS EOF and MARK pointers

Closing a File

A file must be closed after use. This serves two main purposes. First, it
ensures that any data written to the file buffer, but not yet stored on the disk
itself, is actually stored. Second, it causes file information (such as size) in the
directory to be updated.

Although it is not necessary to close a file immediately after you're finished
with it (you could wait until the program is about to end), it makes good sense
to do so in order to reduce the risk of data loss that would occur in the event of
an unexpected power loss or a system reset. In addition, ProDOS allows only
eight files to be open simultaneously; if you have a lot of inactive, but open,
files lingering around, you could be faced with a surprising error message the
next time that you open a file. Another compelling reason to close unused files
is to free up valuable memory space; each open file reserves a 1K buffer area
that will not be made available to the system until the file is closed.
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ProDOS File Management

Every disk operating system uses a unique method to organize files on disk
and to keep track of what parts of the disk are being used for data storage so
that files can be easily and efficiently created, deleted, and accessed. In this
section, we will discuss:

e the nature of a ProDOS-formatted diskette

e the structure of the volume bit map that keeps track of block usage on
the disk

the structure of a ProDOS directory and subdirectory
the structure of a directory entry

¢ the indexing schemes used to keep track of the data blocks used by a file

ProDOS uses the same general method to organize files on every block-
structured, mass-storage device with which it is compatible (such as a Disk ][,
a ProFile, the /RAM volume, and so on). Specific differences will arise because
the storage capacities of these different devices vary and so certain size param-
eters that ProDOS stores on the media will change. Furthermore, the sizes of
two important data structures stored on the media, the volume directory and
the volume bit map, might be different. Generally speaking, we will focus on
the Disk ][ (and its 5.25-inch floppy diskettes) in this section; any implemen-
tation differences for other devices that are not obvious will be mentioned.

Formatting the Disk Medium

Before a floppy diskette (or any other disk medium) can be used by ProDOS
it must be formatted into a state that ProDOS recognizes. This is done using a
program called FILER provided on the ProDOS master diskette; other disk media
can be formatted by similar programs that are supplied with the disk drive.

The method used to format a disk will depend on the nature of the disk
device. Let’s look at the method used for the most popular type of medium, a
standard 5.25-inch floppy diskette. When you format such a diskette, templates
for 35 tracks on the diskette are created (numbered from 0 to 34), each of which
can hold 4096 bytes of information. These tracks are arranged in concentric
rings around the central hub of the disk, with track 0 being located at the outside
edge and track 34 at the inside edge. ProDOS can access any track by causing a
read/write head (located inside the disk drive) to move to the desired track.
This is done using I/O locations which activate a small stepping motor that
controls the motion of a metal arm to which the read/write head is connected.
This arm moves along a radial path beginning at the outside edge of the diskette
(track 0) and ending at the inside edge (track 34).

Each of the 35 tracks formatted on a diskette are subdivided into sixteen
smaller units called sectors. A sector is the smallest unit of data that can be
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written to or read from the diskette at one time. The sectors that make up a track
are numbered from 0 to 15 and each can hold 256 bytes of information. If you
do the mathematics, you will quickly determine that a diskette can hold 560
sectors (140K) of information.

This is the last you’ll hear about sectors, however, since ProDOS uses the
512-byte block as the basic unit of file storage; each block is made up of two
diskette sectors. An initialized diskette is made up of 280 such blocks (numbered
from 0 to 279). Fortunately, it is rarely necessary to know where these blocks
are actually located on the diskette, since the internal ProDOS disk driver

subroutine automatically maps block numbers to actual physical locations on
the diskette.

Block Usage

We are now ready to examine the method that ProDOS uses to manage files
on a disk. This will include an analysis of the structures of the directories that
hold information concerning files, of the volume bit map that keeps track of
block usage on the disk, and of the index blocks that contain the location of the
data blocks used by each file.

Before we continue, however, keep in mind that the following descriptions
relate to ProDOS only and not to its predecessor, DOS 3.3, or to the Apple Pascal
operating system.

As we have seen, a total of 280 blocks, holding 140K of data, are available
for use on a ProDOS-formatted diskette. If Apple’s standard disk-formatting
program is used, however, seven of these blocks (0-6) are not available for use
by files because they are reserved for special purposes. By way of comparison,
the capacity of the ProFile fixed disk is 9728 blocks (4,864K), nine of which (0—
8) are reserved. Figure 2-3 shows the usage of blocks on a freshly formatted
diskette or fixed disk.

Blocks 0 and 1 contain a short assembly language program that is automat-
ically loaded into memory and executed by the firmware on the Disk ][ or ProFile
controller card whenever a disk is booted. This program is called the bootstrap
loader and it will lacate, load, and execute a special system file called PRODOS
if it finds it on the disk. (A system file is one that has a file type code of $FF and
a CATALOG mnemonic of SYS; we’ll be discussing file type codes later in this
chapter.) PRODOS is the program that is ultimately responsible for installing
and activating the ProDOS operating system and then loading the active pro-
gramming environment (such as the environment defined by BASIC.SYSTEM).

Blocks 2 through 5 are the blocks that contain the volume directory for the
disk. The structure of this directory will be described following the next section.

Block 6 contains the volume bit map for the disk. Each bit in the map is
used to indicate whether the block to which it corresponds is free or in use. The
ProFile also uses blocks 7 and 8 to store its volume bit map.

The remaining blocks, 273 for a Disk ][ diskette or 9720 for a ProFile fixed
disk, are free for use by files that are stored on the disk.
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n = 9727 (ProFile fixed disk)

/\/
T~

Block 8 Continuation of the
volume bit map

Block 7 (ProFile only)
Block 6 «— Volume bit map
Block 5
Block 4

* Volume Directory
Block 3
Block 2
Block 1

* Boot Record
Block 0

Each block holds 512 bytes.
Total storage capacity is 280 blocks (140K) for a Disk ) diskette.
Total storage capacity is 9728 blocks (4,864K) for a ProFile fixed disk.

Figure 2-3. Map of block usage on a Disk ][ diskette and a ProFile fixed disk

The Volume Bit Map

The volume bit map is used to keep track of which blocks on the disk are
in use and which are free. ProDOS reads the bit map whenever it must allocate
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new space to a file so that it can quickly locate free blocks on the disk. ProDOS
writes to the bit map when new file blocks must be reserved (this occurs when
an existing file is extended or a new one is saved), or when blocks must be freed
up (this occurs when a file is shortened or deleted.)

The standard formatting subroutine for Disk ][ diskettes and the ProFile
fixed disk uses block 6 as the volume bit map. Note, however, that block 6 is
only the conventional location for the bit map and it is permissible to store the
map in any free block on the disk. For example, the volume bit map for the
/RAM volume is stored in block 3. As we will see in the next section, the block
number used for the bit map is stored in the directory header that describes the
characteristics of the disk volume.

For a Disk ][ diskette, only the first 35 bytes (280 bits) in the volume bit
map block are actually used and each bit in each byte corresponds to a unique
block number. A one-block bit map such as this can handle volumes of up to
4096 blocks. For larger volumes, such as the ProFile, ProDOS expects to find a
continuation of the bit map in the blocks on the disk that immediately follow
the first one used. For example, the 9728- block ProFile requires three blocks
for its bit map; the standard formatting program stores the first part of the map
in block 6 and the continuation in blocks 7 and 8. (ProDOS determines the size
of the volume bit map by examining two bytes in the volume directory header
that hold the size of the disk; these bytes are placed there by the program that
is used to format the disk. We will describe volume directory headers in a later
section.)

The structure of the volume bit map for Disk ][ diskettes is shown in Figure
2-4. As can be seen, the bits in each byte in the bit map block reflect the states
of eight contiguous blocks; bit 0 corresponds to the highest-numbered block in
the octet and bit 7 to the lowest-numbered. If the bit corresponding to a particular
block is 1, then that block is free. If it is 0, then it is being used by a stored file.

The byte number (from 0 to 34), and the bit number within that byte (from
0 to 7), that corresponds to any given block number can be calculated using the
following Applesoft formulas:

BYTENUM
BITNUM

INT(BLOCKNUM/8)
7 — BLOCKNUM - 8 * BYTENUM

Volume Directories and Subdirectories

A directory is an intricate data structure that ProDOS uses to hold important
information concerning each file on the disk. This includes the file name, type,
size, creation date, the location of the file’s data, and so on. Without this
information it would be impossible to efficiently manage multiple files on a
disk.

As we saw earlier, ProDOS permits multiple directories to be created on
one disk. With the exception of the volume directory (the one through which



Chapter 2—Files and File Management 21

$00

$08

$10

$18

$20

I 7 6 5 4 3 2 1 0
| ofltf2]3]|4a|5]|6]7
Relative byte number (blow-up of byte $00)
in block

7 6 5 4 3 2 1 0 — bit

number
272|273|274(275|276|277(278|279 0—]
(blow-up of byte $22) block
number

Each byte in the volume bit map defines the statesof 8
contiguous blocks. The bit corresponding to a given block
number can be calculated by first dividing the block number
by 8; the whole part of the result gives you the byte
number that is involved. To get the specific bit number
within that byte, subtract the remainder from 7.

Figure 2-4. The ProDOS volume bit map for Disk ][ diskettes

all the others must be accessed), these directories can be stored just about
anywhere on the disk since they are treated almost like standard files. The
volume directory, however, always begins at block 2; if the standard formatting
program for the Disk ][ or ProFile is being used, it will also occupy blocks 3, 4,
and 5.

A ProDOS directory is an example of a doubly linked list data structure.
The links are actually pairs of two-byte pointers that are stored at the beginning
of each directory block. One of these pointers (bytes $00/$01) contains the
number of the previous directory block in the chain—or zero if there is no
previous block—and the other (bytes $02/$03) contains the number of the next
directory block—or zero if there is no ensuing block. This allows very large
directories to be created.

Each block used by any directory can hold up to thirteen 39-byte file entries.
(This means that the four-block volume directory used with the Disk ][ can hold
a total of 52 entries, one of which is an entry that holds the volume name itself.)
The map of a directory block is shown in Table 2-1.
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Table 2-1. Map of a ProDOS directory block.

Byte number in

Directory Block Meaning of Entry

$000-$001 Block number of the previous directory block (low byte
first). This will be zero if this is the first directory block.

$002-$003 Block number of the next directory block (low byte first).
This will be zero if this is the last directory block.

$004-$02A Directory entry for file #1 or, if this is the key (first) block
of the directory (bytes $00 and $01 are both 0), the directory
header.

$02B-$051 Directory entry for file #2

$052-$078 Directory entry for file #3

$079-$09F Directory entry for file #4

$0A0-$0C6 Directory entry for file #5

$0C7-$0ED Directory entry for file #6

$0EE-$114 Directory entry for file #7

$115-$13B Directory entry for file #8

$13C-$162 Directory entry for file #9

$163-$189 Directory entry for file #10

$18A-$1B0 Directory entry for file #11

$1B1-$1D7 Directory entry for file #12

$1D8-$1FE Directory entry for file #13

$1FF [Not used]
The Directory Header

The first block used by a directory (or subdirectory) is called the key block
and is configured slightly differently than the others. The difference is that the
39-byte entry that normally describes the first file in the block is instead used
to describe the directory itself. This entry is called the directory header.

The meaning of each of the 39 bytes that make up a directory header are
shown in Table 2-2. Notice the differences between the header for a volume
directory and the header for a subdirectory that appear at absolute positions
$27-$2A in the block.

Standard Directory Entries

All directory entries, other than the directory header entry, represent either
standard data files (for example, binary files, textfiles, and Applesoft programs)
or subdirectory files. The formats of the directory entries for both of these two
types of files are virtually identical and are as shown in Table 2-3.
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Table 2-2. Map of a ProDOS directory header.

Byte number

in Key Block Description (Disk ][ entries in parentheses)

$04 High four bits: storage type code
- $F for a volume directory
- $E for a subdirectory
Low four bits : length of directory name
$05-$13 Directory name (in standard ASCII with bit 7 = 0); the
length of the name is contained in the low-order half of
byte $04
$14-$1B [Reserved]
$1C-$1D The date on which this directory was created; (Format:
MMMDDDDD YYYYYYYM, see Figure 8-1)
$1E-$1F The minute (byte $1E) and hour (byte $1F) at which this
directory entry was created; (Format: see Figure 8-1)
$20 The version number of ProDOS that created this directory;
see Appendix II for a list of version numbers
$21 The lowest version of ProDOS that is capable of using this
directory; see Appendix II for a list of version numbers
$22 The access code for this directory (see Figure 4-2 in Chapter
4)
$23 The number of bytes occupied by each directory entry (39)
$24 The number of directory entries that can be stored on each
block (13)
$25-$26 The number of active files in this directory (not including
the directory header)
$27-$28 VOLUME DIRECTORY: The block where the volume bit
map is located (6) SUBDIRECTORY: the block in which the
entry defining this subdirectory is located (this is in the
parent directory of the subdirectory)
$29-$2A VOLUME DIRECTORY: The size of the volume in blocks
(280)
$29 SUBDIRECTORY: The directory entry number within the
block given by $27/$28 that defines this subdirectory (1 to
13)
$2A SUBDIRECTORY: The number of bytes in each directory
entry of the parent directory (39)
File Type Codes

The only way to determine the general nature of the file to which a particular
file entry corresponds is to examine the file type code that appears at relative
position $10 within the entry. Although 256 different codes are possible, only



24 Chapter 2—Files and File Management

Table 2-3. Map of a ProDOS directory file entry.

Relative
Byte Number
Within Entry Meaning of Entry
$00 High four bits: storage type code (see text)
- $0 for an inactive (or deleted) file
- $1 for a seedling file
- $2 for a sapling file
- $3 for a tree file
- $D for a subdirectory file
Low four bits : length of file name
$01-$0F File name (in standard ASCII with bit 7 = 0)
$10 File type code (see Table 2-4)
$11-$12 Key pointer; if a subdirectory file, the block number of the
key block of the subdirectory; if a standard file, the block
number of the index block of the file (or the sole data block
if this is a seedling file)
$13-$14 Size of the file in blocks
$15-$17 End-of-file (EOF) position; this is the size of the file in bytes
(low-order bytes first)
$18-$19 The date on which this file was created; (Format:
MMMDDDDD YYYYYYYM, see Figure 8-1)
$1A-$1B The minute (byte $1A) and hour (byte $1B) at which this
file was created; (Format: see Figure 8-1)
$1C The version number of ProDOS that created this file; see
Appendix II for a list of version numbers
$1D The lowest version of ProDOS that is capable of using this
file; see Appendix II for a list of version numbers
$1E The access code for this file (see Figure 4-2 in Chapter 4)
$1F-$20 The auxiliary type code for the file; this code is used for
special purposes by each system program; for example,
BASIC.SYSTEM stores the default loading address here (for
a binary file) or the field length (for a textfile); it also stores
$801 here if the file is an Applesoft program file
$21-$22 The date on which this file was last modified; (Format:
MMMDDDDD YYYYYYYM, see Figure 8-1)
$23-$24 The minute (byte $23) and hour (byte $24) at which this file
was created; (Format: see Figure 8-1)
$25-$26 The block number of the key block of the directory that

holds this file entry

a few are commonly used with ProDOS by BASIC.SYSTEM, and they are shown
in Table 2-4. The three-character mnemonics used to represent these file types
in a CATALOG listing are also shown in Table 2-4. If other file type codes are
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used, the CATALOG mnemonic will be of the form “$HH” where ‘“HH” repre-
sents the two-digit hexadecimal file type code. All file type codes except $F1-
$F8 are reserved for use by ProDOS; user programs may freely use these non-
reserved codes for any purpose.

The meaning of the content of any specific file type is actually dependent
on the program that created the file in the first place. For example, in a
BASIC.SYSTEM environment, several file type codes are used to identify files
that contain specific information useful in an Applesoft environment. Let’s look
at five of the most common file types used by BASIC.SYSTEM.

Table 2-4. ProDOS file type codes.
File Type CATALOG

Code Mnemonic Type of File
$00 Typeless file
$01 Bad blocks file
$04 TXT ASCII text file
$06 BIN Binary file
$OF DIR Directory file
$19 ADB  AppleWorks database file
$1A AWP  AppleWorks word processing file
$1B ASP AppleWorks spreadsheet file
$CO0-$EE [Reserved for future use]
$EF PAS Pascal file
$Fo0 CMD  ProDOS added command file
$F1-$F8 [User-defined files]
$FA INT Integer BASIC program file
$FB IVR Integer BASIC variable file
$FC BAS Applesoft program file
$FD VAR  Applesoft variable file
$FE REL EDASM relocatable code file
$FF SYS ProDOS system file

CATALOG mnemonicsfortheblank entries in this table are displayed as “$HH”’,
where “HH” represents the hexadecimal file type code.

Note: All other file type codes are reserved for use by the Apple // SOS operating
system.

TXT (code $04, Figure 2-5). This type of file usually contains ASCII-encoded
text. (“‘Standard” ASCII codes, with bit 7 cleared to zero, are used. Note that
DOS 3.3 creates textfiles that contain codes with bit 7 set to 1.) Each line of text
is terminated by a carriage return code ($0D) and, if it’s a standard sequential
textfile (that is, one where the lines of text are stored right after one another),
the last byte in the file is usually followed by a $00 end-of-file marker (the exact
size of the file is stored in its directory entry). The other general type of textfile,
the random-access textfile, is made up of many fixed-length records, each of
which can contain several lines of text. Each line of text is called a field entry.
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If the number of characters stored in a record is less than the record size, the
rest of the record will be padded out with $00 bytes; these $00 bytes are not
end-of-file markers. The record length of a textfile is stored as the auxiliary code
in the directory entry (at relative bytes $1F/$20); if the number stored here is
zero, then it is a sequential textfile.

This program . . .

100 PRINT CHR$ (4);"0PEN TEXTFILE"
200 PRINT CHR$ (4);"WRITE TEXTFILE"
300 PRINT "THIS IS A TEST"™
400 PRINT "AND SO IS THIS"
500 PRINT CHR$ (4);"CLOSE"

Generates this (sequential) TXT file . . .

PP0B: 5S4 48 49 53 20 49 53 20 THIS IS
pPA8: 41 20 S4 45 53 54 NESTIESTE
PAGE: 0D (carriage return)
POOF: 41 4E 44 20 S3 4F 20 AND SO
gP16: 49 53 20 54 48 49 53 IS THIS
g01D: 6D (carriage return)

Note that the text is stored as standard ASCI codes (that is, with bit 7 =
0); DOS 3.3 stores text as “negative’”’ ASCII codes (with bit 7 = 1).

The size of a TXT file is stored at relative bytes $15-$17 in its directory
entry.

The auxiliary type code for a TXT file (stored at relative bytes $1F adn $20
in the file’s directory entry is its record length; it is zero for a sequential textfile.

Figure 2-5. The structure of a TXT file

BAS (code $FC, Figure 2-6). This type of file contains an Applesoft program
in its standard compressed and tokenized form. Tokens are one-byte codes for
Applesoft keywords such as PRINT, INPUT, and so on. (For a detailed descrip-
tion of this form, refer to Chapter 4 of Inside the Apple //e.) A BAS file is
automatically created by using the BASIC.SYSTEM SAVE command to transfer
the image of the Applesoft program that starts at the address pointed to by $67/
$68 (usually $801) and ends at the address pointed to by $AF/$B0. The auxiliary
type code for such a file is usually $801, the standard loading address for an
Applesoft program.

This Applesoft program . . .

100 TEXT : HOME

200 VTAB 12: HTAB 10

300 PRINT "THIS IS A *BAS‘ FILE"
400 VTAB 22
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Is stored as thisBAS file . . .

0900: 09 08 [address of next
linel

0Pp02: 64 00 [line number =
1001

paB4: 89 [token for TEXT]

PpB05: 3A :

peP6: 97 [token for HOME]

pe07: 00 [end of linel

gpe8: 15 08 {address of next
linel

POBA: C8 00 [line number =
2001

#00C: A2 (token for VTABI

g0@D: 31 32 12

POOF: 3A -

pA10: 96 [token for HTABI

9011: 31 30 10

0013: 00 [ end of linel

PP14: 31 68 (address of next
linel

gg16: 2C 01 {line number =
3001

P@18: BA [token for PRINT]

#019: 22 54 48 49 53 20 49 S3 "THIS IS
pB21: 20 41 20 27 42 41 S3 27 A ‘BAS’

0029: 20 46 49 4C 45 22 F LB

BO2F: 00 fend of linel

0030: 39 08 [address of next
linel

gp32: 90 01 [line number =
4001

0834: A2 [token for VTABI

P@35: 32 32 22

0037: 00 [end of linel

g038: 00 00 [end of programl

The size of a BAS file is stored at relative bytes $15-$17 in its directory
entry.

The auxiliary type code for a BAS file (stored at relative bytes $1F and $20
in the file’s directory entry) is simply the address stored in the start-of-program
pointer ($67/$68) when the program was saved; this address is usually $0801.

Figure 2-6. The structure of a BAS file

BIN (code $06, Figure 2-7). A BIN file is a general-purpose binary data file that
can contain just about anything: programs, data, text, and so on. It is created
using the BASIC.SYSTEM BSAVE command. The exact meaning of the contents
of such a file cannot be generalized although many such files contain executable
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6502 code. The auxiliary type code for a BIN file is the address from which it
was BSAVEd to disk.

This program . . .
ORG $300

HALFTIME DFB $00
LENGTH DFB $00

LDY #25S

LDA LENGTH

STA $325
NOTE1 LDX HALFTIME

LDA $CO30

JMP $31A

Is stored as this BIN file . ..

0000: 00 DFB $06

0001: 00 DFB $00

pPB2: AB FF LDY #$FF
@@@4: AD 61 B3 LDA $0301
#007: 8D 2F 03 STA $032F
P00A: AE 00 B3 LDX $0300
#9806D: AD 30 CO LDA $C030
#610: 4C 1A 63 JMP $0831A

The size of a BIN file is stored at relative bytes $15-$17 in its directory
entry.

The auxiliary type code for a BIN file (stored at relative bytes $1F and $20
in the file’s directory éntry) is its loading address—$300 in the above example.

Figure 2-7. The structure of a BIN file

SYS (code $FF). A SYS file is just like a BIN file except that it is expected to
contain an executable program called a system program or interpreter. The
characteristics of a standard system file will be described in Chapter 5.

VAR (code $FD, Figure 2-8). A VAR file contains a set of Applesoft program
variables in a special packed form. It is automatically created by using the
BASIC.SYSTEM STORE command and can be reloaded using the RESTORE
command. The first five bytes of a VAR file are used to store the total length of
the simple (undimensioned) and array (dimensioned) variable tables that are
created by an Applesoft program (2 bytes), the length of the simple variable
space itself (2 bytes), and the HIMEM page number in effect when the file was
saved (1 byte). These bytes are followed by the images of the two variable tables,
and, finally, the contents of each of the string variables. The auxiliary type code
for a VAR file contains the address from which the image of the compressed
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variables were stored. (For a description of the structure of the Applesoft variable
tables, refer to Chapter 4 of Inside the Apple //e.

This program . . .
100 A = 1:B% = 2:C$ = "TEST":D$ = 'REPEAT"

200 DIM EC(3):EC0) = @:EC1) = 1:E(2) = 2:E(3) = 3
300 PRINT CHR$ (4);"STORE VARS"

Generates this VAR file . . .

0000: 37 00 Size of entire
variable table

p0Q2: 1C 080 Size of simple
variable table

p004: 96 HEMEM page number

g0AS: 41 00 Variable name (A)

0007: 81 00 00 00 00 -- value (1)

pP@eC: C2 80 Variable name (B%)

POOE: 08 02 00 00 00 -- value (2)

g013: 43 840 Variable name (C$)

#01S: 04 FC 95 00 040 -- length+pointer

P01A: 44 80 Variable name (D$)

#01C: 06 F6 95 00 00 -- length+pointer

p021: 45 00 Variable name (E)

p023: 1B 60 01 00 04 -- dimensioning

bytes

pp28: 00 00 00 00 00 -- EC(0)=0

pe2D: 81 00 00 00 00 -=- EC1)=1

pa32: 82 00 00 00 00 -- EC2)=2

0037: 82 40 00 00 00 -- E(3)=3

P@3C: S2 45 50 45 41 54 -- REPEAT

PP42: 5S4 45 53 54 -= TEST

The size of a VAR file is stored at relative bytes $15-$17 in its directory
entry.
The auxiliary type code for a VAR file (stored at relative bytes $1F and $20

in the file’s directory entry) is the starting address of the block of variables saved
to the file.

Figure 2-8. The structure of a VAR file

File Access Codes

Relative byte $1E within each directory entry is a one-byte code that con-
tains four bits that reflect the read (bit 0), write (bit 1), rename (bit 6), and destroy
(bit 7) status of the file. A fifth bit (bit 5) acts as a flag to indicate whether the
file has been modified since the last time it was backed up. (It is the back-up
program’s responsibility to clear this bit to 0 when it makes a copy of the file;
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Apple’s FILER program does not clear the bit.) If a bit is set to 1, then the file is
enabled for the operation associated with that bit. The three remaining bits (bits
2, 3, and 4) are not used and are always set to 0. See Figure 4-2 in Chapter 4 for
a detailed description of the access code byte.

The BASIC.SYSTEM LOCK and UNLOCK commands can also be used to
affect the file’s access status: LOCK disables write, rename, and destroy accesses;
UNLOCK enables them. A locked file can be easily identified because an asterisk
is displayed to the left of its name in a CATALOG listing. The asterisk will also
be displayed if only one or two of these three types of access modes is disabled.
If the file is just read disabled, however, the asterisk will not appear, but a FILE
LOCKED error message will be displayed if an attempt is made to read the file
using a BASIC.SYSTEM command.

Unfortunately, there is no BASIC.SYSTEM command that allows individual
bits of the file access code to be set or cleared so that a particular security level
can be easily associated with a file. As we will see in Chapter 4, however, this
can be done by using the ProDOS SET _ FILE _ INFO MLI command to set the
code to any valid quantity.

Time and Date Formats

Each directory entry contains eight bytes that hold the creation and modi-
fication time and date for the file that it describes. The formats for the time and
date bytes are the same as those shown for TIME and DATE in Figure 8-1 in
Chapter 8.

Organizing File Data

ProDOS uses an efficient tree-structured indexing scheme to keep track of
the blocks that hold the data for any particular non-directory file on the disk.
In the most common implementation of this scheme (the one that is used for
files that are between 2 and 256 data blocks in length), the key block pointer in
the file’s directory entry (stored at relative bytes $11 and $12) points to an index
block that contains an ordered list of the numbers of each block on the disk that
the file uses to store its data. The main advantage of using an indexing scheme
like this is that a file can occupy any collection of blocks on the disk and not
just a group of consecutive ones. (The Apple Pascal operating system, for exam-
ple, forces a file to use a group of consecutive blocks.) This means that no space
on the disk will be wasted. The disadvantage is that disk I/O operations are
performed more slowly than Apple Pascal, for example, because it takes longer
to position the disk read/write head over the blocks of a highly fragmented file.

There are actually three variants of this general indexing scheme that are
used by ProDOS; the one that is used depends on the size of the file being dealt

with. The following woodsy classifications are used to describe the three basic
file sizes:
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Seedling file 1 to 512 bytes (1 data block only)
Sapling file 513 to 131,072 (128K) bytes (up to 256 data blocks)

Tree file 131,073 (128K +1) to 16,777,215 (16M — 1) bytes (up to 32768
data blocks)

The indexing scheme used by a non-directory file can be determined by exam-
ining the storage type code number stored in the high-order four bits of the 0th
entry in its directory entry. The number is 1 for a seedling file, 2 for a sapling
file, and 3 for a tree file. If the number is 0, the file has been deleted. (Directory
files use storage type codes of $D, $E, or $F; code $D is used to identify a
directory entry for a subdirectory file, code $E to identify the header for a
subdirectory, and code $F to identify the header for a volume directory.)

Aswe have just seen, a file’s key pointer (relative bytes $11 and $12 of its
directory entry) points to an index block (also called the key block) used by the
file. Let’s take a look at how ProDOS interprets the index block for each of the
three types of files.

Seedling File. A seedling file cannot, by definition, exceed 512 bytes, so it uses
only one block on the disk for data storage. This is the block number stored in
the key pointer. This means that this block is not really an index block at all; it
simply holds the contents of the file.

" DATA
$1x| BLOCK
$00 $11 $12 ‘—l
I ) T relative
storage type pointer to byte number
. code. data block
(high 4 bits) Maximum file size = 512 bytes

DIRECTORY ENTRY

Figure 2-9. The structure of a seedling file

Sapling File. The key pointer for this type of file holds the block number of a
standard index block that contains an ordered list of the block numbers on the
disk that are used to store that file’s data. Table 2-5 shows what an index block
for a sapling file looks like. Since block numbers can exceed 255, two bytes are
needed to store each block number. The low part of the block number is always
stored in the first half of the block and the high part is stored 256 bytes further
into the block. The maximum size of a sapling file is 128K; it cannot be larger
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than this since only 256 blocks (of 512 bytes each) can be pointed to by the
index block.

o
data block
pointers (low)
——=— r
$2x w2
data block
solo S ‘—] pointers (high)
) T relative c
storage type pointer o byte number
. code index block INDEX BLOCK
(high 4 bits) (up to 256
DIRECTORY ENTRY entries)
DATA DATA
BLOCK [ BLOCK
Y n

n «= 255

Maximum file size = 128K
Figure 2-10. The structure of a sapling file

Table 2-5. Map of the ProDOS index block for a sapling file.

Byte

Number Meaning
$000 Block number of 0th data block (law)
$001 Block number of 1st data block (low)
$002 Block number of 2nd data block (low)
$E)FF Block number of 255th data block (low)
$100 Block number of 0th data block (high)
$101 Block number of 1st data block (high)
$102 Block number of 2nd data block (high)

$’1FF hlock number of 255th data block (high)
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If the file is a tree file, then the key pointer holds the block number

of a master index block which contains an ordered list of the block numbers of
up to 128 standard sapling file index blocks. The structure of a master index
block is shown in Table 2-6. Just as for sapling files, each of the index blocks
pointed to by the master index block contains an ordered list of block numbers
on the disk that the file uses to store its data. The maximum size of a tree file is
16 megabytes (less one byte, which is reserved for an end-of- file marker).

I
€,
——— poilrl":jleexr':‘tJ ‘(‘IJ(‘): :/(v)
$3x B
$00 $11 312

I [

C
l index block

relative pointers (high)
storage type pointer to  byte number | MASTER INDEX
code master index BLOCK
(high 4 bits) block (up to 128
DIRECTORY ENTRY entries)
data block dota block
pointers (low) pointers (low)
[#h
3| data block data block
pointers pointers
(high) (high)
INDEX BLOCK O INDEX BLOCK n
1<=n «=127
il ———
T
DATA DATA DATA DATA
BLOCK 000 BLOCK cesse BLOCK see BLOCK
0 255 n

Maximum file size = 16 megabytes - 1

Figure 2-11. The structure of a tree file

256¢=n<=32767
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Table 2-6. Map of the ProDOS master index block for a tree file.

Byte
Number Meaning

$000 Block number of 0th index block (low)
$001 Block number of 1st index block (low)
$002 Block number of 2nd index block (low)
$67F hlock number of 127th index block (low)
$100 Block number of 0th index block (high)
$101 Block number of 1st index block (high)
$102 Block number of 2nd index block (high)
$17F Block number of 127th data block (high)

ProDOS determines the storage type of an existing file by examining the
four highest bits of relative byte $00 in the directory entry for the file; the
number stored here is $1 for a seedling file, $2 for a sapling file, and $3 for a
tree file.

ProDOS takes care of all conversions that might become necessary if a file
changes its type because it has either grown or shrunk. All this happens invisibly
to an applications program and it is not necessary to know what type of file is
being dealt with unless special programs are being used that do not use the
standard ProDOS commands to access files.

ProDOS uses these three different indexing structures to reduce the amount
of space needed to manage a file to the absolute minimum. This permits ProDOS

to access a file as quickly as possible and frees up valuable disk space for the
storage of other files.

Sparse Files

As we saw earlier in the discussion of TXT files, it is possible to create and
use ProDOS files that are not sequential. That is, information can be written to
any position within a file, even if that position is far away from any other
previously used part of the file. To save valuable disk space, ProDOS does not
actually allocate disk space for any totally unused blocks of the file that may
appear in gaps such as this. Instead, it inserts $0000 placeholders in the index
block to indicate that the part of the file to which the index entry corresponds
has not yet been used. An actual block number will be stored at this entry at
the time when that part of the file is actually written to.

Such a file is called a sparse file because it is really not fully populated
even though it appears to be much larger file than it is.
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Let’s look at an actual example of a sparse file. Suppose you have created
a random-access textfile with a record length of 128 bytes and you have written
to record 2 and record 64 only. The structure of such a file is shown in Figure
2-12. Record 2 will be stored beginning at position $100 (2x128) in the file; this
corresponds to position $100 of the first block allocated to the file (index block
entry 0). Record 64 will begin at position $2000 (128x64) in the file; this cor-
responds to position $000 of the 16th index block entry. There are fifteen unused
blocks between these two records that will be stored as $0000 entries in the
index block. Thus, even though the file is logically seventeen blocks long, only
three data blocks are needed to store it on the disk (one for the index block and
two for the data blocks).

The file created by this program . . .

19 F$ = "RANSOM"

30 PRINT CHR$ (4);"0OPEN";F$;",L128"
40 PRINT CHR$ (4);"WRITE'";F$;'",R2"
50 PRINT '"RECORD 2"

60 PRINT CHR$ (4);"WRITE";F$;",R64"
70 PRINT "RECORD 64"

80 PRINT CHR$ (4);"CLOSE"

Is stored as follows . . .

Index Block (stored in the file’s key pointer
entry):

0000: 8C 00 00 00 00 00 0@ 0@ (This indicates
0008: 00 00 00 00 00 00 00 00 that data blocks
0010: S8E 00 00 00 00 00 PO 00 @ and 16 are

X stored at blocks
$008C and$008E on

?
p100: 00 00 00 00 00 00 00 00 this disk.)
p108: 00 00 00 00 00 00 00
p110: 00 00 00 00 00 00 00 00

1!3'8: PO 00 00 00 00 00 00 00

Data Block 0 (disk block $068C):
0000: 00 00 00 00 00 00 00 00

1

0160: G2 45 43 4F 52 44 20 32 RECORD 2
p108: 6D [carriage return]
0109: 00 00 00 00 00 00 00 00

?

01FS: 00 00 00 00 00 00 08 00
Data Block 16 (disk block $@@SE):
0000: 52 45 43 4F 52 44 20 36 RECORD 6
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0008: 34 4

0009: @D [carriage return]
 PO0OA: 00 00 00 00 00 00 00 00

01%8: 00 00 00 00 00 00 00 00

Figure 2-12. The structure of a sparse file

READ.BLOCK Program

Table 2-7 shows an extremely useful program called READ.BLOCK that can
be used to examine any of the blocks of data on the medium for any ProDOS
disk device, to edit the contents of a block, and to write a modified block back
to the disk.

With READ.BLOCK, you can easily look at real examples of the types of
blocks we have been discussing in thischapter: the volumebit map, the directory
blocks, the index blocks, and even a file’s data blocks. You should be careful
when writing a block to the disk, however, as it is easy to render the disk

unreadable accidentally; you should always experiment on a back- up copy of
the original disk.

Table 2-7. READ.BLOCK, a program to read any block on a ProDOS disk.

0
90
100

185
10

1
1
1
1

uwmrn
SRR

156

157
160

170

REM "READ.BLOCK"

HM = PEEK (115) + 256 * PEEK (116)

FOR I = HM TO HM + 124: READ X: POKE I,X:
NEXT

POKE HM + 5, PEEK (116)

DEF FN MDCX) X - 16 * INT (X / 16)

DEF FN M2(X) X - 256 * INT (X / 256)

D$ = CHR$ (4) .

TEXT : PRINT CHR$ (21): HOME : PRINT TABC
16);: INVERSE : PRINT '"READ BLOCK'"™: NORMAL
PRINT TABC 10);"COPR. 1985 GARY LITTLE"
VTAB 8: CALL - 958: INPUT "ENTER SLOT (1-7):
";A$:SL = VAL (A$): IF SL < 1 OR SL > 7 THEN
155

VTAB 9: CALL - 958: INPUT "ENTER DRIVE (1-
2): ";A$:DR = VAL (A$): IF DR < 1 DR DR > 2
THEN 156

POKE HM + 11,16 * SL + 128 * (DR = 2)

VTAB 16: CALL - 958: INPUT "ENTER BASE BLOCK
NUMBER: *";T¢$¢: IF T$ = " " THEN 160

BL = INT € VAL (T$)): IF BL = @ AND T$ < > ™
6" THEN 1680
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Table 2-7. READ.BLOCK, a program to read any block on a ProDOS disk
(continued).

180 IF BL < @ THEN 168

196 RW = 128

200 POKE HM + 1

218 POKE HM + 1
(HIGH)

220 POKE HM + 3,RW: REM READ=128 / WRITE=129

238 CALL HM

240 IF PEEK (8) < > @ THEN PRINT : INVERSE :
PRINT *"DISK I/0 ERROR'"™: NORMAL : PRINT "
PRESS ANY KEY TO CONTINUE: '";: GET A$: PRINT
A$: GOTO 150

16000 VTAB 4: CALL - 958: PRINT TABC 11);"CONTENTS
OF BLOCK";BL: PRINT : POKE 34,5

1016 Q@ = 1

1620 HOME : GOSUB 2660: CALL HM+ 26:Q = Q@ + 1: IF
Q@ = 5 THEN 10590

1630 IF PR = @ THEN GET A$: IF A$ = CHR$ (27)
THEN 1050

1040 GOTO 1020

1650 @ = Q@ - 1:PR = @: PRINT D$;"PR#0":B = 0

1660 HTAB 1: VTAB 23: CALL - 958: PRINT "ENTER
COMMAND (B,C,D,E,N,P,Q,W,HELP): '";: GET AS$:
IF A$ = CHR$ (13) THEN A$ = " "

1070 PRINT As$

1080 IF A$ < > "D'" THEN 1110

1696 @ = @ - 1: IF Q@ = @ THEN Q@ = 4

1100 HOME : GOSUB 2000: CALL HM + 26: GOTO 10680

4, FN M2(BL)>: REM BLOCK # C(LOW)
S, INT (BL / 256): REM BLOCK#

"H" THEN 5000

"Q" THEN 1260

“E" THEN 1270

"pn THEN 1220

“N" THEN 12480

"B" THEN 158

IF A$ = “C" THEN VTAB 23:CALL - 958: PRINT
TABC 6);: INVERSE : PRINT "TURN ON PRINTER
IN SLOT #1": NORMAL :PR = 1: PRINT D$;"PR#1"
: PRINT : GOTOD 1000

IF A$ < > "W" THEN 1210

POKE HM + 15, INT (BL / 256): POKE HM +
14,BL: POKE HM+ 3,129: VTAB 23: CALL - 958:
PRINT "PRESS ‘Y’ TO VERIFY WRITE: ";: GET
AS: IF A$ = CHRS (13) THEN A$ = "

1280 PRINT A$: IF A$ = "Y" THEN CALL HM:RW = 128:
VTAB 23: CALL - 958: PRINT "WRITE COMPLETED.
PRESS ANY KEY: ";: GET A$: GOTOD 1060

GOTO 5000

BL = BL - 1: IF BL < @ THEN BL = @
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Table 2-7. READ.BLOCK, a program to read any block on a ProDOS disk
(continued).

12306 GOTO 190

1246 BL = BL + 1: GOTO 196

1260 TEXT : HOME : END

1270 V = 8:H = 3: VTAB 5: PRINT TABC ©6);: INVERSE
: PRINT "I=UP M=DOWN J=LEFT K=RIGHT":NORMAL

12860 HTAB 1: VTAB 23: CALL - 958: PRINT TABC 6);"
PRESS *";: INVERSE : PRINT "ESC'";: NORMAL :
PRINT " TO LEAVE EDITOR"

1290 REM

1360 GOSUB 1506: GET AS$

1318 LC = 16384 + 128 *» (Q - 1) + 8 = V + H:Y =
PEEK C(LC):X = ASC (A$)

1320 IF A$ = CHR$ (27) THEN HTAB 1: VTAB 5: CALL
- 868: GOTO 10680

1330 IF A$ < > "I" THEN 13790

1346 B = 0:V =V - 1: IF V > = @8 THEN 1300

1350 V = 15:@ = Q@ - 1: IF Q@ ¢ 1 THEN Q@ = 4

1360 GOSUB 2066: HOME : CALL HM+ 26: GOTOD 1300

1370 IF A$ = "J" THEN B = @:H = H - 1: IF H = - 1
THEN H = 7

1380 IF A$ = "K" THEN B = @:H = H + 1: IF H =8
THEN H = @

1390 IF A$ < > "M"™ THEN 1430

1460 B = 8:V = V + 1: IF V < 16 THEN 1300

1416 V = 0:Q = Q@ + 1: IF @ = § THEN Q@ = 1

1420 GOTO 13680

1430 IF B = 8 THEN Y = FN MDCY) + 16 * (X - 48) *
(X ¢ = 57) + 16 *» (X - 55) * (X > = 65)

1440 IF B = 1 THEN Y = 16 * INT (Y / 16) + (X -
48) + (X < = 57) + (X - 55) * (X > = 65)

1450 X = ASC (A$): IF (X > = 48 AND X < = 57) OR
(X > = 65 AND X <« = 70) THEN PRINT A$;: POKE
( PEEK (40) + 256 * PEEK (41) + 31 + H),Y:
POKE LC,Y: IF B = @ THEN CALL 64500:B = 1

1460 IF X = 8 AND B = 1 THEN B = @

1470 IF X = 21 AND B = 8 THEN B = 1

1480 GOTO 1300

1490 CALL - 167

1560 VTAB V + 6: HTAB 3 = H + 7 + B: RETURN

2000 IF Q 1 THEN POKE HM + 27,8: POKE HM +
2010 ?;’84= 2 THEN POKE HM + 27,128: POKE HM +
2020 ?;,g4= 3 THEN POKE HM + 27,0: POKE HM +
2030 3%’§:= 4 THEN POKE HM + 27,128: POKE HM +

2040 RETURN
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Table 2-7. READ.BLOCK, a program to read any block on a ProDOS disk
(continued).

Sp0@ HOME : PRINT TABC 10);'SUMMARY OF COMMANDS":

PRINT TAB( 10);"==================="; PRINT
5010 PRINT "B -- RESET BASE BLOCK"

5@20 PRINT "C -- COPY BLOCK CONTENTS TO PRINTER"
5830 PRINT "D -- DISPLAY PREVIOUS 1/4 BLOCK"
5840 PRINT "E -- EDIT THE CURRENT BLOCK"

5050 PRINT "N -- READ THE NEXT BLOCK"

5060 PRINT "P -- READ THE PREVIOUS BLOCK"

5070 PRINT "Q -- QUIT THE PROGRAM"

5080 PRINT "W -- WRITE THE BLOCK TO DISK"

S090 PRINT : PRINT "PRESS ANY KEY TO CONTINUE: "
;¢ GET A$: PRINT A$: GOTO 11680

8000 DATA 32,0,191,128,10,3,144,
8,176,11,3,96,0,64,0,0,169,
#,133,8,96,169,1,133,8,96,169,0,133,6

8018 DATA 169,64,133,7,162,0,160,
#,56,165,7,233,64,32,218,2
§3,165,6,32,218,253,169,186,
32,237,253,169,160,32,237

8020 DATA 253,177,6,32,218,253,
169,160,32,237,253,200,192,8,
208,241,169,160,32,237,253,
160,0,177,6,9,128,201,160,176

8030 DATA 2,169,174,32,237,253,
200,192,8,208,238,169,141,32,
237,253,24,165,6,105,8,133,
6,165,7,105,0,133,7,232

8040 DATA 224,16,208,168,96

When READ.BLOCK is first run, you will be asked to enter the slot and
drive numbers for the disk drive you want to access (this will be slot 3, drive 2
for the /RAM volume), and a base block number. Then the block will be read
into memory and displayed on the screen in a special format. Because of 40-
column screen size limitations, only one-quarter of the block can be represented
at once (you have to press the “D” key to display the other quarters).

The contents of a block are displayed in 64 rows, each of which contains
an offset address from the beginning of the block followed by the hexadecimal
representations of the eight bytes stored from that location onward. At the far
right of each row are the ASCII representations of each of these eight bytes. Note
that only 16 rows are displayed at any one time.

After the entire block has been displayed, you will be asked to enter one of
nine commands:

B  reset the base block number
C copy the contents of the block to the printer (The printer must be in
slot 1.)
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display the next quarter of the current block
edit the current block

read and display the next block on the disk
read and display the previous block on the disk
quit the program

write the block back to the disk

The functions that most of these commands perform are obvious. The only
“tricky” one is the “E” (Edit) command. When the Edit command is entered,
the cursor will move into the middle of the 8x16 array of hexadecimal digits
that represent the contents of one-quarter of the block. To change any of these
digits, use the I, ], K, and M keys to move the cursor up, left, right, and down,
respectively, and then enter the new two-digit hexadecimal entry for that posi-
tion. You can leave editing mode at any time by pressing the ESC key. Once
you have left editing mode, you can save the changes to the disk using the “W”
(Write) command.

SOTZmU



Chapter 3

LOADING AND
INSTALLING ProDOS

As far as 8-bit microcomputer operating systems go, ProDOS is relatively
large. ProDOS proper occupies a total of 13K bytes of memory and that’s just
for the disk I/O subroutines and low- level command interpreter—it does not
include the 1K buffer space that is required for each open file. If you want to
add the special Applesoft disk commands, you must also install a system
program called BASIC.SYSTEM, which occupies another 10.25K of space. (See -
Chapter 5 for a discussion of system programs.) Fortunately, all but 256 bytes
of ProDOS is loaded into an area of memory (called bank-switched RAM) that
is normally not used by applications programs.

In this chapter we will describe the booting process that loads ProDOS into
memory in the first place, where ProDOS resides in memory, and how ProDOS
makes use of certain areas in the first three pages of memory. We will also
describe in detail the ProDOS global page, a 256-byte area of memory that resides
from $BF00-$BFFF. A good understanding of the global page is absolutely
necessary if you want to write a program that can communicate properly with
ProDOS and if you want to be able to install your own device drivers for disks
or clocks.

The ProDOS Booting Process

The first two blocks (0 and 1) of every standard ProDOS-formatted disk
contain an assembly language program, called the boot record, that is automat-
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ically loaded into memory at $800 and executed (by a call to $801) when the
disk is booted. (The boot record is placed on the disk by the program that
formatted the disk.) The program in ROM on the disk controller card performs
this first part of the booting process.

The boot record program is capable of loading ProDOS on an Apple II or
SOS (Sophisticated Operating System) on an Apple //. In the following discus-
sion we will focus on the how it reacts on an Apple II system only.

When the boot record program starts executing, it first loads the volume
directory blocks (it assumes that these are located at their standard positions:
blocks 2-5) into the 2K memory area from $C00-$13FF. It then scans the
directory entries looking for a system program called PRODOS. If the file is not
found, the message

#**+* UNABLE TO LOAD PRODOS ###*

will be displayed, the system will halt, and you will have to boot another disk
instead.

If the PRODOS program file is found, however, then the boot record will
load it into memory beginning at location $2000 and run it by executing a “JMP
$2000” instruction.

The PRODOS program file contains a copy of the code for the ProDOS
operatingsystem itself, as well as the code necessary to initialize various system
parameters (the number of disk drives, the amount of memory, whether a clock
is installed; and so dn) stored in a special data area called the ProDOS global
page. When PRODOS gets control, one of the first things it does is to relocate
the ProDOS image to its execution position in bank- switched RAM. (We’ll
describe this RAM area in detail in the next section.)

The last thing PRODOS does is to scan the volume directory for the first

.entry that is a system file having a name of the form ‘‘xxxxxxxx.SYSTEM.” (The
file is usually a language interpreter that allows you to write other programs,
but it could be any other executable program.) If one isn’t found, the message

*+ UNABLE TO FIND A ".SYSTEM" FILE ==«

will be displayed and the system will have to be restarted. If such a file is found,
it will be loaded into memory beginning at $2000 and executed.

If an Applesoft programming environment is to be used, this system file
must be BASIC.SYSTEM (it is found on the ProDOS master diskette). As we
will see in Chapter 5, BASIC.SYSTEM contains the subroutines that add the
disk commands to the standard Applesoft programming language. It also takes
care of parsing these commands, checking syntax, and calling the low-level
ProDOS I/O subroutines when required.

It should be clear from this discussion that ProDOS is really nothing without
a system program like BASIC.SYSTEM to act as a software interface between
the user and the low-level ProDOS operating system. It just won’t operate
without such a program. For this reason, the ProDOS-BASIC.SYSTEM environ-
ment is commonly referred to as “ProDOS” even though this is technically not
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the case. In the remainder of this chapter we will be examining ProDOS proper;
a detailed discussion of BASIC.SYSTEM (and system programs in general) will
be deferred to Chapter 5.

ProDOS Memory Usage

Bank-Switched RAM

After ProDOS has been loaded as described, it will occupy the following
memory locations (as shown in Figure 3-1):

e $E000-$FFFF in main bank-switched RAM

e $D000-$DFFF in $Dx bank1 of main bank-switched RAM

e $D100-$D3FF in $Dx bank2 of main bank-switched RAM (This is the
dispatcher code.)

e $BF00-$BFFF in main RAM (This is the ProDOS global page.)
The remaining space in bank-switched RAM, from $D400-$DFFF in $Dx

bank2, has been reserved for future use by ProDOS and must not be used by
applications programs.

~ $FFFF
«— ProDOS Kernel
MAIN
BANK-SWITCHED
RAM 1
$E000 «— reserved
:g?gg «— ProDOS selector
$D00O code (QUIT)
- bank1 bank2
reserved
[ :gl’_fgg M ProDOS global page
V\/ « [Iree space for
MAIN ] system programs
MEMORY |
$0800
«— video RAM
3033%00 «—r $3D0.$3FF reserved
0200 «— clock driver uses $200.$210
L 3oL T 6502 stack

$30..$4F used

Figure 3-1. ProDOS Memory Map.
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You may well be wondering what the terms ‘“‘bank-switched RAM,” “$Dx
bank1,” and ‘“$Dx bank2” mean. An Apple Il with a 16K memory card installed
in slot #0 (or an Apple //e or Apple //c) has 64K of main RAM memory that is
normally used by Applesoft and ProDOS. This memory, however, is not mapped
to one area encompassing the entire 64K space that the 6502 microprocessor is
capable of addressing. The first 48K of this memory space corresponds to the
block of memory from $0000 to $BFFF but the remaining 16K of memory, the
bank-switched RAM, corresponds to one 8K region of memory from $E000 to
$FFFF and two 4K regions of memory from $D000 to $DFFF (called ‘“$Dx bank1”’
and “$Dx bank2,” respectively). The address space used by bank-switched RAM
is exactly the same as that used by the Applesoft and system monitor ROM, so
only one space or the other can be active for read or write operations at any one
time.

As shown in Table 3-1, the Apple II uses eight I/O memory locations (soft
switches) to control whether bank-switched RAM or the corresponding ROM
space is to be active and whether $Dx bank1 or bank2 is to be used. We can
even set these switches in such a way that the RAM area can be read from but
not written to, or so that it will be active for write operations at the same time
that the corresponding ROM area is active for read operations. This means that
you can write data to the RAM area while running a program that uses subrou-
tines in the ROM that occupies the same memory locations (that is, subroutines
in Applesoft and the system monitor).

Table 3-1. Bank-switched RAM soft switches.

Address Active Read Write
Hex (Dec) Symbolic Name $Dx Bank From to RAM?

$Co80 (49280) READBSR2 2 RAM No
$Cos81 (49281) WRITEBSR2 2 ROM Yes (*)
$C082 (49282) OFFBSR2 2 ROM No
$C083 (49283) RDWRBSR2 2 RAM  Yes (¥)
$Co88 (49288) READBSR1 1 RAM No
$Co89 (49289) WRITEBSR1 1 ROM Yes (*)
$CO08A (49290) OFFBSR1 1 ROM No
$CosB (49291) RDWRBSR1 1 RAM  Yes (%)

A location must be read from to perform the indicated function.
(*) Read twice in succession to write-enable bank-switched RAM.

To activate the particular mode of operation desired, it is necessary to select
the appropriate soft switch address and then perform any kind of read operation
at that address: an LDA, LDY, LDX, or BIT instruction in assembly language or
a PEEK from Applesoft.

ProDOS takes care of managing the bank-switched RAM switches whenever
it is called upon to perform some command. In general, it will save the state of
bank-switched RAM when it gets control and then it will read- and write-enable
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bank1 of bank-switched RAM before passing control to a subroutine residing
there. When it relinquishes control, it will restore bank-switched RAM to its
original state.

Auxiliary Memory

An Apple//e, with an extended 80-column text card installed, and an Apple
/lc both have a 64K auxiliary memory space that is mapped to addresses in the
same way that the main 64K memory space is. Since this space is normally not
used by applications programs, ProDOS uses it to store disk files in much the
same way it stores files to a real disk drive. The name of the volume for this so-
called “RAMdisk” is /RAM and we’ll be investigating its characteristics in
Chapter 7.

Page Zero Usage

ProDOS uses 21 locations in page zero for temporary data storage: $3A—
$4E. The first 6 locations ($3A—$3F) are used only by the internal ProDOS disk
device drivers for the Disk ][ and the /RAM volume. This means that if a disk
I/O operation is performed, the existing contents of $3A—$3F will be overwrit-
ten. This is not too serious since these locations are usually used only by the
Apple II's system monitor command interpreter. However, if they are used by
an applications program, an irreconcilable conflict will occur and the program
could bomb. Don’t use them.

The other 15 locations ($40-$4E) are used by the ProDOS machine language
interpreter (MLI) subroutine. Unlike the situation for the $3A—$3F area, how-
ever, when control passes to the MLI, the current contents of $40—$4E are saved
in a safe data area within ProDOS and then are restored just before control
returns to the caller.

Page Two Usage

One of the most useful features of ProDOS is its ability to date-stamp its
files. ProDOS can do this easily because date and time fields are reserved in
each directory entry and there is a special internal subroutine, called a clock
driver, that ProDOS can call to read the current time and date. See Chapter 8.

The standard internal ProDOS clock driver works with the Thunderclock
clock card (or equivalent) only. One of the quirks of the Thunderclock is that it
uses the first part of the Apple II's line input buffer, from $200-$210, to store
its time data string whenever the time is requested. This means that an appli-
cations program must not use this area for any purpose; if it does, then it will
probably not work properly after the clock driver is called.

Note that other parts of page two may well be used by any system program
(such as BASIC.SYSTEM) used with ProDOS. For example, BASIC.SYSTEM
uses most of page two as a temporary data buffer area when it executes its disk
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commands. This is another good reason to avoid using page two for program
data storage.

Page Three Usage

Theblock of memory at the top end of page 3 of memory, from $3D0-$3FF,
is used for special purposes on the Apple II. First of all, ProDOS reserves the
area from $3D0-$3EC for use by any system program (such as BASIC.SYSTEM)
that may be loaded. The specific use of this area is dictated by the system
program itself, but it is normally used to store short, fixed-position subroutines
that pass control to important subroutines in the main body of the system
program. For example, BASIC.SYSTEM stores a three-byte ‘“JMP $BE00”
instruction beginning at $3D0; this is the warm entry point to BASIC.SYSTEM
(thatis, it reinstalls BASIC.SYSTEM without destroying the Applesoft program
in memory). We’ll investigate BASIC.SYSTEM'’s use of page 3 in more detail in
Chapter 5.

The rest of page 3 is reserved for storage of a set of user-installable vectors
and subroutines that are used to service interrupt conditions or special com-
mands:

¢ XFER (main/auxiliary memory data transfer) vector at $3ED/$3EE (//e and
//c only)

e BRK (6502 break instruction) vector at $3F0/$3F1

e RESET (reset interrupt) vector at $3F2/$3F3 and its enabling byte at $3F4
(called the powered-up byte)

e & (Applesoft ampersand command) vector at $3F5-$3F7

e [control-Y] (system monitor USER command) vector at $3F8-$3FA

e NMI (non-maskable interrupt) vector at $3FB-$3FD

¢ IRQ (interrupt request) vector at $3FE/$3FF

(Refer to Appendix IV of Inside the Apple //e for a detailed discussion of
the meaning of each of these vectors and subroutines.)

ProDOS initializes the IRQ vector at $3FE/$3FF by storing the address of
its internal interrupt-handling subroutine there. The vectors for RESET, %,
[control-Y], and NMI are set equal to $FF59, the cold start entry point to the
system monitor. Note, however, that BASIC.SYSTEM stores other values in
these vectors (except BRK and IRQ) when it is first loaded. See Chapter 5 for a
description of how these vectors are initialized by BASIC.SYSTEM.

The ProDOS Global Page: $BF00—$BFFF

The page of memory from $BF00 to $BFFF is called the ProDOS global page
and it acts as the gateway to ProDOS proper (that is, the part that resides in
bank-switched RAM). It contains several fixed-position jump vectors to standard
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ProDOS subroutines (the machine language interpreter, the clock driver, the
error handler, and so on) and several important data areas that contain infor-
mation defining the state of the system. These data areas may be inspected, or
changed, to facilitate communication between a system program (like
BASIC.SYSTEM) and ProDOS.

The global page also contains the bank-switching subroutines needed to
transfer control to and from the parts of the ProDOS machine language inter-
preter and interrupt handler that reside in bank-switched RAM. It should never
be necessary for you to use these subroutines directly so their addresses, and
the code itself, are not guaranteed to stay the same from one ProDOS version to
another.

The System Bit Map

One important area in the ProDOS global page is the system bit map; it
occupies the area from $BF58 to $BF6F. This map is used to indicate which
RAM areas have been reserved for use and which are free. Before ProDOS (or
BASIC.SYSTEM) performs any loading or buffer allocation operations, this map
is examined to see if there will be a conflict with reserved areas. If there will
be, the command is not executed and an error condition will be flagged.

Each bit in the map corresponds to one of the 192 pages of memory in the
Apple II's main RAM area (pages $00 through $BF). If a bit is set to 1, the
corresponding page has been reserved. The relative byte number (counting from
zero) within the system bit map in which the bit for a given page number resides
is the whole numbergenerated by dividing the page number by 8; the bit number
within this byte is seven minus the remainder generated by the division. For
example, the bit for page 190 ($BE) is bit 1 of relative byte 23: 190 divided by 8
is 23 (the relative byte number) and the remainder is 6 (meaning that the bit
number is 7-1=6).

ProDOS initially marks page zero, the stack page (1), the video RAM area
(pages 4—7) and its global page (page $BF) as being reserved. Other pages can
be protected as desired by system and applications programs. For example,
BASIC.SYSTEM also reserves pages $9A-$B9 and page $BE; these are the pages
where the actual BASIC.SYSTEM code is stored.

Short utility programs are often stored in the lower part of page 3 ($300-
$3CF) because that area is not otherwise used by Applesoft, ProDOS, or the
system monitor. Such a program can prevent itself from being overwritten by
setting the appropriate bit in the system bit map to 1 (this will be bit 4 of $BF58).

The Machine Identification Byte

There is a byte in the ProDOS global page called MACHID ($BF98) that can
be examined to determine the nature of the hardware environment in which
ProDOS is executing. It contains information on the type of Apple being used
(I, II Plus, //e, or //c), the amount of RAM memory (48K, 64K, or 128K), and
whether an 80-column card or clock card is installed.
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The bits in MACHID have the following meanings:

bits 7,6 (if bit3 = 0) 00 = Applell

01 = Apple II Plus

10 = Apple//e

11 = Apple /// in Apple II emulation mode
bits 7,6 (if bit 3 = 1) 00 = [reserved]

01 = [reserved]

10 = Apple //c

11 = [reserved]

bits 5,4 00 = [reserved]
01 = 48K RAM
10 = 64K system
11 = 128K system (//e, //c only)
bit 3 determines how bits 7,6 are to be interpreted
bit 2 [reserved]
bit 1 1 = 80-column card is installed

no 80-column card is installed

0
bit 0 1 = clock card is installed
0 = no clock card is installed

Note that it is also possible to determine what type of Apple system is being
used by examining two identification bytes in the system monitor ROM. For
example, only an Apple //e or //c has a 6 stored at $FBB3. Location $FBCO can
be read to distinguish between a /e and a //c: this location holds a $00 if a //c is
being used or a $EA if a /e with standard ROMs is being used; if the Apple //e
upgrade ROMs (the icon ROMs) are being used, this location will hold $EO.

Source Listing of ProDOS Global Page

All of the other important areas in the ProDOS global page will be analyzed
in detail in later chapters. Until then, a commented source listing of the code
for the global page describing the usage of each of its 256 bytes is shown in
Table 3-2.



49

Chapter 3—Loading and Installing ProDOS

(penurnjuod)

01 J43SN 3Yy] SJYSE JUTINOJQNS PJEPUBR]S Y] * g€
(*43yjloue o} weusboud waysAs suo wouy [043U0D & g2
Butausgsueuy uaym auop Arrewuou sT sTY]) °*pajsanbaud » g2
SI PUBWWOD |IAD W 3Yl J43A3u3aym P3aTTeEd ST JIND * /2
92

spuewwod [ o1 Aemajeb ay): LAINIIIW  dWr ITW SZ 49 /(89 Jb 0049
b2
‘p J421dey) 935 53|14 55390 O] * £2
pasn wu ued §EY] SPUBWWOD 40 Jaqunu e sjdJoddns & 22
49134duajur sty| *J42313duajur abenbuer sutyoew & |2
s0go4d 241 o1 jutod Aujua Asewtdd 3yjl st [W * @2
6l
pp49¢ 930 8l
Ll
autrjinoJqns JINO* S3304¢ NOB3I LINOIW 9l
Jatpuey jdnudajut gpgodd: VEJd$ NO3I AIFIIFADYI Sl
Ja3TpPuUBY [W SOQgovd: PA3d$ NOI ITWAJILNI b
J3TPUBY JOJJ3 T[BOT]TJUD! 144d$¢ NO3 LH1LY3AAS €1
J3TPUBY J40J4J43 wajsAg! S34d¢ NO3 LY33ISAS 2|
JPPE @3103NN0J 3JIA3Q ON: cv3d$ NO3 3IJIIA3AON Ll
J3ATJPp Y0012 SQOQovd: cbLd$¢ NO3I JAMN0010 61
6
*50QO0J4d 30 SUOTSJU3A 24niny ut abueyos Aew . 8
csautjnoJdqns Butmoyro4 =yl 40 sassauppe BYy) :JLON * L
9
IEEEEEEEREEEERERENERERENERENRENJRNXNENE®R®RX] m
* |°l°l UOTSJ3A §OQ@OJd 40} » b
* J449¢$° "0049¢ * €
» abeq 1eqQOT9 wajsAg spgodd 4
IEEEEEEEEEEERERERERERENENENENRNERNENRNEN®.®RN] F

‘abed [eqoib wisAs SOQoid .._ou Bunsy 921n0g “g-¢€ a|qe ]



Chapter 3—Loading and Installing ProDOS

50

a1ge] 3yl utr AJlua yoe3 °*3[QeE] JO1I3A JIATJP AST1(Q =«

(40443 OU 4T §) 3pOD J40Jdd W' p0$ d4d SRER
JOTPUBY 40443 TEDTITJO! |HIYIAAS dWF HLYIASAS
JaTpuRy JoJdd wa}sASt  LY¥¥ISAS dWr  H¥ISAS

*SJ40JJd [BOT}TJD PUB SJUOJJ3
wa3sAs [ 40 UOTSESNOSTIp B JO4 { d433dey) a3g

*5JNDD0 JOJJ3 [EBOT]TJD B 41 pPaj}Je}sad
3q 01 aABY [1Tm walsAs 3y| °*(U3]11TJMUBAO0 3dJE
ceadJe elep §Qgodd 1uejdJodut :afdwexa) sunosdo
JOJJ3 TEOT]TJD B J3A3U3YM P3TTED ST HIYIASAS

*¥¥3IS UT JT S3J0]5 PUB (JO]B[NWNODE 3y} UT ST
1841) SpOO JOJd3 3yl S3)B] YY3ISAS 1182 [W ue
Butanp s4noo0 Jo0uu3 ue 4T YYISAS STT1E2 SOQOYd

*k ok k ok k ok Kk k ok *k Xk

JIATJP 0012 30 SE3J4PPY:  ¥ANO01D YA
PSTTEISUT 30072 4T (0b$) dWrt S1d IWILILYa

‘g 431dey) =35 ‘3u0Op ST STY] MOy uO S[TE13ap

404 "(2648¢%¢) 3JWIL PU®B (P64E$) 3LYQ Ut Suwrty

pue ajep ayT 2oe1d pue 320719 3y} peaJd [[1m 1T
‘PaTIE]SUT ST PJED YD0[O B 4] "Pa}NI3X3 ST PUBWWOD
3WILL3O IW 34} J3A3auaym paTred =51 JWIL31vd

* k Xk Kk %k

PuBwWWOD | [ND 33IN23x3:  LINDIIW dWr 11n0®

*p 421deyn 23g 'patsr1oads wedsboud oay] s91nNdax3 uayl «
pue aweu 3714 wajlsAs pue x1434d mau e 42U «

00 :40449

40 14 Jdb 00489
40 S3 Jdb ‘6044
LA ¢Sv L6049

29 90449

4 S3 Jb ‘€048

‘(panunuod) abed [eqo(b waishs gOO1( 10§ Bunsy| dIN0g ‘2-¢ d|qe |



51

Chapter 3—Loading and Installing ProDOS

(penunuoo)

B 806 OPSSSAA

* %

!SMOJTOJ} SB ST 3pPOD STY] JO4 1BWJOS «

11Q 3Yy]| °"pP355320E SBm }BY] 3OTA3P ASTP 5B +

3y} 40} SpOD IATJP/JOTS SY] SUTRIUOD WANAIQ

*

JO193A 2 3ATJQ/L 101S¢ 3IIAIAON YA 2.¥AYA3A

(J[ ASTQ) 40393A 2 3ATJQ/9 101G} pEPA$ YA 293AYAIQ
JO}D3A 2 3ATJA/S 101S¢ 3IVIAIAON  Yd 253AYA3d

J0103A 2 3ATJQ/b 101S¢ 3IOIAIAON  vd 2hIAYAIA

(WY¥/) 40393A 2 3ATJA/E }OTS* pp44$  Yd 2EJAYAIA
J0393A 2 3ATJA/Z 101S¢ 3IOIAIAON  Yd 22¥a¥A3d

JO193A 2 3ATJQ/| 101S¢ 3IDIAIAON  Yd 21¥AYAId

JO193A ,P3123UU0D 30TA3p ON, ! 3JIA3AON YA 20dAYAIQ
J03D3A | 3ATJQ/L 101S¢ 3IIIAIAON  Yd LZ¥AYA3A

(J[ A5T@) 40193A | 3ATJQ/9 1}01S‘ 000d$s Yd L9JAYA3A
JO3D3A | 3ATJA/S 10T1S¢ 3JOIA3IAON  Yd LS¥AYA3Q

J0303A | 3ATJA/p 31071S¢ 3JOIAIAON  Yd LHIAYAIQ

JO303A | 3ATJA/E 3101S¢ 3IOIAIAON YA LEIAYAIQ

40193A | 3ATJ@/Z 101S¢ 3IDIA3IAON  Yd L23AYA3A

J0393A | 3ATJQ/L 301S¢ 3I0IAIAON YA |I¥AYAIQ

403193A ,,p33}03UU0D 39TA3P ON, ! 3JOIA3IAON  Yd LBAAYAIQ
‘9 1015 UT PJED JS[[OJJUOD ][ ASTQ © YlTM =

2/, 21ddy 82| © 404 ade arqe} Buimorros «

3y}l UT 53TJJUD Y| °*BOTA3P 2 IATJP/E }OTE =«

ay} o] paddew a3q [1tm 2/, 4o 3,y 3a1ddy ue uo «
379qelTeAER ST ]1BY] 3DTA3P WYY/ 3Y] °2UT}noJ4gns «

, ,P3123UU0D 32TA3p Ou,, SOQO4d =Y} 01 sjutod «
JO193A 51T ‘pasnun T AJ4ju3 UE }] °*UMOYS 5B &
UOT}EUTQWOD }10[5/3ATJp anbtun e o} spuodsauuod «

3c4d
Jcdd
vec4dd
8244
9248
bc48
¢cdd
pc g

344
Jlig
vliig
8148
9148
AL
cldg
p14d



Chapter 3—Loading and Installing ProDOS

52

pos 4d4d
pes dg4d
2 SATJP/E 1015 UT WYY/* ¢ d4a
Il 3ATJ4p/9 3015 Ut J[ AS1Q* p9¢ d4d
2 3ATJ4p/9 31015 Ul ][ YST1Q* p3¢ 4d4d 1S7A3d
*(, 421dey)y 335) S53DTA3p )ASIp
,,ubtau0y,, Agq pautiap =q MmE saniean gl 43y10
Wod/ = 4x$
311404d = pX$
10 A5Td = @Xxs$

UOT]BWJO4UT (] SOTA3P UTEJUOD 531Qq
4NO4 J3pJO-mOT 3y} 1oyl 1d3ox3a WANAIQ 404
pP35N SB JBPWJOJ 3BWES 3y} UT S4B S53P0OD 3ay]

*(UNUTIXBW p|)
S30TA3p JYSTP 3AT]9B 3y}l 40 Ydea JO4 S3poOd

1015/3ATJP 3y} 30 }5T] B s5UTEIUOD |1§TA3A

* %k k Xk Kk k Xk k Xk *k *k *k Xk

c@$s d4d 1NJOA3d

*| 5537 ‘waj}sAs 3y}l ul PITTEISUT «
S30TA3P )SIP 3AT]0B J0 Jaqunu 3yl SPTOY INIA3IQ +

S5300B ]5B] }0 3ATJpP/101S¢ p9¢ dg4d WNNA3Q
‘(L 01 | wody)

J3quwnu 3075 3y}l ST SSS PUB (2 SATJp 404 | pue
| SATJP JO} @) 43QUNU SATJP 3Y]} ST g 343ym

* &k Xk %k

S8 rrrrrrrrrrrerrre AN AN ANV N
T T T T T T T —

14
g9
f3

')

g9

led4d

peE S8

*(panunuod) abed [eqo|b wialshs OO 10j Bunsy| 3d21nog “g-¢€ 3|qel



53

Chapter 3—Loading and Installing ProDOS

(penunuoo)
pPs‘00s‘00$ d4d
asn ut /-p‘L‘g s3beqt pps‘eRs 408 diQ dviig
‘umoys ST PapeoT «
u33q sey WILSAS'IISYE 433148 dew 319 3y} «
40 uotjeunbrjuoo 3yl *| 01 135 39 [[IM 119 =«
Butpuodsauuoo 3y} ¢asn utr st =abed sy} 41 «
*21Aq 1se1 9y}l 40 g 11q 03 spuodsadJdod «
4g¢ °bed pue 23Aq 15414 2y} 3o £ 119 O
cpuodcsaJJy0o ggs =26eq *4g¢ ybnouyl pgs wouy «
2b6ed anbtun e o0} spuodsadJuo0d 3[qe}] (119-261) *
21Aq-p2 514y} ut 319 yoey rdew j1q EmeMm ayl «
jueq xqgs¢ 404 3pod It 00$ €40  XAIAYS
jdnuusajut uodn gp¢ 40 sjuajuol! 00$ €40  SbIAYS
8dd44¢ duWr
PJ4EOKYY UO udn]: g800¢ V1S

*autjnoJgns Burrpuey-i1dnuaaajur «
s0go4d 24y Aq pasn st 2poo jo0 31q Auty STyl «

(€861 °31ddv "dd0J,

pos
pos
pos
pos
pos
pos
pos
pos
pos

JISY

g4da
g4da
g4da
g4d
g4d
g4d
g4da
g4d
g4d

951 00 00 00
SS|L 00 00 40

bS|
€S|
sl
I1S1
Sl
6bl
8v1
Ad’
91
Sbl
bbl
Evl
chl
34
6yl
6€ 1
8€1
LEL
9€ 1
SEl
pEIL
€€
cEl
LEL
pEL
621
82l
L2l
921
Sel

44 8d
#0 88

pSs 4db

0o
X
b
as

1984

0o
0o
0o
po
o
0o
o
po
po

‘8544
:8544

WASEL
:9544
‘€544
S EEL

‘pvid

‘JE€48
$3€48
‘aedd
:0€44
‘gedd
‘veEdd
‘et4dd
‘8g4d
‘LE4H



Chapter 3—Loading and Installing ProDOS

54

21713
CAQY:
CARS
2114
CARSE
3714
CARE
CARE)

—ANMITUNON~ND

35N uT Jg¢‘3d¢‘eds-8ys sabeg:
asn ut sys-yes sabey:

Jo}
Joy
Jo}
Joy
Jo 4
Jo 4
Jo 4
JO 4

‘g J431dey)y 23g °*sunodo jdnuuajur
ue uaym uotjewdosutr Buryosjims jueq pue
c42151624 24035 0] s3sn gggodd 1By} eade ejep
3y} 5T 219qe} 40123A a3y} Butmoyro4 ‘puewwod
1dN¥¥ILNI—I077¥3a 343 Butsn panowss pue puswwod

LdN¥JYILNITO01TY I1W 243 Butsn payreisur aue Asyy
*(WNWTIXBW $) PaJo}s 3J4e saurinodqns Burypuey

1dnuuajur pPa[[E]SUT-J43EN 3Y] }JO S3SS3JPPE

3yl 943ym ST STY] °37ge}] J40393A 1dnudaju]

csaJppe
ssaJppe
ScaJppeE
ssaJppe
ssaJppe
csaJppe
csaJppe
csaJppe

"pPuBwWOd 4ng~L3S 1MW 243 bursn Aq

pabueyos agq jsnw ssaJppe J4344Ng Y "279e] STY]} UT
pPaJ40]15 3J4B (P3MO[[E 3J4E g 0 WNWIXxew e) 3T} uado
Yoea J40j} S53E5S3JpPPE J43}4Nng 3Yy]

4344ng: poo0s
4344ng: pooDS
J4344ng: poo0S
J4344ng: poo0S
J43334ng: pooOS
433 4ng: poo0s
433 40g: pooos
J4344ng: poooS

"a1qey

€3¢ 448443
44848003
POs‘00s 00S
00$‘POS POS
00$ ‘P0S PO
00$‘POS 0O

*

*

*

*

*

*

*

*

*

va 8¥344nd
va (¥344nd
va 93344nd
va S¥344nd
va b3344ng
va €3344nd
va 23¥344nd
va 1¥344nd
*

*

*

J3244NQ 3714 »

g4d
g4d
g4d
g4d
g4d
g4da

(81

LS

:@94d
‘v¥94d
WASEL
‘944
‘1934
+3S548

*(panupuod) abed [eqoiB wissAs SOQold 10j Bunsy ad1nog “z-¢ 9qe ]



55

Chapter 3—Loading and Installing ProDOS

(penunuoo)

"3WIL

pue 3lyq uo
(65°°8) 0-5 5119

(EC2""P) 8-21 5119

(66" '9)

cle"" 1) p-v 5119
(21" 1) 5-8 5119
6-S1 5119

sJow 404 g 431dey)y a3g

n

pPa4J4nod0 PY] 243Yym ss3aJppy‘
ueq xq¢$ 404 =apood (I
423151624 snjejs Jsossaoougt
42151624 uajutod yoe§

b#
E#
o#

¢
.

49151034 Al
42151634 ¢

Jojernuwnooy¢

J0}23A
J0}123A
JO123A
J0}23A

1dnuuajug
1dnudaju]
1dnuuaju]
1dnudaju]

e~ o o~ o

*SpuRWWOD 3ISND
pPue ‘HSNT14 ‘N3IJ0 SOQO4d 34} AQ uo pajoe 3q »
01 E3[T4 9Y] 40 [3A3] 3y} S3}EOTPUT TIAIT

poo0S
poo0S

Sajnutw
sJnoy

Aep

yjuow
Jeak

poo0S

-

poooS
po0O0S
poo0s
pooos

payoed [etoads e ut spJom om} Butmorroy
2yl Ul pa40}s 2J4e 2WT] pue ajep walsAs ayj

Md JWIL
Md Jiva
*

*

*

PAWIL *
*

*

*

:31va *
*

:11BWJO4 &

*

*

vYd dAdULNI
SA dIANGLNI
SAd 933dLNI
SA@ 933SINI
SA@ 933ALNI
SA 93AXLINI
SAd 933YLINI
vYad vLldNALNI
Yd €LdNJLNI
vYad 21dNALNI
vYad L1dNYILNI

‘2648
‘po4d

:3844
:dsig
:0844
‘g84dd
‘vY84d
‘6844
‘8848

‘v844
‘¢844
‘@844



Chapter 3—Loading and Installing ProDOS

56

[P32AJ43534] :2 1149

pajaJduajur
99 0} 24® 9‘/ 5]11Q MOy S3UTWJI]}3IP :E }1q

[}
-
-—

(Atuo o7/ 377y washs ygzi

wa1shs Mp9 = g1

wa1shs MN8p = L@

[P3AJ353J4] = gg :p‘S 531q
[P3AJ3534] = ||
o7/ 21ddy = g1
[P3AJ43E3J] = | @

[P3AJ3E34] = @@ (L = € 119 41) 9/ s31q

"Inws /77 a1ddy = 1}

a// 21ddy = g}

SNTd I1 21ddy = g
I1 21ddy = g9 :(o

€ 119 41) 9‘, 5119

‘AQIHOWW Ut

€119 2y} 4o Butueaw =y} 5T 2434 *pPI[[E}SUT ST
(120[2J43puUnyj) P4ED YD0[D 4O PJED UWN[OD-gg ueE
43y13ym pue ‘arqgerteae AJowsw 40 junowe 3y}
¢pacsn Bbutaq atddy jo0 adAy 3y}l S3TITIUSPT QIHIVW

* ok ok ok ok ok ok ok ok ok ok ok k k k k ok k %k k k %k Kk k *k ok

pPaAJa534/pasnunt 000As Md  L3AYdS
Bers 3119 dnyoeg: g0s$ d4id Liganga
[3A3] 3114 ju3Junyt po$ €4Q q3A37

pSe
6be
8b2
L2
9pe
Sb2
b2
€b2
2b2
lbe
0b2
6€2
8€2
LEZ
9g2
S€2
bEZ
£€2
2€2
€2
pES
622
822
L22
922
522
p22
£22
222
122
822

o
po

‘9644

‘5644
‘be4d

*(panunuod) abed [eqojb wayshs OO 10j Bunsi| adnog g-¢ 3|qel



57

Chapter 3—Loading and Installing ProDOS

(panunuod)

‘spew ST (,,0Pd4E$ ASCy) TTED [Ty UB JSA3USYM +
dn 335 2J4e su3jaweded Junoy bBurmorro} Byl =

(x1324d ou 31 g) bery xvyaugt pes d4d ALdXI4dd

*pajsanbads s1 puewwos gggod
® uaym partsroads aq jsnw (saweuyje
1eti4ed ueyy Jayied) saweuyled [1n}

Pue g 39 TTTM JidXIdd U3yl ‘1,usey 31 3]
*pauT4ap uaaq 13A sey xt14a4d sweuayry e
J3yjaym sajeatput jeyy bBery e st ¥y1dXxIdd

* k %k Xk k Xk

gLLL1BLe AJeurg: 3S5¢ €40  LAG11S

‘9 pue ‘p ‘g ‘g ‘| s101s

UT WOY S33EDTPUT 3By} pasn s1 33hq e
ta1dwexs Butmor1o}s 3yl u] *(# 119) 3}O1S
UT 17T uo WOY Y1Tm pued Tedaydruad

B 5T 243yl J43yjlaym 3ajeotputr o} sbery se
pasn aJe JAG17S 40 5119 uaanas ybry ay)

* k k k Kk k

JA82L + SUWNTOD-p8 + 3//: cds d4d AQIHOVW

*3y20[2 OU NG PJED UWN]OD-gg UE YJTMm «
a7/ 21ddy 821 © 404 51 uantb ardwexs ay] «

*
parrelsur

ST PJED YD0[D YD00[O2J43pPuUny] ou = g *
P3[[BJSUT ST PJED YD0[D YD20[Dd43punyyl = | :@g 119 *
*

P3[[E]15UT ST PJED UWN[OD-gg8 OU = @ *
P2[[®]5UT ST pPJED UWN[OD-g8 = | :|} 119 *

I8¢
p8e
6L
8L¢
LLe
9¢L¢
SLe
bLS
€L2
ele
LLe
pLe
69¢
89¢
(92
99¢
S9¢
b9¢e

c9¢
19¢
p9¢e
65¢

LSe
95¢

SS¢
$Se
€S5S¢
¢s¢e
1S¢e

PP :voedd
3S ‘e644
¢d 8648



Chapter 3—Loading and Installing ProDOS

58

*IIWAYLNI 01 104ju0d Burssed

*
340343q WYY PaYo}Tms-yueq 30 |jueq «
E3[QEUS U3Y] PUB ‘WYY P3YOlIms-jueq «
40 SNBSS 3yl S3ABS ‘ALOYIIW 5135 3 #
‘jutod AJujua Auepuodas sTy} O} Pa}nNoJ &
ST 1189 [7IW .0BdJd9d$ dSr.w PJ4EPUEB]S 3Y] =
(JAYAWD ©31 suJuniad): 11y
vid cl1X3
WYy 23jueq afgqeua-peay: £€803¢ wd1
AAT]19B Yy LIueg 05 “S3aAC clLIX3 v3d
(Adjua uo se aweg: 900ds 03
2pod jueq xg¢$ 139¢ 2LAEINE vd1 LLIX3
(uajyel sAemie): 2lIX3 3N
W0y 319qeua os ‘oN: c88J3¢ VYl1S
3AT]10B 3Q 315NUW WYY OS5 “S3AE LLIX3 ©3dg
w%gucu uo se 3wes pgpp3Is: pep3I$ 303 LIX3
‘118 ,,P3}EBTNUWTIS,, B BIA (J649%$) ddUdAWO Ut paJols «
ES2J4ppE 3y} O} [OJ}UOD SUJN}IJ PUE S3YD}TME &
WYY 2431 40 21215 t1eutbruyo 2y} 52401534 J[X3I +
‘pPa[qeuUa pE3J WYY PAYD]IME-)jUuBq O | jueq pue &
“LLAEINE = U YlTIm SuTinoJdqns sTYj mcﬁdﬁmu *
q 31x3 A[[ENIU3A3 [W 3Y] O} STTED [y =*
P3TTEY W u3aym 49351634 5t pe$ d4d A3AVYS
P3TTEYO W u3aym LUpmumuL X po$ d4d X3AYUS
[TW O01 ¥Sr 1SET] 4O 9+553J4ppPY: ppo0S va dAYAWI
(3anTldoe 41T |=£ 11Q) mm~+ [N Pps d4d ALIYVIW

c¢8¢e

83
pd

'}
#3

‘d64d
‘3644
:0644
‘ge44

‘(panunuod) abed [eqoib waishs SOOI 10) Bunsi| 3d1N0g Z-€ 3|qeL



59

Chapter 3—Loading and Installing ProDOS

(penunuod) R
WYy Lyueq 3a(qeus-ajtum - a809$
"t pue peay! g800$

*dn ystut4 puet
JOJEINWNODE 2403153y¢ OIYYINI
Wo¥ 404 Bery 313st AINNELNI

| #

xQ$ 2iueq S[qeua-peay! £800$
(uayey sAemte)t | IXWOY

WOY STqeud 05 ‘Sap! 1800$

youedq os ‘oN: 1IXWOd

LP4BD WYY B 343yl s5]¢
P21QEUS X@$ 2AUBG 4T youedgt |]IXDAI
pPartqeus x@s$ |jyueq 31 youedg: 21IX0YI
Snjels PJEOWYY 139° AINNELNI

114
118

11y
van
V1S
van
van
Sod
van
304
das
IWg
034
van

*3J43y)

SapT1sadJ jey) J43arpuey j3dnuuajutr sggo4d 24p 01
1043u0o Butssed a4043q WYY PaYdlTIms-jueq 40
|jueq safqeua 3}TJ4m/pead Ardwis 3apod sTy|
*243y sjutod JJe$/34€$ 1® J03103A PY[ 3YL

9b€ 00 €88 0J¢
IN3DdI SbE B8O 8 IJ¢

144>
EbE
chE
LbE
pveE
6€EE
8€EE
LEE
LIXW0y 9€EE

SEE
clIXDdl PbEE
LLIXDYI EEE

cEE

lEE

*k ok ok ok Xk

ELIXDAI (2E
1IX0dl 9¢¢E

‘autjinouqns Butrpuey jdnauajur « p2¢
34yl ST STyl + ECE

s0god4d 1etoads ayjl 40 pua [t1e}
1534 3yl Op 031 WYY ©3 09 [IWAJLN3I

WYy Ljueq 3j1t1JM/peay: g800¢
g803¢

3pod jueq xQ@¢$ 3AES:  ZLAEINNG
poBAS

P02 WOY/WYY 3ABSE  LLAEMNE
pPP3s

(. 119) Bery ,aA119® [W. 313SE  ALOVIW

dur
van
van
V1S
van
vl1s
van
d0d
J3S

bLE
LANIIIW ELE

34

'}
'}

44

3348

‘g344

v344
(338
b344
¢344
4q44
aadd
vaa4ig
8a44
(d48
Sadg
€q44
pa4d



Chapter 3—Loading and Installing ProDOS

60

UOTSJ3A §OQQOJ4d 1ua44nH¢ 1A$ d4d NOISd3IAN
UOTSJ3A 3TqTledwod ]s3TT14E3! s d4d A3IANVEN

*sJ4aqunu NOISY¥IAN 404 [1 xTpuaddy aas
*NOISY¥3AN UT P3J0]15 J3QWNU UOTSJ3A JUBJJND 3Y]

Yitm arqriedwod st jeEY} (]IW) T3u43) S0QOYd
3yl 40 J3QWNU UOTSJ3A 153TTJ4E3 3yl ST ¥IANYE

*x Xk *k Xk

UOTSJIA J43134duajur Jud4dny! 16$ G40 NOISYIAI
[ouJ4ay arqriedwos 3s3a1rJe3! 08s 940 d3IANVEI

'sJ43aqunu NOISYIAI 404 [1 xT1puaddy =3g
‘sJyajawedsed om] 353yl dn 135 }snNw }1 Palnoaxa

15414 &1 wedboud wayshs e uaym ‘weuboud
wa}1sAs 3y] 40 J43QWNU UOTSJ3A 3yl ST NOISHIAI
*(43134duajutr) weuboud wayshks antrjoe Ayjuadund

3yl Aq pasn aq ued jey} ([IW) T2u43) SOQOYd
2yl }JO J43QUNU UOTSJ3A 153T[J4E3 3y} ST ¥IANVEI

* Kk k k Kk k k

2p0oo j4e3s34 walshg! 334a$  dwr
WYY 2T1qeua-peay! g800$ LlI19 13Y1S3Y

‘pakerdstp 2q o3}

13Y1S3d ANV ASIA W3LSAS LAd3SNI

sbessaw ay] sasneos }] *wajsAs 3y} 300934 0} J3sN
2yl 202404 0] payred &1 2apod bBurmoryios ayy

* %k ok k Xk Xk

343y pa4o3}s snje}s jueq WYy xqgs: pO$s d4d <SLAEINH
343y pa4ols sN1EIS WOA/WYY: pBs d4d LLAEINE

J3TPUBRY BYI 03 09° AJIIYDAI  dUWr

L0
X'

¥’/
o

44449
3448

(EEL|
J448

40 43 O :6448
O g8 J3¢ 9448

40 vE I

S444
v 448

1449

‘(panunuod) abed [eqojb waisAs gOQoly 10j Bunsy 3dInog “z-¢ s|qe



Chapter 4

THE MACHINE
LANGUAGE
INTERFACE

The major module contained within ProDOS is a low-level command inter-
preter called the machine language interface (MLI). The MLI interpreter supports
a total of 26 commands; most of which are used to perform fundamental oper-
ations on disk files (creating, opening, closing, reading, writing, and so on).
Each of these commands is accessed in the same way, using a standard protocol
defined by the software designers at Apple Computer, Inc.

In this chapter we’re going to take a close look at each of the MLI commands
and show you how to take advantage of them in your own 6502 assembly
language programs. In particular, we’ll see how to

call specific MLI commands

set up MLI command parameter tables

locate results returned by the MLI commands
identify MLI error conditions

interpret MLI error codes

Along the way we’ll present short programming examples that will serve
to clarify how the MLI commands are to be used.
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Using the MLI Commands

It’s really not that difficult to execute an MLI command. A typical program
looks something like this:

Eplace values in parameter table

before calling MLI]

JSR $BF0@ ;$BFB@ is the MLI entry
point

DFB DOSCMD ;MLI command number goes
here

DA PARMTBL ;Address of parameter
table

BCS ERROR ;Carry is set if error
occurred

[continue on with your
program]l

RTS
ERROR

[error handler
goes herel

RTS

PARMTBL DFB NPARMS ;NPARMS = # of parameters
in table

[the rest of the parameters
are placed here in the order
defined by the MLI command.]

L]

The key instruction here is “JSR $BF00.” $BF00 is the address of the entry
point to the ProDOS MLI interpreter. This interpreter is in charge of determining
what MLI command has been requested and with passing control to the appro-
priate ProDOS subroutine to handle the request.

Figure 4-1 is a flowchart showing what occurs after a “JSR $BF00” instruc-
tion is executed. As soon as the MLI takes control, four locations in the ProDOS
global page are modified: MLIACTV ($BF9B), CMDADR ($BF9C/$BF9D), SAVEX
($BFQE), and SAVEY ($BF9F). First, bit 7 of MLIACTYV is changed from 0 to 1;
this is done so that an interrupt-handling subroutine can easily determine if an
interrupt condition has occurred during an MLI operation. (We'll see why it’s
important to know this information in Chapter 6.) Then the current values of
the X and Y registers are stored in SAVEX and SAVEY. Finally, the address of
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JSR $BFOO | set bit 7 of
MLIACTV

X in SAVEX

CMDADR = $BF9C/$BF9D
SAVEX = $BF9E
SAVEY = $BFYF

Store Return
Address + 4
in CMDADR

Execute
Command

Critical
error?

YES

System
error?

A = error code|
Set carry flag

Clear bit 7 of
MLIACTV A=0
Clear carry flag

RETURN
to
CMDADR

Restore X,Y

Figure 4-1. A flowchart of MLI operations
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the instruction immediately following the three data bytes that follow the “JSR
$BF00” instruction is stored at CMDADR. Control passes to this address after
the MLI command has been executed. (The MLI modifies the return address
that the JSR places on the 6502 stack to ensure that control passes to this address
rather than to the address following the “JSR $BF00” instruction.)

The MLI determines which command has been requested by examining the
value stored in the byte immediately following the “JSR $BF00” instruction.
This byte must contain the unique identifier code (or command number) asso-
ciated with the MLI command being requested. If an unknown command num-
ber is encountered, an MLI system error occurs. (We'll see how to handle such
errors in a moment.)

The two bytes following the command number contain the address (low-
order byte first) of a parameter table to be used by the MLI command. The
parameter table begins with a byte that contains the number of parameters in
the table; the rest of the table holds data that the MLI command requires in
order to process your request. After the command is executed, the table will
also hold any results that are generated. As we will see in the following sections,
the contents of the parameter table associated with each MLI command have
been carefully defined.

Parameters that are passed to an MLI subroutine are of two types: pointers
and values. A pointer is a two-byte quantity that holds the address (low-order
byte first) of a data structure to which it is said to be pointing. (Typical data
structures are an I/O buffer or an ASCII pathname preceded by a length byte.)
A value is a one-, two-, or three-byte quantity that holds a binary number.
Multibyte values are always stored with the low-order bytes first.

The parameters returned by an MLI subroutine are called results. A result
is usually a one-, two-, or three-byte numeric quantity (with the low-order bytes
first), but it can also be a two-byte pointer, depending on the command that
produced it.

If the number at the start of the parameter table does not correspond to the
parameter count expected by the command, then a system error will occur.
Otherwise, the MLI will execute the command.

While a command is being executed, a critical error condition may occur.
Critical errors are very rare and only occur if ProDOS data areas have been
overwritten by a runaway program or if a 6502 interrupt occurs and there is no
interrupt handler installed to handle it. You cannot recover from such errors
without rebooting the system. When a critical error occurs, the MLI executes a
“JSR $BFOC” instruction. The subroutine at $BFOC (SYSDEATH) causes the
following message to appear

INSERT SYSTEM DISK AND RESTART -ERR xx

where “xx” represents a two-digit hexadecimal error code. Four error conditions
are possible:

01 Unclaimed interrupt error.
0A Volume control block damaged.
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0B File control block damaged.
0C Allocation block damaged.

The volume control, file control, and allocation blocks are internal ProDOS
data structures used to enable it to handle disk volumes efficiently and to open
files.

In the normal course of events, the MLI command will simply finish up by
restoring the values of the X and Y registers (from SAVEX and SAVEY) and
then, if a system error has occurred (see below), by executing a “JSR $BF09”’
instruction. The subroutine at $BF09 (SYSERR)causes an error code to be stored
in SERR ($BFOF).

Note that since the X and Y registers are preserved by the MLI, there is no
need to save them before calling the MLIL

Finally, control passes to the instruction immediately following the pointer
to the address of the parameter table (“BCS ERROR” in the above example).
Recall that this address was stored at CMDADR ($BF9C/$BF9D) when the MLI
interpreter first took over.

MLI System Error Handling

Any errorthat is not a critical error is called a system error. Such errors can
result for many reasons: specifying an illegal pathname, writing to a write-
protected disk, opening a non-existent file, and so on.

If no system error occurred during execution of an MLI command, the 6502
accumulator will be 0, the carry flag will be clear (0), and the zero flag will be
set (1).

If an error did occur, however, then the accumulator will hold the error
code number, the carry flag will be set (1), and the zero flag will be clear (0).
This means that you can use a BCS or a BNE instruction to branch to the error-
handling portion of your code (we’ve used a BCS instruction in the example
above).

You should always make it a point of handling error conditions after an
MLI command ends: If you don’t, you will undoubtedly have a program that
won’t always work properly. (For example, think of the consequences of writing
to a file that could not be opened because it did not exist!)

For debugging purposes it’s often handy to have a special subroutine avail-
able that can be called to print out helpful status information when an MLI error
occurs. Such a subroutine is shown in Table 4-1. When it is called, the message

MLI ERROR $xx OCCURRED AT LOCATION $yyyy

is displayed, where “xx” is the two-digit hexadecimal error code and “‘yyyy”’
is the address that the MLI interpreter stored in CMDADR before trying to
execute the command. This address is located six bytes after the “JSR $BF00”
instruction that caused the error.
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The system error codes that are used by the MLI interpreter are summarized
in Table 4-2. For convenience, Table 4-2 also indicates the Applesoft error
messages that are displayed when an MLI error is returned to the BASICSYSTEM
command that called it.

Table 4-2. MLI Error Codes.

BASIC.SYSTEM
Error Code Error Message Description
$00 [not applicable] No error occurred.
$01 I/O ERROR An invalid MLI command number was
specified.
$04 I/O ERROR An incorrect “number of parms” value
was specified in the parameter table.
$25 I/0 ERROR The ProDOS internal interrupt vector
table is full (that is, four interrupt vectors
have already been installed).
$27 I/O ERROR A disk I/O error occurred that prevented
the proper transfer of data. Such errors
can be caused by a damaged disk or by
the improper insertion of a disk.
$28 NO DEVICE The specified disk drive device is not
CONNECTED present.
$2B WRITE PROTECTED A write operation failed because the disk
is write-protected.
$2E I/O ERROR An ON _ LINE operation failed because a
disk containing an open file has been
removed from its drive.
$40 SYNTAX ERROR The pathname syntax is invalid because
one of the filenames or directory names
specified does not follow the ProDOS
naming rules or because a partial
pathname was specified and a prefix is
not active.
$42 NO BUFFERS An attempt was made to open a ninth
AVAILABLE file. ProDOS allows only eight files to be
open at once.
$43 FILE NOT OPEN The file reference number is invalid.
This error will occur if the wrong
reference number is specified for an open
file or if the reference number for a
closed file is used.
$44 PATHNOT FOUND The specified path was not found. This

means that one of the subdirectory
names, in an otherwise valid pathname,
does not exist.
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Table 4-2. MLI Error Codes (continued).

BASIC.SYSTEM

Error Code Error Message

Description

$45

$46

$47

$48

$49

$4A

$4B

$4C

$4D

$4E

$50

PATH NOT FOUND

I/O ERROR

DUPLICATE FILE
NAME

DISK FULL

DIRECTORY FULL

I/O ERROR

FILE TYPE
MISMATCH

END OF DATA

RANGE ERROR

FILE LOCKED

FILE BUSY

The specified volume directory was not
found. This means that the volume
directory name, in an otherwise valid
pathname, does not exist. A common
reason for this error is changing a disk
without changing the active prefix.

The specified file was not found. This
means that the last filename, in an
otherwise valid pathname, does not
exist.

The specified filename already exists.
This error occurs when a file is being
renamed or created and the new name
specified is already in use.

The disk is full. This error can occur
during a write operation when there are
no free blocks on the disk to hold the
data.

The volume directory is full. Only 51
files can be stored in the volume
directory.

The format of the file specified is
unknown or is not compatible with the
version of ProDOS being used.

The “storage type code” for the file is
invalid. Valid codes are $1 (seedling), $2
(sapling), $3 (tree), $D (subdirectory file),
$E (volume directory header), and $F
(subdirectory header).

An end-of-file condition was
encountered during a read operation.

The specified value for MARK is out of
range. When MARK (the “position-in-
file”) pointer is being changed, it cannot
be set higher than EOF.

The file cannot be accessed. This error
occurs when the action prohibited by the
“access code” byte is requested
(RENAME, DESTRQOY, READ, or
WRITE).

The command is invalid because the file
is open. The OPEN, RENAME, and
DESTROY commands only operate on

closed files. (continued)
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Table 4-2. MLI Error Codes (continued).

BASIC.SYSTEM
Error Code Error Message Description
$51 /O ERROR The directory count is wrong. This error
occurs if the file counter stored in the
directory header is different than the
actual number of files.
$52 I/O ERROR This is not a ProDOS or SOS disk. This
error occurs if the MLI senses a directory
structure inconsistent with ProDOS or
SOS.
$53 INVALID A parameter is invalid because it is out
PARAMETER of the allowable range.
$55 I/O ERROR The volume control block table is full.
This error occurs if eight files on eight
separate disk drives are open and the
ON _ LINE command is called for a drive
having no open files.
$56 NO BUFFERS The buffer address is invalid because it
AVAILABLE conflicts with memory areas marked as
“in use” by the ProDOS system bit map
or because it does not start on a page
boundary.
$57 I/0O ERROR Disks are on line that have the same
volume directory name.
$5A I/O ERROR The volume bit map indicates that a

block beyond the number available on
the disk device is free for use. This error
occurs if the volume bit map has been
damaged.

MLI Command Descriptions

In the following sections, we will examine, in alphabetical order, each of
the MLI commands that are supported by ProDOS. The command numbers
follow the command names in parentheses.

Before we begin, here is a brief summary of each of the commands supported
by the ProDOS MLI interpreter (this time in numeric order):

ALLOC _ INTERRUPT ($40)
DEALLOC _ INTERRUPT ($41)

QUIT ($65)

Install an interrupt-handling subroutine.

Remove an interrupt-handling subrou-
tine.

Transfer control to another systemn pro-
gram (interpreter).



READ _ BLOCK ($80)
WRITE _ BLOCK ($81)
GET _ TIME ($82)
CREATE ($C0)
DESTROY ($C1)
RENAME ($C2)

SET _ FILE _ INFO ($C3)
GET _ FILE _ INFO ($C4)
ON _ LINE ($C5)

SET _ PREFIX ($C6)
GET _ PREFIX ($C7)
OPEN ($C8)
NEWLINE ($C9)

READ ($CA)
WRITE ($CB)
CLOSE ($CC)
FLUSH ($CD)

SET _ MARK ($CE)

GET _ MARK ($CF)
SET _ EOF ($D0)
GET _ EOF ($D1)

SET _ BUF ($D2)
GET _ BUF ($D3)
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Read a data block from the disk.
Write a data block from the disk.
Read the current date and time.
Create a new file.

Destroy an existing file or directory.
Rename a file.

Change the directory entry for a file.
Read the directory entry for a file.

Determine the name of the volume direc-
tory for an installed disk.

Set the pathname prefix.
Read the pathname prefix.
Open a file for I/O operations.

Specify the character that will terminate
a file read operation.

Read data from a file.
Write data to a file.
Close a file.

Flush a file buffer.

Set the value of the MARK (position-in-
file) pointer.

Get the value of the MARK (position-in-
file) pointer.

Set the value of the EOF (end-of-file)
pointer.

Get the value of the EOF (end-of-file)
pointer.

Change the position of a file buffer.

Get the position of a file buffer.

You should note that there is no pathname prefix in effect when ProDOS

is first started up. This means that any pathname specified in an MLI command
parameter list must be a full pathname and not a partial pathname or a bare
filename. To simplify your code, it is a good idea to use the SET _ PREFIX ($C6)
command to set the prefix string to the required pathname before calling other
commands. If you simply want to set the prefix to the name of the volume
directory on a given disk, you can use the ON _ LINE ($C5) command to get its
name before using SET _ PREFIX ($C6). An example of a program that does this
is given below in the discussion of the SET _ PREFIX command.

Three of the MLI commands, CREATE, GET _ FILE _ INFO and SET _
FILE _ INFO, use a parameter called access code that describes the read/write
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status of a file. The meaning of each bit in the access code byte is explained in
Figure 4-2.

Many of the MLI commands accept or return date and time values in their
parameter lists. These values are stored in the same special packed form that is

7 6 5 4 3 2 1 0
| oy | RN | BK | [Reserved] | wr | RD |
DY = destroy-enable bit WR = write-enable bit
RN = rename-enable bit RD = read-enable bit
BK = backup-needed bit

If a bit is ““1”’, then the function attributed to that bit is enabled; if it is “0”’,
then it is disabled. The reserved bits must always be 0 (disabled).

If the DY, RN, and WR bits are all ““1,”” then the file is said to be “unlocked;”
if all three are ““0,” then the file is “locked.” Any other combination means that
the file is subject to “restricted access’ limitations.

The backup-needed bit is always set to “1” whenever a file is written to.
This permits the writing of a backup program that can perform incremental
backups (that is, the backing up of only those programs that have been modified
since the last backup). It is the responsibility of the backup program to clear the
backup-needed bit to “0” after a copy of the file has been made.

Figure 4-2. Description of the “access code” byte.

used to store the ProDOS system global page TIME and DATE values. See Figure
8-1 in Chapter 8 for a description of this format.

Another popular MLI parameter is file type code. This is a number from 0
to 255 that serves to identify the general file type. The standard meanings of the
ProDOS file type codes are given in Table 4-3.

Table 4-3. ProDOS file type codes.
File Type BASIC.SYSTEM

Code @ CATALOG Mnemonic Description
$00 Typeless file (SOS too)
$01 Bad block file (SOS too)
$02 Pascal code file (SOS)
$03 Pascal text file (SOS)
$04 TXT ASCII text file (SOS too)
$05 Pascal data file (SOS)
$06 BIN Binary file (SOS too)
$07 Font file (SOS)
$08 Graphics screen file (SOS)
$09 Business BASIC program file (SOS)

$0A Business BASIC data file (SOS)
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$0B Word processor file (SOS)
$0C System file (SOS)

$0D-$0E Reserved (SOS)

$OF DIR Directory file (SOS too)

$10 RPS data file (SOS)

$11 RPS index file (SOS)
$12-$18 Reserved (SOS)

$19 ADB AppleWorks database file
$1A AWP AppleWorks word processing file
$1B ASP AppleWorks spreadsheet file
$1C-$BF Reserved (SOS)

$CO0-$EE ProDOS reserved

$EF PAS Pascal file

$Fo CMD ProDOS added command file
$F1-$F8 ProDOS user-defined files
$F9 ProDOS reserved

$FA INT Integer BASIC program file
$FB IVR Integer BASIC variables file
$FC BAS Applesoft program file

$FD VAR Applesoft variables file

$FE REL EDASM relocatable code file
$FF SYS ProDOS system file

Note: SOS is the operating system for the Apple ///.
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ALLOC _ INTERRUPT ($40)

Purpose: To install the address of an interrupt-handling sub-
routine in the ProDOS internal interrupt vector table.
The addresses of up to four such subroutines can be
installed; earlier-installed subroutines will have higher
priorities than later-installed ones.

Parameter Table:

0 | NUMBER OF PARMS (2)
+1 INTERRUPT NUMBER « result
+2 POINTER TO INTERRUPT CODE |

Description of Parameters:

NUMBER OF PARMS  The number of parameters for this command (always
2).

INTERRUPT NUMBER This is the identification number assigned to the
interrupt handler. This number must be used when
the interrupt handler is removed using the
DEALLOC _ INTERRUPT command.

POINTER TO This is a pointer to the starting address of the inter-
INTERRUPT CODE rupt-handling subroutine. Control passes to this

address when an interrupt occurs.

Special Note: You must install an interrupt-handling subroutine before
enabling interrupts on the hardware device. If you don’t, then the system will
crash as it tries to execute a subroutine that just isn’t there.

Common Error Codes:

$25 The interrupt vector table is full. Solution: remove
one of the four active interrupt vectors (using
DEALLOC _ INTERRUPT) and then try again.

Other possible error codes are: $04.

Programming Example:

We’ll look in greater detail at how ProDOS handles interrupts in Chapter
6. Meanwhile, to whet your appetite, here’s how to install an interrupt handling
subroutine that has been loaded into memory at location $300:

JSR MLI
DFB $490 sALLOC_INTERRUPT
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DA PARMTBL ;Address of parameter table
BCS ERROR sBranch if error occurred

7
L]

RTS
PARMTBL DFB 2 ;The # of parameters
DS 1 ;Interrupt number is
returned here
DA $300 ;Address of interrupt

subroutine

The returned ‘‘interrupt number” should be stored someplace safe because
it’s going to be needed when the interrupt handler is removed using the
DEALLOC _ INTERRUPT ($41) command.
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Purpose:

Parameter Table:

CLOSE ($CC)

To close an open file. This process involves writing
the contents of the data portion of the file’s buffer to
the file (if necessary) and then updating the file’s
directory entry. Once this is done, the 1024-byte file
buffer is released to the system. Any one file, or all
of them at or above a given level, can be closed at
once.

0 | NUMBER OF PARMS (1)

+1 REFERENCE NUMBER

LEVEL ($BF94) contains the current file level.

Description of Parameters:

NUMBER OF PARMS

REFERENCE

Common Error Codes:
$2B

$43

The number of parameters for this command (always
1).

This is the reference number assigned to thefile when
it was opened.

If “reference number” is set equal to 0, then all files
at the current level, or above it, will be closed. Sup-
pose you have some files that were opened at level 3
and others at level 2. To close all the level 3 files, but
not the level 2 files, store a 3 in LEVEL ($BF94) before
using this command.

The disk is write-protected. Selution: remove the write-
protect sticker from the diskette.

The file reference number is invalid. Solution: only
use reference numbers for open files.

Other possible error codes are: $04, $27.

Programming Example:

To close all open files, you can use the CLOSE command with “reference
number” and LEVEL ($BF94) both equal to 0. Here’s how to do it:



PARMTBL

LDA
STA
JSR
DFB

BCS

RTS

DFB
DFB
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#0

LEVEL ;Set LEVEL to @

ML I

$CC ;CLOSE

PARMTBL ;Address of parameter table
ERROR sBranch if error occurred

1 ;The # of parameters

() sreference number = 0@

(close all files)
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Purpose:

Parameter Table:

CREATE ($CO0)

To create a new disk file. This is done by placing an
appropriate entry for the file in a specified directory.
Every file, except a volume directory file, must be
created using this subroutine. (Volume directory files
are to be created by the program used to format a
ProDOS disk.)

0 | NUMBER OF PARMS (7)

+1 POINTER TO PATHNAME |
+3 ACCESS CODE
+4|  FILETYPE CODE
+5 AUXILIARY TYPE CODE [
+7 | STORAGE TYPE CODE
+8 DATE OF CREATION

+10 TIME OF CREATION

Description of Parameters:

NUMBER OF PARMS

POINTER TO
PATHNAME

ACCESS CODE

FILE TYPE CODE

AUXILIARY TYPE CODE

The number of parameters for this command (always
7).

A two-byte pointer to a byte string that describes the
pathname of the file to be created. The first byte in
this string represents the length of the pathname (64
characters maximum) and is followed by the path-
name itself (in ASCII). If the pathname is not pre-
ceded by a slash (““/”), then ProDOS will automati-
cally append it to the currently active prefix to create
a full pathname.

This byte contains five one-bit codes that define the
access attributes of the file to be created. See Figure
4-2 for a description of these bits. The “backup-needed”
bit of the access code is automatically set to 1 by this
command.

This byte contains a code that indicates the type of
data the file holds. See Table 4-3 for a description of
the ProDOS file type codes.

These two bytes are used for special purposes by
different interpreters (system programs). For exam-
ple, BASIC.SYSTEM stores the default loading address



STORAGE TYPE CODE

DATE OF CREATION

TIME OF CREATION

Common Error Codes:
$2B

$40

$44

$45

$47
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here for SYS files ($2000) and BIN files, the field
length for TXT files, the loading address for BAS files
(usually $801), or the starting address of a block of
variables for VAR files.

This byte indicates how the file is to be stored on the
disk. Linked list directory files are stored with a stor-
age type c¢cde = $0D; standard tree-structured data
files are stored with a storage type code = $01.
These two bytes contain the date (year, month, day)
on which the file was created. The format of these
bytes is as shown in Figure 8-1. If these bytes are both
zero, the current date will be automatically stored in
the “creation date” field of the file’s directory entry;
otherwise, the date stored here will be used. '

These two bytes contain the time (hour, minute) at
which the file was created. The format of these bytes
is shown in Figure 8-1. If these bytes are both zero,
the current time will be automatically stored in the
“creation time” field in the file’s directory entry; oth-
erwise, the time stored here will be used.

The disk is write-protected. Solution: remove the write-
protect sticker from the diskette.

The pathname contains invalid characters or a full
pathname was not specified (and no prefix is active).
Solution: make sure that the filenames and directory
names specified in the pathname adhere to the nam-
ing rules described in Chapter 2 and, if a partial path-
name was specified, that a prefix is active.

A directary in the pathname was not found. Solution:
double-check the spelling of the pathname, insert the
disk containing the correct directory, or change the
active prefix.

The volume directory was not found. Solution: dou-
ble-check the spelling of the volume directory name,
insert the correct disk, or change the active prefix.

The filename specified already exists. Solution: give
the file a name not used by any other file in the same
subdirectory or destroy the old file before creating the
new one.
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$48

$49

The disk is full. Solution: create the file on another
disk or delete a file from the current disk and try
again.

The volume directory is full. Solution: create the file
on another disk or delete a file from the volume direc-
tory on the current disk and try again. (Only 51 files
can be stored in the volume directory.)

Other possible error codes are: $04, $27, $4B.

Programming Example:

Here is a short program segment that can be used to create a standard
textfile. The filename for the textfile is JUPITER and the full pathname is

/PLANETS/JUPITER.
JSR
DFB
DA

BCS

RTS
PARMTBL DFB
DFB

DFB
DW

DFB
DW
DW

PATHNAME DFB
ASC

ML I

$C0O sCREATE code

PARMTBL ;Address of parameter
table

ERROR sBranch if error occurred

7 ;7 parameters

PATHNAME

$E3 sstandard access code
(unlocked)

$04 ;file type = 4 (textfile)

') jauxiliary type (8 for
sequential file)

$01 ;jstorage type = 1
(standard file)

() sdate of creation
(current date)

') s;time of creation
(current time)

16 sLength of pathname

’/PLANETS/JUPITER’ ;Pathname (in

ASCII)

If you want to specify a creation date and time other than the current date
and time, store the desired values (in the format shown in Figure 8-1) in the
parameter list before calling CREATE.
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DEALLOC _ INTERRUPT ($41)

Purpose: To remove the address of an interrupt-handling sub-
routine from the ProDOS internal interrupt vector
table.

Parameter Table:

0 | NUMBER OF PARMS (1)
+1 INTERRUPT NUMBER

Description of Parameters:

NUMBER OF PARMS  The number of parameters for this command (always
1).

INTERRUPT NUMBER This is the identification number for the interrupt
handler. It was assigned when the handler was
installed using the ALLOC _ INTERRUPT ($40) com-
mand.

Special Note: You must not remove an interrupt-handling subroutine until
you have first disabled interrupts from the hardware device. If you don’t, the
system will crash.

Common Error Codes:

$53 The “interrupt number”’ parameter is not in the valid
1-4 range. Solution: try again with an ““interrupt num-
ber” of 1, 2, 3, or 4. (The number is assigned to an
interrupt handler when it is first installed with
ALLOC _ INTERRUPT.)

Other possible error codes are: $04.
Programming Example:

Here’s how to remove the interrupt vector table entry for an interrupt-
handling subroutine assigned the code number 1 when it was installed using
the ALLOC _ INTERRUPT command:

JSR MLI

DFB $41 s DEALLOC_INTERRUPT

DA PARMTBL ;Address of parameter table
QCS ERROR sBranch if error occurred

RTS
PARMTBL DFB 1 ;The # of parameters
DFB 1 ;Interrupt code number
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Purpose:

Parameter Table:

DESTROY ($C1)

To delete an existing file (provided that it is closed)
from the disk. When a file is destroyed, all the blocks
that it uses are freed up. All files except volume direc-
tory files can be destroyed; subdirectory files, how-
ever, must be empty before they can be destroyed.

o | NUMBER OF PARMS (1) |

+1 POINTER TO PATHNAME

Description of Parameters:

NUMBER OF PARMS

POINTER TO
PATHNAME

Common Error Codes:
$2B

$40

$44

$45

The number of parameters for this command (always
1).

A two-byte pointer to a byte string that describes the
pathname of the file to be destroyed. The first byte in
this string represents the length of the pathname (64
characters maximum) and is followed by the path-
name itself (in ASCII). If the pathname is not pre-
ceded by a slash (““/’), then ProDOS will automati-
cally append it to the currently active prefix to create
a full pathname.

The disk is write-protected. Solution: remove the write-
protect sticker from the diskette.

The pathname contains invalid characters or a full
pathname was not specified (and no prefix is active).
Solution: make sure that the filenames and directory
names specified in the pathname adhere to the nam-
ing rules described in Chapter 2 and, if a partial path-
name was specified, that a prefix is active.

A directory in the pathname was not found. Solution:
double-check the spelling of the pathname, insert the
disk containing the correct directory, or change the
active prefix.

The volume directory was not found. Selution: dou-
ble-check the spelling of the volume directory name,
insert the correct disk, or change the active prefix.
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$46 The file was not found. Solution: double-check the
spelling of the filename and try again.

$4E The file cannot be accessed. Solution: set the “destroy-
enabled” bit of the access code to 1 using SET _
FILE _ INFO.

$50 The file is open. Solution: close the file first.

Other possible error codes are: $04, $27, $4A.

Programming Example:

Consider a situation in which the currently active prefix is DEMOS/GAMES.
To destroy a file that has a full pathname of /DEMOS/GAMES/TRIVIA.BLITZ,
you could use the following program:

JSR MLI
DFB $C1 sDESTROY code
DA PARMS yAddress of parameter
table
BCS ERROR sBranch if error occurred
RTS
PARMS DFB 1 ;1 parameter
DA PATHNAME
PATHNAME DFB 12 ;Length of pathname

ASC ‘TRIVIA.BLITZ? ;Pathname (in ASCII)

Notice that it was not necessary to specify the full pathname in this program.
ProDOS automatically appends the name that is specified to the currently active
prefix to create the full pathname that it acts on.
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Purpose:

Parameter Table

0
+1

FLUSH ($CD)

To force ProDOS to write the contents of the data
portion of a file’s buffer to the disk and to update the
file’s directory entry. This is done without closing the
file. Any one file, or all of them at or above a given
level, can be flushed at once.

NUMBER OF PARMS (1)

REFERENCE NUMBER

LEVEL ($BF94) contains the current file level.

Description of Parameters:
NUMBER OF PARMS

REFERENCE NUMBER

Common Error Codes:

$2B

$43

The number of parameters for this command (always
1).

This is the reference number that was assigned to the
file when it was opened.

If “reference number” is set equal to 0, then all files
at the current level, or above it, will be flushed. Sup-
pose you have some files that were opened at level 3
and others at level 2. To flush all the level 3 files, but
not the level 2 files, store a 3 in LEVEL ($BF94) before
using this command.

The disk is write-protected. Solution: remove the write-
protect sticker from the diskette.

The file reference number is invalid. Selution: only
use reference numbers for files that are still open.

Other possible error codes are: $04, $27.

Programming Example:

To flush all open files at or above level 2, use the FLUSH command with

“reference number” equal to 0 and LEVEL ($BF94) equal to 2. Here’s the code:

LDA #2

STA LEVEL ;Set LEVEL to 2
JSR MLI



PARMTBL

DFB
BCS

RTS

DFB
DFB
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$CD
PARMTBL
ERROR

-

;s FLUSH

85

;Address of parameter table

;Branch if error occurred

;The # of parameters

sreference number
(close all files)
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GET _ BUF ($D3)

Purpose: To determine the starting address of the 1024- byte
buffer that is being used by an open file.

Parameter Table:

0 | NUMBER OF PARMS (2)
+1 | REFERENCE NUMBER
2 POINTER TO /O BUFFER | « result

Description of Parameters:

NUMBER OF PARMS  The number of parameters for this command (always
2).

REFERENCE NUMBER This is the reference number that was assigned to the
file when it was opened.

POINTER TO VO A two-byte pointer to the 1024-byte file buffer that is

BUFFER used by the open file. The low-order byte of this
pointer is always $00 (that is, the buffer begins on a
page boundary).

Common Error Codes:

$43 The file reference number is invalid. Solution: only
use reference numbers for files that are still open.

Other possible error codes are: $04.

Programming Example:

You can use the following program to determine the address of the file
buffer for file #2. After the GET _ BUF command is executed, the address will
be stored at BUFFPTR.

JSR MLI

DFB $D3 s GET_BUF

DA PARMTBL ;Address of parameter table
BCS ERROR ;Branch if error occurred

1

2

PARMTBL DFB

2 ;The # of parameters
DFB 2 sFile reference number
BUFFPTR DS 2 ;Buffer address is returned .

here
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GET _ EOF ($D1)

Purpose: To determine the value of the current end-of- file
pointer (EOF) of an open file.

Parameter Table:

0 | NUMBER OF PARMS (2)
+1| REFERENGE NUMBER
+2 _ EOFPOSITION |  result

Description of Parameters:

NUMBER OF PARMS  The number of parameters for this command (always
2).

REFERENCE NUMBER This is the reference number that was assigned to the
file when it was opened.

EOF POSITION This is a three-byte value that holds the current EOF
position. This value is equal to the size of the file (in
bytes).

Common Error Codes:

$43 The file reference number is invalid. Selution: only
use reference numbers for files that are still open.

Other possible error codes are: $04.

Programming Example:

You can use the GET _ EOF command to quickly determine how big an
open file is. For example, after you call this program:

JSR MLI
DFB $D1 ; GET_EOF
DA PARMTBL ;Address of parameter

table
BCS ERROR sBranch if error occurred

?
?

RTS
PARMTBL DFB 2 ;The # of parameters
DFB 1 sFile reference number
POSITION DS 3 3sCurrent EOF position

The size of open file #1 will be stored at POSITION (low-order byte first).
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GET _FILE _INFO ($C4)

Purpose:

Parameter Table:

To read the information that is stored in a file’s direc-
tory entry. This includes the file’s access code, file
type code, auxiliary type code, and the date and time
at which the file was last modified.

0 | NUMBER OF PARMS (10)

+1 POINTER TO PATHNAME |

+3 ACCESS CODE <« result

+4 FILE TYPE CODE «result

+5 AUXILIARY TYPE CODE (*) l <« result

+7 | STORAGE TYPE CODE | « result

+8 BLOCKS USED (*) <« result
+10 DATE OF MODIFICATION <« result
+12 TIME OF MODIFICATION <« result
+14 DATE OF CREATION <« result
+16 TIME OF CREATION <« result

(*) When “pointer to pathname” points to a volume directory name, the
volume size (in blocks) is returned in ‘“‘auxiliary type code” and the number of
blocks currently in use by all files is returned in ‘‘blocks used.”

Description of Parameters:

NUMBER OF PARMS

POINTER TO
PATHNAME

ACCESS CODE

The number of parameters for this command (always
10).

A two-byte pointer to a byte string that describes the
pathname of the file to be used. The first byte in this
string represents the length of the pathname (64 char-
acters maximum) and is followed by the pathname
itself (in ASCII). If the pathname is not preceded by
a slash (“/”’), then ProDOS will automatically append
it to the currently active prefix to create a full path-
name.

This byte contains five one-bit codes that define the
access attributes of the file to be created. See Figure
4-2 fora description of thesebits. The “backup-needed”
bit of the access code is automatically set to 1 by this
command.



FILE TYPE CODE

AUXILIARY TYPE CODE

STORAGE TYPE CODE

BLOCKS USED

DATE OF
MODIFICATION

TIME OF
MODIFICATION

DATE OF CREATION

TIME OF CREATION

Common Error Codes:
$40
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This byte contains a code that indicates the type of
data the file holds. See Table 4-3 for a description of
the ProDOS file type codes.

These two bytes are used for special purposes by
different interpreters (system programs). For exam-
ple, BASIC.SYSTEM stores the default loading address
here for SYS files ($2000) and BIN files, the field
length for TXT files, the loading address for BAS files
(usually $801), or the starting address of a block of
variables for VAR files.

Exception: If “pointer to pathname” points to a vol-
ume directory name, then the auxiliary type code will
hold the volume size (in blocks).

This byte describes the physical organization of the
file on the disk:

$01 = seedling file

$02 = saplingfile

$03 = tree file

$0D = directory file

$0F = volume directory file

These two bytes contain the total number of blocks
used by the file for data storage and for index blocks.

Exception: If “pointer to pathname” points to a vol-
ume directory name, then “blocks used’’ contains the
number of blocks in use on the disk by all files.

These two bytes contain the date (year, month, day)
on which the file was last modified. The format of
these bytes is as shown in Figure 8-1.

These two bytes contain the time (hour, minute) at
which the file was last modified. The format of these
bytes is as shown in Figure 8-1.

These two bytes contain the date (year, month, day)
on which the file was created. The format of these
bytes is as shown in Figure 8-1.

These two bytes contain the time (hour, minute) at
which the file was created. The format of these bytes
is as shown in Figure 8-1.

The pathname contains invalid characters or a full
pathname was not specified (and no prefix is active).
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$44

$45

$46
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Solution: make sure that the filenames and directory
names specified in the pathname adhere to the nam-
ing rules described in Chapter 2 and, if a partial path-
name was specified, that a prefix is active.

A directory in the pathname was not found. Solution:
double-check the spelling of the pathname, insert the
disk containing the correct directory, or change the
active prefix.

The volume directory was not found. Solution: dou-
ble-check the spelling of the volume directory name,
insert the correct disk, or change the active prefix.

The file was not found. Solution: double-check the
spelling of the filename and try again.

Other possible error codes are: $04, $27.

Programming Example:

See the example given for the SET _ FILE _ INFO ($C3) command.
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GET _ MARK ($CF)

Purpose: To determine the value of the current position- in-
file pointer (MARK) of an open file. Subsequent read
or write operations take place at this position.

Parameter Table:

0 | NUMBER OF PARMS (2)
+1 | REFERENCE NUMBER
+2  MARKPOSITION | « resurt

Description of Parameters:

NUMBER OF PARMS  The number of parameters for this command (always
2).

REFERENCE NUMBER This is the reference number that was assigned to the
file when it was opened.

MARK POSITION This is a three-byte value that holds the current MARK
position.

Common Error Codes:

$43 The file reference number is invalid. Solution: only
use reference numbers for files that are still open.

Other possible error codes are: $04.

Programming Example:

Here’s a program that will read and display the current MARK position of
an open file:

JSR MLI

DFB $CF s GET_MARK

DA PARMTBL ;Address of parameter
table

BCS ERROR sBranch if error
occurred

LDA POSITION+2

JSR PRBYTE sPrint high part
(PRBYTE=2FDBA)

LDA POSITION+1

JSR PRBYTE ;Print mid part
LDA POSITION

JSR PRBYTE ;Print low part
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LDA #$8D
JSR COUT sFollowed by CR
(COUT=$FDED)
?
RTS
PARMTBL DFB 2 ;The # of parameters
DFB 1 s;File reference number
POSITION DS 3 ;Current MARK position

The system monitor subroutine called PRBYTE ($FDDA) prints the byte in
the accumulator as two hexadecimal digits.
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GET _ PREFIX ($C7)

Purpose:

Parameter Table:

To determine the current system prefix.

o | NUMBER OF PARMS (1) |

+1 POINTER TO DATA BUFFER | < resuit

Description of Parameters:

NUMBER OF PARMS

POINTER TO DATA
BUFFER

Common Error Codes:
$56

The number of parameters for this command (always
1).

These two bytes point to a buffer in which the name
of the currently active prefix is returned preceded by
a length byte. The prefix name is preceded and fol-
lowed by a slash. The buffer must be 65 bytes long in
order to accommodate the longest possible prefix that
might be used (64 characters) plus the preceding length
byte.

The buffer address is invalid because it has been
marked as “in use” in the system bit map. Solution:
specify a buffer address that does not conflict with
areasalready used by ProDOS itself or by ProDOS file
buffers. The system bit map can be examined to deter-
mine the free and protected areas.

Other possible error codes are: $04.

Programming Example:

This program will get the current prefix and store it in the buffer beginning
at “PATHNAME” (preceded by a length byte):

JSR MLI

DFB $C7 3sGET_PREFIX

DA PARMTBL

BCS ERROR sBranch if error occurred

¥
?

RTS
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PARMTBL DFB 1 ;The # of parameters
DA PATHNAME ;Pointer to the prefix

PATHNAME DS 65 ;Prefix length + name
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GET _ TIME ($82)

Purpose: Toread the date and time from an installed clock card
and to store the result in the ProDOS system global
page at DATE ($BF90/$BF91) and TIME ($BF92/
$BF93).

Parameter Table:

[no parameter table but a “dummy” table must be
pointed to by the calling subroutine]

Common Error Codes:

[no errors defined]

Programming Example:

When this command is called, the current date (year, month, day) and time
(hour, minute) are stored in a reserved area of the ProDOS global page from
$BF90-$BF93. The date is stored in the DATE locations ($BF90 and $BF91) and
the time is stored in the TIME locations ($BF92 and $BF93) in the special
packed format that is described in Figure 8-1 of Chapter 8.

Note, however, that this command will return the time only if a Thunder-
clock interface card, or a compatible such as the Prometheus Versacard or the
Applied Engineering Timemaster II, has been installed in one of the Apple’s
slots. When ProDOS is first activated, a special clock I/O driver is installed that
allows ProDOS to read this particular clock. We’ll see how you can install your
own clock drivers in Chapter 8.

The subroutine to use to read the current date and time is very simple since
no parameter table is required and no errors can occur. Here it is:

JSR MLI
DFB $82 sGET_TIME

DA $0000 ;Dummy parameter table
RTS
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Purpose:

Parameter Table:

NEWLINE ($C9)

To enable or disable newline read mode. When new-
line read mode is enabled, subsequent read oper-
ations will automatically terminate once a specified
character (the newline character) has been read. When
newline read mode is disabled, read operations will
terminate when the end-of- file position is reached or
when the requested number of characters has been
read.

0 | NUMBER OF PARMS (3)

+1 REFERENCE NUMBER

+2 ENABLE MASK

+3 | NEWLINE CHARACTER

Description of Parameters:

NUMBER OF PARMS

REFERENCE NUMBER

ENABLE MASK

The number of parameters for this command (always
3).

This is the reference number that was assigned to the
file when it was opened.

This value is logically ANDed with each byte subse-
quently read from the file. If the result of the AND
operation is the same as “newline character”, then
the read request will terminate; otherwise, the read
will continue normally.

Exception: if “enable mask” is zero, then newline
read mode is disabled and read operations are not
affected.

NEWLINE CHARACTER This is the value of the newline character. Read requests

Common Error Codes:
$43

will automatically terminate if the logical AND of
“enable mask” and the character being read equals
“newline character.”

The file reference number is invalid. Selution: only
use reference numbers for files that are still open.

Other possible error codes are: $04.
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Programming Example:

A common situation is one in which you want to read one line at a time
from a textfile. Since each line in an Apple textfile is usually terminated by $0D,
the standard ASCII code for the carriage return character, you could simply set
“enable mask’ equal to $FF and “newline character” to $0D prior to executing
the NEWLINE command. However, in some cases the negative ASCII code for
the carriage return character, $8D, is used as the end- of-line character instead.
If you want to terminate a read on input of either $0D or $8D, then you must
set “newline character” equal to $0D and ‘‘enable mask” to $7F.

Here is a program segment that will set the $0D/$8D newline read mode for

you:

JSR
DFB
DA

BCS

?
1

?

RTS
PARMTBL DFB

DFB

DFB
DFB

ML I

$C9 s NEWL INE

PARMTBL ;Address of parameter table
ERROR sBranch if error occurred

3 ;3 parameters

sFile reference number (#1
assumed)

$7F ;"enable mask"

$0D ;"newline character"

-—
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ON _LINE ($C5)

Purpose: To determine the volume directory name for a disk
in a specified slot and drive, or of all active ProDOS
volumes.

Parameter Table:

0 | NUMBER OF PARMS (2)
+1 UNIT NUMBER CODE
+2 POINTER TO DATA BUFFER I

Description of Parameters:

NUMBER OF PARMS  The number of parameters for this command (always
2).

UNIT NUMBER CODE  This byte contains the slot and drive number for the
disk drive to be examined. The format of this byte is

as follows:
7 6 5 4 3 2 1 0
I DR I SLOT | [Unused] |

Each Apple disk controller card can have one or two
drives connected to it. DR = 0 for drive 1 and DR =
1 for drive 2. SLOT contains the slot number for the
disk controller card (1-7). The possible values for
“unit number” are:

Slot— 1 2 3 4 5 6 7

Drive 1 ->$10 $20 $30 $40 $50 $60 $70
Drive 2 —>$90 $A0 $B0 $CO0 $D0 $E0 $Fo0

(On the Apple //c, ‘““unit number” can be $60 (builtin
drive), $E0 (external drive), or $B0 (/RAM volume).)

The “unit number” value for the /RAM volume, which
can exist on an Apple //e or Apple //c only, is $B0
(thatis,itis equivalenttoa slot 3/drive 2 disk device).

Exception: If ‘““unit number” is 0, then the volume
names for all of the disk drives will be returned.

POINTER TO DATA This is a two-byte address that points to a buffer

BUFFER containing the volume name information returned for
the specified disk drive. If “unit number” is 0, then
the volume names for all the disk drives will be
returned. Each volume name entry in the buffer is 16
bytes in length.




Common Error Codes:
$27

$28

$2E

$52

$56
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The first byte of each 16-byte record contains the
drive and slot number for the disk drive and the
length of its volume name in the following format:

7 6 5 4 3 2 1 0
I DR ] SLOT [ name length I

DR and SLOT are defined in the same way described
above for “unit number.” ““name length” contains the
length of the volume name for the device defined by
DR and SLOT. (If ““name length” is zero, then an error
occurred; in this case the error code is stored in the
next byte. If the error code is $57 (“duplicate vol-
ume”), then the third byte of the record contains “unit
number” for the duplicate.)

The next 15 bytes of the record contain the volume
name (in standard ASCII). This name is not preceded
by a slash (“/”).

If ““unit number” is 0, thén the record after the last
valid 16-byte record will begin with a $00 byte. A
256-byte buffer area must be reserved if ON _ LINE
is called with ‘“unit number” set to 0.

Disk I/O error. Solution: try again with a diskette in
the drive and with the drive door closed. If you have
no luck, the disk is probably fatally damaged.

The disk drive specified does not exist. Solution: try
again with the “unit number” of a drive that does
exist.

A disk with an open file on it was removed from its
drive prior to executing thecommand. Solution: close
all files on the disk that is to be removed before exe-
cuting the ON _ LINE command.

The disk in the drive specified by ‘“unit number” is
not a ProDOS disk. Solution: only use ProDOS-for-
matted disks with ProDOS!

The buffer address is invalid because it has been
marked as “in use” in the system bit map. Solution:
specify a buffer address that does not conflict with
areas already used by ProDOS itself or by ProDOS file
buffers. The system bit map can be examined to deter-
mine the free and protected areas.
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Other possible error codes are: $04, $55.

ON _ LINE handles error conditions quite differently than the other MLI
commands do. Generally speaking, if an error occurs, “name length” is set to 0
and the error code is stored in the second byte of the corresponding 16-byte
record. THE ERROR CODE IS NOT STORED IN THE ACCUMULATOR AND
THE CARRY FLAG IS NOT SET. Errors are handled in the standard way,
however, when errors $55 (Volume Control Block full), $56 (buffer address
invalid), and $04 (incorrect number of parameters) occur, however.

Programming Example:

This program will read the volume directory name of a disk that is in the
slot 6, drive 2 disk device.

JSR MLI

DFB $CS s ON_L INE

DA PARMTBL ;Address of parameter table
BCS ERROR sBranch if error occurred

RTS
PARMTBL DFB 2 ;The # of parameters is
stored here
DFB $E@ 3"unit number"™ = slot 6,
drive 2

DA BUFFER ;Pointer to 16-byte buffer

BUFFER DS 1 3Slot/drive (bits 4-7) and
length of volume name
(bits 0-3)
DS 1S5 ;Volume name (in ASCII)

If the volume directory name was ASMFILES, then the byte stored at
BUFFER would be $E9 and the bytes stored beginning at BUFFER + 1 would be

41 53 4D 2E 46 49 4C 45 53

These are the ASCII codes for the characters in ASM.FILES.
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Parameter Table:
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OPEN ($C8)

To prepare a file for subsequent read or write oper-
ations. When a file is opened, the position-in-file
pointer (MARK) points to the start of the file (that is,
it has the value of 0) and its level is set equal to the
number stored in LEVEL ($BF94). Up to 8 files can
be open at one time.

0 | NUMBER OF PARMS (3) |

+1 POINTER TO PATHNAME

+3 POINTER TO IO BUFFER

+5 REFERENCE NUMBER

<« result

LEVEL ($BF94) contains the current file level.

Description of Parameters:

NUMBER OF PARMS

POINTER TO
PATHNAME

POINTER TO VO
BUFFER

REFERENCE NUMBER

The number of parameters for this command (always
3).

A two-byte pointer (low-order byte first) to a byte
string that describes the pathname of the file to be
opened. The first byte in this string represents the
length of the pathname (64 characters maximum) and
is followed by the pathname itself (in ASCII). If the
pathname is not preceded by a slash (“/’}), then ProDOS
will automatically append it to the currently active
prefix to create a full pathname.

A two-byte pointer to a 1024-byte file buffer that is to
be used by the open file. The low-order byte of this
pointer must be $00 (that is, the buffer must begin on
a page boundary).

The first half of the file buffer for a standard file
contains a copy of the current file data block being
accessed; the second half contains the current file
index block. Only the first half of the buffer is used

for a directory file; it contains the current directory
file block.

This byte contains the reference number that ProDOS
associates with the file after it has been opened. All
file operations on open files use thisreference number
(instead of a pathname) to identify the file. The level
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value associated with the file is set equal to value
stored in LEVEL ($BF94) when the file is opened.

Common Error Codes:

$40 The pathname contains invalid characters or a full
~ pathname was not specified (and no prefix is active).
Solution: make sure that the filenames and directory
names specified in the pathname adhere to the nam-
ing rules described in Chapter 2 and, if a partial path-
name was specified, that a prefix is active.

$42 An attempt was made to open a ninth file. Solution:

- Close one of the open files before attempting to open
another file.

$44 A directory in the pathname was not found. Solution:

double-check the spelling of the pathname, insert the
disk containing the correct directory, or change the
active prefix.

$45 The volume directory was not found. Solution: dou-
ble-check the spelling of the volume directory name,
insert the correct disk, or change the active prefix.

$46 The file was not found. Solution: double-check the
spelling of the filename and try again.

$50 The file is open. Solution: close the file first.

$56 The buffer address is invalid because it has been

marked as “in use” in the system bit map. Solution:
specify a buffer address that does not conflict with
areas already used by ProDOS itself or by ProDOS file
buffers. The system bit map can be examined to deter-
mine the free and protected areas.

Other possible error codes are: $04, $27, $4A.

Programming Example:

The following program will open (at level 3) a file called SESAME that
resides in the currently active subdirectory. The disk buffer is located from
$2000-$23FF.

LDA #3

STA LEVEL ;Set level to 3 (LEVEL =
$BF94)

JSR MLI

DFB $C8 ; OPEN

DA PARMTBL ;Address of parameter
table
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BCS ERROR sBranch if error occurred
RTS
PARMTBL DFB 3 ;The # of parameters
DA PATHNAME ;Pointer to pathname
DA $2000 ;Address of 1024-byte 1/0
buffer
DS 1 ;Reference number

returned here

PATHNAME DFB 6 ;Length of file name
ASC ‘SESAME’ 3;File name

Once you run this program SESAME will open up at level 3.
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QUIT ($65)

Purpose: To transfer control from a ProDOS system program
or interpreter (like BASIC.SYSTEM) to a special
selector program that is used to load and execute
another system program. Most system programs will
automatically call the QUIT command when their
exit commands are entered.

Parameter Table:

0 | NUMBER OF PARMS (4)
+1 QUIT TYPE CODE
+2 POINTER TO QUIT CODE l
+4 [Reserved Value]
+5 [Reservet.i Pointer] |

Description of Parameters:

NUMBER OF PARMS  The number of parameters for this command (always
a).

QUIT TYPE CODE This is the quit type code. The only quit type cur-
rently defined is 0.

POINTER TO QUIT This pointer is reserved for future use.
CODE

[Reserved Value] This value is reserved for future use.

[Reserved Pointer]) This pointer is reserved for future use.

Note: the reserved pointers and values must be set to $0000 or 0 before
executing this command.
Common Error Codes:

$04 The specified number of parameters is incorrect.
Solution: Change the number of parameters to 4.

Programming Example:

The QUIT command is called by all well-designed system programs (like
BASIC.SYSTEM, FILER, and CONVERT) when control is to be passed to another
system program. Here is the calling sequence used to do this:

JSR MLI
DFB $65 sQUIT
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DA PARMTBL ;Address of parameter table
BCS ERROR sBranch if error occurred

RTS

PARMTBL DFB 4 ;The number of parameters

DFB @
DA $0000
DFB @
DA ¢$0000

When the QUIT coinmand is executed, the code residing at $D100-$D3FF
in the second 4K bank of bank-switched RAM (called the selector code or
dispatcher code) is moved to location $1000 in main memory and then a “JMP
$1000” instruction is executed.

When the standard ProDOS selector (the one that is installed on bootup)
takes over, it performs the following steps:

It asks you to enter the prefix and name of the next system program to be
executed.

It stores the length of the name of the system program at $280, followed
by the ASCII-encoded name itself.

e It closes all open files.
e It clears the ProDOS system bit map and marks as “in use” zero page, the

stack (page 1), the video RAM area (pages 4-7) and the ProDOS global
page (page $BF).

It enables the 40-column screen and connects the standard input (key-
board) and output (video) subroutines. (In your own selector program
this can be done by executing the following group of instructions:

LDA $C@82 ;Read-enable monitor ROM
JSR SETKBD ;$FE89: connect keyboard
STA $C@6C 3;Turn off 80 columns (//e, //c)
JSR SETVID ;$FE93: connect 46-column video

Note that the monitor ROM must be read-enabled before calling the
SETKBD and SETVID monitor subroutines because it will be disabled
when the selector takes over.)

It loads the specified system program at $2000 and starts executing it by
jumping to that location.

You can also install your own selector code if you wish. If you do, it must
begin with a CLD instruction and it must perform the steps indicated above.

An alternative selector program that demonstrates how the above steps can
be performed is shown in Table 4-4; to install the program at $D100 (bankz2),
BRUN it from disk. This selector is not at all interactive since it always passes
control to the same system program: BASIC.SYSTEM in the volume directory
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of the slot 6/drive 1 disk device. However, this is the program that most users
of ProDOS will always want to select after leaving other system programs like
the ProDOS utilities FILER (to copy disk volumes and files) and CONVERT (to
transfer files between the DOS 3.3 and ProDOS environments). If you want to
transfer control from, say, FILER to CONVERT or vice versa with this selector
in effect, you will be forced to enter BASIC.SYSTEM first. Once there, you can
use the “-” command to execute the other system program.

Depending on the system program to which control is being passed, your
selector code can even specify that a particular applications program is to be
run by the system program right away. In order for this to be done, the system
program must adhere to a special ‘“auto-run” protocol that we’ll describe in
Chapter 5.
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READ ($CA)

Purpose: To read bytes of data from an open file. Reading begins
at the current MARK position. After the read oper-
ation, MARK is increased by the number of bytes that
were read from the file.

Parameter Table:

0 | NUMBER OF PARMS (4)
+1 REFERENCE NUMBER

+2 POINTER TO DATA BUFFER
+4 REQUESTED NUMBER
+6 RETURNED NUMBER «result

Description of Parameters:

NUMBER OF PARMS  The number of parameters for this command (always
4).

REFERENCE Number This is the reference number that was assigned to the
file when it was opened.

POINTER TO DATA This is a two-byte pointer to the beginning of a block
BUFFER of memory into which file data is to be read. The size
of the buffer must be “requested number”’ characters.

REQUESTED NUMBER This is the number of characters to be read from the
file and placed in the buffer pointed to by ‘“‘pointer
to data buffer”

RETURNED NUMBER This returned result contains the number of charac-
ters actually read from the file and will usually equal
“requested number.” However, it will be lower than
“requested number” if an EOF condition was
encountered or if newline read mode is active and
the newline character was encountered. (See the dis-
cussion of the NEWLINE command.)

Common Error Codes:

$43 The file reference number is invalid. Solution: only
use reference numbers for files that are still open.

$4C The end-of-file position has been reached. Solution:
stop reading from the file. Note that this error will be
flagged only if no bytes were read from the file during
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the last execution of the READ command (that is,
“returned number” is 0).

$4E The file cannot be accessed. Solution: set the read-
enabled bit of the file’s access code to 1 using SET
_ FILE _ INFO.

$56 The buffer address is invalid because it has been

marked as “in use” in the system bit map. Solution:
specify a buffer address that does not conflict with
areasalreadyused by ProDOS itself or by ProDOS file
buffers. The system bit map can be examined to deter-
mine the free and protected areas.

Other possible error codes are: $04, $27.

Programming Example:

The following program will read up to $1000 bytes from open file #1 into
the block of memory beginning at BUFFER. As usual, the reading operation
begins at the current MARK position in the file. By making repeated calls to the
program, further $1000-byte blocks of the file can be read.

JSR MLI
DFB $CA sREAD
DA PARMTBL ;Address of parameter

table
BCS ERROR sBranch if error occurred

RTS
PARMTBL DFB 4 ;The # of parameters
DFB 1 sFile reference number

DA BUFFER j;Pointer to data buffer
DW ¢$1000 ;Number of bytes to read
TRANSCNT DS 2 ;# of bytes actually read

BUFFER DS ¢$10080 sData buffer

After every call to this subroutine, you must examine the two-byte number
at TRANSCNT to determine exactly how many bytes were actually read. This
number may be less than $1000 if the end-of-file was reached part way through
the reading operation, or if the newline character was encountered (see the
discussion of the NEWLINE command for information on this character).

If error code $4C (end-of-file) is generated by the READ command, then no
bytes were read and the file can be closed.
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READ _ BLOCK ($80)

Purpose: This command is used to transfer the contents of any
disk block from the disk to a 512-byte buffer in mem-
ory.

Parameter Table:

0 | NUMBER OF PARMS (3)
+1 UNIT NUMBER CODE

+2 POINTER TO DATA BUFFER
+4 BLOCK NUMBER

Description of Parameters:

NUMBER OF PARMS  The number of parameters for this command (always
3).

UNIT NUMBER CODE  This byte contains the slot and drive number for the
disk drive to be examined. The format of this byte is

as follows:
7 6 5 4 3 2 1 0
| oR |  sLor | [Unused] |

Each Apple disk controller card can have one or two
drives connected to it. DR = 0 for drive 1 and DR =
1 for drive 2. SLOT contains the slot number for the
disk controller card (1-7).

POINTER TO DATA This is a two-byte pointer to the beginning of a 512-

BUFFER byte block of memory that will hold the contents of
the specified block after the command is executed.

BLOCK NUMBER This is the block number to be accessed. The permit-
ted values for “block number” depend on the disk
device:

e 0-279 for the Disk ][
e 0-9727 for the ProFile
e 0-127 for the /RAM volume

The volume size for any other device can be deter-
mined by using the GET _ FILE _ INFO ($C4) com-
mand on the volume directory for the disk used by
the device. The size (in blocks) is returned at relative
positions $5,$6 (auxiliary type code) in the parameter
table.
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Common Error Codes:

$27

$28

The disk is unreadable. Solution: a portion of the disk
may be permanently damaged. This error will also
occur if the drive door is open, so make sure it is
shut.

The disk drive specified does not exist. Solution:
change “unit number code” so that it refers to an
existing drive.

Other possible error codes are: $04, $56.

Programming Example:

READ _ BLOCK is one of two direct disk access commands provided by
ProDOS (WRITE _ BLOCK is the other). READ _ BLOCK allows you to read any
block on the disk, be it a file data block, index block, directory block, or a boot
record block. It doesn’t matter.

It is also possible to use READ _ BLOCK to read any sector on a DOS 3.3-
formatted diskette. See Appendix III for instructions on how to do this.

Here’s a short program that reads the volume bit map block (block 6) on a
Disk ][ diskette in slot 6, drive 1 into memory and then calculates the number
of free blocks on the diskette.

JSR
DFB
DA

BCS

LDA
STA
STA

LDY
NEXTBYTE LDA

LDX
TESTBIT LSR
BCC

INC
BNE
INC

NEXTBIT DEX
BNE

ML I

$80 s READ_BLOCK

PARMTBL ;Address of parameter
table

ERROR sBranch if error
occurred

#0

COUNTER

COUNTER+1 3;Zero the counter

#34 ;Bit map bytes from 0-34

BLKBUFF,Y ;Get next bit in volume
bit map

#8 ;8 bits to test

;Put next bit into carry
NEXTBIT sBranch if block not

free
COUNTER
NEXTBIT ;Branch if not past 255
COUNTER+1 ; s else bump high

ar

;Decrement bit counter
TESTBIT ;Branch if not done
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DEY ;Move to next byte
BPL NEXTBYTE ;Branch if not done
RTS
PARMTBL DFB 3 ;The # of parameters
DFB $640 sunit number code (slot
6/drive 1)
DA BLKBUFF ;Pointer to 512-byte
buffer
DW 6 sBlock number for volume
bit map
BLKBUFF DS 6512 :This is the block
buffer
COUNTER DS 2 s# of free blocks stored
here

Recall from Chapter 2 that the first 280 bits (35 bytes) in the volume bit
map act as usage flags for the 280 blocks on a standard diskette. If the bit is 1,
then the block is not in use; if it is 0, then it is. This program simply scans
through these 35 bytes and counts the number of “1” bits. The two-byte result
is stored in COUNTER and COUNTER + 1.
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Purpose:

Parameter Table:

RENAME ($C2)

To change the name of a specified file in a specified

directory.

0 | NUMBER OF PARMS (2)

+1 POINTER TO CURRENT PATHNAME

+3 POINTER TO NEW PATHNAME

Description of Parameters:

NUMBER OF PARMS

The number of parameters for this command (always
2).

POINTER TO CURRENT A two-byte pointer to a byte string that describes the

PATHNAME

POINTER TO NEW
PATHNAME

Common Error Codes:
$2B

$40

current pathname of the file. The first byte in this
stringrepresents the length of the pathname (64 char-
acters maximum) and is followed by the pathname
itself (in ASCII). If the pathname is not preceded by
a slash (“/”), then it will automatically be affixed to
the currently active prefix to create a full pathname.

This is the pointer to the new pathname for the file.
The format of the byte string to which it points is the
same as the one to which the pointer to the current
pathname points. The new pathname must be the
same as old one except for the filename itself (that is,
it must describe a file in the same directory). For
example, you can rename a file called /FOOTBALL/
CANADIAN/BC.LIONS as /FOOTBALL/CANADIAN/
VANCOUVER.LIONS but not as/FOOTBALL/AMER-
ICAN/DETROIT.LIONS.

The disk is write-protected. Solution: remove the write-
protect sticker from the diskette.

The pathname contains invalid characters or a full
pathname was not specified (and no prefix is active).
Solution: make sure that the filenames and directory
names specified in the pathname adhere to the nam-
ing rules described in Chapter 2 and, if a partial path-
name was specified, that a prefix is active.
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$44 A directory in the pathname was not found. Solution:
double-check the spelling of the pathname, insert the
disk containing the correct directory, or change the
active prefix.

$45 The volume directory was not found. Solution: dou-
ble-check the spelling of the volume directory name,
insert the correct disk, or change the active prefix.

$46 The file was not found. Solution: double-check the
spelling of the filename and try again.

$47 The new filename specified already exists. Solution:
give the file a new name not used by any other file in
the same subdirectory.

$4E The file cannot be accessed. Solution: set the ‘“‘rename-
enabled” bit of the file’s access code to 1 using SET
— FILE _ INFO.

$50 The file is open. Solution: close the file first.

Other possible error codes are: $04, $27, $4A.

Programming Example:

Here is a program that will change the name of a file called BATMAN in
the /SUPER.HEROES volume directory, to a file called BRUCE.WAYNE in the
same directory.

JSR MLI

DFB $C2 s RENAME code

DA PARMS ;Address of parameter table
BCS ERROR sBranch if error occurred

RTS
PARMS DFB 2 ;2 parameters
DA PATH1 sPointer to current

athname
DA PATH2 ;Pointer to new pathname

PATH1 DFB 240 ;Length of pathname
ASC ‘/SUPER.HEROES/BATMAN’ ;01d pathname
Cin ASCID)
PATH2 DFB 25 ;Length of pathname

ASC ‘/SUPER.HEROES/BRUCE.WAYNE"’
;New pathname (in ASCII)
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Note that you cannot rename /SUPER.HEROES/BATMAN as /IDENTITIES/
BRUCE.WAYNE because this violates the rule that the new file must reside in
the same directory as the old one.
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SET _ BUF ($D2)

Purpose: To move the file buffer for an open file from its current
position to another 1024-byte area.

Parameter Table:

0 [ NUMBER OF PARMS (2)
+1 REFERENCE NUMBER
+2 POINTER TO I/O BUFFER |

Description of Parameters:

NUMBER OF PARMS  The number of parameters for this command (always
2).

REFERENCE NUMBER Thisisthe reference number assigned to thefile when
it was opened.

POINTER TO VO A two-byte pointer to the new 1024-byte area to which

BUFFER the file’s current buffer is to be transferred. The low-
order byte of this pointer must be $00 (that is, the
buffer must begin on a page boundary).

Common Error Codes:

$43 The file reference number is invalid. Solution: only
use reference numbers for files that are still open.

$56 The buffer address is invalid because it has been
marked as “in use” in the system bit map. Solution:
specify a buffer address that does not conflict with
areas already used by ProDOS itself or by ProDOS file
buffers. The system bit map can be examined to deter-
mine the free and protected areas.

Other possible error codes are: $04.

Programming Example:

The following program will move the file buffer for file #1 from its current
position to $2000. You are responsible for ensuring that the area from $2000-
$23FF will not be used for any other purpose.

JSR MLI :
DFB $D2 s SET_BUF
DA PARMTBL ;Address of parameter table
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BCS ERROR sBranch if error occurred
RTS

PARMTBL DFB 2 ;The # of parameters
DFB 1 sFile reference number

DA $2000 sPointer to new buffer
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SET _EOF ($D0)

Purpose: To change the current end-of-file pointer (EOF) of an
open file. If EOF is reduced, all data blocks past the
end of the new EOF will be freed up; however, if EOF
is increased, new blocks for the file are not allocated
until data is actually written to the new part of the
file. If the new EOF is less than MARK, then MARK
is set equal to the new EQOF.

Parameter Table:

0 | NUMBER OF PARMS (2)
+1 | REFERENCE NUMBER
+2 _ EOFPOSITION ]

Description of Parameters:

NUMBER OF PARMS  The number of parameters for this command (always
2).

REFERENCE NUMBER This is the reference number assigned to the file when
it was opened.

EOF POSITION This is a three-byte value that holds the new EOF
position.

Common Error Codes:

$43 The file reference number is invalid. Selution: only
use reference numbers for files that are still open.

$4E The file cannot be accessed. Solution: set the ‘“write-
enabled” bit of the file’s access code to 1 using SET_
FILE _ INFO.

Other possible error codes are: $04, $27.

Programming Example:

Consider a situation in which you must read an entire file into memory,
modify it, and then write it back to the same file. Unless you exercise some care,
if the new file is smaller than the original, the tail end of the old file (the part
that is not overwritten) will unexpectedly remain as part of the new file.

To avoid this you can do one of two things: delete the file before rewriting
it or write to the file and then use the SET_EOF command to fix the new EOF
position. The second method is faster and more convenient because it is not
necessary to go to the trouble of first deleting, then re-creating, a file.
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Suppose the new file length is $1534 bytes. To set the EOF for this file you
would call a subroutine such as this:

LDA #$34

STA POSITION

LDA #$15

STA POSITION+1

LDA #0

STA POSITION+2

JSR MLI

DFB $D@ s SET_EOF

DA PARMTBL ;Address of parameter
table

BCS ERROR ;Branch if error
occurred

?

RTS

PARMTBL DFB 2 ;The # of parameters
DFB 1 sFile reference number

POSITION DS 3 ;New EOF position
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SET _ FILE _INFO ($C3)

Purpose:

Parameter Table:

0
+1
+3
+4
+5
+7
+8
+10
+12

To modify the information that is stored in a file’s
directory entry. This includes the file’s access code,
file type code, auxiliary type code, and the date and
time at which the file was last modified.

NUMBER OF PARMS (7)

POINTER TO PATHNAME |

ACCESS CODE

FILE TYPE CODE

AUXILIARY TYPE CODE |

[Not Used]

[Not Used]

DATE OF MODIFICATION

TIME OF MODIFICATION

Description of Parameters:
NUMBER OF PARMS

POINTER TO
PATHNAME

ACCESS CODE

FILE TYPE CODE

AUXILIARY TYPE CODE

The number of parameters for this command (always
7).

A two-byte pointer to a byte string that describes the
pathname of the file to be used. The first byte in this
string represents the length of the pathname (64 char-
acters maximum) and is followed by the pathname
itself (in ASCII). If the pathname is not preceded by
aslash (“/”’), then ProDOS will automatically append
it to the currently active prefix to create a full path-
name.

This byte contains five one-bit codes that define the
access attributes of the file to be created. See Figure
4-2fora description of thesebits. The “backup-needed”
bit of the access code is automatically set to 1 by this
command.

This byte contains a code that indicates the type of
data the file holds. See Table 4-3 for a description of
the ProDOS file type codes.

These two bytes are used for special purposes by
different interpreters (system programs). For exam-
ple, BASIC.SYSTEM stores the default loading address
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[Not Used]

DATE OF
MODIFICATION

TIME OF
MODIFICATION

Common Error Codes:
$2B

$40

$44

$45

$46

$4E

here for SYS files ($2000) and BIN files, the field
length for TXT files, the loading address for BAS files
(usually $801), or the starting address of a block of
variables for VAR files.

These bytes are not used. They act as padding to
preserve symmetry between this parameter list and
the GET _ FILE _ INFO parameter list.

These two bytes contain the date (year, month, day)
on which the file was last modified. The current date
should be stored here before executing the command.
The format of these bytes is as shown in Figure 8-1.

These two bytes contain the time (hour, minute) at
which the file was last modified. The current time
should be stored here before executing the command.
The format of these bytes is as shown in Figure 8-1.

The disk is write-protected. Solution: remove the write-
protect sticker from the diskette.

The pathname contains invalid characters or a full
pathname was not specified (and no prefix is active).
Solution: make sure that the filenames and directory
names specified in the pathname adhere to the nam-
ing rules described in Chapter 2 and, if a partial path-
name was specified, that a prefix is active.

A directory in the pathname was not found. Solution:
double-check the spelling of the pathname, insert the
disk containing the correct directory, or change the
active prefix.

The volume directory was not found. Selution: dou-
ble-check the spelling of the volume directory name,
insert the correct disk, or change the active prefix.

The file was not found. Solution: double-check the
spelling of the filename and try again.

The access code specified for the file is not permitted.
Solution: ensure that the reserved bits of the access
code (bits 2, 3, and 4) are all zero.

Other possible error codes are: $04, $27.
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Programming Example:

The following program will lock a file called PRISONER by changing the
value of its access code byte. It is assumed that PRISONER is located in the
currently active directory (the one specified by the prefix).

LDA #10

STA PARMTBL 3;Store # of parms for
GET_FILE_INFO

JSR MLI

DFB $C4 sGET_FILE_INFO (see next
section)

DA PARMTBL 3;Address of parameter
table

BCS ERROR sBranch if error
occurred

LDA PARMTBL+3 ;Get current access
code

AND #$3D ;Clear bits 1, 6, and 7
(write, rename, and
destroy bits)

STA PARMTBL+3 ;Store new access code

LDA #7

STA PARMTBL 3Store # of parms for
SET_FILE_INFO

JSR MLI ;Save new access code
to disk

DFB $C3 sSET_FILE_INFO

DA PARMTBL ;Address of parameter
table

BCS ERROR sBranch if error
occurred

RTS

PARMTBL DS 1 ;The # of parameters is

stored here
DA PATHNAME

DS 1 saccess code
DS 1 ;file type code
DS 2 jauxiliary type code
DS 1 ;jstorage type code
DS 2 sblocks used
DS 2 ;date of modification
DS 2 ;time of modification
DS 2 ;date of creation

2

s;time of creation
PATHNAME DFB 8 ;Length of pathname
ASC ‘PRISONER’ j;Pathname (in ASCII)
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There are two interesting things to note about this program. First, it uses
the GET _ FILE _ INFO ($C4) command to read the file’s current access code
and other directory information. Since the parameter table for this command
and for the SET _ FILE _ INFO command are symmetric, there is no need to
create two tables; all that has to be done is store the proper parameter number
at the head of the table before calling each command.

Second, notice how the file is locked. The existing access code is logically
ANDed with $3D (binary 00111101) to clear bits 1, 6, and 7 to zero while leaving
the others unaffected. As indicated in Figure 4-2, clearing these bits will disable
write, rename, and destroy operations, respectively.
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SET_ MARK ($CE)

Purpose: To change the current position-in-file pointer (MARK)
of an open file. MARK can be set to any position
within the file; subsequent read or write operations
will take place at that position.

Parameter Table:

0 | NUMBER OF PARMS (2)
+1 REFERENCE NUMBER
+2 : MARK POSITION

Description of Parameters:

NUMBER OF PARMS  The number of parameters for this command (always
2).

REFERENCE NUMBER This is the reference number assigned to the file when
it was opened.

MARK POSITION This is a three-byte value that holds the new MARK
position. This position must not exceed the EOF posi-
tion for the file.

Common Error Codes:

$43 The file reference number is invalid. Solution: only
use reference numbers for files that are still open.
$4D The MARK position is larger than the EOF position.

Solution: specify a MARK position that is less than
or equal to the EOF position.

Other possible error codes are: $04, $27.

Programming Example:

Suppose you have created a large textfile in which information is arranged
in 98-byte records and you want to directly access the 23rd such record. The
easiest way to do this is to move the MARK pointer directly to the start of this
record and then use the READ or WRITE command.

You can determine the proper value for MARK by multiplying the record
length (98) by the record number (23); the result is 2254 (or $08CE). Here’s how
to move MARK to this position (assume that the file is open and has a reference
number of 1):
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LDA
STA
LDA
STA
LDA
STA

JSR
DFB
DA

BCS

?
?

RTS
PARMTBL DFB

DFB
POSITION DS

#$CE
POSITION
#$08
POSITION+1
#0
POSITION+2

MLI
$CE
PARMTBL

ERROR

2
1
3

;(high-order byte is
zero)

s SET_MARK

;Address of parameter
table

sBranch if error
occurred

;The # of parameters
;File reference number
;New MARK position

Remember that the MARK position is a three-byte quantity and that it cannot
exceed the EOF position.
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SET__ PREFIX ($C6)

Purpose: To set the current prefix to a specified directory path.
When partial pathnames are specified in other ProDOS
calls, they are automatically converted to full path-
names by appending them to the active prefix.

Parameter Table:

o | NUMBER OF PARMS (1) |
+1 POINTER TO PATHNAME |

Description of Parameters:
NUMBER OF PARMS  The number of parameters for this command (always

1).
POINTER TO A two-byte pointer to a byte string that describes the
PATHNAME pathname of the prefix. The first byte in this string

represents the length of the pathname (64 characters
maximum) and is followed by the pathname itself (in
ASCII). If the pathname is not preceded by a slash
(““/"), then it will automatically be affixed to the cur-
rently active prefix to create the new prefix. An optional
slash may be placed at the end of the pathname.

Common Error Codes:

$40 The pathname contains invalid characters or a full
pathname was not specified (and no prefix is active).
Solution: make sure that the filenames and directory
names specified in the pathname adhere to the nam-
ing rules described in Chapter 2 and, if a partial path-
name was specified, that a prefix is active.

$44 A directory in the pathname was not found. Solution:
double-check the spelling of the pathname, insert the
disk containing the correct directory, or change the
active prefix.

$45 The volume directory was not found. Solution: dou-
ble-check the spelling of the volume directory name,
insert the correct disk, or change the active prefix.

$46 The file was not found. Solution: double-check the
spelling of the filename and try again.
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$4B A non-directory name was specified in the prefix
string. Solution: try again with a prefix string that
contains only directory names.

Other possible error codes are: $04, $27.

Programming Example:

It is often convenient to be able to set the ProDOS prefix to the name of the
volume directory on a disk in a specific disk drive. If this is done, all files in
the volume directory can be referred to by filename alone, rather than by full
pathname.

This can be done in two simple steps: first, use the ON _ LINE command
to determine the volume name for that disk and, second, use SET _ PREFIX to
assign that name to the prefix. One complication does arise, however: the name
returned by ON _ LINE is not quite in the format required by SET _ PREFIX.
Fortunately, we can easily overcome this deficiency.

JSR MLI

DFB $CS s ON_LINE

DA PARMTBL ;Address of parameter
table

BCS ERROR sBranch if error occurred

LDA BUFFER ;Get length byte

AND #$0F 3;Strip off slot/drive
bits

STA PFXNAME ;Store length for
SET_PREFI

LDA #7/°

STA BUFFER sPut slash in front of
volume name

JSR MLI

DFB ¢$Co s SET_PREFIX

DA PARMTBL1

BCS ERROR1 sBranch if error occurred

?
RTS
PARMTBL DFB 2 ;The # of parameters
DFB $E@ sunit number = slot 6,
drive 2
DA BUFFER ;Pointer to 16-byte
buffer
PARMTBL1 DFB 1 :The # of parameters

DA PFXNAME ;Pointer to volume name
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PFXNAME DS @ ;jLength of name for
SET_PREFIX
BUFFER DS 1 3Slot/drive (bits 4-7)

and length of volume
name (bits 0-3)
DS 185 sVolume name (in ASCII)

The ON _ LINE command returns a volume name that is NOT preceded by
the slash required by SET _ PREFIX. This problem is fixed by reading the name
length byte returned by SET _ PREFIX, storing it at the previous memory loca-
tion (PFXNAME), and then overwriting the name length byte with the slash.
After this has done, the data structure beginning with PFXNAME is in the
format required by SET _ PREFIX.
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Purpose:

Parameter Table:

WRITE ($CB)

To write bytes of data to an open file. Writing begins
at the current MARK position. After the data is writ-
ten to the file, the MARK position is increased by the
number of bytes written. If the new MARK position
is greater than EOF, then EOF is set equal to MARK.

0 | NUMBER OF PARMS (4)

+1 REFERENCE NUMBER

+2 POINTER TO DATA BUFFER
+4 REQUESTED NUMBER
+6 NUMBER WRITTEN « result

Description of Parameters:

NUMBER OF PARMS

REFERENCE NUMBER

POINTER TO DATA
BUFFER

The number of parameters for this command (always
4).

This is the reference number assigned to the file when
it was opened.

This is a two-byte pointer to the beginning of a block
of memory that contains the data to be written to the
file.

REQUESTED NUMBER This is the number of characters to be written to the

NUMBER WRITTEN

Common Error Codes:
$2B

$43

file from the buffer pointed to by ‘“pointer to data
buffer.”

This returned result contains the number of charac-
ters actually written to the file and will usually equal
“requested number.” However, it will be less than
“requested number” if the disk becomes full part way
through a write operation or if some other disk error
occurs that prevents the file from being written to.

The disk is write-protected. Solution: remove the write-
protect sticker from the diskette.

The file reference number is invalid. Solution: only
use reference numbers for files that are still open.



%48

$4E

$56

Chapter 4—The Machine Language Interface 135

The disk is full. Solution: create the file on another
disk or delete a file from the current disk and try
again.

The file cannot be accessed. Solution: set the ‘“write-
enabled” bit of the file’s access code to 1 using
SET_FILE_INFO.

The buffer address is invalid because it has been
marked as “in use” in the system bit map. Solution:
specify a buffer address that does not conflict with
areasalready used by ProDOS itself or by ProDOS file
buffers. The system bit map can be examined to deter-
mine the free and protected areas.

Other possible error codes are: $04, $27.

Programming Example:

This program writes 256 bytes to file #2. The data buffer begins at location

BUFFER.

JSR
DFB
DA

BCS

?

RTS
PARMTBL DFB

DFB

DA

DW
TRANSCNT DS

BUFFER DS

MLI

$CB sWRITE

PARMTBL ;Address of parameter
table

ERROR s;Branch if error occurred

4
2

;The # of parameters
sFile reference number
(assume #2)

BUFFER sPointer to data buffer

256 ;Number of bytes to write

2 ;# of bytes actually
written

256 s;Data buffer

If no error occurred, the number stored at TRANSCNT should be equal to
256, the “requested number.” If the disk becomes full during the write, however,
TRANSCNT will be less than 256.
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WRITE _ BLOCK ($81)

Purpose:

Parameter Table:

0
+1
+2
+4

To transfer the contents of a 512-byte buffer from
memory to a block on the disk.

NUMBER OF PARMS (3)

UNIT NUMBER CODE

POINTER TO DATA BUFFER

BLOCK NUMBER

Description of Parameters:
NUMBER OF PARMS

UNIT NUMBER CODE

POINTER TO DATA
BUFFER

BLOCK NUMBER

The number of parameters for this command (always
3).

This byte contains the slot and drive number for the
disk drive to be written to. The format of this byte is
as follows:
7 6 5 4 3 2 1 0
| bR | - swor | [Unused] |

Each Apple disk controller card can have one or two
drives connected to it. DR = 0 for drive 1 and DR =
1 for drive 2. SLOT contains the slot number for the
disk controller card (1-7).

This is a two-byte pointer to the beginning of a 512-
byte block of memory that is to be written to the disk.

This is the block number to be accessed. The permit-
ted values for “block number” depend on the disk
device:

e 0-279 for the Disk ][
e 0-9727 for the ProFile
e 0-127 for the /RAM volume

The volume size for any other device can be deter-
mined by using the GET _ FILE _ INFO ($C4) com-
mand on the volume directory for the disk used by
the device. The size (in blocks) is returned at relative
positions $5,$6 (auxiliary type code) in the parameter
table.
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The disk is unwriteable. Solution: a portion of the
disk may be permanently damaged. This error will
also occur if the drive door is open, so make sure it
is shut.

The disk drive specified does not exist. Solution:
change “unit number code” so that it refers to an
existing drive.

The disk is write-protected. Selution: remove the write-
protect sticker from the diskette.

Other possible error codes are: $04, $56.

Programming Example:

WRITE _ BLOCK is probably the most dangerous of all the ProDOS com-
mands since it allows you to overwrite any block on the disk with any data you
want. It is very useful, however, for trying to recover damaged files and for
making backup copies of disks.

It is also possible to use WRITE _ BLOCK to write to any sector on a DOS
3.3-formatted diskette. See Appendix III for instructions on how to do this.

Here’s an interesting program that allows you to rename the volume direc-
tory of a disk in slot 6, drive 1 to AREA:

JSR MLI
DFB $840 sREAD_BLOCK
DA PARMTBL ;Address of parameter
table
. BCS ERROR sBranch if error
occurred
LDX #0
LDY #5S s0ffset for volume name
MOVENAME LDA NEWNAME, X
BEQ SETLEN ;Branch if at end
STA BLKBUFF,Y ;Move new name into
place
INX
INY

BNE MOVENAME ;(Always taken)

SETLEN TXA

;Get new name length

ORA #$F0 ;Merge directory ID bits
LDY #4
STA BLKBUFF,Y ;Save new name length

JSR MLI
DFB $81 sWRITE_BLOCK
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DA PARMTBL ;Address of parameter

table
BCS ERROR sBranch if error
occurred
RTS
PARMTBL DFB 3 ;The # of parameters
DFB $680 sunit number code (slot
6/drive 1)
DA BLKBUFF ;Pointer to S512-byte
buffer
DW 2 s;Block number for volume
directory
BLKBUFF DS 6512 3sThis is the block
buffer
NEWNAME ASC ‘AREA’ sNew volume name
(=15 chars)
DFB 0 ;(Terminate with 0)

We saw in Chapter 2 that the volume directory of a disk always begins in
block 2 and that the volume name is the first entry in that directory block
(beginning at offset 5). This program simply reads in block 2 (using READ _
BLOCK), changes the volume name, and then writes the block back to diskette.
The chore is simplified by the fact that the parameter tables for READ _ BLOCK
and WRITE _ BLOCK are identical.



Chapter 5

SYSTEM PROGRAMS
FEATURING
BASIC.SYSTEM

Generally speaking, a system program is one that creates and defines a
general-purpose environment in which other, more specific programs, called
applications programs, can be created and, perhaps, executed in a ProDOS
environment. It is primarily responsible for translating user-entered commands
(that it defines and interprets) into the appropriate MLI commands and for
properly managing system memory usage. System programs are very important
to ProDOS because, as we saw in Chapter 3, ProDOS cannot operate without
one installed. (ProDOS will hang if a system program having a name of the form
“xxxxxxxx.SYSTEM” is not present in the volume directory of the disk.)

Common system programs are high-level programming language interpret-
ers (for BASIC, Pascal, C, and so on), assemblers, or even word processors. (In
the latter case, the applications program is simply the document that is created
in the word processing environment.) Such system programs usually define a
set of disk commands that can be used to communicate easily with files on a
disk device. This serves to shield the user from the low-level MLI commands
that only programmers should have to worry about.

From the point of view of ProDOS, however, the description of what con-
stitutes a system program is much more specific: any file whose file type code
is $FF (this code is stored at relative position $10 in the directory entry for the
file). Such a program has a type mnemonic of SYS that appears when the disk
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is cataloged in a BASIC.SYSTEM environment. It is the duty of the programmer
who created the system program to anoint it with the properties described in
the previous paragraph.

In this chapter we will describe the features of a well-designed system
program (we’ll also call such a program an “interpreter’’) and then describe one
such program in particular, BASIC.SYSTEM. The discussion of BASIC.SYSTEM
will be quite detailed; we will see how it installs itself in the system, how it
makes calls to the MLI, how its command set can be extended, and how it
handles errors. We will also take a close look at the global page that it uses to
communicate with ProDOS and with applications programs.

The Structure of a System Program

A well-designed system program is an executable 6502 assembly language
program that adheres to certain conventions and protocols regulating its internal
structure and its performance characteristics.

Structure

By convention, a system program is to be loaded into memory beginning at
location $2000, and is executed by performing a JMP $2000 instruction. This
means that the code must be assembled for execution at this, and no other,
position. Note, however, that the system program can later relocate itself any-
where within the RAM space from $800—$BEFF that is reserved for its use.

You can use the BASIC.SYSTEM “-”’ command to execute a system program.
It is also possible to designate a system program that is to be automatically
executed when ProDOS is first booted; this is done by giving the program a
name of the form ‘“xxxxxxxx.SYSTEM” and ensuring that it is the first entry in
the volume directory that has such a name.

To create a system program you will probably want to use an assembler.
However, most assemblers create object code binary (BIN) files rather than
system (SYS) files. Fortunately, it is fairly easy to change the file type. First, use
the CATALOG command to display the size of the binary file to be converted.
Next, use the BASIC.SYSTEM BLOAD command to load the file into memory
beginning at $2000,

BLOAD FILENAME,A$2000
then delete the file,
DELETE FILENAME

and save the “new” file back to the disk using the BSAVE command with a
“TSYS” parameter suffix,
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BSAVE FILENAME,A$2000,L$xxxx,TSYS

where “xxxx’’ represents the hexadecimal size of the program.

Some system programs follow a special auto-run protocol that has been
defined to allow a ProDOS selector program to install the name of an applications
program that is to be automatically executed as soon as the system program
takes over. (Recall from Chapter 4 that a selector program gets control when the
MLI QUIT ($65) command is executed.) The standard ProDOS selector program
does not actually allow you to do this, but it could be an option in any alternative
selector that you may design to replace it. The description of the QUIT ($65)
command in Chapter 4 includes instructions on how to write such a selector.

The protocol is quite simple. If the first byte of the system program ($2000)
is $4C (a JMP opcode) and the fourth and fifth bytes ($2003 and $2004) are both
$EE, then the sixth byte ($2005) holds the size of a buffer that starts at the very
next byte. This buffer begins with a name length byte and is followed by the
standard ASCII codes for the characters in the name of the first applications
program to be run. (The system program will usually store a default filename
here.) Thus, if the selector program detects the presence of the three identifi-
cation bytes, it could prompt you to enter the name of an applications program,
load the system program, store the length and name of the applications program
beginning at $2006, and then execute the system program by jumping to $2000.

The BASIC.SYSTEM system program adheres to this protocol. Here is what
the beginning of that program looks like:

JMP START1 sMust be a JMP instruction
DFB $EE ;ldentification byte 1

DFB $EE ;ldentification byte 2

DFB $41 ;Size of following buffer
DFB $07 ;Length of filename

ASC ‘STARTUP! ;Name of auto-run program

START1 ;Main program entry point -

As you can see, BASIC.SYSTEM defines a default auto-run program called
STARTUP. This program will be loaded and run whenever BASIC.SYSTEM is
executed, unless the selector inserts a different filename.

The selector program ensures that when a system program gets control, its
pathname or partial pathname is stored at $281; location $280 contains the
length of the name. This permits the system program to deduce the precise
directory in which it is located so that it can load any subsidiary programs that
are located in the same directory.

Performance

In many cases, a system program will define an interpretive programming
environment in which applications programs can be written and executed
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(BASIC.SYSTEM is the best example of such a program). If this is the case, the
code for the interpreter should be tucked away in a safe place that will not
conflict with memory areas that can be used by the applications program. The
best position for the code is in a contiguous block at the upper end of main
RAM memory, just below the ProDOS global page at $BF00; this leaves the
space from $800 to the start of the code free for use by the applications program.
The code space can be protected by setting to 1 those bits in the system bit map
that correspond to the pages used by the system program. If this is done, the
ProDOS MLI interpreter will not permit these areas to be used as file buffers or
I/O buffers. (See Chapter 3 for a discussion of the system bit map.)

When a system program first gets control, it should do several preliminary
housekeeping chores:

o Initialize the 6502 stack pointer. To ensure that the maximum amount of
stack space is available to the system program, the stack pointer should
be set to the bottom of the stack. This can be done as follows:

LDX #$FF
TXS

You should ensure that no more than 34 of the stack is used at any given
time.

o Initialize the reset vector. When reset is pressed on an Apple II, control
will pass to the subroutine whose address is stored in the reset vector at
SOFTEV ($3F2/$3F3) if the number stored at PWREDUP ($3F4) is the
same as the number generated by logically exclusive-ORing the number
stored at SOFTEV + 1 with the constant $A5. If PWREDUP is not set up
properly, the system will reboot when reset is pressed. To point the reset
vector to a subroutine called RTRAP within the system program and fix
up PWREDUP, execute the following code:

LDA #<RTRAP ;Address low

STA SOFTEV 3 $3F2

LDA #>RTRAP ;Address high

STA SOFTEV+1 ;$3F3

EOR #$AS s;twiddle the bits
STA PWREDUP ;$3F4

A general-purpose RTRAP subroutine should close all files and then jump
to the cold start entry point of the system program. To do anything else
may not be safe because it is impossible for the reset subroutine to
determine the state of the system just before the reset condition becomes
active.

o Initialize the version numbers in the ProDOS global page. IBAKVER
($BFFC) must be set equal to the earliest version of ProDOS with which
the system program will work; store 0 here if any version will do. IVER-
SION must be set equal to the version number of the system program
being used. For example, here is the code needed if version 3 of the
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system program is being used and it will only work with version 1 (or
higher) of ProDOS:

LDA #1

STA IBAKVER ;;($BFFC)
LDA #3 :

STA IVERSION ;($BFFD)

See Appendix II for the internal version numbers used by ProDOS and
BASIC.SYSTEM.

When these chores have been completed, the system program can begin its
main duties. If the system program adheres to the auto-run protocol described
above, then it must execute the program whose name (preceded by a length
byte) is stored beginning at $2005. After that’s done, the system program is free
to do almost anything it wants as long as it does not overwrite the ProDOS
system global page (page $BF) or data areas in other pages that are used by
ProDOS or any system monitor subroutines that may be used by the system
program. (See Chapter 3 for a discussion of ProDOS memory usage.)

If a system program wants to create special classes of files, it can use any
of the user-definable file type codes, $F1-$F8. All other codes are reserved. See
Table 4-3 in Chapter 4 for a description of how the other file type codes are used
by ProDOS and other system programs released by Apple.

When a system program creates a file, it can store a two-byte auxiliary type
code in its directory entry (at relative bytes $1F and $20; see Chapter 2) that
holds miscellaneous information about the file. This code is assigned when the
file is first created using the MLI CREATE ($C0) command. For example, here
is the meaning of the auxiliary type code for each type of file used by
BASIC.SYSTEM:

BIN default loading address

SYS default loading address ($2000)

TXT record length (@ for sequential files)
BAS default loading address (usually $08081)
VAR starting address of a block of variables

The meaning of the auxiliary type codes for files created by other system pro-
grams is completely determined by them.

When the time comes to leave the system program, the PWREDUP byte
should first be scrambled by decrementing it; this will cause the system to
reboot if reset is pressed. All files should then be closed and /RAM should be
reconnected if it was earlier disconnected (see Chapter 7 for instructions on
how to do this). Finally, control should be passed to another system program
by using the MLI QUIT ($65) command. As we saw in Chapter 4, this will cause
the standard ProDOS selector program to be executed. Here is what the code
will look like:

Eclose files]l
[restore /RAM]
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DEC $3F4 ;Scramble PWRDUP byte

JSR $BF00 sCall the MLI

DFB $65 sQUIT

DA PARMTBL

BCS ERROR

RTS
PARMTBL DFB

DFB

DA

DFB

DA

;4 parameters

[ SRS

The selector code is responsible for passing control to another system
program in an orderly manner. The standard ProDOS selector will ask you to
enter the prefix and pathname of the system program that is to be loaded and

executed.
L

The BASIC.SYSTEM Program

The most commonly used ProDOS system program is probably the
BASIC.SYSTEM interpreter. This program is loaded whenever an Applesoft
programming environment is going to be used because it extends the Applesoft
command set by installing a group of 32 disk commands that are available for
use within an Applesoft program (many can also be used from Applesoft direct
mode). BASIC.SYSTEM installs itself by storing the addresses of its internal
character input and output subroutines in the system monitor’s input link (KSW:
$38/$39) and output link (CSW: $36/$37). (The subroutines whose addresses
are stored in these links are called whenever a character input or output oper-
ation is to be performed.)

The BASIC.SYSTEM input subroutine normally reads input from the cur-
rent input device (usually the keyboard) and will identify and execute any valid
disk commands that are entered while in direct mode. If a file has previously
been opened for read operations, however, it will get its input from the file
instead.

Similarly, the BASIC.SYSTEM output subroutine normally sends output to
the current output device (usually the video screen) unless a file has been opened
to receive the output instead. It is also always on the lookout for arguments of
PRINT statements that begin with a [control-D] character; such arguments are
assumed to be BASIC.SYSTEM disk commands and attempts will be made to
interpret them as such. The output subroutine can spot such PRINT statements
because BASIC.SYSTEM always operates with Applesoft trace mode on; this
means that line numbers will be sent to the output subroutine before the line is
actually executed, thus giving BASIC.SYSTEM a chance to check any PRINT
statements on that line. (By the way, the line numbers generated in trace mode
willnot bedisplayed by BASIC.SYSTEM unlessthe Applesoft TRACE command
has been executed.)
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A BASIC.SYSTEM memory map is shown in Figure 5-1. When
BASIC.SYSTEM is first loaded, it relocates its command interpreter to the high
end of main RAM memory at $9A00—-$BEFF (just below the ProDOS system
global page), it reserves a 1K general-purpose file buffer from $9600-$99FF,
and then it sets the Applesoft HIMEM pointer at $73/$74 to $9600. (HIMEM
represents the upper limit for storage of Applesoft string variables.) This leaves
the space from $800—-$95FF free for Applesoft program and variable storage.

‘&?gg ——— — (ProDOS global page)
BEOO +— BASIC.SYSTEM global page
«— BASIC.SYSTEM interpreter
$9A00 ,
HIMEM $9600 +—— general-purpose file buffer
(moves down by $400 bytes when
a file is opened; moves up when a
file is closed.)
(/‘\/ - Applegort program and
variable space
$0800
«— video RAM
303&% «— $3D0.$3EC used for vectors
$0200 «— input buffer + data area
o00 -l_'l- 6502 stack

(much of zero page used)

Figure 5-1. BASIC.SYSTEM memory map

BASIC.SYSTEM also uses the area between $3D0—$3EC for storage of posi-
tion-independent vectors to some of its internal subroutines. We’ll be examining
the way in which BASIC.SYSTEM uses page 3 in more detail later on in this
chapter.

The BASIC.SYSTEM interpreter, because of its intimate connection to the
Applesoft ROM interpreter, can also be said to use all those RAM areas used by
Applesoft itself. This includes the input buffer at $200-$2FF (BASIC.SYSTEM
also uses most of this page as a temporary data buffer when it executes certain
disk commands), the 6502 stack at $100—$1FF, and several locations in zero
page. (See Chapter 4 of Inside the Apple //e for a detailed description of how
Applesoft uses these areas.) Other areas, such as the video RAM area from $400—
$7FF and the system vector area from $3ED—$3FF, are also reserved for use in
a BASIC.SYSTEM environment.
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The BASIC.SYSTEM Commands

Most of the BASIC.SYSTEM disk commands provide convenient access to
files for I/O operations (OPEN, READ, POSITION, WRITE, APPEND, FLUSH,
and CLOSE), or general file management (CAT, CATALOG, CREATE, DELETE,
LOCK, PREFIX, RENAME, UNLOCK, and VERIFY), or program file loading and
execution (-, BLOAD, BRUN, BSAVE, EXEC, LOAD, RUN, SAVE). There are
also commands used to effect I/O redirection (IN#, PR#), to perform garbage
collection of Applesoft string variables (FRE), to save and load Applesoft vari-
ables to and from files (STORE and RESTORE), to transfer control from one
Applesoft program to another without destroying existing variables (CHAIN),
and to disconnect BASIC.SYSTEM and run another ProDOS system program
(BYE). One command (NOMON) is allowed but ignored; it is included to main-
tain compatability with programs running under DOS 3.3 that use NOMON to
disable the display of disk commands and I/O operations.

To use a BASIC.SYSTEM command from within a program, you must use
the PRINT statement to print a [control-D] character, the BASIC.SYSTEM com-
mand, the command parameters, and then a carriage return. For example, to list
all the files in the /RAM volume on an Apple //c, you would execute a line that
looks something like this:

100 PRINT CHR$(4);"CATALOG/RAM"

In this example, the CHR$(4) statement generates the [control-D] character,
the BASIC.SYSTEM command is CATALOG, and the command parameter is
/RAM (a pathname). The required carriage return is automatically generated by
the PRINT statement.

If you’re entering a BASIC.SYSTEM command directly from the keyboard
in Applesoft direct mode, then you don’t have to worry about the [control-D].
All that you have to do is type in the command followed by the command
arguments. The keyboard equivalent of the CATALOG command is simply

CATALOG/RAM

You should be aware, however, that BASIC.SYSTEM does not permit all of
its commands to be entered from the keyboard in this way.

Most BASIC.SYSTEM commands support, or require, several parameters
that specify such things as the pathname for the file to be acted on, loading
addresses, lengths, and so on. A brief description of each of the 13 different
parameters recognized by BASIC.SYSTEM is given in Table 5-1.

The letter parameters shown in Table 5-1 (“,A#”, “,B#”, and so on, where
“#” represents the value of a parameter) can be specified in any order by
appending them to the end of the command line. The “snum’ and ‘“pathname” .
parameters cannot appear in the same command line. When one of these param-
eters is specified, it must be placed immediately after the command name. The
exception is the RENAME command that requires two pathnames; the second
pathname must appear right after the first one.
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Table 5-1. BASIC.SYSTEM command line parameters.

Parameter Standard Meaning Permitted Values
pathname the active file See rules in Chapter 2
snum active I/O slot 0-7 (1)
A# starting address $0000-$FFFF
,B# byte number $0000-$FFFFF
,D# disk drive number 1-2 2)
E# ending address $0000-$FFFF
JF# field number " $0000-$FFFF
JL# length $0000-$FFFF
@# line number $0000-$FFFF
R# record number $0000-$FFFF
S# disk slot number 1-7 (2)
JT# file type code $00-$FF (3)
V# volume number $00-$FF

The “#” in the parameter name represents the parameter’s value.

The value can be specified in hexadecimal or decimal format (hexadecimal
numbers must be preceded by “$”’).

Notes:

1. Hexadecimal values are not allowed for “snum”.

2. In a command line that includes a pathname, the S and D parameters
specified must correspond to an installed disk drive, or a “NO DEVICE
CONNECTED” error will be generated.

3. A three-character file type mnemonic corresponding to a value can be
specified with the “T” parameter instead. The mnemonics that are avail-
able are shown in Table 2-4 in Chapter 2.

Note that most BASIC.SYSTEM commands may be entered with slot (““,S#”’)
and drive (“,D#”’) parameters that specify the physical location of the disk to
be accessed. It is not necessary to use these parameters if the pathname specified
is a full pathname or if a prefix is active, because BASIC.SYSTEM will auto-
matically search all installed disk drives for the file. However, if a filename or
partial pathname is specified, and no prefix has yet been defined or either the
“.S#” or “,D#” parameter is used, BASIC.SYSTEM will automatically use the
name of the volume directory specified by the slot and drive parameters (or
their defaults) to create the full pathname. BASIC.SYSTEM’s ability to use slot
and drive parameters allows Applesoft programs to maintain greater compati-
bility with a DOS 3.3 environment where the slot and drive must be specified
to access disks in the non- default drive.

Let’s take a quick look at each of the 32 BASIC.SYSTEM commands right
now. A summary of the command syntax for each of these commands is shown
in Table 5-2. (You can refer to Apple’s book, BASIC Programming with ProDOS,
for detailed information on these commands; see the references in Appendix
IV.) These commands can be divided into four distinct categories: file manage-
ment commands, file loading arid execution commands, file input/output com-
mands, and miscellaneous commands.
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Table 5-2. The syntax for each BASIC.SYSTEM command.

_ pathname [,S#] [,D#]

APPEND pathname [, Ttype] [,L#] [,S#] [[D#]

BLOAD pathname [,A#] [,B#] [[L# | E#] [, Ttype] [,S#] [,D#]
BRUN pathname [,A#] [,B#] [[L# | ,E#] [,S#] [.D#]
BSAVE pathname,A# ,L# | E# [,B#] [,Ttype] [,S#] [, D#]
BYE

CAT [pathname] [,S#] [,D#]

CATALOG [pathname] [,S#] [,D#]

CHAIN pathname [,@#] [,S#] [,D#]

CLOSE [pathname]

CREATE  pathname [,Ttype] [,S#] [,D#]

DELETE pathname [,S#] [,D#]

EXEC pathname [,F# | R#] [,S#][,D#]
FLUSH [pathname]

FRE

IN# snum | A# | snum,A#

LOAD pathname [,S#] [,D#]

LOCK pathname [,S#] [,D#]

NOMON [anything]

OPEN pathname [,L#] [, Ttype] [,S#] [, D#]
POSITION pathname ,F# | R#

PR# snum | A# | snum,A#

PREFIX [pathname] [,S#] [, D#]

READ pathname [,R#] [F#] [, B#]

RENAME  pathnamel,pathname2 [,S#] [,D#]
RESTORE pathname [,S#] [,D#]

RUN pathname [,@#] [,S#] [,D#]
SAVE pathname [,S#] [, D#]

STORE pathname [,S#] [, D#]

UNLOCK  pathname [,S#] [,D#]

VERIFY [pathname] [,S#] [,D#]

WRITE pathname [,R#] [, F#] [,B#]

Note: Brackets enclose optional parameters.
Vertical bars separate alternative parameters.

File Management Commands

CAT. This command is used to display a list of the names of the files on the
disk. Only the names of the files in the directory specified in the pathname
parameter following the CAT command will be displayed. (If no such parameter
is specified, then the currently active directory will be used.) CAT will also
display the type of each file (as a three-character mnemonic such as BAS, BIN,
TXT, SYS, and so on; see Table 2-4), the number of blocks it occupies, and the
date on which it was last modified. After the names of all files have been listed,
the number of blocks free and blocks used on the disk will be displayed.

CATALOG. This command is very similar to CAT. It displays the very same
information for each file as well as its time of last modification, its creation date



Chapter 5—System Programs Featuring BASIC.SYSTEM 149

and time, its size (in bytes), and its “subtype” entry (this is the file’s auxiliary
type code; the entries displayed are the default loading address for a BIN file
and the record length for a TXT file). It also displays the size of the disk, in
blocks.

CREATE. This command is used to create a directory entry for a specified file.
It is most often used to create subdirectory files since the other common types
of ProDOS files (Applesoft programs, binary files, and textfiles) are automatically
created by other BASIC.SYSTEM commands (SAVE, BSAVE, and OPEN). For
example, if the volume directory is active and you want to create a subdirectory
called DEMO.PROGRAMS, then you would enter the command

CREATE DEMO.PROGRAMS

from the keyboard. When you do this, the subdirectory will appear as a file
entry when you catalog the directory in which it is contained. The file type
mnemonic used to identify it in the catalog listing is DIR. Other types of files
can be created using the “, Ttype” parameter.

DELETE. This command is used to delete a file by removing its entry from the
directory and altering the volume bit map to free up the blocks that the file uses.
Only unlocked files can be erased with the DELETE command. (See the descrip-
tion of the LOCK command.)

LOCK. This command isused to protect a ProDOS file from being accidentally
or intentionally deleted, modified, or renamed. Once a file has been locked, it
cannot be deleted, modified, or renamed unless it is first unlocked. You can tell
which files are locked by cataloging the disk (using the CAT or CATALOG
- commands); if the name of the file is preceded by an asterisk (“*”), it is locked.

PREFIX. This command is used to define the chain of directory names to which
any filename or partial pathname specified will automatically be appended to
generate a full pathname. It is this full pathname on which the BASIC.SYSTEM
commands will act. If the pathname parameter specified after the PREFIX com-
mand does not begin with a slash it will be appended to the current prefix.

RENAME. This command is used to change the name of any file on the disk
from the first pathname parameter specified to the second.

UNLOCK. This command unlocks a locked file so that it can be deleted, mod-
ified, or renamed.

VERIFY. Thiscommand isused tocheck whether a file exists. If no error occurs,
the file does exist. Entering VERIFY by itself (that is, without a pathname) will
cause Apple’s copyright notice to be printed.

File Loading and Execution Commands

- (dash). This is the BASIC.SYSTEM intelligent run command. Its parameter
can be the pathname of an Applesoft program, a binary program, or a textfile,
in which cases the - will behave exactly like a RUN, BRUN, or EXEC command,
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respectively. Dash can also be used to load and execute ProDOS system (SYS)
programs.

BLOAD. This command is used to transfer the data from a file to an area of
memory. The most common form of this command is:

BLOAD MY.FILE,A#

where “#” represents the address of the beginning of the block to which the
file is to be transferred. The default file type is binary (BIN), but you can override
this by using the “,Ttype” parameter. The BLOAD command can also be used
without the “,A#” parameter; in this case, the file will be loaded at the location
from which it was originally saved to the disk using the BSAVE command (this
address appears in the “subtype’ column when the disk is cataloged using the
CATALOG command). Any portion of a file can be loaded by using one or more
optional parameters: “,B#” (the starting position within the file), *“,L#" (the
number of bytes to be transferred), and “,E#”’ (the last memory location to be
transferred to).

BRUN. Thiscommand isthe same as BLOAD except that after the file is loaded,
it will automatically be executed. Execution begins at the loading address. The
BRUN command can only be used with binary (BIN) files.

BSAVE. This command is used to save the contents of a range of memory to a
file. (The default file type used is binary (BIN) but you can override this default
with the “,Ttype” parameter.) For example, to save the contents of memory
from $300-$3CF to a binary file called PAGE.THREE, you would enter the
command:

BSAVE PAGE.THREE,A$300,E$3CF

or
BSAVE PAGE.THREE,A$300,L$D0

where the “,A$300’ parameter indicates the starting address of the range, *“,E$3CF”
indicates the ending address, and *“,L$D0”’ indicates the number of bytes to be
saved. You can also use the “,B#” parameter to indicate the byte position in
the file from which the write operation will take place.

EXEC. This command is used to redirect subsequent requests for input to a
specified file instead of the keyboard until everything in the file has been read.
For example, suppose you have defined a file called MY.STARTUP that contains
the following two lines:

HOME
CATALOG

When you enter EXEC MY.STARTUP from direct mode, the screen will
clear and then the disk will be cataloged, just as if you had entered the two
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commands directly from the keyboard. You can use the “,F#” or ‘‘,R#’’ param-
eters to specify the number of the first line in the file to be executed.

LOAD. This command is used to load an Applesoft program into memory. (If
LOAD is entered without a pathname, the program will be loaded from cassette
tape.)

RUN. This command is the same as the LOAD command except that after the
program is loaded, it will automatically be executed. The ““,@#’’ parameter can
be used to specify the Applesoft line number that is to be executed first; the
default is the first line number. (If RUN is entered without a pathname, the
program already in memory will be executed.)

SAVE. This command is used to save an Applesoft program to a file on the
disk. The file type mnemonic for a program file is BAS. (If SAVE is entered
without a pathname, the program will be saved to cassette tape.)

File Input/Output Commands

OPEN. This command is used to open a file (by default, a TXT file) for either
reading or writing. If the pathname specified does not exist, then a new file will
be created. A file must be opened before it can be accessed using the
BASIC.SYSTEM READ, WRITE, FLUSH, and POSITION commands. Textfiles
can be opened as one of two basic types: sequential or random-access. A sequen-
tial textfile is one in which in which lines of information are stored one after
another, separated only by a carriage return code; usually, if you want to access
information anywhere in the file, you have to read all the information that
precedes it.

A random-access textfile is one that is organized as a series of fixed-length
records that hold related groups of information; any record can be accessed
randomly (that is, without reading all previous records first) simply by speci-
fying its record number when using the READ command. The record length is
assigned to a random-access textfile when it is first opened by using the *“,L#”
parameter; it is displayed in the subtype column of a CATALOG listing in the
form “R=$xxxx.” For example, if the record length is 127, then the subtype
entry would be “R=$007F.”

READ. This command is used to redirect subsequent requests for input to an
open file instead of the keyboard. If a random-access textfile is being read, the
record number to be read can be specified using the “,R#” parameter. You can
also specify a field number (a field is a string of characters terminated by a
carriage return code) by using the ““,F#” parameter or a byte number using the
“,B#” parameter. If more than one of these parameters is used, READ will first
skip to the proper record number, then to the proper field number, and finally
to the proper byte position. (That is, the byte position is relative to the current
field position.)

POSITION. This command is used to adjust the position in the file at which
subsequent read and write operations will operate. The number of fields to skip
over is specified by the “,F#” or “ ,R#’’ parameter.



152 Chapter 5—System Programs Featuring BASIC.SYSTEM

WRITE. This command is used to redirect subsequent output to an open file
instead of to the video screen. It works much like the READ command except
in the opposite direction.

APPEND. This command is used to open a file and redirect subsequent output
to the end of the file. The default file type is a textfile, but this can be changed
using the “,Ttype” parameter.

FLUSH. When BASIC.SYSTEM opens a file, a file buffer is allocated to it in
memory. Data written to the file is stored in this buffer first and is normally
stored on the disk only when the buffer becomes full or when another file block
must be accessed. The FLUSH command is used to force any data stored in the
buffer to be saved to the disk even if the buffer is not yet full. This minimizes
the risk of data loss in the event of an unexpected exit from the program (caused
by a loss of power, pressing RESET, and so on) but it slows down disk write
operations considerably. FLUSH also causes the file’s directory entry to be
updated. If FLUSH is used without a pathname, all open files will be flushed.

CLOSE. This command is used to close a file that has been opened using the
OPEN or APPEND command. When a file is closed, its buffer is automatically
flushed and its directory entry is updated. If CLOSE is used without a pathname,
all open files will be closed.

Miscellaneous Commands

BYE. This command is used to disconnect BASIC.SYSTEM and execute a
ProDOS system program by calling the MLI QUIT ($65) command. When the
command is entered, the ProDOS selector program that was discussed earlier
in this chapter will be executed. The standard selector will prompt you to enter
the prefix and partial pathname of the next system program; after you do this,
this program will be executed.

CHAIN. This command is used to transfer control from one Applesoft program
to another while maintaining the names and current values of all the variables
in the program from which control is being passed. This allows very large
programs to be executed by breaking them into separate modules and chaining
them together. You can chain to any line number in the new program by using
the “,@#”’ parameter.

FRE. This command is used to force garbage collection of Applesoft string
variables. This garbage collection command is much faster than the one of the
same name built into the Applesoft interpreter. (See Chapter 4 of Inside the
Apple //e for more information on the garbage collection procedure.)

IN#. This command is used to redirect subsequent requests for input to a
peripheral card subroutine at $Cn00 (where “n” is a slot number) or to any other
specified subroutine. If a slot number of 0 is specified, the standard keyboard
input subroutine at KEYIN ($FD1B) is used instead. IN# can also be used to
associate the address of any input subroutine with any slot number by using
the “snum,A#”’ construct; once this is done, a IN#n command can be used to
direct later requests for input to this subroutine rather than to $Cn00.
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NOMON. This command is allowed but is ignored. Under DOS 3.3 the com-
mand is used to disable the display of disk commands and I/O operations; under
BASIC.SYSTEM, they are always disabled.

PR#. Thiscommand is used to redirect subsequent output to a peripheral card
subroutine at $Cn00 or to any other specified subroutine. If a slot number of 0
is specified, the standard 40-column video output subroutine at COUT1 ($FDFO0)
is used instead. PR# can also be used to associate the address of any output
subroutine with any slot number by using the “snum,A#”’ construct; once this
is done, a PR#n command can be used to direct subsequent output to this
subroutine rather than to $Cn00.

RESTORE. This command is used to initialize the names and values of the

variables in an Applesoft program to those contained in the file specified in the
argument. This file must be of type VAR (this is the type created by the STORE
command).

STORE. Thiscommand is used to save the names and current values of all the

variables in an Applesoft program to a file. The mnemonic for the file type code
assigned to the file is VAR.

BASIC.SYSTEM and the Input and Output Links

It is often necessary for an Applesoft program to redirect input or output
requests to a device in one of the Apple’s expansion slots (called ports on the
slotless Apple //c). This is most easily done by using the BASIC.SYSTEM IN#
and PR# commands. For example, to redirect output to a printer in slot #1, you
would execute this statement:

PRINT CHR$(4);'"PR#1"

The confusingly similar Applesoft commands of the same names, must NOT be
used to redirect I/O when using BASIC.SYSTEM.

You can also use a special form of the IN# and PR# commands to redirect
I/O to a subroutine that is located anywhere in memory and not just to a program
located in the ROM on a peripheral card. The only restriction on its use is that
the first byte of the new input subroutine must be a 6502 “CLD”’ (clear decimal
flag) instruction. To direct I/O to any such I/O subroutine, you must execute a
statement like

PRINT CHR$C(4);"IN# Aaddr"
or
PRINT CHR$(4);'"PR# Aaddr"

where ‘“addr” represents either the decimal starting address of the new I/O
subroutine or, if preceded by ““$”’, the hexadecimal starting address. For exam-
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ple, if a new input subroutine begins at $300 (decimal 768), then you would
execute either of the following two statements:

PRINT CHR$(4);"IN# A$300"
or

PRINT CHR$(4);"IN# A768"

to install the new subroutine.

Problems can arise when trying to redirect I/O in a BASIC.SYSTEM envi-
ronment using assembly language techniques. Traditionally, I/O requests are
redirected by storing the address of a new input routine in KSW ($38/$39) and
the address of a new output routine in CSW ($36/$37); KSW and CSW are called
the input and output links, respectively. However, as we saw earlier, this is
exactly how BASIC.SYSTEM gets its hooks into the system. Thus, if we were
to overwrite these links, we would interfere with the operation of BASIC.SYSTEM
and we may even disconnect it. (If you accidentally disconnect BASIC.SYSTEM
like this, you can reconnect it by executing a “JSR BIENTRY” instruction;
BIENTRY is located at $BE00.)

We can get around this problem in one of two ways, however. First, we can
use the BRUN command to load and execute any assembly language program
that modifies the standard I/O links This works because just before the program
that is BRUN ends, BASIC.SYSTEM checks to see whether the I/0-links have
changed. If they have, the new link addresses are moved into BASIC.SYSTEM’s
own internal I/O links and the addresses of its own I/O subroutines are restored.
The BASIC.SYSTEM I/O links are used just like the standard ones and the
subroutines whose addresses are stored in them are called when BASIC.SYSTEM
wants to perform standard (non-disk) I/O operations.

Alternatively, we can install a new input or output subroutine by storing
its address directly into the appropriate internal BASIC.SYSTEM link itself: the
input link at VECTIN ($BE32/$BE33) or the output link at VECTOUT ($BE30/
$BE31).

Note that any other method that is used to change the standard input links
(such as POKEing new values from an Applesoft program or using CALL to
execute a subroutine that stores new values) will not work properly.

Reserving Space Above the File Buffers

As shown in Figure 5-1, when BASIC.SYSTEM is loaded, its code occupies
the entire space from $9A00 to $BEFF. BASIC.SYSTEM also sets up a $400-byte
(1K) general-purpose buffer that initially sits just below this area, beginning at
$9600. The entire space above $9600 is protected by setting the Applesoft
HIMEM pointer to $9600. (HIMEM refers to the address stored in the Applesoft
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end-of-string pointer at $73/$74.) This means that the Applesoft string variable
storage space that ends at HIMEM will not conflict with BASIC.SYSTEM.

The general-purpose buffer always occupies the 1K area just above HIMEM,
even if HIMEM is changed. It is used by BASIC.SYSTEM as a temporary storage
area for directory blocks whenever the disk is CATALOGed.

BASIC.SYSTEM automatically changes HIMEM whenever files are opened
or closed using its OPEN, APPEND, and CLOSE commands. It is not immediately
obvious why this is necessary, so let’s examine how BASIC.SYSTEM manages
files in a bit more detail. Whenever a file is opened, BASIC.SYSTEM creates a
$400:-byte buffer for it by lowering HIMEM by that number of bytes (and moving
the general-purpose buffer down with it) and then reserving the $400 byte area
beginning at the original HIMEM position for use as the buffer. If another file is
opened (up to eight files can be open at once), the process is repeated so that
the new buffer fits in just below the first one. (Exception: if a file is opened using
the EXEC command, its buffer is always positioned immediately above the
highest- addressed active buffer.) When a file is closed, its buffer is “‘removed”
by relocating the lowest-addressed active file buffer to the position of the closed
buffer and then raising HIMEM by $400 bytes. Note that BASIC.SYSTEM takes
all steps necessary to ensure that Applesoft’s string variables cannot be over-
written despite the fluctuations in HIMEM.

It is often convenient to reserve a safe area of memory where assembly
language programs can be stored without fear of being overwritten by either
BASIC.SYSTEM or Applesoft itself. One such area is between $300-$3CF in
page 3 but there is only room for very short programs there. In DOS 3.3 days,
an alternative area could be reserved simply by lowering HIMEM and then
storing the program between the new and old HIMEM addresses. You can’t do
this with BASIC.SYSTEM, however, because of the way that buffers are posi-
tioned when files are opened or closed. When BASIC.SYSTEM is being used,
however, a safe area can be reserved that resides above the $400-byte directory
buffer beginning at HIMEM. Follow these steps:

e Close all files using the BASIC.SYSTEM CLOSE command.

e Lower HIMEM by a multiple of $100 (256) bytes using the Applesoft
HIMEM: command. (The HIMEM: command simply places the address
specified in the argument of the command directly into the HIMEM
pointer.)

These steps must be performed before any Applesoft string variables have
been defined since the existing Applesoft string space will be overwritten. After
these two steps have been completed, the area from HIMEM + $400 to $99FF
can be used for storage of machine-language programs without danger of them
being overwritten by BASIC.SYSTEM operations. Note that you must be very
careful when using the Applesoft HIMEM: command because no checks are
made to ensure that the address specified in the command is an integral multiple
of 256. BASIC.SYSTEM will not operate properly if HIMEM does not rest on a
page boundary.

Alternatively, you can, at any time, call the GETBUFR ($BEF5) subroutine
from an assembly language program if you want to free up a space of contiguous
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256-byte pages above HIMEM. This is done by placing the number of pages to
be reserved in the accumulator and then calling GETBUFR; upon exit, the carry
flag will be clear if there was enough free space available, or it will be set if
there wasn't. If all went well, the first page reserved will be in the accumulator.
We'll see an example of the use of GETBUFR later on in this chapter in the
installation code for a user-defined command called ONLINE.

You can de-allocate space that was reserved using GETBUFR by calling the
FREEBUFR ($BEF8) subroutine. This subroutine frees up all buffers that have
been reserved using GETBUFR since bootup by setting HIMEM back to its
original value stored at PAGETOP ($BEFB). (You can actually selectively free
up the most recently allocated buffers by setting PAGETOP to the page number,
less 4, of the start of the buffer that you don’t want freed up.)

Whenever you reserve space above HIMEM it is a good idea to modify the
system bit map to indicate that the memory pages reserved are in use. If this is
done, the ProDOS MLI interpreter will not permit these pages to be used as
buffer areas when MLI commands are requested. See Chapter 3 for a discussion
of the system bit map.

BASIC.SYSTEM Page Three Usage

We saw in Chapter 3 that ProDOS reserves the area from $3D0—-$3EC for
use by system programs like BASIC.SYSTEM. As shown in Table 5-3,
BASIC.SYSTEM only uses the first six locations; they are both used to reconnect
BASIC.SYSTEM by jumping to the BASIC.SYSTEM warm-start entry point.

Table 5-3. ProDOS—BASIC.SYSTEM page 3 vectors.

Address Description of Vector

$3D0-$3D2 A JMP instruction to the BASIC.SYSTEM warm-start entry
point. A call to this vector will reconnect BASIC.SYSTEM
without destroying the Applesoft program in memory. Use the
“3DOG” command to move from the system monitor to
Applesoft.

$3D3-$3D5 Another JMP instruction to the BASIC.SYSTEM warm-start
entry point.

Note: Locations $3D6-$3EC are also reserved for use by a ProDOS system pro-
gram.

BASIC.SYSTEM also initializes most of the system vectors from $3ED to
$3FF when it is first installed. The contents of this area of page 3 are shown in
Table 5-4.

The rest of page 3 (from $300 to $3CF) is unused and is a convenient spot
to store short assembly language subroutines called from an Applesoft program.
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Table 5-4. Initialization of page 3 system vectors by ProDOS and BASIC.SYSTEM.

Vector Name  Address Contents Description
XFERLOC $3ED-$3EE [not Address to which controlpasses
initialized] when XFER ($C314) is called (//e, //c
only)
BRK $3F0-$3F1 $FA59 Address of a subroutine that

displays the 6502 registers and then
enters the system monitor
RESET  $3F2-$3F3 $BE00 Address of the BASIC.SYSTEM
$3F4 $1B warm-start entry point (reconnects
BASIC.SYSTEM) followed by
“powered-up”’ byte

& $3F5-$3F7 “JMP Jump to BASIC.SYSTEM’s external
$BE03” entry point for command strings
(see Chapter 5)

USER $3F8-$3FA “JMP Jump to BASIC.SYSTEM’S warm-
$BE00” start entry point

NMI $3FB-$3FD “JMP Jump to the system monitor’s cold-
$FF59” start entry point

IRQ $3FE-$3FF $BFEB Address of the special ProDOS

interrupt handler (see Chapter 6)

Note: The addresses stored at each vector location are stored with the low-order
byte first.

The BASIC.SYSTEM Global Page : $BE00—$BEFF

The BASIC.SYSTEM global page is located from $BE00 to $BEFF, just
beneath the ProDOS global page. It contains a number of fixed-position subrou-
tines and data areas that can be used by assembly language programs to com-
municate easily with BASIC.SYSTEM. For example, the global page contains
entry points for connecting BASIC.SYSTEM to the system, for executing ASCII
command strings, for handling user-installed commands, for handling errors,
and for executing MLI commands. A commented source listing for the
BASIC.SYSTEM global page is shown in Table 5-5.

The GOSYSTEM Subroutine

Most of the global page is used to support the GOSYSTEM ($BE70) subrou-
tine that the BASIC.SYSTEM code calls whenever it needs to execute an MLI
command. On entry, GOSYSTEM constructs a standard “JSR MLI” call by
storiny the MLI command number (that is passed in the accumulator) at SYS-
CALL ($BE85) and the address of the command’s parameter table at SYSPARM
($BE86). (As shown in Table 5-5, each command used by BASIC.SYSTEM has
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its own parameter table in the global page—the values in the table are set up
before the call to GOSYSTEM.) Since SYSCALL and SYSPARM are located right
after the “JSR MLI” instruction, as required by the MLI command interpreter,
the command will be properly invoked when the “JSRMLI” is actually executed.

You can call GOSYSTEM directly from your own assembly language pro-
grams to execute MLI commands if you wish. To do this; first set up the
parameters in theappropriateinternal parameter table and then call GOSYSTEM
with the MLI command number in the accumulator. The code to do this is very
simple and looks like this:

[set up parameter

tablel

CDA #CMDNUM sPut MLI command number in A
JSR GOSYSTEM ;Let GOSYSTEM execute command
BCS ERROR

This method is a bit more convenient than simply calling MLI ($BF00) in
the usual way (see Chapter 4) because space for the command parameter tables
has already been reserved in the global page. Furthermore, GOSYSTEM auto-
matically sets up the JSR MLI/DFB CMDNUM/DA PARMTBL calling block and
converts MLI error codes to more familiar BASIC.SYSTEM error codes. (We’ll
talk more about error handling in the next section.)

Note, however, that GOSYSTEM can only be called to execute MLI com-
mands from $CO to $D3. Any other commands must be executed using the
standard “JSR MLI” technique.

One important caveat. When using GOSYSTEM you must be careful not to
disturb the values of certain parameter table entries that are set up as constants
by BASIC.SYSTEM. These parameters are:

e The pathname pointers in all parameter lists,

e The time and date entries at $BEAA/$BEAB and $BEA8/$BEA9 in the
CREATE parameter list (they should both be zero),

e The “newline character” entry at $BED4 in the NEWLINE parameter list
(it should always be $0D).

~ If you want to change any of these parameters temporarily, save their values
first, then restore them after the GOSYSTEM call.
We will be discussing some of the other important areas of the BASIC.SYSTEM
global page in the sections that follow.

BASIC.SYSTEM Error Handling

If a call to GOSYSTEM results in a system error, GOSYSTEM branches to
BADCALL ($BE8B), a subroutine that converts the returned MLI error code into
a BASIC.SYSTEM (Applesoft) error code. The correspondence between a given



170 Chapter 5—System Programs Featuring BASIC.SYSTEM

MLI code and a BASIC.SYSTEM code is shown in Table 5-6.

(Note that only nineteen MLI error codes are specifically dealt with by
BADCALL. All others are automatically converted to error code 8 (“I/O ERROR”).
Also, four of the BASIC.SYSTEM error codes do not correspond to any MLI
error code at all; these error codes are generated by illegal conditions within
BASIC.SYSTEM itself—such as an attempt to load a program that is too large.)

Once the MLI error code has been converted, BASIC.SYSTEM calls ERROUT
($BE09) to handle the error. This subroutine first stores the error code in ERRC-
ODE ($BEOF) and at $DE (this is where the Applesoft interpreter expects to find
an error code) and then checks to see if the Applesoft ONERR GOTO error-
trapping feature is active; if it is, then control passes to the internal Applesoft
error-handling subroutine. If it isn’t, then PRINTERR ($BEOC) is called to print
the error message corresponding to the error code (see Table 5-6).

Table 5-6. BASICSYSTEM error codes and messages.

BASIC.SYSTEM MLI BASIC.SYSTEM
Error Code Error Code Error Message

$00 $00 [no error occurred]
$02 $4D RANGE ERROR
$03 $28 NO DEVICE CONNECTED
$04 $2B WRITE PROTECTED
$05 $4C END OF DATA
$06 $45,%44 PATH NOT FOUND
$07 $46 PATH NOT FOUND
$08 [all others] I/O ERROR
$09 $48 DISK FULL
$0A $4E FILE LOCKED
$0B $53 INVALID PARAMETER
$0C $56,$42,$41 NO BUFFERS AVAILABLE
$oD $4B FILE TYPE MISMATCH
$0E —_ PROGRAM TOO LARGE
$OF — NOT DIRECT COMMAND
$10 $40 SYNTAX ERROR
$11 $49 DIRECTORY FULL
$12 $43 FILE NOT OPEN
$13 $47 DUPLICATE FILE NAME
$14 $50 FILE BUSY
$15 — FILE(S) STILL OPEN
$16 — DIRECT COMMAND

If you are writing an assembly language program that operates in an Apple-
soft-BASIC.SYSTEM environment, you can call ERROUT or PRINTERR to han-
dle errorsif you wish. You must ensure, however, that you call these subroutines
with a BASIC.SYSTEM (Applesoft) error code, rather than an MLI error code,
in the accumulator. You can execute a ‘“JSR BADCALL” instruction (with the
error code in the accumulator) to perform the necessary conversion.
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Executing Disk Command Strings from
Assembly Language

The DOSCMD ($BE03) subroutine in the BASIC.SYSTEM global page can
be used by an assembly language program to interpret and execute a standard
BASIC.SYSTEM disk command that is stored as an ASCII string in the Apple
input buffer at $200. The string must be followed by a carriage return code
($8D). DOSCMD is only effective when an Applesoft program is actually run-
ning, so the assembly language program must be CALLed from an Applesoft
program.

(Under DOS 3.3, disk commands can be executed by sending code $04
(CTRL-D) to the standard character output subroutine, COUT ($FDED), followed
by the ASCII codes for the command. This technique is not supported by

BASIC.SYSTEM.)
DOSCMD can be used to execute most, but not all, BASIC.SYSTEM disk
commands. The commands that are not handled properly are “-” (“dash”),

RUN, LOAD, CHAIN, READ, WRITE, APPEND, and EXEC. When DOSCMD is
called to execute a command that it is able to handle, it will return a
BASIC.SYSTEM error code in the accumulator; if no error occurred, the code
will be 0 and the carry flag will be clear. If an error occurred, however, the carry
flag will be set. An error condition can be handled by calling ERROUT ($BE09)
or PRINTERR ($BEOC) as described in the previous section or by passing control
to your own error handling code.

Note one important rule that must be followed by programs using DOSCMD:
just before the program ends, the carry flag must be cleared by executing a CLC
instruction. If the program ends with the carry flag set, the Applesoft program
that called it may not work properly.

Adding Commands to BASIC.SYSTEM

One of the most useful features of BASIC.SYSTEM is the ability to extend
its command set easily by installing user-defined external commands. To see
how this is done, let’s take a look at exactly what happens when BASIC.SYSTEM
encounters a string of characters that may represent a valid command. (A
flowchart of this procedure is presented in Figure 5-2.)

The first thing that BASIC.SYSTEM does is to check if one of its 32 standard
commands has been specified (CATALOG, OPEN, WRITE, and so on). If one
has been, then it is handled internally.

If an unidentified command is encountered, however, BASIC.SYSTEM does
not immediately generate an error condition; rather, it calls a subroutine in its
global page, EXTRNCMD ($BEO06), to see if it can be claimed by a user-installed
external command handler (the handler’s address is always stored at $BE07 and
$BE08). If no external command handler has actually been installed, EXTRNCMD
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Get command line
to parse

Handle command
internally

external command

JSR $BE06

XLEN = $BES2

XCNUM = $BES3

PBITS = $BES54

XTRNADDR = $BES0/$BES 1

address at
$BEO7/$BE0O3

Store length - 1 in XLEN

Store 0 at XCNUM

Store parsing rules in PBITS/PBITS+1
Store address of handler at XTRNADDR

©

L
«= call external

i (XTRNADDﬂ command handler
EXTERNAL
COMMAND NO | Put BASIC.SYSTEM

'CODE error code in A
YES
Execute command A=0

Figure 5-2. A flowchart showing the execution of an external command

will simply jump to a “do-nothing” RTS instruction at XRETURN ($BESE). If
the external command handler does not claim the command, and if the com-
mand was entered from within a program, a BASIC.SYSTEM syntax error con-
dition will occur. If, on the other hand, the command was entered in Applesoft
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direct mode, it will be passed on for consideration by the Applesoft interpreter;
only if the interpreter does not recognize it will an Applesoft syntax error occur.

Let’s assume that an external command handler has been installed so that
a call to EXTRNCMD will pass control to it. First, such a handler executes a
CLD instruction which will be used as an identification byte in future versions
of BASIC.SYSTEM. The handler then must determine whether its command
has, in fact, been entered; it can do this by checking if the first few characters
in the command line match the expected command string. (The command line
is stored in the Apple’s standard input buffer beginning at $200 in ASCII-
encoded form with the high bit of each code set to 1.) If they don’t, the subroutine
must end with the carry flag set to indicate that the command was not claimed.

If the correct command is detected, the handler can do one of two things.
First, it can proceed to parse any expected parameters (such as a pathname, one
of the 11 BASIC.SYSTEM letter parameters, or special parameters defined by
the command itself) from the command line and then actually to execute the
command. Alternatively, if all the parameters used are recognized by
BASIC.SYSTEM, the handler can request that BASIC.SYSTEM do the parsing
and syntax checking; the handler does this by setting certain bits in PBITS
($BE54) and PBITS+1 ($BE55) to indicate the required command syntax. If
BASIC.SYSTEM does the parsing and an error is detected, BASIC.SYSTEM will
perform the error handling itself. The command line parameters supported by
BASIC.SYSTEM, and the range of values that they can take on, are shown in
Table 5-1.

With three exceptions, each bit in PBITS and PBITS +1 is used as a flag to
indicate whether the particular parameter associated with that bit is required
or allowed. The exceptions are bits that indicate particular characteristics of
the command: whether a prefix must be fetched for it, whether it is valid in
Applesoft direct mode, and whether a file that is specified should be created if
it doesn’t already exist. The meaning of each bit is as follows:

PBITS ($BE54)

bit 7 fetch the current prefix if a pathname is not specified. The command
line cannot contain a pathname and a set of parameters unless bit 0
of PBITS is also set to 1.

bit 6 a slot number is required (example: IN#, PR#). The slot number
must be the first parameter after the command name and no path-
names can appear on the command line (so bit 0 and bit 1 of PBITS
must both be 0).

bit 5 the command is not valid in direct mode.

bit 4 a pathname is optional. Pathnames and parameters cannot be spec-
ified on the same command line.

bit 3 create a file if the one specified does not exist.

bit 2 the file type parameter is allowed (“T” parameter). The “T” param-
eter can be a number or a three-character file type mnemonic cor-
responding to a file type code (see Table 2-4 in Chapter 2). For
example, “,TDIR” can be used to select the file type code for a DIR
file ($0F).
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bit1 asecond pathname isrequired (example: RENAME). Two pathnames
must be specified or else the first letter parameter will be incorrectly
interpreted as a pathname.

bit 0 a pathname is allowed. Pathnames and parameters can be specified
on the same command line. If the “S and D” bit (bit 2) of PBITS+1
is also set to 1, a pathname is mandatory and parameters alone
cannot be specified without generating a syntax error.

PBITS +1 ($BE55):

bit7 “A” parameter is allowed.

bit6 “B” parameter is allowed.

bit 5 “E’” parameter is allowed.

bit4 ‘L’ parameter is allowed.

bit3 “@ parameter is allowed.

bit2 “S”and ‘“D” parameters are allowed. “S” (slot) and “D”’ (drive) must
correspond to an existing disk drive if preceded by a file name; if
preceded by a slot number specification (see bit 6 of PBITS), they do
not. If “S” and “D” parameters are allowed, but not specified, their
values will default to those stored at DEFSLT ($BE3C) and DEFDRV
($BE3D). If this bit is set, and no prefix is active, the name of the
volume directory on the slot ““S”, drive ‘“D” disk will be fetched and
used to create a full pathname whenever a filename or a partial
pathname is specified. If a prefix is active, it will be fetched like this
only if an “S” or “D”’ parameter is actually specified.

bit1 “F” parameter is allowed.

bit0 ‘‘R” parameter is allowed.

(One other parameter is always allowed and always parsed: the “V”’ (vol-
ume) parameter. This parameter is tolerated by BASIC.SYSTEM commands but
not used; it has been included to maintain compatibility with DOS 3.3 com-
mands that do support it.)

The descriptions given for PBITS and PBITS + 1 are applicable when the
corresponding bit is set to 1. For example, if the command allows a pathname
and “A” and “E” parameters, the handler would set PBITS to $01 and PBITS + 1
to $A0. If a pathname is actually mandatory, bit 2 of PBITS+1 (the “S” and
“D” bit) must be set to 1 as well. As indicated above, this actually serves two
purposes: first, it tells BASIC.SYSTEM to automatically create a full pathname
if one is not specified and, second, it tells BASIC.SYSTEM that a pathname
must be specified.

If BASIC.SYSTEM is not to do any parsing, PBITS must be set to 0. Whether
or not the command handler does its own parsing, if the command is found,
the subroutine must store the length of the command string minus one in XLEN
($BE52), store 0 (the code number for an external command) in XCNUM ($BE53),
and then store at XTRNADDR ($BE50/$BE51) the address to which control is to
pass after BASIC.SYSTEM ultimately parses the command line. The latter step
must be performed even if the handler has indicated that no parsing need be
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performed. Lastly, the carry flag must be cleared before executing the RTS to
return control to BASIC.SYSTEM.

When control returns to BASIC.SYSTEM, the parameters in the command
line are parsed in accordance with the instructions stored in PBITS and PBITS +1
(if applicable). The values of the parameters that are actually parsed from the
line are stored in a global page parameter table located from $BE58 to $BE6F
(see Table 5-7); if a particular parameter is not detected in the parsing operation,
its entry in the table stays as it was before the external command was executed.
The actual parameters that were successfully parsed are indicated by setting
the appropriate bits in FBITS ($BE56) and FBITS + 1 ($BE57). (See Table 5-7 for
a description of a BASIC.SYSTEM 1.1.1 bug that hinders the proper parsing of
a command line that uses both the “V”” and “@”’ parameters.)

Note that the first pathname that is parsed from a command line is stored
in a buffer pointed to by VPATH1 ($BE6C) and the second in a buffer pointed
to by VPATH2 ($BE6E). These are the same buffers pointed to by the pathname
pointers in the MLI parameter tables used by BASIC.SYSTEM’s GOSYSTEM
($BE70) subroutine. This means that an external command handler can use
GOSYSTEM to perform MLI commands withouthavingto modify these pointers
first.

Table 5-7. BASIC.SYSTEM parameter table.

Location Symbolic Name Meaning

$BE58-$BE59 APARM “A” (address) parameter
$BE5A-$BE5C BPARM “B” (byte #) parameter
$BE5D-$BESE EPARM “E” (end addr) parameter
$BE5F-$BE60 LPARM “L” (length) parameter

$BE61 SPARM “S” (slot) parameter

$BE62 DPARM “D” (drive) parameter
$BE63-$BE64 FPARM “F” (field #) parameter
$BE65-$BE66 RPARM “R” (record #) parameter
$BE67 VPARM “V” (volume #) parameter (*)
$BE68-$BE69 @PARM “@" (line #) parameter (*)
$BE6A TPARM “T” (file type code) parameter
$BE6B SLPARM “slot” (for IN#,PR#) parameter
$BE6C-$BE6D PATH1 Pointer to first pathname
$BE6GE-$BE6F PATH2 Pointer to second pathname

{*) A bug in ProDOS 1.1.1 causes the “V” parameter to be stored in @PARM
rather than VPARM (as shown). This means that “V”’ and “@"’ cannot be used
together on the same command line because the value of the first parameter
specified will be overwritten by the value of the other.

Note: The value associated with a parameter is stored in this table as it is parsed
by BASIC.SYSTEM. If “S” and “D” parameters are allowed, but not specified,
the default values stored at DEFSLT ($BE3C) and DEFDRYV ($BE3D) are trans-
ferred to this table.
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After a successful parse, BASIC.SYSTEM jumps to the subroutine whose
address is stored at XTRNADDR ($BE50/$BE51); this is the second half of the
external command handler. This subroutine can actually execute the command
(if this wasn’t done in the first half) and then return with the accumulator zeroed
and the carry flag clear if there was no error.

If an error is detected, it can be passed to BASIC.SYSTEM for handling by
setting the carry flag and placing the appropriate error code in the accumulator
(the BASIC.SYSTEM error code, not the MLI error code). Alternatively, the
command handler can deal with the error itself; if it does, the carry flag must
be cleared and the accumulator set to 0 before returning to BASIC.SYSTEM.

Note that if BASIC.SYSTEM does the parsing, the second part of the com-
mand handler can examine FBITS to determine exactly what parameters were
found and then read their values from the table beginning at $BE58. If some
parameters (which were marked as optional in PBITS and PBITS + 1) must be
specified, the second part of the command handler can check the appropriate
bits of FBITS and FBITS +1 to ensure that they are 1; if they’re not, an error
condition can be flagged by loading the accumulator with the BASIC.SYSTEM
error code (16 for “syntax error”’) and setting the carry flag before returning.

The ONLINE Command

The key to understanding how to create an external command is to examine
an actual example. In this section we’re going to see how to design and install
the handler for a new BASIC.SYSTEM command called ONLINE, which can be
used to display the names of any, or all, of the disk volumes currently available
to the system. This command is very useful if you habitually forget the name of
a diskette microseconds after putting it into a disk drive.

The syntax of the ONLINE command will be

ONLINE [(,S#] [,D#]

where the brackets mean that the specified parameter (slot number or drive
number) is optional. If a specific slot or drive number is specified, then only the
name of the volume for the corresponding disk device will be displayed. If both
parameters are omitted, however, then the volume names for all disk devices
will be displayed. The ONLINE command can be typed in while in Applesoft
direct mode or it can be executed within a program using a PRINT
CHR$(4);“ONLINE” statement.

The ONLINE program is shown in Table 5-8; it can be executed by using
the BRUN command. The first part of the program is responsible for installing
the image of the ONLINE command handler code that begins at $2100. It first
finds a safe spot above HIMEM to store the image, patches it so that it will
execute at this new position, and then moves the code to its new home. It also
links in the command handler by storing its starting address at EXTRNCMD + 1
($BE07) and EXTRNCMD + 2 ($BE08). And, just in case another user command
handler has already been installed, it grabs the address previously stored in
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EXTRNCMD + 1 and EXTRNCMD + 2 and stores it in the target address of a JMP
instruction in the body of the ONLINE command handler. This JMP is executed
only if the ONLINE handler doesn’t recognize the command that is passed to it.
This means that control will always daisy-chain down to a previously installed
external command handler so that it will have a chance to claim the command.

The GETBUFR ($BEF5) subroutine has been used to locate a “safe’” buffer
large enough to store the command handler. It is called with the number of
pages required in the accumulator (1). If we run out of room, the carry flag will
be set and a “PROGRAM TOO LARGE” error message will be printed by calling
ERROUT ($BE09). Otherwise, the first memory page in the block freed up will
be returned in the accumulator. As we saw earlier in the chapter, we can now
use this block to store a program without fear of it later being overwritten by
file buffers or string variables.

Since the ONLINE command handler is not inherently relocatable, all
references to internal absolute addresses must be altered to reflect the change
in the position of the code. The relocation procedure is relatively simple in our
example because the code for the command handler was assembled on a page
boundary and it is being moved to another page boundary. This means that only
the high-order part of each absolute address in the handler need be modified.
Although it is possible to write a complex subroutine to patch the code auto-
matically, we have chosen to patch it “manually”’ by inspecting the handler to
identify addresses to be changed and then storing the new page number at these
positions. If you change the handler in any way, you will have to re-determine
which positions must be patched and make the necessary changes to the instal-
lation code.

The code is moved into place by making use of the system monitor block
move subroutine, MOVE ($FEC2). This subroutine moves the block of memory
beginning at the address stored in $3C/$3D and ending at the address stored in
$3E/$3F to the block beginning at the address stored in $42/$43. MOVE must
be called with the Y register set to zero.

The main part of the ONLINE command handler begins at CMDCODE. The
first thing it does is check if the ASCII codes for the word “ONLINE” or “‘online”
are at the beginning of the input buffer at $200 (intervening spaces are ignored).
If not, then the carry flag is set (indicating ‘“‘not handled”) and the jump at
NEXTCMD is executed; as explained above, this gives a previously installed
command handler a crack at identifying the command.

If the “ONLINE” command is detected, the length of the command (minus
1) is stored at XLEN ($BE52), the external command number (0) is stored at
XCNUM ($BE53), and the address of the post-parsing subroutine, EXECUTE, is
stored at XTRNADDR ($BE50) and XTRNADDR + 1 ($BE51). Finally, the parsing
rules are stored in PBITS ($BE54) and PBITS + 1 ($BE55): “pathname optional”
and ‘“‘slot/drive is allowed.” The “pathname optional” bit must be set because
the ONLINE command does not use a pathname. After the parsing rules have
been set up, the carry flag is cleared (“‘everything OK”) and an RTS returns
control to BASIC.SYSTEM.

BASIC.SYSTEM then parses the command line in accordance with the
instructions in PBITS, updates FBITS ($BE56) and FBITS + 1 ($BE57) to indicate
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the results of the parse, and then jumps to EXECUTE (its address was previously
stored in XTRNADDR).

EXECUTE examines FBITS to see if a specific slot/drive was specified.
If so, then the slot and drive specified are retrieved from VSLOT ($BE61)
and VDRIV ($BE62) and used to form the unit number required by the MLI
ON _ LINE command. If not, the unit number is set to 0; this indicates to the
MLI that all volumes are to be examined.

Once the MLI ON _ LINE command has been executed, the names of the
active volumes will be stored in the buffer beginning at HIMEM. (See the Chapter
4 discussion of ON _ LINE for a description of the structure of this buffer.) The
volume names are then extracted from the buffer and displayed in the following
format:

SLOT 6, DRIVE 1: TEST.VOLUME



Chapter 6

INTERRUPTS

In this chapter we will be describing how 6502 IRQ (interrupt request)
interrupts are handled in a ProDOS environment. ProDOS allows up to four
independent assembly language subroutines to be installed to service these
interrupts and defines a standard protocol that these subroutines must use so
that they will function smoothly together. This protocol relates to the method
to be used to indicate whether a particular subroutine serviced the interrupt or
not.

Before we begin, however, we had betterreview the concept of an interrupt.
An interrupt is really just a special electrical signal that an I/O device can send
to the 6502 microprocessor in an attempt to get its immediate and undivided
attention. These IRQ signals are sent down a special line that is connected
between a specific pin on each expansion slot and the IRQ pin on the 6502
integrated circuit package. (On the slotless Apple //c equivalent connections are
made between the IRQ sources of each built in /O device and the 65C02
microprocessor.)

Active interrupt signals are typically generated whenan I/O device has new
data to be read or is ready to receive more data. When the 6502 detects an active
IRQ signal, it stops executing the main program after completing the current
instruction and starts executing a special interrupt-handling subroutine that
has been installed. This subroutine is responsible for servicing the interrupt by
clearing the condition that caused the interrupt and performing the necessary
I/O operation. When it finishes, control returns to the main program at the point
where it was interrupted, and execution of that program continues as if nothing
had happened.

The advantage of using an interrupt scheme such as this to control I/O
devices is that the scheme is the most efficient one available to handle asyn-

189
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chronous I/O operations (that is, operations that can occur at any time). If such
a scheme were not available, a program would be forced to waste a lot of time
while it monitored (or “polled”’) each /O device in the system very frequently
in order to ensure that incoming data was not lost or that outgoing data was
being pushed out as quickly as possible. This is roughly comparable to picking
up a telephone without a bell every few seconds to see if anyone is calling in.
By adding the bell (the interrupt signal) you can go about your normal duties
until the bell rings (an active interrupt signal occurs) and then you can pick up
the telephone (service the interrupt).

Common Interrupt Sources

Many I/O devices available for the Apple II are capable of generating inter-
rupts. Let’s look at the sources of interrupts that are usually available on three
of the most common I/O devices: the clock, the asynchronous serial interface,
and the mouse.

CLOCK. A clock card is a device capable of keeping track of the time and date
without the assistance of the 6502 microprocessor (the logic is handled by a
discrete integrated circuit). It typically contains a small battery that allows the
clock to keep track of the time even when the Apple is turned off. Most clock
cards are capable of generating interrupts at regular intervals: every second,
minute, or hour.

ASYNCHRONOUS SERIAL INTERFACE. An asynchronous serial interface is
most commonly used to link the Apple to printers and modems. It can usually
be instructed to generate interrupts whenever it is ready to send out a character
or when a character has been received.

MOUSE. A mouse is an input device that is normally capable of generating
interrupts when it is moved or when its button is pressed.

What Happens When an Active IRQ Signal Occurs

It is very important to realize that the IRQ interrupt signal is ‘““maskable.”
This means that it is possible to instruct the 6502 microprocessor to ignore an
active IRQ interrupt signal (that is, to mask it) if you so wish; this is done by
executing an SEI (set interrupt disable flag) instruction. (The interrupt disable
flag is a bit in the 6502 processor status register.) If interrupts are disabled in
this way, the main program running in the system will never be disturbed.
Time-critical operations, such as disk reads and writes, cannot be interrupted
without loss of data, so interrupts are always disabled first.

The corresponding instruction that causes the 6502 to respond to interrupts
is CLI (clear interrupt disable flag). In the discussion that follows, we will assume
that the interrupt disable flag has been cleared.
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When a device generates an active IRQ signal, the 6502 responds by first
completing the current instruction being executed. The following sequence of
events then takes place:

e The current program counter is stored on the stack. This is the address
of the next instruction in the program to be executed after the interrupt
has been dealt with.

e The break flag in the processor statusregister is cleared to 0 and then the
status register is stored on the stack.

e The interrupt disable flag in the processor status register is set to 1. (This
prevents the 6502 from responding to other active IRQ signals that may
occur while the current interrupt is being serviced. It is possible to re-
enable interrupts explicitly within the interrupt-handling subroutine,
however.)

Once these operations have been performed, the 6502 program counter is
loaded with the address stored in the ‘6502 IRQ vector” at $FFFE/$FFFF (low-
order byte first) and then control passes to that address. The address stored in
the IRQ vector will depend on what Apple II system you are using and on
whether the Apple’s bank-switched RAM memory is read-enabled when the
interrupt occurs. (And it will be if ProDOS is executing an MLI command when
the interrupt occurs.)

The IRQ vector normally points to a subroutine that is responsible for
determining whether the source of the interrupt was an IRQ signal or a BRK
instruction. (BRK is a 6502 instruction that simulates an IRQ interrupt condi-
tion.) The subroutine does this by inspecting the state of the break flag in the
6502 status register. If the source was an IRQ signal (that is, the break flag is 0),
then control will pass to the address stored at a user-definable interrupt vector
located at $3FE and $3FF (low-order byte first). Control eventually returns to
the main program when a RTI (return from interrupt) instruction is executed.
This instruction pops the three bytes on top of the stack directly into the status
register and program counter.

It should be clear, then, that in order to properly handle an IRQ interrupt,
an appropriate interrupt-handling subroutine must be placed in memory and
its starting address must be stored at $3FE/$3FF. It is very important, of course,
that this subroutine be installed BEFORE instructions are executed that permit
the I/O device to start generating interrupts.

A properly designed interrupt-handling subroutine must perform the fol-
lowing chores in the following order:

e Save the current values of the A, X, and Y registers.

e Clear the source of the interrupt. (This is usually done by reading the
status register of the I/O device.)

Service the interrupt by performing the I/O operation required.
Restore the A, X, and Y registers to their initial values.
¢ End the subroutine with an RTI (return from interrupt) instruction.

Here is the shell of a properly constructed interrupt-handling subroutine
that will work on the Apple II:
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TXA
PHA
TYA
PHA

[service the
interruptl

PLA

TAY

PLA

TAX

LDA $45
RTI

The Apple firmware automatically places the value of the accumulator at
location $45 when an interrupt occurs and the values of the X and Y registers
are conveniently saved on the stack with push instructions as indicated. Just
before the subroutine ends with an RTI, the X and Y registers are restored by
popping their original values back from the stack and the accumulator is restored
from $45. (By the way, the use of location $45 does not interfere with the
operation of ProDOS; in a DOS 3.3 environment, however, the system can crash
when an interrupt occurs because DOS 3.3 uses $45 for data storage.)

The ProDOS Interrupt-Handling Subroutine

ProDOS automatically installs its own general-purpose interrupt-handling
subroutine when it is first loaded into memory. You can determine its starting
address by examining the address stored in the IRQ user vector at $3FE/$3FF.
Unfortunately, the subroutines used in the first versions of ProDOS (1.1 and
earlier) did not work properly; the latest version (1.1.1) is much better, but at
least one bug still exists (as we will see later on). The moral is always to use the
most current version of ProDOS if you are using interrupts.

The ProDOS subroutine is different from most interrupt handlers, however,
in that it contains no specific code to identify and service an interrupt. (This
isn’t too surprising since it could hardly be expected to support every possible
source of interrupts.) To service an interrupt it relies on a table containing the
addresses of up to four user-installed subroutines; these subroutines are inte-
grated into ProDOS using the MLI ALLOC _ INTERRUPT ($40) command. This
command stores the address of a subroutine at the next available location in an
eight-byte interrupt vector table in the ProDOS global page beginning at $BF80.
(A dummy $0000 address is stored in the table if a vector is unused.) A list of
all the global page locations used by the ProDOS interrupt-handling subroutine
are shown in Table 6-1.

The chain of events when an interrupt occurs is diagrammed in Figure 6-
1. The ProDOS interrupt handler takes over and calls the subroutine whose
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Table 6-1. Global Page Data Areas Used by the ProDOS Interrupt-Handling
Subroutine.

Address Symbolic Label Description

$BF80 INTRUPT1 The address of the first user-installed interrupt
subroutine

$BF82 INTRUPT2 The address of the second user-installed
interrupt subroutine

$BF84 INTRUPT3 The address of the third user-installed interrupt
subroutine

$BF86 INTRUPT4 The address of the fourth user-installed interrupt
subroutine

$BF88 INTAREG The ““A” register is stored here when an
interrupt occurs

$BF89 INTXREG The “X” register is stored here when an
interrupt occurs

$BFSBA INTYREG The “Y” register is stored here when an
interrupt occurs

$BF8B INTSREG The stack pointer is stored here when an
interrupt occurs

$BF8C INTPREG The processor status register is stored here when

an interrupt occurs

$BF8D INTBANKID The identification code for the active $Dx bank
is stored here when an interrupt occurs
$BFS8E INTADDR The address of the instruction being executed

when an interrupt occurred is stored here when
an interrupt occurs

address is stored in the first entry in the interrupt vector table. This subroutine
will either recognize and claim the interrupt or not; if it does, then ProDOS
restores all registers and returns to the interrupted program. If it doesn’t, ProDOS
will try again by calling the next subroutine stored in the interrupt vector table.
This process is repeated until the interrupt is claimed. (If none of the installed
subroutines claims the interrupt, a critical error will occur and you will have
to reboot the system.)

The main advantage of using such a scheme to handle interrupts is that it
allows for the development of interrupt-handling subroutines that are specific
to one device only. That is, a subroutine need not concern itself with handling
mouse, clock, serial, and ‘‘you-name-it” interrupts all at once. If the ProDOS
protocol is used, you can easily install a mouse interrupt subroutine from one
manufacturer and a clock interrupt subroutine from another and they should
work properly together. Furthermore, you can also easily establish the priority
of interrupts by installing the most time-critical subroutine first.

In order for this system to work properly, a user-installed ProDOS interrupt
subroutine must adhere to the following protocol:
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program starts

here exit here if
1 interrupt not
interrupt serviced
/ occurs here
” > | ‘ INTERRUPT * 1
’ P SEC
INTERRUPT # 2
—l 1 . ~CLC SEC
) | INTERRUPT # 3
RTI- SEC
INTERRUPT * 4
— SEC
v I Critical
Main ProDOS User-installed Error --
Program inwrrupt-h_andling interrupt Unclaimed
subroutine subroutines interrupt
(system
exit here if hangs)
interrupt is
serviced

Figure 6-1. How ProDOS handles interrupts

e The first instruction must be CLD.
e If the interrupt is claimed, the carry flag must be cleared (with a CLC

instruction) before exit.

e If the interrupt is not claimed, the carry flag must be set (with an SEC

instruction) before exit.

e The subroutine must exit with all soft switches in the states they were in

upon entry. Most of these switches are used for memory bank switching
or for controlling video display modes. (See Appendix III of Inside the
Apple //e.)

e The subroutine must end with an RTS instruction (NOT an RTI instruc-

tion). The ProDOS subroutine itself will execute the necessary RTI
instruction.

Note that there is no need for such a subroutine to save and restore the 6502

registers. This chore is automatically performed by the main ProDOS interrupt-
handling subroutine. Two other nice features of the ProDOS subroutine that
significantly simplify the writing of an interrupt subroutine are:

e The contents of locations $FA-$FF are saved before control passes to your

interrupt subroutine and are restored when you’re through. This frees up
seven valuable zero page locations for unrestricted use by your subrou-
tine.
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e At least 16 bytes of stack space are freed up before your interrupt sub-
routine gets control. This should be sufficient for even the most compli-
cated subroutines.

The program in Table 6-2 (MOUSE.MOVE) shows how to properly install
an interrupt-handling subroutine in a ProDOS environment. To be able to run
this specific example, you must be using an Apple //c with the Apple Mouse
option or an Apple /e (or II Plus) with an Apple Mouse card installed in slot 4.

MOUSE.MOVE commands the mouse to generate interrupts whenever it is
rolled across a tabletop. When the mouse is moved, the interrupt handler
identifies the mouse as the source of the interrupt and then prints the letter “M”’
on the screen. All this happens more or less invisibly to the main program that
is running; it is just slowed down by the time it takes to service the interrupt.

The first thing that MOUSE.MOVE does is install the address of the interrupt
handler (IRQHNDL) in the ProDOS interrupt vector table by executing the MLI
ALLOC _ INTERRUPT ($40) command. If an error occurs, the program will
branch to ERROR and enter the system monitor. (An error will only occur if the
interrupt vector table is full.) Otherwise, the next step is to initialize the mouse
and enable mouse movement interrupts by sending a mouse mode code of 3 to
a subroutine called SETMOUSE. The address of this subroutine, and all other
standard mouse subroutines, begin somewhere in the mouse interface’s firm-
ware in page $C4; the exact offset for each subroutine is stored in a table
beginning at location $C412. The offset for SETMOUSE is the zeroth entry in
this table; the offsets for the other mouse subroutines that are used are indicated
at the beginning of the program.

MOUSER is the standard subroutine that is called to execute all mouse sub-
routines. It is responsible for setting up the correct subroutine address and
placing the correct numbers in the 6502 registers before passing control to the
mouse firmware.

When the mouse is moved, an interrupt will occur and ProDOS will quickly
call IRQHNDL. This subroutine first does what all good interrupt handlers
should: it determines whether the interrupt was caused by the expected source
(that is, mouse movement). In the case of the Apple Mouse, this determination
is made by calling the SERVEMOUSE subroutine. If the carry flag is set, then
something else must have caused the interrupt and the subroutine ends with
the carry flag set.

If the interrupt was caused by movement of the mouse, then the interrupt
is immediately serviced by displaying the letter “M” on the screen by calling
COUT ($FDED), the standard character output subroutine. Before exiting the
subroutine, the carry flag is cleared so that ProDOS will know that the interrupt
was serviced.

You must remember to perform one important step before calling COUT
(or any other system monitor or Applesoft subroutine) however: read-enable
the ROM area from $D000 to $FFFF. This is done by reading $C082, the soft-
switch that disables bank- switched RAM. This step is necessary because bank-
switched RAM (which is where ProDOS resides) is always read-enabled when
the interrupt subroutine takes over and so the ROM that shares the same address
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space is not available. If you do throw the $C082 switch, you must later re-
enable the ProDOS bank-switched RAM (which includes bank1 of the $Dx bank)
for reading and writing by reading from $C08B twice in succession.

Interrupt subroutines can be removed from ProDOS by using the MLI
DEALLOC _ INTERRUPT ($41) command. Before doing this, however, you must
ensure that interrupts are disabled on the I/O device. Notice how this is done
in MOUSE.MOVE. When the program is entered at $303, control passes to the
DISABLE subroutine. This subroutine first turns off mouse interruptsby sending
the appropriate mode code (0) to SETMOUSE, and then removes the address of
the mouse interrupt handler from the ProDOS interrupt vector table by calling
the DEALLOC _ INTERRUPT ($41) command. (The interrupt code number is
already in the parameter table from the previous ALLOC _ INTERRUPT ($40)
call.)

Interrupts During MLI Calls

The ProDOS interrupt scheme just described works perfectly well in most
situations. Special changes must be made, however, if an MLI command is to
be executed as part of the interrupt-handling process. But note that the modified
scheme we are about to describe will not work with ProDOS version 1.1.1 (or
earlier versions) because of a bug in the ProDOS interrupt-handling subroutine.
This bug will (we hope) be eradicated in the next release of ProDOS.

It’s easy to see why changes are necessary. Consider a situation in which
an interrupt occurs when the main program is in the middle of executing an
MLI command. In a typical situation, the MLI command will have stored impor-
tant information in an MLI data area that is used by all MLI commands. If
another MLI command were executed at this time, this data area might be
overwritten, causing unpredictable behavior when the first MLI command regained
control. We must ensure, then, that an interrupt subroutine does not make MLI
calls while another MLI call is pending.

To avoid this potentially disastrous situation, every interrupt subroutine
that makes MLI calls must first examine MLIACTV ($BF9B) to see if an MLI
command is currently active. Recall from Chapter 4 that bit 7 of MLIACTYV is
normally 0, but is set to 1 whenever an MLI command is called (using a “JSR
$BF00” instruction).

This means that if bit 7 of MLIACTV is 0, the interrupt can be processed
normally.

If bit 7 is 1, however, then an MLI call is in progress and the MLI call to be
made by the interrupt handler must be deferred until the current call has
finished. Here’s what an interrupt subroutine must do in order to achieve this
result:

e Clear the hardware interrupt condition.

e Take the address stored at CMDADR ($BF9C/$BF9D) and put it in a safe
two-byte area. (As we saw in Chapter 4, CMDADR holds the address of
the instruction that receives control after a “JSR MLI” instruction is
executed.)
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e Replace CMDADR with the address of the portion of the interrupt handler
that makes the MLI call.

e Clear the carry flag (CLC) and finish with RTS.

After these steps have been performed, control will not return to the main
program when an interrupt occurs, but rather to the portion of the interrupt
handler that makes the MLI call (that is, the new address that was stored in
CMDADR). Once the MLI call has been made, the interrupt handler passes
control to the address that was originally stored in CMDADR, thus completing
the interrupt cycle.

For this procedure to work properly, the re-entrant portion of the interrupt
subroutine that makes the MLI call must preserve the value of the status register
and the A, X, and Y registers, and must end with a JMP to the old CMDADR.
Here is what such a subroutine looks like:

PHP
PHA
TYA
PHA
TXA
PHA

[make MLI calll

JMP (OLDADR)

OLDADR is simply the address at which the original address in CMDADR is
stored.

This procedure may seem a little confusing at first. The diagram in Figure
6-2 should help to clarify the program flow, however.

Let’s also clarify how to deal with the MLI problem by examining the
BUTTON.TIME program in Table 6-3. This program enables button interrupts
on a mouse and handles such interrupts by reading the current time (making
the GET _ TIME MLI call) and displaying it on the screen. Once BUTTON.TIME
has been installed, the current time will always be at your fingertips.

As usual, the first thing the interrupt handler does is to verify that the
source of the interrupt is as expected. If it is, then the state of bit 7 of MLIACTV
is tested using a BIT instruction. If no MLI command is active, then bit 7 will
be 0 and the interrupt can be serviced right away by calling the MLI GET _
TIME ($82) command and then displaying the date.

If an MLI command is active, then bit 7 will be 1 and the BMI branch will
transfer control to SWAPADR. SWAPADR takes the current address stored in
CMDADR and stores it in OLDADR and then places the address of PHASE2 in
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program starts

here
interrupt occurs
// here
JSR $BF00 — = |PHASE1
l P
MLI ) ——
e —— |PHASE2
—— -1 | JSR $BF00
B Return to
CMDADR Return to
¥ i OLDADR
Main MLI
Program Subroutine Interrupt
Subroutine

CMDADR = $BF9C/$BF9D

Note: CMDADR initially contains the address in the main
program to which control is to pass after the

“]SR $BF0O" instruction is executed.

Figure 6-2. Handling interrupts during MLI calls

Put CMDADR
in OLDADR.
Put PHASE?2
in CMDADR

(call MLI command)

CMDADR before clearing the carry flag and exiting. This means that when the
current MLI command ends, PHASE2 will take over and the MLI GET _ TIME
($82) command will be executed. The time is then retrieved from TIME ($BF92
and $BF93), converted to ASCII digits, and displayed on the screen. Finally, a
“JMP (OLDADR)” is executed to return control to the main program.
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Chapter 7

DISK DRIVERS

Low-level communication with a mass storage device such as the standard
Apple Disk ][ disk drive or the ProFile fixed disk is performed by a special
assembly language subroutine that, for convenience, we’ll call a “disk driver”
even though the device may not actually be a disk drive. We say ‘‘low-level”
because the disk driver is the common subroutine used by every ProDOS MLI
command that must access the disk and because it is only the driver that directly
manipulates the specific disk I/O locations used by the controller to commu-
nicate with the disk.

The most important tasks performed by most disk drivers are:

e Moving the disk’s read/write head over any track on the disk by control-
ling the motion of a stepper motor,

Identifying sectors or blocks within each track,
Reading and writing sectors or blocks,

Reading the write-protect (or other) status of the disk,
Formatting the disk.

In the case of the Disk ][, the driver performs these tasks by making use of
several different I/O locations that can be used to control the disk stepper motor,
store a byte on a diskette, read a byte from a diskette, and sense the write-protect
status of the diskette.

In this chapter we will examine how ProDOS determines what disk devices
are installed in the system and how it keeps track of the disk drivers associated
with each such device. We will also review the general characteristics of a disk
driver and give an example of how to write one.

209



210 Chapter 7—Disk Drivers

How ProDOS Keeps Track of Disk Devices

When ProDOS is booted, one of the first things it does is to determine how
many disk devices are installed in the system and where they are located. (We
will see how disk devices are identified in the next section.) The number of
active disk devices, less 1, is stored in DEVCNT ($BF31) in the ProDOS global
page. (See Table 7-1 for a list of global page locations used by ProDOS to manage
disk devices.)

Table 7-1. ProDOS global page areas used for disk drive identification.
Address

Symbolic Name Description

$BF10 DEVADRO1 “No device connected” address

$BF12 DEVADR11 Slot 1/Drive 1 driver address

$BF14 DEVADR21 Slot 2/Drive 1 driver address

$BF16 DEVADR31 Slot 3/Drive 1 driver address

$BF18 DEVADR41 Slot 4/Drive 1 driver address

$BF1A DEVADRS51  Slot 5/Drive 1 driver address

$BF1C DEVADR61  Slot 6/Drive 1 driver address

$BF1E DEVADR71  Slot 7/Drive 1 driver address

$BF20 DEVADRO2 ‘“No device connected” address

$BF22 DEVADR12 Slot 1/Drive 2 driver address

$BF24 DEVADR22 Slot 2/Drive 2 driver address

$BF26 DEVADR32  Slot 3/Drive 2 driver address

$BF28 DEVADR42 Slot 4/Drive 2 driver address

$BF2A DEVADR52  Slot 5/Drive 2 driver address

$BF2C DEVADR62  Slot 6/Drive 2 driver address

$BF2E DEVADR72  Slot 7/Drive 2 driver address

$BF30 DEVNUM Device code for the last device accessed
$BF31 DEVCNT Number of active devices - 1

$BF32 DEVLST Table of active disk device codes (14 entries in

table)

Note: The format of the entries in DEVLST and DEVNUM are as indicated
in Figure 7-1 (except that the low-order four bits of DEVNUM are always 0).

The physical locations of the disk devices (that is, their slot and drive
numbers) are stored in encoded form in a 14-byte table beginning at DEVLST
($BF32). As shown in Figure 7-1, the high-order four bits of an entry in this
table hold the drive and slot number in packed form and the low-order four bits
hold an identification code that is unique to the type of disk device installed
(Disk ][, ProFile, and so on).

Suppose you are using a two-drive Apple //e with the optional extended
80-column text card installed in the auxiliary slot and a disk controller card
installed in slot 6. ProDOS will set up DEVCNT and DEVLST as follows:
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Each byte in the 14-byte DEVLST table holds the slot, drive, and disk identifi-
cation number in a special packed format:

7 6 5 4 3 2 1 0
DR | SLOT DISK _ ID

where DR 0 for a drive 1 device

1 for a drive 2 device

1-7 (slot number for the device)

$0 for a Disk ][ or //c drive

= $4 for a ProFile

$F for the /RAM device

the high-order four bits stored at $CnFE if a disk controller
adhering to the ProDOS extended protocol is being used.

Note: The /RAM device is logically equivalent to a slot 3/drive 2 disk drive.
Its DEVLST entry is $BF.

Figure 7-1. The format of DEVLST ($BF32) table entries

SLOT
DISK _ID

DEVCNT ($BF31) $02 <--- three devices
DEVLST ($BF32) $EO <--- slot 6/drive 2
$60 <--- slot 6/drive 1
$BF <--- slot 3/drive 2 (/RAM)
$00 }
, }
, } <--—- 11 zero entries
}
}

’

ProDOS reserves a 32-byte area beginning at $BF10 for use as a disk driver
vector table. This table holds the addresses of the disk driver to be used for each
of the 14 possible slot/drive combinations, and 2 impossible ones (slot 0/drive
1 and slot 0/drive 2). The first part of the table, from $BF10 to $BF1F, holds the
addresses for the eight drive 1 devices in ascending slot order (0—7); the second
part holds similar information for the eight drive 2 devices.

Since a disk controller card may not be placed in slot 0 (a slot that doesn’t
even exist on the Apple /e or //c), ProDOS uses the two slot 0 entries in the disk
driver vector table for a special purpose: to hold the address of the subroutine
that will cause MLI error $28 to be generated if it is called. This is the code for
the “no device connected” error. If the vector table entry for a given slot/drive
combination is this address, then no disk device has been assigned to that slot/
drive.

The four most common entries in the disk driver vector table are as follows:

$D000  disk driver for the Disk ][ (in bank-switched RAM)
$FF00  disk driver for the /RAM RAMdisk volume (in bank-switched
RAM)
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$DEA2 address of “no device connected” error subroutine (in bank-
switched RAM)

$CnEA disk driver for the ProFile fixed disk (n = slot number of the
ProFile controller card).

Note that the first three addresses given here are those used by ProDOS version
1.1.1 only (the fourth is fixed in ROM on the ProFile controller card). They will
undoubtedly change as later versions of ProDOS are released.

How ProDOS Identifies Disk Devices

Disk devices are interfaced to the Apple II by means of a controller card
that is inserted into one of the Apple’s peripheral expansion slots. This card is
designed to control the finer details of transferring data between the Apple and
the disk (such as controlling a stepper motor to move the disk read/write head
into position). A controller card also contains a ROM chip holding a program
that occupies the address space from $Cn00 to $CnFF (where “n” is the slot
number) and, sometimes, from $C800 to $CFFF as well. In most cases, such a
program is only capable of transferring a short loader program from the disk
into RAM and then executing it; this loader then reads in the rest of the disk
operating system so that all disk operations can be performed. (This is where
the term “booting” comes from: the operating system is literally picking itself
up by its own bootstraps.) The program in Apple’s standard Disk ][ controller
card ROM is the best example of such a program. Other controllers may contain
code that can perform much more sophisticated tasks, such as performing read
or write operations on any block on the disk and doing status checks; such a
controller is the one used with the ProFile fixed disk.

When ProDOS first starts up, it examines each slot to determine whether a
controller card for a disk-like device is present. A controller card is identified
by the following unique pattern of bytes in its ROM (‘“n” is the slot number):

$CnO1 : $20
$Cn@3 : $00
$CnBS : $03

The value of the byte stored at $Cn07 is also important. If the three iden-
tification bytes are present and $3C is stored at $Cn07, and if the controller is
in a higher-numbered slot than any other controller with the same four values,
then the standard Apple II system monitor will automatically boot the drive
when the power is turned on. Unfortunately, $3C cannot be stored at $Cn07 in
the ROM of a controller for a disk device other than a Disk ][, because Apple’s
Pascal operating system erroneously believes that any such device is a Disk ][
drive. This means, for example, that it is not possible to automatically boot from
a ProFile fixed disk. Note, however, that you can boot from a non-Disk ][ device
if you have an Apple //e that uses the special “icon” ROM that was released by
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Apple in early 1985; this is because the system monitor in the icon ROM
identifies a bootable disk drive by the presence of the first three identification
bytes only.

When such a pattern of bytes is detected, ProDOS looks at the byte stored
at $CnFF to determine the exact type of controller that has been found. If $CnFF
contains $00, then ProDOS identifies the card as a Disk ][ controller with
standard 16-sector-per-track ROMs and places the appropriate device code in
the DEVLST table and the address of the internal ProDOS Disk ][ device driver
in the disk driver vector table. Note that two entries in each table are actually
made since each Disk ][ controller can have two drives (or “volumes’) attached
to it (they are called drive 1 and drive 2). The disk driver itself will ultimately
determine if there is actually a drive 2 device attached and will return a “device
not connected” error code if an attempt is made to access it and it is not there.

If $CnFF contains $FF, then ProDOS identifies the card as a Disk ][ controller
with 13-sector-per-track ROMs (this was the original diskette formatting scheme
used with the Disk ][). ProDOS does not support this type of controller card and
so will ignore it.

If $CnFF contains any other value, then ProDOS assumes that the controller
is being used with an intelligent disk device that has a device driver located in
ROM at $CnXX, where XX is the value stored at $CnFF. If bits 0 and 1 of the
byte stored at $CnFE are both 1 (we’ll describe the meaning of these bits in the
next section), this address will be stored in the device driver vector table, and
an appropriate device code will be added to DEVLST (the low-order four bits
of the DEVLST entry will be set equal to the high-order four bits of the byte at
$CnFE). If one, or both, of bits 0 and 1 of $CnFE are 0, then the device will be
ignored.

ProDOS identifies one special “disk’’ device in quite a different way. If it
detects the presence of an extended 80-column text card on an Apple //e (that
is, the one with 64K of auxiliary RAM on it), or if an Apple //c is being used,
then ProDOS will install a special device, commonly called a RAMdisk, which
will be treated as a slot 3/drive 2 disk device. The medium for this “disk” is the
64K auxiliary memory space on the //e or //c, and disk I/O operations simply
involve the movement of data blocks between auxiliary and main memory. The
volume name for this RAMdisk is always /RAM; we’ll be describing the volume
in greater detail later in this chapter.

Extended ProDOS Protocol for Disk Controller
ROMS

Apple has also defined a special extended controller card ROM protocol
that manufacturers of non-standard disk devices and disk controller cards must
use in order to allow ProDOS to work properly with them. (The Apple Disk ][
controller does not follow this protocol and is handled as a special case by
ProDOS.) This protocol defines the use of four bytes in the controller card ROM
space as follows (“n” is the slot number of the card):
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$CnFC and $CnFD. The total number of blocks on the volume is stored here
(low-order byte first). This information is for use by a formatting program that
must also initialize the volume directory and volume bit map on the disk. The
controller for the ProFile has the number $2600 (9728) stored here. If the number
stored is $0000, then you must send a status request to the disk device driver
to determine the volume size; the number of blocks will be returned in the X
register (low) and Y register (high). We’ll see how to make status requests in the
next section.

$CnFE. This is the device characteristics byte; each bit holds miscellaneous
information about the device:

bit 7 1 = the disk medium is removable

bit 6 1 = the device is interruptible

bits 5,4 The number of drives (or volumes) on the device (0-3). An even
value (0 or 2) indicates one drive; an odd value (1 or 3) indicates

two drives.
bit 3 1 = the device driver supports format
bit 2 1 = the device driver supports write
bit 1 1 = the device driver supports read
bit 0 1 = the device driver supports status

The controller for the ProFile has the value $47 stored at $CnFE. This means
that the disk medium is not removable (bit 7 = 0), that the ProFile is interruptible
(bit 6 = 1), that there is only one volume supported (bits 5,4 = 00), and that
the device driver for the ProFile, located in ROM on the controller card, cannot
format the medium (bit 3 = 0) but that it can perform write (bit 2 = 1), read
(bit 1 = 1), and status (bit 0 = 1) operations.

$CnFF. This byte contains the offset (from $Cn00) of the address of the ProDOS
driver for this device. If the byte at $CnFE indicates that the device can be read
from and its status can be read (that is, bits 0 and 1 of the byte stored at $CnFE
are both 1), the driver address is stored in the ‘“drive 1" portion of the device
driver vector table in the ProDOS global page when ProDOS is first booted. If
the byte at $CnFE indicates that two drives are attached to the controller, the
address of the device driver is also stored in the “drive 2" portion of the table.
The device driver for a controller that handles two drives is responsible for
determining what drive has been requested before performing any I/O oper-
ations; it can easily do this because ProDOS passes the drive number to the disk
driver whenever it calls it (see page 215). After the vector table is updated, bits
4-7 of the byte stored at $CnFE are stored in the low-order four bits of the
DEVLST entry for the device.

The controller for the ProFile has the value $EA stored at $CnFF and its
DEVLST entry is of the form “n4” where “n” is the controller slot number. This
means that the address of the disk driver is $CnEA.

Special Cases: $CnFF will contain $00 for a 16-sector Disk ][ controller and
$FF for a 13-sector disk controller. In these situations, ProDOS will attribute no
special meaning to the values stored at $CnFC, $CnFD, and $CnFE.
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You should note that the disk controller card for the Disk ][ does NOT
follow the extended ProDOS protocol and is handled as a special case by
ProDOS. When ProDOS identifies a standard 16-sector Disk ][ controller, it
assumes that the disk holds a single volume of 280 blocks and will automatically
use its own special internal disk driver to communicate with it. ProDOS will
ignore the older 13-sector Disk ][ controllers.

Communicating with a Disk Driver

Just before ProDOS calls a disk driver subroutine, it sets up four parameters
in the 6502 zero page that serve to inform the disk driver of the precise operation
to be performed. These parameters define the type of disk operation (read, write,
format, or check device status), the slot and drive number of the disk device,
the address of the 512-byte block buffer to be used, and the block number on
the disk device to be accessed.

The four parameters are stored in locations $42—$47 and have the following
meanings:

COMMAND ($42). This location holds the command code for the disk
operation to be performed. The following four codes are defined:

0 Check device status. If the device is ready for read and write operations,
the carry flag will be cleared and the accumulator will be zeroed. In
addition, if the device’s controller ROM adheres to the extended ProDOS
protocol (remember that the Disk ][ controller does not), the number of
blocks on the disk will be returned in the X register (low) and Y register
(high). If the device is not ready for read and write operations, the carry
flag will be set and an MLI error code will be stored in the accumulator.
The standard Disk ][ driver will return an error code on a status request
only if the diskette is write-protected (error $2B).

1 Read one block from the disk.

2 Write one block to the disk.

3 Format the disk. When the disk is formatted, special address marks are
set up to allow each sector to be identified by the disk driver. Generally
speaking, the formatting process does not also set up the boot record,
volume directory, and bit map blocks; this must be done by making write
requests. (The /RAM driver is an exception.) The format request is actually
not supported by the standard Disk ][ or ProFile device drivers because
of space limitations; instead, a separate utility program (such as FILER
on the ProDOS master diskette) must be used to format a diskette or a
fixed disk and to lay out the boot record, volume directory, and bit map.
The source code for the standard diskette formatting subroutines (called
FORMATTER and BUILDDISK) can also be licensed from Apple for use

in other formatting programs. The format request is supported by the RAM
driver.
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SLOT _ DRIVE ($43). These locations hold the drive and slot number of the
disk device to be accessed in the following format:

bit 7 0 (drive 1) or 1 (drive 2)
bits 4,5,6 slot number (1-7)
bits 0,1,2,3 alwaysO

For example, a slot 6/drive 2 device would be represented as 11100000

($E0).

BUFFER _ PTR ($44/$45). These locations hold the address (low-order byte
first) of the start of a 512-byte area of memory that holds the image of the block
to be written to the disk (COMMAND = 2) or that will hold the block read from
the disk (COMMAND = 1). BUFFER _ PTR should also be properly set up before
making a format request (COMMAND = 3) because the formatting subroutines
for some disk devices (like /RAM) may use the buffer area for temporary data
storage.

BLOCK _ NUM ($46/$47). These locations hold the number (low-order byte
first) of the block on the disk that is to be written (COMMAND = 2) or read
(COMMAND=1).

The disk driver will perform the I/O operation dictated by these parameters
and then return control to the caller. If no error occurred, then the carry flag
will be clear and the accumulator will be zero.

Errors can occur, of course, when ProDOS communicates with a disk device.
Error conditions are flagged by the disk drivers in the standard MLI way: by
setting the carry flag and placing an appropriate MLI error code in the accu-
mulator. The error codes and conditions supported by the ProDOS disk driver
for Apple’s standard Disk ][ drives are shown in Table 7-2. Any other properly
implemented disk driver will identify and report these error conditions in the
same way.

Table 7-2. Disk driver error codes.

MLI
Error Code Meaning
$27 I/O error
$28 No disk device is connected
$2B The medium is write protected

The ProDOS RAMdisk: The /RAM Volume

As we saw earlier, ProDOS will automatically install a special RAMdisk
driver, if you are using an Apple //c or an Apple /e with an extended 80-column
text card and will create a special volume called /RAM. (Apple Il and Apple II
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Plus users are out of luck.) Both these systems have 64K of auxiliary memory
that is mapped to addresses in exactly the same way as the standard 64K of
main RAM memory usually used for program and data storage. It is in this
auxiliary memory that the RAMdisk driver stores the volume directory, volume
bit map, and file blocks. A map of the usage of auxiliary memory by /RAM is
shown in Figure 7-2.

- $FFFE «— $FFFA.$FFFF reserved
for reset and interrupt
AUXILIARY vectors.
BANK-SWITCHED $FE00.$FFF9 not used.
RAM 9
$E000
$D000 -
- bank 1 bank 2
$BFFF
«— /RAM block storage area
(blocks 2,3,8..126)
AUXILIARY unused but reserved
MEMORY ‘on //conly:
$0C00 [ $800..$87F is serial input buffer
0939 & | $880.33FF is keyboard buffer
«— video RAM (80-column mode)
‘:::: «— part of /RAM device driver
i ig},gg T 6502 stack

$3C..$43 used by /RAM device driver
Figure 7-2. A map of auxiliary memory usage on the //e and //c

Since no slow-moving mechanical parts are used to perform “disk” oper-
ations (all I/O operations simply involve block moves from one part of memory
to another), the RAMdisk responds much more quickly than a conventional
disk drive. Its contents are temporary, however, so you must be careful to transfer
any files from it to a permanent disk before turning off the Apple or rebooting
the disk operating system or else you will lose all your data.

Characteristics of the /RAM Volume

When the /RAM volume is initialized by ProDOS, only one volume directory
block (block 2) is allocated (recall that four blocks are used on standard disks).
This means that there is room for only twelve entries, not the usual 51, in the
volume directory. If files are stored in subdirectories, however, as many files as
will fit on the volume can be stored.



218 Chapter 7—Disk Drivers

A total of 119 blocks are available for file storage when the /RAM volume
is first initialized (they are numbered from 8 to 126). Since a 64K space would
normally be capable of holding 128 512-byte blocks, you might be wondering
about the “missing” nine blocks. Two of these are relatively easy to track down:
one is used for the volume directory (block 2) and another for the volume bit
map (block 3). There is no room in auxiliary memory for the other seven blocks
(0, 1, 4-7, and 127) because space must be reserved to support the /RAM disk
driver itself ($0000-$03FF), the 80-column text screen ($0400—-$07FF), the
keyboard and serial input buffers on the Apple /c ($0800—$08FF), and the
auxiliary memory 6502 interrupt vectors ($FFFA—$FFFF). Thus, these seven
blocks are marked as in use in the /RAM volume bit map.

The areas of auxiliary memory that are not used by the /RAM volume or its
driver are as follows:

e $00-$3B, $44—$FF
e $0900-$0BFF
o $FE00—$FFF9

Despite the apparent availability of these areas, they should be considered
reserved for future use by later versions of ProDOS and must not be used by
non-system software.

The first 8K of memory allocated for use by files stored in /RAM is mapped
to locations $2000—$3FFF in auxiliary memory. As all serious users of the //c
or //e will know, this same space is used whenever page1 of the special double-
width high-resolution graphics display mode available on those models is active.
If you are going to use this graphics mode while /RAM is active, then you must
first prevent any meaningful program from being stored at these locations. The
easiest way to do this is to ensure that the first file saved to /RAM is a dummy
file that is exactly 8K bytes long. You can do this by entering the following
command from Applesoft direct mode:

BSAVE /RAM/DUMMY ,A$2000,E$3FFF

The second 8K area used to store files in /RAM is mapped to locations
$4000-$5FFF, the same area that is used as the second page of double-width
high-resolution graphics. You can protect this page by saving another dummy
file that is 8K in size.

“Removing”’ and Re-Installing /RAM

You may find that you want, or need, to use the auxiliary memory area used
by the /RAM volume for purposes other than as a file storage device. Other
common uses for auxiliary memory are as a data buffer for a printer spooler, or
as an input buffer for a communications program. Before you start overwriting
the RAM volume with such data, however, you must first remove the /RAM
volume from the system in an orderly manner. If you don’t, the system could
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crash when ProDOS tries to interpret what you’ve written to auxiliary memory
as directory, bit map, or file information.
It’s actually quite simple to remove the /RAM device from the system.

¢ Examine MACHID ($BF98) to see if you’re running in a 128K system (bits
4 and 5 of MACHID will both be 1 if you are). /RAM can only exist in a
128K system.

e Checkthat/RAMhasnotalready been removed by locatingthe $BF device
code (slot 3/drive 2) among the active entries in the DEVLST table. (You
should also check for any entry of the form $BX where X = $3, $7, or
$B; by convention, these slot 3/drive 2 devices, although not equivalent
to /RAM, will also use auxiliary memory). The actual $BX byte stored in
DEVLST must be saved if you later want to re-install the /RAM device.

e Remove the $BX entry from the DEVLST table by moving higher-addressed
active entries down one position (starting with the lowest-addressed one).

e Replace the slot 3/drive 2 entry in the device vector table (at $BF26/
$BF27) with the address stored at the slot 0/drive 1 entry (at $BF10/
$BF11). (This will be the address of the subroutine that will generate a
“no device connected” error condition.) The original slot 3/drive 2 entry
must be saved if you later want to re-install the /RAM device.

e Decrement DEVCNT ($BF31).

When all these steps have been performed, the /RAM device will disappear
from ProDOS and auxiliary memory can be safely used for other purposes.

After /RAM has been removed you may want to install it again. This can be
done by performing the following steps:

e As a precaution, verify that you have not already re-installed /RAM by
checking for a slot 3/drive 2 device code in DEVLST.

e Restore the original slot 3/drive 2 device vector that you saved before
/RAM was disconnected.

e Move each active entry in DEVLST to the next higher memory location
(starting with the highest-addressed entry) and then store the/RAM device
code (that you saved before /RAM was disconnected) at the first entry in
the list (at $BF32).

e Increment DEVCNT ($BF31).

e Initialize the volume directory and volume bit map of the /RAM device
by setting up the disk driver parameters for a format request ($42 = 3,
$43 = $BO0, $44/$45 = 512-byte buffer address) and then calling the disk
driver. Since the /RAM device driver resides in bank 1 of bank-switched
RAM, you will have to enable that bank by reading $C08B twice in
succession before making the call. When the call ends, re-enable the
Applesoft and motherboard ROMs by reading $C082. Here is a subroutine
that will perform all these chores:

LDA #3 sFormat code
STA $42
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LDA #$B@ ;Unit number code

STA $43

LDA $73 ;Set buffer address

STA $44 ; to HIMEM

LDA $74

STA $45

LDA $C08B

LDA $C@8B sRead/write enable bank1
JSR TORAM

LDA $C@82 ;Re-enable Applesoft ROMs
RTS

TORAM JUMP ($BF26) ;Call the /RAM driver

After /RAM has been reinstalled like this it is once again available for use
as a file storage device.

Writing a Disk Driver Program

The best way to learn about disk drivers and how ProDOS installs them is
to actually write one. In this section we’re going to do just that by creating a
driver for an 8K version of /RAM that we’ll call /RAMS. It will be suitable for
use in an Applesoft programming environment and can be used by all Apple II
users (recall that /RAM is only available on the Apple /e or //c). The RAMdisk
driver itself will reside in page 3 and the “disk” storage space it uses will be
located from $800 to $27FF. We will ensure that Applesoft programs will not
conflict with the RAMdisk storage space by setting the Applesoft start-of-pro-
gram pointer at $67/$68 to $2801 and then initializing the other Applesoft
pointers and data areas by executing a NEW command.

Before we begin to write the disk driver, let’s examine the steps to follow
toremedy the Applesoft conflict, bind the driver into ProDOS, and then initialize
the RAMdisk. This is really a five-step process.

The first step in the procedure is to adjust the Applesoft pointers so that
when programs are entered or loaded, they will not overwrite the /RAMS vol-
ume:

LDA #%$01 ;Starting address (low)

STA $67 ;Program pointer (low)

LDA #$28 ;Starting address (high)

STA $68 ;Program pointer C(high)

LDA #0

STA $2800 ;Program must start with $00
JSR $D64B ;Applesoft NEW command

(Applesoft insists that the byte preceding the start of the program, $2800, be
set to $00.)

Second, a slot and drive number for our new device must be selected. This

is most easily done by examining the DEVLST table to see what combinations
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are already in use and picking one that isn’t. Let’s assume that slot 3/drive 1 is
available and use it.

We then must store $30 in the DEVLST table (this is the code for a slot 3/
drive 1 device—see Figure 7-1) and increment DEVCNT. Here’s the code to do
it:

LDA #$30 sDEVLST code for slot 3/drive 1

INC DEVCNT sAdding one device

LDY DEVCNT ;DEVCN? now points to next
;javailable position in DEVLST

STA DEVLST,Y ;Stuff device code in DEVLST

The next step is to install the address of the disk driver in the disk driver
vector table (low-order byte first). The address of the slot 3/drive 1 entry in this
table is $BF16. Here’s how to store the address:

LDA #<RAMDISK ;Get low-order address byte
STA $BF16
LDA #>RAMDISK ;Get high-order address byte
STA $BF17

RAMDISK is the address of the disk driver that performs the I/O operations
(we’ll see what it looks like in a moment).

Finally, we must initialize the volume directory block and the volume bit
map. Before we can do this, however, we have to know:

e the number of directory blocks
¢ the block number of the volume bit map block
e the number of blocks on the volume

Since it’s unlikely that we’ll be saving very many files in the 8K /RAMS8
volume, we can save some space by using just one directory block (instead of
the four used on standard disks). This block must be located at block 2 since
ProDOS always expects the first block in the volume directory to be stored there.

The volume bit map block will be stored at block 3, leaving a total of 14
blocks (7K) thatcanbeused tostorefiles. Tokeepthefile storage area contiguous,
we’ll assign these blocks to numbers 4 through 17 and mark blocks 0 and 1 as
in use in the volume bit map. (We can’t use block 0 for file storage anyway,
since ProDOS uses a zero entry in a file index block as an end-of-file indicator.)
This means that ProDOS will think that the volume size is 18 blocks (instead
of 16) but that will not matter since the two extra blocks will not be available
for file storage.

Since a “1” bit in the volume bit map indicates that a block is free, the
volume bit map block must begin with a $0F byte (blocks 0-3 in use, blocks 4-
7 free) followed by an $FF byte (blocks 8-15 free) and a $C0 byte (blocks 16 and
17 free). The remaining bytes in the block will never be used, but should be set
to zero.
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With this background information it is relatively simple to initialize /RAMS.
The first step is to prepare an image of the volume directory block and then use
the MLI WRITE _ BLOCK command to write it to block 2. (You may want to
review Chapter 2 for a description of the structure of such a block.) Every byte
in the block will be zero except the following:

$04 storage type code and name length ($F4)
$05-$08 ASCII string for “RAMS8” ($52 $41 $4D $38)
$22 access code ($C3)

$23 entry length ($27)

$24 entries per block ($0D)

$27/$28  block number for volume bit map ($0003)
$29/$2A  number of blocks on volume ($0012)

Since the directory links (at $00/$01 and $02/$03 in the block) are both
zero, this will be the only block that ProDOS will examine for files in the volume
directory.

The final step in the initialization procedure is to write an image of the
volume bit map to block 3.

Now all we have to do is write the special /RAMS8 disk driver. Before we
begin, we must decide what memory locations will be used to hold each block
in the volume. A convenient mapping scheme to use follows:

block 2 — $800-$9FF
block 3 - $A00-$BFF
block 4 — $C00-$DFF

,block 17 — $2600-$27FF

(The driver will return an error code if a block number greater than 17 is
specified.) If this scheme is used, the page number for a given block is equal to
twice the block number plus 4. This number can be easily calculated by the
driver subroutine. (To simplify the driver, we will also assign block 0 to $400—
$5FF and block 1 to $600—$7FF even though these blocks are never used.)

Aswesaw earlier in this chapter, when the disk driver takes control, certain
parameters are set up in the 6502 zero page by the calling program. One of these
parameters is a command code that indicates what type of operation is to be
performed: read, write, check status, or format. To save space, our driver won’t
include the formatting code, so we’ll ignore all format requests. Status requests
will also be ignored because such requests are meaningless in the context of a
RAMdisk. Here’s what the driver will look like:

CLD ;(required by ProD0S)
LDA $6 ;Save zero page locations
STA ZPSAVE
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LDA $7
STA ZPSAVE+1
LDA $47 ;Check block number (high)
BNE IOERROR j;Error if not zero
LDA $46 sCheck block number (low)
CMP #18 3sIs it out of bounds?
BCS IODERROR ;It’s >=18, so error
ASL ;Multiply block by 2
CcLC
ADC #4 . . and add 4 to get
STA $7 ,startlng page. of bloc?
LDA #0
STA $6
LDA $42 sGet command code
CMP #3 sFormat?
BEQ EXIT ;Yes, so exit normally
CMP #0 sCheck status?
BEQ EXIT ;Yes, so exit normally
CMP #1 ;Read?
BEQ READ sYes, so branch
CMP #2 sWrite?
BEQ WRITE sYes, so branch

EXIT CLC 3sCLC ==> no error
LDA #0

EXIT1 PHP
PHA
LDA ZPTEMP ;Restore zero page

locations

STA $6
LDA ZPTEMP+1
STA $7
PLA sRestore error code
PLP ;Restore carry status
RTS

I0ERROR SEC 3ySEC ==> error occurred
LDA #$27 ;1/0 ERROR code
BNE EXIT1 ;(always taken)

READ ,
("read" subroutinel
JMP EXIT

WRITE 5

["write" subroutinel

JMP

ZPTEMP DS 2

EXIT
;Temporary storage space

Note that the driver must begin with the CLD instruction that ProDOS
checks to see if a valid driver is installed. The first part of the driver saves the
contents of two zero page locations that we're going to overwrite and then
checks to see whether the requested block number (which is stored at $46/$47)
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is within the allowable range. If it isn’t, then the driver ends with the carry flag
set and the error code for ““I/O error” ($27) in the accumulator.

The next part simply calculates the address of the requested block and
stores it in two consecutive zero page locations ($6/$7) so that the block data
can be accessed using the 6502 indirect indexed addressing mode.

The bodies of the READ and WRITE subroutines are both very simple to
write. The READ code is responsible for moving the block of data from the
address just calculated to the address specified by the caller (this address is
stored at $44/$45). The WRITE code does just the reverse. Here are the two
subroutines that will do the trick:

READ LDY #0

R1 LDA ($6),Y ;Get block data
STA ($44),Y ; and move it to caller’s
buffer
INY
BNE R1 ;Branch until 256 bytes done
INC $6 sMove to second half
INC $44

R2 LDA ($6),Y ;Get block data
STA ($44),Y ; and move it to caller’s

buffer
INY
BNE R2 ;Branch until 256 bytes done
DEC $44
JMP EXIT
WRITE LDY #0
W1 LDA ($44),Y ;Get data from caller’s
buffer
STA ($6),Y ; and move it to "disk'™ block
INY
BNE R1 ;Branch until 256 bytes done
INC $44 sMove to second half
INC $6
W2 LDA ($44),Y ;Get data from caller’s
buffer
STA ($6),Y ; and move it to "disk'"™ block
INY
BNE R2 ;Branch until 256 bytes done
DEC $44
JMP EXIT

As you can see, an I/O operation is performed simply by moving a 512-byte
block of data from one area of memory to another.

The complete source listing for a slightly embellished form of this driver
is shown in Table 7-3. One additional feature it includes is the marking of pages
3 and 8-27 as “in use” in the system bit map in the ProDOS global page to
prevent the /RAMS8 volume from being overwritten. Any attempt to load a file
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into these areas (using BLOAD or BRUN) will result in a “NO BUFFERS AVAIL-
ABLE” error.

Use the BRUN command to install the driver program and then prove to
yourself that it exists by entering the command

CATALOG/RAM8 (or CATALOG,S3,D1)

You should see a standard CATALOG listing followed by an inditation that
there are 14 blocks free and 4 blocks used, as expected. You can now save files
to /RAMS as you would to any other volume.

If you use the /RAMS disk driver, be careful not to run any graphics programs
that use the primary high-resolution graphics screen. The video RAM buffer
used by this screen ($2000-$3FFF) overlaps the /RAMS8 block storage area.
Furthermore, the Applesoft program must not overwrite the device driver in
page 3, or the storage space itself, by using POKE statements. If you want to
avoid these memory conflicts, you can relocate the disk driver (and its corre-
sponding disk space) to an area above HIMEM and the BASIC.SYSTEM general-
purpose file buffer using the techniques described in Chapter 5.

You can remove the /RAMS8 device from the system by using the same
general technique described above for the removal of the /RAM volume. In
addition, you will have to clear the appropriate bits in the system bit map, reset
the Applesoft program pointer to $801, and execute an Applesoft NEW com-
mand to initialize other important Applesoft data pointers.
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Chapter 8

CLOCK DRIVERS

In Chapter 2 we saw that the directory entry for each ProDOS file contains
four bytes that hold the time and date on which the file was created and four
more bytes that hold the time and date on which it was last modified. This date-
stamping feature of ProDOS is very useful, especially to those who routinely
save several versions of the same program on different disks. Three months later
you won’t have to rack your brains trying to remember which one is the latest
version; all you have to do is compare the modification dates (they are displayed
when you enter the BASIC.SYSTEM CATALOG command).

But how does ProDOS calculate what the current time and date are? By
using a plug-in peripheral called a clock card, that’s how. A clock card contains
special integrated circuits that allow it to keep track of the current time and
date independently of the 6502 microprocessor. It is the Apple’s digital watch,
if you like. For convenience, you can install batteries in a clock card so that it
will keep time even when the Apple is turned off.

A special assembly language program, called a clock driver, must be used
to transfer the time and date from the card to the Apple in an understandable
form. ProDOS has an internal clock driver that can be used to read one particular
clock card only: the Thunderclock (manufactured by Thunderware, Inc. of
Orinda, California). If the Thunderclock card (or a compatible card such as the
Prometheus Versacard or the Applied Engineering Timemaster II) has been
installed, ProDOS will automatically bind this clock driver into the system on
bootup. If not, then a null driver will be used and you may be prompted to
manually enter the correct time and date by whatever program is running.

In this chapter we’ll discuss how ProDOS deals with time in general. In
particular, we’ll see how it detects the presence of the Thunderclock, how the
Thunderclock clock driver is installed, and how you can install clock drivers
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for clock cards that are not compatible with the Thunderclock. We’ll also present
some useful examples of how to make the most of the time and date feature of
ProDOS.

How ProDOS Reads the Time and Date

Whenever ProDOS needs to know the time and date it always makes the
same call: “JSR DATETIME”. The code starting at DATETIME ($BFO06) is either
a one-byte RTS instruction (if a clock card is not installed) or a three-byte JMP
instruction that passes control to a ProDOS clock driver (if a ProDOS-compatible
clock card is installed). In either case, the two bytes at $BF07/$BF08 always
hold the address of the ProDOS clock driver.

The clock driver reads the time and date from the clock card and stores the
results in a special format at TIME ($BF92/$BF93) and DATE ($BF90/$BF91) in
the ProDOS global page; the format used is described in Figure 8-1. If no clock
driver is installed, TIME and DATE will not be modified because the RTS
instruction stored at DATETIME ($BF06) immediately bounces control back to
the caller. The only way of setting the time and date in this situation is to write
directly to TIME and DATE.
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Figure 8-1. The formats of the DATE and TIME bytes.

The approved method of determining the date and time in your own pro-
gram is to use the MLI GET_TIME ($82) command. Recall from Chapter 4 that
this is done by executing a subroutine like this:

JSR $BFPA@ ;Make a call to the MLI
DFB $82 sGET_TIME

DA $00080 ;Dummy parameter table
RTS

After this subroutine finishes, the TIME and DATE locations will contain the
current time and date in the format described above.

How ProDOS Identifies a Clock Card

When ProDOS is first booted it examines each peripheral expansion slot in
the system for the presence of a Thunderclock clock card, or equivalent. ProDOS
is able to identify such a card by the presence of the following unique pattern
of bytes in the card’s $Cn00—$CnFF ROM space (“n” is the slot number):
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$Cno0 $08
$Cn02 $28
$Cn04 $58
$Cno6 $70

If a clock card is found, ProDOS installs its built-in clock driver simply by
changing the RTS opcode ($60) at $BF06 to a JMP opcode ($4C). Since the two
bytes that follow this opcode contain the address of the Thunderclock clock
driver (low-order byte first), the driver will take control whenever the “JSR
$BF06” instruction is executed by the program that wants to read the time and
date (such as the MLI GET _ TIME ($82) command).

ProDOS also sets the clock bit (bit 0) of the machine identification byte,
MACHID ($BF98), to 1 if a clock card is found.

Writing and Installing a ProDOS CLock Driver

If you are using a clock card that is not compatible with the Thunderclock,
then you will have to write and install your own ProDOS clock driver. Writing
a clock driver is no easy feat, since it requires detailed information concerning
the clock circuitry interface to the Apple and the procedure that must be fol-
lowed to extract time and date information from the card. In a best case situation,
the manufacturer of the card will have a detailed technical reference manual
that will contain this information. More commonly, however, you will have to
beg, borrow, or steal this information before you can get started! Happily, most
reputable manufacturers of clock cards have already written their own ProDOS
clock drivers and include them on diskette with their hardware.

The general characteristics of a clock driver are:

e It must start with a CLD instruction.

e It must read the time and date from the clock card and store the results
in the proper format in the global page TIME ($BF92/$BF93) and DATE
($BF90/$BF91) locations.

Once the driver has been written, you have to move it to an area of memory
that will not be used by other programs. The best area available is that used by
the very Thunderclock clock driver that you are replacing; the starting address
of this area is always stored at $BF07/$BF08 (low-order byte first).

If you do choose to use the Thunderclock area (and we do recommend this
selection), you must keep several important considerations in mind:

e Never assume that the Thunderclock driver will reside at the same posi-
tion in every version of ProDOS. To ensure that your driver will run
properly at any address that might be stored at $BF07/$BF08, you should
avoid using JMP and JSR instructions or storing data within the main
body of the driver. If you don’t the code will not be relocatable and you
will have to patch it to resolve all internal absolute address references
after it has been moved to its new position.
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e Make sure that your clock driver is no longer than 125 bytes. ProDOS
reserves this amount of space for its Thunderclock driver and Apple has
guaranteed this amount of driver space.

e Before moving your clock driver into position, write-enable bank 1 of
bank-switched RAM by reading from location $C08B twice in succession
(the Thunderclock driver resides in bank-switched RAM). After the move,
re-enable the Applesoft and system monitor ROM area by reading from
location $C082.

The next step in the installation procedure is to set up a JMP instruction at
$BF06 that points to your clock driver. This can be done by storing $4C (the
JMP opcode) at $BF06, and the address of the driver at $BF07/$BF08 (low-order
byte first). If you have loaded the driver at the address of the Thunderclock
driver, you can skip the latter step since the correct driver address will already
be in place.

Finally, you should set bit 0 of MACHID ($BF98) to 1 to indicate that a
clock card has now been installed in the system. You can do this be executing
the following short piece of code:

LDA MACHID ;Get ID byte
ORA #%$01 sStore a in bit @
STA MACHID ;Update ID byte

The easiest way to install a clock driver is to make the installation program
part of the STARTUP program automatically run when ProDOS executes the
BASIC.SYTEM Applesoft interpreter.

Time/Date Utility Programs

Loading the Time and Date into an Applesoft String Variable

Some dialects of BASIC have a special variable called TIME$ that always
contains the current time in the standard HH:MM:SS form. This variable is very
useful when it is necessary to display the current time, to automatically time-
stamp printed reports, to calculate elapsed times, to perform benchmarking
studies, and so on.

Unfortunately, Applesoft does not have such a variable. Until now, that is!
The READ.TIME subroutine in Table 8-1 can be used to return the time and
date in the form “DD-MM-19YY HH:MM” in any string variable you want. To
use the subroutine after it has been loaded, execute the following statement
from within an Applesoft program:

CALL 768,TM$

where TMS$ represents the name of the variable that is to hold the time string.
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When READ.TIME is called, it first uses the MLI GET _ TIME ($82) com-
mand to read the current time and date into the ProDOS global page locations.
It then unpacks the year, month, and day data from the DATE locations and
stores each of them in their own temporary locations. The hours and minutes
are already unpacked, but they are also transferred to temporary locations.

After this has been done, READ.TIME begins to assemble the ASCII time
string in the Applesoft input buffer starting at $200. It does this by scanning a
special template string that contains either ASCII characters or single-digit time
codes. The ASCII characters are transferred directly to the time string. When a
time code is encountered, however, the corresponding time parameter is loaded,
converted to a binary-coded decimal (BCD) number, and then stored as two
consecutive ASCII digits in the time string.

The string is then moved from the input buffer to the main Applesoft string
space in the high end of memory to ensure that the string will not be overwritten
when the next Applesoft INPUT statement is executed. This is done by using
two Applesoft ROM subroutines called GETSPACE ($E4B2) and MOVSTR ($E5E2).
When GETSPACE is called with the string length in the accumulator, it makes
room for the string by lowering FRETOP ($6F/$70), the pointer to the bottom of
string space, by the appropriate number of bytes. MOVSTR moves a string of
length A that is pointed to by Y (high) and X(low) to this free space.

Once the time string is in position, READ.TIME locates the TM$ variable
in the Applesoft variable table by executing the following two instructions:

JSR CHKCOM
JSR PTRGET

(CHKCOM ($DEBE) and PTRGET ($DFE3) are two more Applesoft ROM sub-
routines.) The first instruction advances the Applesoft program pointer by one
byte, effectively skipping over the comma separating the CALL address from
the variable. The second instruction stores the address of the three byte descrip-
tor that defines the string variable in VARPNT ($83) and VARPNT +1 ($84).
The first byte in the descriptor is the length of the string; the next two bytes
contain the pointer to the contents of the string.

The final step is to store the new string length and pointer in the descriptor.
The length (TIMEPOS) is stored in the first descriptor byte, and the pointer to

the string, found at FRETOP ($6F) and FRETOP + 1 ($70), is stored in the other
two bytes.

Setting the Time and Date on a Clockless Apple

Even if you do not have a clock card installed in your Apple (and you won’t
if you are using an Apple //c), you can still date- and time-stamp a file by
manually storing the current date and time in the ProDOS global page locations
just before saving the file to a disk. This is somewhat inconvenient, but it’s
better than nothing. If you can survive with just the correct date, things become
much easier, because then you need only set the date once when you first turn
on the Apple (assuming, perhaps naively, that you don’t work past midnight).
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The TIMEDATE program in Table 8-2 will allow you to enter a time and
date in English. After you do so, the program will convert the information into
the encoded format used by ProDOS, and then store it in the ProDOS global
page locations.

Table 8-2. TIMEDATE, a program to manually set the time and date.

@ REM "TIMEDATE"

160 NOTRACE : TEXT : PRINT CHR$ (21): SPEED=
255: NORMAL : HOME

119 DIM MT$C12)

146 FOR I = 1 TO 12: READ MT$CI): NEXT

150 ° DATA JANUARY,FEBRUARY ,MARCH,APRIL ,MAY,
JUNE,JULY,AUGUST ,SEPTEMBER,0CTOBER,
NOVEMBER ,DECEMBER

166 PRINT "PRODOS TIME/DATE SETTER"

165 PRINT "COPYRIGHT 1984 GARY B. LITTLE"

176 T1 = 49042: REM $BF92 (MINUTES)
180 T2 = 49043: REM $BF93 C(HOURS)

196 T3 = 49040: REM $BF96 (MMMDDDDD)
200 T4 = 49041: REM $BF91 CYYYYYYYM)

400 VTAB 6: CALL - 958: INPUT "ENTER YEAR (0@-
99): ";A$:YR = VAL (A$): IF YR < @ OR YR >
99 OR A$ = "" THEN 400

500 VTAB 7: CALL - 958: INPUT "ENTER MONTH
(JAN...DEC): ";AS$

518 FOR I =1 TO 12: IF A$ = MT$CI) OR A$ =

' LEFT$ (MT$CI),3) THEN MT = I:1I = 12: NEXT
GOTO 600

520 NEXT : GOTO 540

600 VTAB 8: CALL - 958: INPUT "ENTER DAY OF
MONTH (1-31): ";A$:DY = VAL (A$): IF DY < 1
OR DY > 31 THEN 600

720 VTAB 9: CALL - 958: INPUT "ENTER HOUR (0@-
23): ";A$:HR = VAL (A$): IF HR < @ OR HR >
23 OR A$ = "" THEN 720

8080 VTAB 10: CALL - 958: INPUT "ENTER MINUTES
(p-59): ";A$:MN = VAL (A$): IF MN < @8 OR MN
> 59 OR A$ = "'" THEN 800

1000 PRINT : PRINT "PRESS ANY KEY TO SET": PRINT
“THIS TIME AND DATE: ";: GET A$: PRINT AS$

1010 POKE T1,MN

1020 POKE T2,HR

1030 POKE T4,2 *» YR + INT (MT / 8)

1040 POKE T3,32 *= (MT - 8 *= INT (MT / 8)) + DY
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USING 6502
ASSEMBLERS

All the assembly language programs presented in this book were entered
and assembled using the Merlin Pro assembler written by Glen E. Bredon and
published by Roger Wagner Publishing, Inc. (10761 Woodside Avenue, Suite E,
Santee, California 92071). If you want to modify and reassemble the programs
presented in this book and you are not using Merlin Pro, then you will likely
have to make several changes to the program source codes to account for any
differences in syntax and command structure. Differences usually arise in the
area of “pseudo-instructions;” these are assembler-specific commands that appear
in the 6502 instruction field of a line of source code, but that represent com-
mands to the assembler, rather than 6502 instructions. They can be used to
place data bytes at specific locations within the program (DFB, DS, DA, and
ASC), to define symbolic labels (EQU), to indicate the starting address of the
program (ORG), and for several other purposes.

Here are some examples of how to use Merlin Pro’s most important pseudo-
opcodes:

DFB $03 Stores the byte $03 in the object code.
DS 16 Reserves a data space of 16 bytes (to no particular
value).

DA $FDED Stores the address $FDED in the object code as
$ED $FD (that is, low-order byte first).

ASC ABCD’  Stores the ASCII codes for ABCD in the object code
(with bit 7 cleared to 0).
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ASC “ABCD” Storesthe ASCII codes for ABCD in the object code
(with bit 7 set to 1).
COUT EQU $FDED  Equates the symbolic label “COUT” with the
address $FDED.
ORG $0300 Instructs the assembler to start assembling the code
beginning at $300.

The operand formats for most 6502 assemblers are generally quite similar.
(The operand is the part that identifies what data or address an instruction is to
act on.) One major difference is the way in which the high-order or low-order
byte of a two-byte address is identified as an immediate quantity. With Merlin
Pro, you use an operand of the form “#<ADDRESS” to identify the low- order
byte and “#>ADDRESS” to identify the high-order byte, where “ADDRESS” is
the address being examined.

Most other assemblers use quite a different method, the most common of
which is to use #ADDRESS to identify the low-order byte and /ADDRESS to
identify the high-order byte. Perversely, one assembler, the Apple 6502 Editor/
Assembler, uses the same general method, but it reverses the meaning: “#>"
is used to specify the low-order byte and “#<"’ is used to specify the high-
order byte! Be careful.
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EXISTING VERSIONS
OF ProDOS AND
BASIC.SYSTEM

ProDOS Global Page
Version Number Version Date Identification Code
ProDOS 1.0 01-NOV-83 KVERSION ($BFFF) = 0
ProDOS 1.0.1 01-JAN-84 KVERSION ($BFFF) = 0
ProDOS 1.1 17-AUG-84 KVERSION ($BFFF) = 1
ProDOS 1.1.1 18-SEP-84 KVERSION ($BFFF) = 1
BASIC 1.0 15-NOV-83  IVERSION ($BFFD) = 0
BASIC 1.1 18-JUN-84 IVERSION ($BFFD) = 1
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CORRESPONDENCE
OF ProDOS BLOCKS
TO DOS 3.3
SECTORS

The ProDOS MLI READ _ BLOCK ($80) and WRITE _ BLOCK ($81) com-
mands discussed in Chapter 4 can also be used to access directly any sector on
any track of a DOS 3.3-formatted diskette. This is convenient because it means
that it is easy to write ProDOS utilities capable of reading DOS 3.3 files or
creating and writing DOS 3.3 files. To handle DOS 3.3 files properly you will,
of course, need detailed information on how DOS 3.3 organizes and manages
diskette files. Refer to Chapter 5 of Inside the Apple //e for this information.

To use READ _ BLOCK and WRITE _ BLOCK with DOS 3.3 diskettes, you
first have to translate the DOS 3.3 sector number into a block number that these
commands understand. Sectors on a DOS 3.3 diskette are identified by a track
number (0—34) and a sector number within the track (0-15). The corresponding
ProDOS block number can be calculated from the track/sector values by first
multiplying the track number by 8 to determine the base block number, and
then adding to the base the relative block number for the sector. The relative
block numbers for each DOS 3.3 sector are as follows:
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Relative DOS 3.3
Block Number Sector Number
0 00 and 14
1 13 and 12
2 11 and 10
3 09 and 08
4 07 and 06
5 05 and 04
6 03 and 02
7 01 and 15

For example, track 17/sector 15 on a DOS 3.3 diskette corresponds to block
number 143 (8 X 17 + 7).

Note that since a ProDOS block is twice the size of a DOS 3.3 sector, each
ProDOS block corresponds to two DOS 3.3 sectors, as shown in the table. The
first half of the block corresponds to the first sector in the pair and the last half
to the second sector. This doubling causes a complication when writing to a
DOS 3.3 diskette: a sector other than the one you want to write to will also be
written to. To avoid destroying the data in the other sector, it is first necessary
to read the desired block into a buffer, transfer to it the contents of the sector to
be written, and then write the block back to diskette. In this way, the contents
of the other sector will not be disturbed.
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THE PROGRAM
DISKETTE

A diskette containing the source code for each of the programs described
in this book, as well as three “bonus” programs, can be ordered directly from
the author. See the last page of this book for ordering information.

The files on the diskette are of three types:

1. TXT (text) files having names of the form “xxxxxxxxxxx.S.” These files
contain assembly language source code in the format expected by the
Merlin Pro assembler.

2. BAS (BASIC) files. These files contain Applesoft programs that can be
executed using the BASIC.SYSTEM RUN or “dash” command.

3. BIN (binary) files. These files contain machine language programs that
can be executed using the BASIC.SYSTEM BRUN or ‘“dash” command.

A BIN file is created from its corresponding source code file by assem-
bling the source with Merlin Pro.

Note that the program diskette is not bootable because it does not contain
a copy of the PRODOS and BASIC.SYSTEM files. These files can be transferred
to it from a ProDOS master diskette using the ProDOS FILER program.

The names of the programs on the diskette are the same as those used in
this book.

Here are descriptions of the three bonus programs:
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DISK.MAP

The DISK.MAP program draws a map on the Apple’s low-resolution graph-
ics screen showing the usage of each block on a ProDOS- formatted diskette. To
run the program, enter the command

BRUN DISK.MAP

from Applesoft direct mode. After you do this, you will be asked to insert the
diskette that you want to examine and to press any key to begin. DISK.MAP
maps each block on the diskette to a unique position in a 8x35 rectangular grid
map. The horizontal axis represents the track number from 0 (left) to 34 (right);
the vertical axis represents the relative block number within the track from 0
(bottom) to 7 (top).

Differently colored low-resolution graphics blocks are used to indicate the
usage of any particular disk block. If blue is used, the disk block is in use and
readable; if white is used, the disk block is in use but not readable (that is, it
has been damaged). If the graphics block is grey, then the disk block is not being
used.

DISK.MAP also displays the amount of free space on the diskette and the
name of the volume directory.

PROTIME

When PROTIME is executed (using the BRUN or ‘“dash” command), a
command called “TIME” is added to the BASIC.SYSTEM command set. When
the TIME command is entered in Applesoft direct mode, the current time and
date are displayed in the following format:

DD-MMM-19YY HH:MM

where DD represents the day of the month, MMM represents the first three
characters in the name of the month, 19YY represents the year, HH represents
the hour, and MM represents the minute.

For example, if the current date is March 6, 1986 and the time is 3:22 p.m.,
the result will be displayed as:

#p6-MAR-1986 15:22

Notice that the time is displayed in 24-hour (military) format.

The TIME command behaves differently when it is invoked from within
an Applesoft program. In this case, the time is not displayed on the screen;
rather, the string variable associated with the very next INPUT statement in the
program is set equal to the time string. For example, when the following program
line is executed,



Appendix V 261
160 PRINT CHR$(4);"TIME": INPUT TM$

the time string will be assigned to the TM$ variable. The Applesoft string parsing
commands can then be used to isolate the elements of the string that are needed.

PROTYPE

The PROTYPE program adds the TYPE command to the BASIC.SYSTEM
command set. This command displays the contents of a file on the video screen

or sends it to a printer. It is most useful for examining the contents of a file that
contains readable text.

To install the TYPE command, enter the command

BRUN PROTYPE

from Applesoft direct mode. If all goes well, you will see the message

TYPE COMMAND IS NOW INSTALLED.

and the command will be available for use.
The syntax for the TYPE command is:

TYPE pn (,L#)0,F#10,E#]10,R#)0,T#1(,@#]1(,S#1(,D#]

where brackets are used to enclose optional parameters and “#’ represents a
decimal or hexadecimal number (a hexadecimal number must be preceded by
“$”"). Here is the meaning of each parameter:

pn = the pathname forthe file

,L# = number of lines to be printed per page

,JF# = form size (in lines)

JE# = left margin position

,R# = rest code (non-zero = => page pause)

,T# = title code (non-zero = => number the pages)
,@# = slot number for output

,S# = slot number for the file

,D# = drive number for the file

The default parameters are: 54 (,L#), 66 (,F#), 0 (E#), 0 ((R#), 0 (,T#),
current output (,@#).

As you can see, the TYPE command supports several parameters used to
format the output and specify its destination. For example, the command

TYPE MY.TEXT,@1,F84,L72,R1,T1,ES
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would be used to send a file called MY.TEXT to a printer in slot 1 (,@1). The
size of the paper is 84 lines (,F84), 72 lines will be printed before a form feed is
generated (,L72), and there will be a pause at the top of each new page to allow
you to insert single sheet paper (,R1). In addition, a page number will appear
on each page (,T1) and there will be a left margin of five spaces (,E5).

Note that you can temporarily halt all output generated by the TYPE com-
mand by entering [control-S] from the keyboard. To resume, press [control-S]
(or any other key except [control-C]) once again. You can press [control-C] at
any time to cancel the command.
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INTERRUPT ($40)

CLOSE ($CC)

CREATE ($

DEALLOC _ INTERRUPT ($41)

" DESTROY

FLUSH ($CD)

FILE _ INFO ($C4)

MARK ($CF)

GET _ TIME ($82)

NEWLINE

ON _ LINE ($C5)

OPEN ($C8)

QUIT ($65)

READ ($CA)

READ _ BLOCK ($80)

RENAME ($C2)

SET _ BUF ($D2)

SET _ EOF ($D0)

FILE __ INFO ($C3)

SET _ MARK ($CE)

SET _ PREFIX ($C6)

WRITE ($CB

BLOCK ($81)

MLI ERROR CODES

$00 No error occurred

$01 Invalid MLI command
$04 Invalid parameter count
$25 Interrupt table is full

$27 Disk I/O error

$28 No disk device connected
$2B Disk is write protected
$2E Disk volume was removed
$40 Invalid pathname syntax
$42 No more file buffers allowed
$43 File is not open

$44 Directory does not exist
$45 Volume directory does not exist
$46 File does not exist

$47 Duplicate file name

$48 Disk is full

$49 Directory is full

$4A Incompatible version

$4B Invalid storage type

$4C End of data

$4D Range error

$4E File is locked

$50 File is busy

$51 Damaged directory

$52 Not a ProDOS disk

$53 Parameter out of range
$55 VCB table is full

$56 Buffer area is in use

$57 Volumes have same name
$58 Volume bit map damaged

MLI COMMAND INTERPRETER
Calling sequence:
JSR $BF00 ;call MLI interpreter
DFB CMDNUM ;MLI command number
DA  PARMTBL ;address of parm table
BCS ERROR ;Carry set if error occurs
If an error occurs, the carry flag will be set, the
zero flag will be clear, and an error code will be
returned in the accumulator.

UNIT NUMBER CODE
DSSS0000
where D = 1 (drive 2) or 0 (drive 1)
SSS = 1-7 (slot)

STORAGE TYPE CODE

$00 inactive (deleted) file
$01 seedling file

$02 sapling file

$03 tree file

$0D directory file

$0E subdirectory header
$0F volume directory header

FILE TYPE CODES

$04 TXT

$06 BIN

$OF DIR

$19 ADB

$1A AWP

$1B ASP

$EF PAS

$FO CMD

$F1-$F8 [user-definable]

$FA  INT

$FB IVR

$FC BAS

$FD VAR

$FE REL

$FF SYS

(all others are reserved)
ACCESS CODE

bit 7 : 1 = delete-enabled
bit 6 : 1 = rename-enabled
bit5:1 = backup required
bit 4 : always 0

bit 3 : always 0

bit 2 : always 0

bit1:1 = write-enabled
bit 0 : 1 = read-enabled

DATE FORMAT

MMMDDDDD (low byte)
YYYYYYYM (high byte)

M = month (1..12)

D = day (1..31)
Y = year (0..99)
TIME FORMAT

OOMMMMMM (low byte)

000HHHHH (high byte)
M = minutes (0..59)
H = hours (0..23)

AUXILIARY TYPE CODES

TXT record length

BAS

BIN address from which
SYS file was stored

VAR

PATHNAMES

The pathname pointed to by an entry in an MLI parameter table begins with a length
byte and is followed by the ASCII codes for the name.

USEFUL LOCATIONS IN THE ProDOS GLOBAL PAGE

$BF00

$BF03

$BF06

$BF09
$BFOC
$BFOF
$BF10/$BF11
$BF12/$BF13
$BF14/$BF15
$BF16/$BF17
$BF18/$BF19
$BF1A/$BF1B
$BF1C/$BF1D
$BF1E/$BF1F
$BF20/$BF21
$BF22/$BF23
$BF24/$BF25
$BF26/$BF27
$BF28/$BF29
$BF2A/$BF2B
$BF2C/$BF2D
$BF2E/$BF2F
$BF30

$BF31
$BF32-$BF3F
$BF58-$BF6F
$BF90/$BF91
$BF92/$BF93
$BF94

$BF98

$BF9A
$BF9B
$BFIC/$BFID
$BFFC
$BFFD
$BFFE
$BFFF

MLI

QUIT
DATETIME
SYSERR
SYSDEATH
SERR
DEVADRO1
DEVADR11
DEVADR21
DEVADR31
DEVADR41
DEVADR51
DEVADRG61
DEVADR71
DEVADRO02
DEVADR12
DEVADR22
DEVADR32
DEVADR42
DEVADR52
DEVADRG62
DEVADR72
DEVNUM
DEVCNT
DEVLST
BITMAP
DATE
TIME
LEVEL
MACHID
00xx0xxx
01xx0xxx
10xx0xxx
11xx0xxx
10xx1xxX
XX01XXXX
XX10XXXX
xX11xXXXX
XXXXXX0X
XXXXXX1X
XXXXXXX0
XXXXXXX1
PFXPTR
MLIACTV
CMDADR
IBAKVER
IVERSION
KBAKVER
KVERSION

Main entry point to MLI interpreter
Call to quit code (used by QUIT)
Call to clock driver (used by GETTIME)
System error handler

Critical error handler

System error number

“No device connected’ vector

Slot 1, Drive 1 disk driver

Slot 2, Drive 1 disk driver

Slot 3, Drive 1 disk driver

Slot 4, Drive 1 disk driver

Slot 5, Drive 1 disk driver

Slot 6, Drive 1 disk driver

Slot 7, Drive 1 disk driver

“No device connected’’ vector

Slot 1, Drive 2 disk driver

Slot 2, Drive 2 disk driver

/RAM driver (//e, //c only)

Slot 4, Drive 2 disk driver

Slot 5, Drive 2 disk driver

Slot 6, Drive 2 disk driver

Slot 7, Drive 2 disk driver

Unit number for last disk device used
Number of disk devices (-1)

List of disk device unit numbers
System bit map

Date bytes

Time bytes

Current file level

Machine identification byte:

= Apple ll

= Apple Il Plus

= Apple //e

= Apple lll emulation mode

= Apple//c

= 48K

= 64K

= 128K (//e, //c only)

= no 80-column card

= 80-column card

= no clock card

= clock card

Prefix active byte (0 = no prefix)
MLI active flag (>127 = active)
Return address for last MLI command
Minimum ProDOS version for interpreter
Current interpreter version

Earliest compatible ProDOS version
Current ProDOS version



BASIC.SYSTEM EXTERNAL COMMAND HANDLING

VOLUME DIRECTORY AND SUBDIRECTORY HEADER

+0
+2

+4

+5

+20
+28
+30
+32
+33
+34
+35
+36
+37
+39
+41

+39
+41

previous directory block

next directory block

storage name
type length

directory name (15 bytes)

[reserved (8 bytes)]

NN\

date of creation

1

time of creation

version

minimum version

access code

entry length

entries/block

number of files

L

location of volume bit map

total blocks on volume

location of parent directory

entry number . entry length

GENERAL FILE ENTRY

storage name

}
}

volume directory
header only

subdirectory
header only

$BE06 EXTRNCMD JMP to external command parser
$BE50/$BE51 EXTRNADDR Address of external command handler
$BE52 CMDLEN Length of external command (minus 1)
$BES53 XCNUM External command number (always 0)
$BE54/$BE55 PBITS Permitted parameters
$BE56/$BE57 FBITS Found parameters

Meaning of bits in PBITS/FBITS:

bit 7 : fetch prefix if pathname not specified

bit 6 : slot number required/found

bit 5 : command NOT valid in direct mode

bit 4 : pathname is optional (no names + parms)

bit 3 : create file if it doesn’t exist

bit 2 : file type optional (“T" parameter)/found

bit 1 : second pathname required (for RENAME)/found

bit 0 : filename allowed/found

Meaning of bits in PBITS +1/FBITS +1:

bit 7 : “A” parameter allowed/found

bit 6 : “‘B"" parameter allowed/found

bit 5 : “E” parameter allowed/found

bit 4 : ‘'L parameter allowed/found

bit 3 : ‘@’ parameter allowed/found

bit2:'S"/“D" parameters allowed/found

bit 1 : “‘F" parameter allowed/found

bit 0 : “R’ parameter allowed/found
$BE58/$BE59 APARM Value of “A"” parameter
$BE5A-$BESC BPARM Value of “B” parameter
$BESD/$BESE EPARM Value of “E’’ parameter
$BESF/$BE60 LPARM Value of “'L" parameter
$BE61 SPARM Value of ‘S’ parameter
$BE62 DPARM Value of “D"” parameter
$BE63/$BE64 FPARM Value of “F” parameter
$BE65/$BE66 RPARM Value of ““R’’ parameter
$BE67 VPARM Value of V'’ parameter
$BE68/$BE69 @PARM Value of “@" parameter
$BE6A TPARM Value of “T"’ parameter
$BE6B SLPARM Value of “'snum’ parameter

$BE6C/$BE6D PNAME1 Pointer to first pathname
$BE6GE/$BE6F PNAME2 Pointer to second pathname

BASIC.SYSTEM MLI CALLER :
$BE70 GOSYSTEM Enter with MLI code in A; error code returned in A
$BEAO CREATE parameter list

$BEAC GET _ PREFIX parameter list
$BEAC SET _ PREFIX parameter list
$BEAC DESTROY parameter list

$BEAF RENAME parameter list

$BEB4 GET _ FILE _ INFO parameter list (*)
$BEB4 SET _ FILE _ INFO parameter list (*)
$BEC6 ON _ LINE parameter list

$BEC6 SET _ MARK parameter list

$BEC6 GET _— MARK parameter list

$BEC6 SET _ EOF parameter list

$BEC6 GET _ EOF parameter list

$BEC6 SET _ BUF parameter list

$BEC6 GET _ BUF parameter list

$BECB OPEN parameter list

$BED1 NEWLINE parameter list

$BEDS READ parameter list

$BEDS5S WRITE parameter list

$BEDD CLOSE parameter list

$BEDD FLUSH parameter list

(*) the proper parameter count must be set before using this parameter list

+0 type length
+1 | filename (15 bytes) ;
+16 | file type code l

+17 | pointer to key block

+19 | number of blocks used by file

+21 | end-of-file (EOF) position

+24 | date of creation
+26 | time of creation
+28 | version

+29 | minimum version
+30 | access code

+31 | auxiliary type code
+ 33 | date of modification
+35 | time of modification
+37 | pointer to start of directory

L

BASIC.SYSTEM ERROR CODES
Error Code Error Message

$00 [no error occurred]

$02 RANGE ERROR

$03 NO DEVICE CONNECTED
$04 WRITE PROTECTED

$05 END OF DATA

$06 PATH NOT FOUND

$07 PATH NOT FOUND

$08 /0 ERROR

$09 DISK FULL

$0A FILE LOCKED

$0B INVALID PARAMETER
$0C NO BUFFERS AVAILABLE
$0D FILE TYPE MISMATCH
$0E PROGRAM TOO LARGE
$0F NOT DIRECT COMMAND
$10 SYNTAX ERROR

$11 DIRECTORY FULL

$12 FILE NOT OPEN

$13 DUPLICATE FILE NAME
$14 FILE BUSY

$15 FILE(S) STILL OPEN

$16 DIRECT COMMAND

USEFUL LOCATIONS IN THE BASIC.SYSTEM GLOBAL PAGE

$BEO0O BIENTRY Warme-start entry point to BASIC.SYSTEM
$BEO3 DOSCMD Execute command string at $200
$BE06 EXTRNCMD JMP to external command parser
$BE09 ERROUT Call Applesoft error handler

$BEOC PRINTERR  Print error message (error code in A)
$BEOF ERRCODE  BASIC.SYSTEM error code number
$BE30/$BE31 VECTOUT BASIC.SYSTEM output link
$BE32/$BE33 VECTIN BASIC.SYSTEM input link

$BEF5 GETBUFR Reserve “A” pages above HIMEM
$BEF8 FREEBUFR Free all reserved pages

$BEFB PAGETOP HIMEM page on boot



Prepublication reviewers say:

“, . .thorough subject coverage and technically accurate. . .well researched and well written, in a simple
and understandable form!”

“The programumning examples for the MLI (machine language interface) commands are excellent. . .in-
dicative of the author’s mastery of the subject!”

“. . .anticipated and answered many questions I had accumulated about ProDOS. Unquestionably an im-
portant reference work and a much needed aid to the ProDOS programmer!”

—— Apple ProDOS:

Advanced Features for Programmers
Gary B. Little

Now, the man who brought you Inside the Apple //e does it again with an in-
valuable new technical guide to Apple ProDOS! Designed for intermediate and
advanced users of ProDOS, this thorough, detailed reference shows you how to
use and get the most out of the lower-level internal ProDOS commands that are
defined by its machine language interface and that are accessible only from
6502 assembly language programs. Valuable programming examples are
presented throughout the user-friendly guide including a program for the crea-
tion of a high-speed RAMdisk and a program that allows you to easily explore
the internal structures of directories. With this book you will:

¢ use ProDOS to organize files on disks

¢ use the ProDOS MLI commands to access disk files

® lJearn how the BASIC.SYSTEM (Applesoft) interpreter works
e write and install your own BASIC.SYSTEM disk commands
¢ write and install input/output drivers for disk devices

¢ write and install clock drivers, and MUCH MORE!

CONTENTS

An Overview of ProDOS e Files and File Management ® Loading and Installing ProDOS ®
The Machine Language Interface ® System Programs Featuring BASIC.SYSTEM e Inter-
rupts ® Disk Drivers ® ProDOS Clock Drivers ® Appendices ® Bibliography ® Index

Also Available. . .Optional Diskette!

This valuable diskette contains all of the programs listed in the book (in both source
and object code formats) as well as useful ProDOS utilities in the form of “bonus” pro-
grams!
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