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Introduccion

Los Amstrad CPC464 y CPC6128 son aparatos fascinantes en muchos
sentidos, pero pueden resultar irritantes cuando se desconocen algunos
detalles esenciales sobre funciones internas. Incluso contando con un juego
completo de documentacion oficial, que podria ocupar varios volimenes,
aun quedarian algunos puntos oscuros.

El sistema operativo, por ejemplo, tiene mas de 250 puntos de entrada,
cada uno relacionado con una funcion especifica, pero, de estas entradas,
unas 50 no estdn definidas oficialmente, porque se consideran esencialmen-
te como extensiones del intérprete de BASIC. Entre las demas entradas, hay
algunas definidas de tal forma que su funcion no queda del todo clara
inmediatamente. Se necesita completar la vision general contando con las
explicaciones oficiales imprescindibles. Este libro intenta cubrir esa nece-
sidad.

Un andlisis detallado del sistema operativo seria muy largo y tedioso, e
incluso podria no responder a todas las cuestiones que se plantean. Asi
que la idea es hacer un analisis de las funciones més importantes, aludien-
do al resto con descripciones cortas.

Se presume que el lector tiene conocimientos de coédigo maquina.
Incluir aqui una seccion completa sobre la programacion del Z-80 no
dejaria apenas espacio para otras cosas. Para aquellos que necesiten esta
ayuda, es de recomendar el conocido libro de Rodnay Zaks Programacion

9
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del Z-80*. Sin embargo, un estudio de las distintas rutinas del sistema
operativo, en relacion con las descripciones que se ofrecen a continuacion,
resultard muy instructivo y lleno de datos utiles, incluso para el principiante.

Una dificultad clara es que algunos desensambladores solo tienen acce-
so al codigo que estd en la ROM. Un programa que se presenta en el
apéndice propone una solucion, puesto que funciona desde el codigo de la
ROM, mientras que otro programa también del apéndice ofrece métodos
adecuados para llamar a las distintas rutinas funcionales y comprobar su
accion.

El libro se basa en la version 1.0 de las ROM, pero los comentarios
podrian aplicarse sin problema a otras versiones, trabajando desde los
puntos de entrada al bloque de saltos, que permanecera en las direcciones
dadas, incluso si acceden por distintos puntos de entrada al cédigo de la
ROM.

* Zaks, Rodnay: Programacion del Z-80. Anaya Multimedia, Madrid. 1985.
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Disposicion
general
del sistema
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En términos generales, el CPC464 es un sistema tipico basado en el
microprocesador Z-80, pero con una ordenacion de los dispositivos perifé-
ricos poco usual en cuanto a economia. Mediante una explotacion al
maximo de las capacidades de estos dispositivos, se ha obtenido un nivel
de rendimiento mayor de lo que en principio puede sugerir el chip. Una
consecuencia de esto es la complejidad que presenta el sistema operativo,
hecho este que se compensa al compararlo con las facilidades ofrecidas al
usuario para el acceso a las diferentes funciones. La palabra “compara-
ciOn” es necesaria, porque es preciso un cierto conocimiento del codigo
maquina, lo cual puede ser una dificultad para algunos usuarios, pero, una
vez que se entiende el tema del lenguaje maquina, se abre un amplio
abanico de posibilidades.

Entre otras genialidades, es especialmente notable la forma en que han
sido dispuestos un minimo de 96K de memoria en un mapa de memoria
de solo 64K. Este sera el primer aspecto del sistema que se va a estudiar.

El mapa de memoria

La totalidad de los 64 Kbytes de la memoria son ocupados por la
RAM, en la que se puede escribir directamente. Y esto tiene sentido, ya
que no seria logico intentar escribir sobre la ROM. Las lecturas de

i ™
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direcciones en la zona media de la memoria accederdn siempre a la RAM,
ya que no hay ROM en esta drea. En las direcciones correspondientes a la
cuarta parte inferior y superior de la memoria, tanto RAM como ROM,
estdn presentes y es posible leer en cualquiera de ellas a voluntad. Una
orden PEEK del BASIC accedera siempre a la RAM, pero es necesario un
bit especial del c6digo maquina para obtener los contenidos de la ROM.

La disposicion de la memoria es complicada por el hecho de que la
cuarta parte superior de la RAM se utiliza como memoria de pantalla y
debe ser de acceso inmediato, a intervalos regulares, para que los datos se
transfieran a la pantalla. Para este propésito, se leen dos bytes cada
microsegundo.

El procesador se mantiene en estado de espera mientras se transfieren
los pares de bytes. La transferencia se realiza directamente desde la memo-
ria hasta la matriz de puertas de video (Video Gate Array), mediante
direcciones generadas por el chip controlador CRT (controlador del tubo
de rayos catddicos). Esto significa que el procesador principal solamente
puede acceder a memoria una vez por microsegundo y, aunque su reloj
oscila a 4 MHz, la velocidad real de procesado esta ligeramente reducida.
Este es un punto a tener en cuenta a la hora de calcular los tiempos de
ejecucion.

La matriz de puertas de video gobierna la conmutacion entre RAM y
ROM para este proposito, por lo que es natural que también se utilice
para controlar la seleccion de ROM. Las instrucciones para la conmuta-
cion entre RAM y ROM vienen dadas por los bits 2 y 3 producidos por la
puerta 7FXX. Un 1 desactiva y un 0 activa, refiriéndose el bit 2 a la ROM
inferior y el bit 3 a la ROM superior. Incidentalmente, existe un Gnico
componente ROM, que se divide en dos bloques de 16K, tan separados
como pueda permitirlo el sistema.

Al igual que en cualquier sistema que funciona como banco conmuta-
do de memoria, el problema clave es la necesidad de saltar y conmutar
bancos simultaneamente, o al menos hacerlo aparentemente. Los CPC464
y CPC6128 consiguen esto mediante rutinas almacenadas en la zona media
de la RAM. Estas son siempre accesibles, cualquiera que sea el estado
seleccionado de la ROM. Con una sencilla conmutacion entre ROM y RAM,
estas rutinas permiten seleccionar ROM superiores alternativas, extendiendo
la memoria disponible mas alla todavia. En el limite, es posible direccionar
un total de 4.128 Kbytes de memoria nominalmente, pero pocos sistemas
parecen aproximarse a este ultimo extremo.

Las complicaciones del sistema de memoria se pueden evitar introdu-
ciendo el codigo méaquina en la zona central del mapa de memoria, que
unicamente contiene RAM, pero esto no siempre es factible ni esencial.
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El mapa de E/S

La seleccion de los canales periféricos viene determinada, en gran parte,
poniendo a nivel bajo uno de los bits del byte alto de la direccion de 16
bits de E/S. Esto significa que no se puede utilizar las viejas instrucciones
de la forma IN A(N) y OUT (N),A, ya que toman el byte alto del
contenido del registro A. Las instrucciones obligatorias son las que fijan
las direcciones de E[S, a partir del contenido del registro BC, y hay limites
estrictos que restringen los contenidos del registro B, ya que sélo uno de
los seis bits superiores puede estar a nivel bajo para toda direccion dada.
(Poner a cero mas de uno de estos bits en una instruccion de entrada
. provocara danos fisicos en el aparato, ya que dos fuentes de datos pelea-
| ran por apoderarse del bus, hasta que una de ellas se estropee. Por otra
parte, es muy poco frecuente enviar la misma salida, a un mismo tiempo, a
dos puertas diferentes.)

Las direcciones de E/S se pueden resumir de la siguiente manera:

’ e Si el bit 15 de la direccion estd a nivel bajo, queda seleccionada la
matriz de puertas de video. Esta puerta es unicamente para salidas.
La direccion debe ser 7FXX.

e Si el bit 14 de la direccion estd a nivel bajo, el controlador CRT
queda seleccionado. Los bits A8 y A9 de la direccion son utilizados
para seleccionar uno de los cuatro posibles modos de transferencia:

BCXX  Salida al registro elegido
BDXX Salida de datos

] BEXX  Registro de estado de entrada
BFXX  Entrada de datos

e Si el bit 13 de la direccion estd a nivel bajo, los datos de salida son
de la ROM seleccionada. La direccion deberd ser DFXX.

e Si el bit 12 de la direccion esta a nivel bajo, queda seleccionado el
canal de la impresora que uUnicamente es de salida de datos. La
direccion debe ser EFXX.

e Si el bit 11 de la direccion esta a nivel bajo, el interfaz de periféricos
en paralelo (PPI) queda seleccionado. Aqui nuevamente los bits A8
y A9 se emplean para distinguir uno de cuatro posibles subcanales:

F4XX  Puerto A (E/S)
F5XX  Puerto B (E/S)
F6XX  Puerto C (EJS)
F7XX  Control (solo salidas)

e Si el bit 10 de la direccion esta a nivel bajo, se selecciona un canal
para expansiones. En este caso, los bits A5-A7 tienen un significado
especial:

15
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A5 a 0 selecciona un canal de comunicacidn
A6 a 0 selecciona una funcidon reservada
A7 a 0 selecciona el sistema de disco

e La direccion F8FF es una reinicializacion general para los canales de
expansion.

Todas estas localizaciones limitan la gama de direcciones de que dispo-
ne el usuario para las funciones de EfS que pueda requerir. El rango de
direcciones para el usuario es:

F8EO-F8FE ; FOEO-F9FF ; FAEO-FAFF ; FBEO-FBFF

Periféricos externos

Los dispositivos antes mencionados son los “periféricos internos™, que

son directamente accesibles desde el procesador principal. El resto de
circuitos, clasificados como “periféricos externos”, Unicamente son accesi- :
bles desde los periféricos internos. Se incluyen en este grupo de externos:
el generador programable de sonido o PSG, accesible desde la PPI; el =

teclado, accesible desde la PPI y el generador de sonido; el sistema de
cassette, accesible desde la PPI; y, finalmente, el altavoz, que es gobernado |
por el generador de sonido. -
Para ampliar detalles sobre el hardware del sistema, puedes consultar el '
I

libro Programacion avanzada del Amstrad*, que ofrece informacién adicional
sobre los codigos y acciones de estos dispositivos.

Los estados del sistema 3

Al encender el aparato se ejecuta un cierto ntimero de procesos de
inicializacion, pasando entonces ¢l control a la ROM 0 superior. Si no
existe dicha ROM superior, el intérprete interno de BASIC se hace cargo
del control como programa primario.

Una vez que el programa primario esta en funcionamiento, permanece-
ra asi hasta que se ejecute un retorno al nivel de entrada, lo cual ocurrird
cuando haya finalizado la inicializacion completa y la ROM 0 sea llamada
de nuevo para tomar el control. Sin embargo, el programa primario puede
llamar a programas secundarios para que el asistan y éstos, a su vez,
pueden recurrir a otros programas. Por ello se dice que —nominalmente—
tenemos un programa primario en funcionamiento al conectar el ordena-
dor, pero pueden existir varios niveles secundarios.

Una ROM distinta de la 0, o un programa en RAM, se pueden

* Thomasson, Don: Programacion avanzada del Amstrad ( Descripcion de la ROM.
Rutinas y purametros), Anaya Multimedia, Madrid, 1985.




seleccionar como programa primario. Esto puede hacerse mediante una

orden RUN *“ ” que leerd un programa en codigo maquina, que tiene

definida una direccién de comienzo concreta, o por una rutina en cédigo

méquina. Puede ser més conveniente dejar al intérprete de BASIC a cargo

de todo y ejecutar un programa llamado desde BASIC mediante CALL,
, como si éste fuera el auténtico programa primario. Esto tiene la ventaja de
que no es inevitable una reinicializacién completa cuando se devuelve el
control al nivel de entrada. Es decir, un programa en RAM, que toma el
caracter de primario, actuara como-un sistema operativo construido por
nosotros mismos, evitando asi una reinicializacion del aparato cuando por
cualquier causa el programa primario vuelve a ejecutarse. Esto altimo no
es posible hacerlo con el intérprete de BASIC.

El empleo del BASIC en esta forma ofrece otras ventajas. El valor de
HIMEM puede ser examinado y ajustado de manera sencilla, poniéndolo
por debajo del drea donde reside el codigo maquina. Ademads se pueden
inicializar otras variables del sistema. El programa en BASIC ocupa cierta
cantidad de RAM, concretamente desde 0170 hacia arriba. En realidad, el
espacio no utilizado es insignificante en relacion al tamano de la memoria
disponible.

Un punto a observar es que, si se anaden sisiemas de expansion tales
como una unidad de disco, un facilitador de palabras, o el ensamblador
MAXAM en su formato de ROM, entonces HIMEM se reduce, ya que las
expansiones precisan de un cierto espacio de trabajo para su funciona-
miento. Algunos programas comerciales son incompatibles con una unidad
de disco, porque se apropian del espacio de trabajo del sistema de disco.
Es decir, que, protegidos o sin proteger, no hay forma de transferirlos a un

disco.
} Como referencia en circunstancias normales, el valor de HIMEM es
ABTF, pero queda rebajada a A67B con una unidad de disco conectada y
puede ser mucho mds bajo ain con el AMSDOS.

La advertencia oficial es que los programas en codigo maquina debe-
rian ser relocalizables, pero esto no siempre es asequible. Se ha observado,
sin embargo, que es posible introducir pequenas rutinas en la zona BFO00,
ya que en esta drea sobreviven a una reinicializacion, lo cual es siempre de
utilidad ...

Las entradas” del bloque de saltos

El drea de 1a RAM comprendida entre BBOO y BDC9 contiene instruc-
ciones de acceso a las principales entradas del sistema operativo. Se
emplean saltos especiales para seleccionar automdticamente la ROM re-

* N. del T.: Se entiende por entrada un conjunto de instrucciones o datos que utiliza
el programa principal como ayuda en la ejecucion, no como subrutina. Un ejemplo de
entrada son los datos que acompafian a una sentencia DATA.
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querida. Las entradas que comienzan con &CF hacen esto y nada mas, pero
las entradas que comienzan con &EF, ademas, ihiben la ROM relevante al
regreso de la rutina (véase el apartado “El érea RST™).

Las entradas del bloque de saltos son accesibles mediante llamadas a
subrutina (CALL); la direccion de retorno queda almacenada y disponible
en la pila.

Desde BDCD hasta BDF3 las entradas son simples saltos y comienzan
con &C3. Estas son so6lo “indirecciones” que no activan la ROM apropia-
da y que so6lo se pueden Hamar una vez que se sabe que la ROM ya estd
seleccionada y activada.

La intencion es que las direcciones del bloque de saltos no se modifi-
quen de forma que puedan acceder a los diferentes puntos de entradas con
diferentes versiones del sistema. Sin embargo, para facilitar la referencia,
cada descripcion de las rutinas viene encabezada por su direccion en el
bloque de saltos y el destino asociado en el sistema operativo. Este Gltimo
cambia con la version del sistema, como en el CPC664 y CPC6128, y los
nuevos puntos de entrada se deben determinar examinando las instrucciones

del bloque de saltos.

Sumario |

Este rapido recorrido por las caracteristicas del sistema tendria que l
servir como Gtil introduccion al sistema. Ahora vamos a comenzar a :
estudiarlo més detalladamente, empezando con las rutinas contenidas en la
RAM.

Convenios |

Los nimeros con dos digitos hexadecimales estardn precedidos por
“&”; los nimeros con cuatro digitos hexadecimales, no. Los paréntesis
alrededor de un nimero de cuatro digitos indican el contenido de la
posicion identificada por el nimero. Donde los paréntesis contengan una
gama de numeros, por ejemplo, en la forma (00FA/D), se entendera el
contenido de las posiciones especificadas por esos nimeros. En este caso,
el contenido de OOFA hasta O0FD.

18



e Bagiry, 50 2 i AT _
S R et ek 8wk T W W e e AR e SN B MX g ey M o e A v m I A B LRI O S U \l..f...eﬁw
A P ey b G LW A et W e e A e o el DR Pkl W A MR A AT B R 6 N T TR e o e A A S W KA
PE R e e A S Rl W ST M pn e RS N Ll el BY AN B o i o i b gl ko e . ap R e ol ah RS A o et g e A e
b Bt ..w i L T T e LR S N e S O APt M Vi L S i P e g M AL W e d AT e e R R e \.aﬁm,

el A Wis S e M A b T e e e R A e MR A e e e e AT
PR - . . o 4y o ~

gy 4.
Yoo e A M e ek A P A vm..
WAtk RE e O e B s B e M A

SERE L o O

iy .mﬂ
i . 3 T )
o it S U SRLEE R R IR S T I E e v e

BECE N ke W AL R A Ak AR e e s o Bt A D Wl R ke w B e e B K B e o NN R W g R S ok
w A

o e W Ao Ay
AR A B e ACEe A e R R e mr P M YA o W A M R M PR e e de O e R W e BT N e R e
A e Sl AT W D o AR TR AT W TRV b R B W A A e e oA R B A i e A M Myl

I e o 4
e R e L e " N e i S v SUR R O Sl S0 Ve e B e o
e R T e T (R S P i Pt ey o....r.._.._r—-.vri.l.,q&mwz L b IR I
/t..n\..‘...hi’h(:r..&!ﬂu’.f{..-vl?!tiv.-uf?l.q{.ii’!,tg*g.tn.fl...r.\f.a’.
el L B St R B T R S I S e R e N T T Bl o A A W e ..il-.,..’_
TR S Ry Ve MR AW AR S W Al e, M D ey

& B U e b A 7o Aade A g
s rrssd ¥ -
J # el om Y o e M L
: C o W oN e . = 4L, e LB A e L
; o o iy IR, R ‘ el o -.Bﬂ
r h. g -Mw.r f B g @& by
e i:ﬂ?...‘ 4 F o B oot w ,.

e A I B TR B e i U N R TR S B
R - S P R (s St e, S Sy ..r!l.v..k.-n.v.fr..!x
e oy S e WD R AR A S RTE R W ...n..ot.&.c.-t.lc..(l.*l...?...\l..&.lcf'I.!t.%uﬁ
SR W M A K W 8w e e e L A B T B T o S I i S A LR O o RO a e
R R T Iy

WA e e A e e B
A T M oA
LEE R S SR
W oAm o M e

LI o

e

AC-a e W I e A R MR e g e e R e Ny

,!.i
.‘ \.
. D s N E -

TR EY AW kv N AT W K T M e a0 e W Yy e B AH e MR A R A A
SRk B e b T T YR Oh K s B A S i e B 143 4 % R e e

Ao WM ST A A B AR e A B M LR BT M e T B A
Al Py oA WY E R NN AW N R s (A W W F R By W Ry A M LB R o

b .
u..?&..*il 5
2

Rk




= 1k Ay Al
& ™
e

»” 9
i i

<

= 3he

e ;ﬂ% -
P . "_"".‘

"

> g
.

s,

T L
.

LT R TR

PR N il ol o

N

S

o

X

Wy~
.

Las rutinas
de la RAM

Durante la inicializacion se actualizan dos areas de la RAM con una
pequeiia copia de la ROM. El resultado es un codigo maquina que se
puede ejecutar, tanto si las ROM estan activadas como si no, siendo esto
tan so6lo una parte de la historia.

El drea 0000-003F se carga con las correspondientes localizaciones de
la ROM. Esta es la denominada “Area RST”, que contiene un cierto
nimero de puntos de entrada especiales que necesitan ser efectivos en todo
momento. Un interesante aspecto sobre la cuestion es que, al encender el
ordenador, el procesador direcciona la posicion 0000, pero en ese momen-
to la RAM todavia no esta actualizada con los valores apropiados y es a
la ROM baja adonde acude realmente el procesador principal. Todo esto
se asegura por la inicializacion hardware de la matriz de puertas de video.

Algunos puntos del drea RST pueden ser accesibles por las instruccio-
nes RST del Z-80, pero el significado de esto ha sido modificado en el
sistema CPC, haciendo que estos puntos actilen como rutinas a las que
se accede con CALL desde la otra drea de rutinas de la RAM, que se
encuentra entre B900 y BAES. Esta drea sirve para un cierto numero de
propositos:

B900-B920 Contiene un bloque de saltos para acceso a rutinas de
la zona BA4A-BABI.
B921-B938 Contiene NC PRIORIDAD (véase “Rutinas de sucesos™).
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B939-B97B  Contiene el manipulador principal de interrupciones.
B97C-BA49 Contiene las entradas de las rutinas implementadas en

el 4rea RST.
BA4A-BAB1 Contiene las rutinas de control de la ROM y de copia.
BAB2-BAE8 Contiene rutinas de lectura de la RAM. ‘

Para simplificar la explicacién, la accién de las rutinas en B97C-BAES
se describird primero en términos de su funcidén y después se examinara
con detalle el codigo, para aquellos que quieran saber mds sobre su
funcionamiento. ' 3

El area RST

Las instrucciones RST del Z-80 son de la forma &C7+X, y se refieren
a una subrutina llamada en la direccion X. La direccion de retorno queda
almacenada en la pila. X puede ser 0, 8, &10, &18, &20, &28, &30 o &38.

Los sistemas CPC464 y CPC6128 amplian el significado de estas
instrucciones, haciéndolas rutinas de acceso en la RAM, lo cual modifica su
efecto considerablemente. l

RSTOO (codigo &C7): entrada localizada en 0000 y, como en el encen-
dido inicial, realizada una inicializacién completa. El codigo es inmediata-
mente colocado por la matriz de puertas de video con una salida de &89
en 7FXX; después hay un salto a 0580 para finalizar el resto de la
inicializacion (véase capitulo siguiente).

RSTO8 (codigo &CF): localizada en 0008. donde se efectiia un salto a
B982 de las rutinas de RAM. Los dos bytes que acompanan al cédigo
&CF son interpretados como una palabra de 16 bits de la siguiente forma:

Bits 0-13 Una direccion en la gama 0000-3FFF.
Bit 14 0 para activar la ROM inferior, 1 para inhibirla.
Bit 15 0 para activar la ROM superior, 1 para inhibirla.

T e R —

Se pone la condicidn especifica para la ROM vy se realiza un salto a la
direccion dada. Esta funcion, denominada INF SALTO, es una de las |
armas secretas que hacen practicable la conmutacion de memorias del
sistema, ya que el salto y el cambio de ROM aparentan ocurrir simulta-
neamente.

La entrada en 000B ejecuta un salto a B97C que esta entre las rutinas
de la RAM superior. Esta es la denominada SALTO HL, que es similar a
INF SALTO, excepto que la palabra 16 bits estd contenida en el regis-
tro HL.

La entrada en OOOE ejecuta un salto a la direccion definida por el
contenido del registro BC. Se conoce como SALTO BC, que simula la
funcion de JP(BC).
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Ninguna de estas dos entradas es accesible por una instruccion RST,
pero si pueden ser accesibles de la forma habitual con un salto o una
llamada CALL.

RST10 (&D7): localizada en 0010, donde se realiza un salto a BA16 en
las rutinas de la RAM superior. Esta implementa la funcion LLAMADA
LATERAL. Los dos bytes que siguen al codigo &D7 se leen como una
palabra de 16 bits y se interpretan de esta forma:

Bits 0-13 Se suman a CO00 para dar una direccion en el rango
CO000-FFFF.

Bits 14-15  Un nimero en el rango 0-3. Este se anade al nimero de
ROM primaria actual para determinar el nimero de
la ROM a la que se accede.

La ROM superior se activa, la ROM inferior se inhibe, se selecciona la
ROM superior requerida y se realiza un salto a la direccion especificada.
Esta funciéon simplifica el acceso por conmutacion entre un grupo superior
a cuatro ROM laterales (ROM a la que se accede no directamente, sino
con un pequeno rodeo), con nimeros consecutivos, permitiendo con ello la
expansion de programas hasta los 64K de memoria.

Debe observarse que si bien INF SALTO no deja direccion de retor-
no, y es un salto real. no una llamada, por otra parte LLAMADA
LATERAL guarda una direccion de retorno que apunta a la posicion
siguiente a los bytes que produjeron esta llamada, y es una llamada
CALL, no un salto. (Las direcciones de retorno dejadas por las construc-
ciones RST se utilizan para localizar los bytes caracteristicos.)

La entrada localizada en 0013 accede mediante un salto a BA10 de las
rutinas de la RAM superior. Esta es SALTO HL LATERAL, que se
parece a LLAMADA LATERAL, excepto que la palabra de 16 bits que
determina el salto estd contenida en el registro HL.

La entrada localizada en 0016 accede mediante un salto a la direccion
definida por el contenido del registro DE.

Estas dos instrucciones no son accesibles por medio de las instruccio-
nes RST.

RSTI18 (&DF): entrada localizada en 0018, desde donde se efectiia un
salto a B9BF contenida entre las rutinas de la RAM superior. Los dos
bytes que acompanan al codigo &DF se leen como una palabra de 16 bits,
que es una direccion que apunta hacia tres bytes caracteristicos. Los
primeros dos bytes caracteristicos dan la direccion de una entrada, y el
tercer byte es interpretado del siguiente modo:

&00 a &FB  Selecciona la ROM de este nimero: ROM superior acti-
vada, ROM inferior inhibida.

&FC No se cambia de ROM. ROM superior e inferior activa-
das.
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&FD No se cambia de ROM. ROM superior activada, la
inferior inhibida.

&FE No se cambia de ROM. Desactivada la superior, activa-
da la inferior.

&FF No se cambia de ROM. La superior y la inferior inhibi-
das.

Esta es la denominada LLAMADA, una funcion versatil que puede
acceder a casi todo.

La entrada localizada en 001B accede mediante un salto a B9BI de
las rutinas de la RAM superior. Esta es SALTO HL, que se parece a
LLAMADA, excepto en el hecho de que la direccion caracteristica esta
en el registro HL, mientras que el tercer byte esta en el registro C.

La entrada localizada en 001E accede mediante un salto a la direccién
definida en el registro HL.

Estas dos entradas no son accesibles por medio de las instruccio-
nes RST.

RST20 (&E7): entrada localizada en 0020, desde donde se efectiia un
salto a BACB, rutina contenida entre las de la RAM superior. Esta es
LAM RAM, la cual ejecuta una instruccion LD A(HL) con las ROM
inhibidas. Por esta razén puede emplearse para leer la RAM en cualquier
momento. El estado en el que la ROM se encontrara anteriormente es
restaurado después de la lectura.

La entrada localizada en 0023 accede mediante salto a B9B9 de las
rutinas de la RAM superior. Esta es la denominada LLAMADA HL, muy
parecida a LLAMADA, pero con la diferencia de que la direccién caracte-
ristica estd contenida en el registro HL.

RST28 (&EF): entrada localizada en 0028, desde donde se efectiia un
salto a BA2E en la RAM superior. Esta es SALTO ROM INFERIOR. Es
semejante a la usual instruccién C3XXXX, diferencidndose en que la ROM
inferior se activa antes del salto y se desactiva justo después del retorno.

LLAMADA LATERAL, SALTOHL LATERAL, LLAMADA vy
LLAMADA HL entran en la rutina llamada, con 1Y apuntando al area
de datos reservada en la RAM por la ROM seleccionada.

RST30 (&F7): es la entrada para RST usuario. Si se utiliza con la
ROM inferior activada, el contenido actual de C', que guarda los bits de
seleccién de la ROM actual, es transferido a (002B) en la RAM, la ROM
inferior queda entonces inhibida y la accién retorna a 0030, pero esta vez
en RAM. Si la ROM inferior ya estaba previamente inhibida, todo este
proceso es Innecesario.

El drea 0030-0037 de RAM se puede rellenar a voluntad para acceder a
rutinas especiales que cumplan los requisitos del usvario. Como en la
inicializacién 0030 en RAM contiene &C7, si accedemos a esta entrada sin
modificarla, provocaremos una reinicializacion completa del aparato.

RST38 (&FF): es el equivalente a la respuesta de interrupciones y no
esta disponible al usunario.



La entrada localizada en 003B es parte del proceso de manipulacién de
interrupciones. Si una interrupcion dura demasiado para tener su origen
en el sistema interno, se efectuara una llamada a 003B. Esta contiene
normalmente &C9 (instruccion de retorno), pero la RAM desde este punto
puede ser modificada para acceder a una interrupcion de usuario.

Algunas funciones que han sido descritas raramente seran utilizadas
por un tipico usuario; aun asi, constituyen una parte vital de los sistemas
CPC, los cuales no podrian trabajar sin ellas. Su accion se debera estudiar
con cuidado.

Rutinas RAM del bloque de saltos

El bloque de saltos situado al comienzo de la RAM superior ofrece
acceso a once funciones:

ACTIVA ROM SUPERIOR (U ROM ENABLE):
B900, BASE

La ROM superior seleccionada se activa. Al regreso de la rutina, el
registro A contiene el estado previo de ROM.

INHIBE ROM SUPERIOR (U ROM DISABLE):
B903, BA68

La ROM superior seleccionada se inhibe. Al regreso de la rutina, el
registro A contiene el estado previo de ROM.

ACTIVA ROM INFERIOR (L ROM ENABLE):
B906, BA4A

La ROM inferior se activa. La rutina regresa con A conteniendo el
estado previo de ROM.

INHIBE ROM INFERIOR (L ROM DISABLE):
B909, BA54

L

La ROM inferior se inhibe. La rutina regresa con A conteniendo el
estado previo de ROM.
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Estas cuatro rutinas son casi idénticas, tomando la forma general
siguiente:

Prohibe interrupciones

Selecciona los registros alternativos
A=G’

Modifica C’

ouT (C).C

Selecciona los registros normales
Habilita interrupciones

Retorno

La modificacion de C’ afecta al bit 2 para la ROM baja y al bit 3 para
la ROM alta. El bit relevante estard puesto a cero para activar y a uno
para inhibir. La salida efectuada se dinige al controlador de video. Observa
que se asume que B’ contiene &7F, byte superior de la direccion requerida
de E/S. Los contenidos de B solo se pueden cambiar partiendo de una
base temporal, es decir, mientras las interrupciones no estén permitidas y
no se realicen llamadas del sistema operativo.

RESTAURA ROM (ROM RESTORE): B9OC, BA72 .

Al comienzo, A debe contener los bits del estado requerido de la l
ROM, tal como se definio antes, proporcionados por las cuatro rutinas |
anteriores. Este estado se coloca entonces.

La rutina es similar a las cuatro primeras, excepto que los bits 2 y 3 de .
A son transferidos a C’, quedando los restantes bits de este 1ltimo registro !
inalterados. ,

SELECCIONA ROM (ROM SELECT): B9OF, BA7E

Al comenzar, C contiene el nimero de la ROM requerida. Esta ROM
es seleccionada y la ROM superior queda activada. Al regreso de la rutina '
llamada, C contiene el nimero de la ROM seleccionada antes de la actual I
y B contiene los bits de estado.

La rutina efecttia una llamada a ACTIVA ROM SUPERIOR; después I
salta a BA92, desde donde una operacion de salida de C hacia DFXX |
selecciona la ROM requerida. El nimero de la ROM se copia en (B1AR),
que mantendrd los datos de la ROM superior que se esté utilizando
actualmente. 1




ROM ACTUAL (CURR SELECTION): B912, BAA2

El registro A se carga desde (B1A8) con ¢l ntimero de la ROM actual.

TIPO ROM (PROBE ROM): B915, BAA2

Al comienzo, C contiene una direccion de la ROM seleccionada. A la
salida, A contiene el tipo de ROM, H contiene el namero de version de la
ROM vy L contiene el nimero de marca de la ROM. El byte que describe
el tipo se interpreta asi:

0 ROM primaria

1 ROM secundaria

2 Extension de la ROM primaria
&80 Es la propia del ordenador.

La rutina realiza una llamada a SELECCIONA ROM, para recoger
los datos de la ROM seleccionados, entonces A =(C000). HL =(C001/2).
ROM ANTERIOR viene a continuacion para restaurar la ROM presente
anteriormente.

ROM ANTERIOR (ROM DESELECT): B918, BA8SC

Al comienzo, C contiene el nimero de la ROM requerida y B contiene
el estado de dicha ROM. Normalmente, éstos dos datos han sido obteni-
dos por SELECCIONA ROM. La ROM especificada y su estado se
seleccionan mediante RESTAURA ROM y la rutina contenida en BA92,
que era utilizada por SELECCIONA ROM.

LDIR: B91B, BAA6
LDDR: B91E, BAAC

Estas rutinas permiten transferir datos desde la RAM a la propia
RAM, con la ROM temporalmente inhibida. Al comenzar, BC, HL y DE
deben estar inicializados como si fuera para una instruccion LDIR o una
LDDR.
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Las rutinas son bastante enrevesadas y Gnicamente se pueden seguir
observando como cambian los contenidos de la pila. Aqui viene presenta-
da la rutina LDIR. La rutina LDDR es casi idéntica:

BAAG6 CALL BAB2 Pila: X
BAAS LDIR Pila: X, BC’, BABF
BAAB RET Hacia BABF
BAB2 DI Pila: X, BAA9
EXX
POP HL! Pila; X HL'=BAA9
PUSH BC’ Pila: X,BC’
C'=C" OR &0C
OuT (C),C Inhibe ROMs
CALL BAC7 Pila: X, BC’
BABF DI Pila: X, BC’
EXX
POP BC' Pila: X
ouT (C.C’ Restaura ROM
EXX
El
RET Hacia X (Dado por la rutina que hizo
la llamada)
BAC7 PUSH HL’ Pila: X, BC’, BABF, BAA9
EXX
EIl
RET Hacia BAA9

Area de extensiones RST

Las rutinas utilizadas para implementar las funciones del drea RST son
complejas. ademas de dar muchos rodeos, pero es aconsejable revisarlas
con cierto detalle para que su accion quede claramente entendida. Estas
rutinas se examinardn en el mismo orden en el que aparecen en la RAM
superior.

INF SALTO HL (LOW PCHL): 000B, B97C

B97C DI
PUSH HL
EXX

&



POP DFE’
JP B988 Véase mas adelante

La palabra (16 bits) caracteristica es transferida de HL a DF'.

INF SALTO (LOW JUMP): RSTO08, B982

-~

\ B982 DI

EXX

POP HL' Direccién de retorno
DE'=(HL") Palabra caracteristica en DE’

B988 EX AF/AF’
A'=D’ Byte superior de la palabra
‘=D’ AND &3F DE’ contiene unicamente la direccién
RLCA
RLCA Bits 6, 7 a 0, 1

B990 RLCA
RLCA Bits 0, 1 a 2, 3
XOR C'
AND &0C Bits 2, 3 de A’ aislados
PUSH BC Guarda el estado anterior de la ROM
CALL B9AS Véase debajo
DI
EXX
EX AF/AF’
A'=C
POP BC’
AND 3
C'=C’' AND &FC
A'=A" OR C
JP B9A9

B9AS PUSH DE’ Enlaza con la rutina llamada
B9A9 OouT (C)C Activa segun estado previo
CLEAR CARRY’ Acarreo a cero
EX AF/AF’
EXX
El
RET

La manipulacién de las direcciones de retorno son de alguna manera
semejantes a aquellas observadas anteriormente en LDIR/LDDR. El pun-
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to crucial es si el ultimo bloque debe comenzar en B9A8 o en B9A9. Para
BY9AS, la direccion requerida de entrada se coloca en la pila, por lo que el
bloque regresard a la rutina llamada. Si se comienza en B9A9, se dejara la
direccion global de retorno en la pila. Por eso, el mismo bloque realiza dos
cosas totalmente diferentes.

La rutina es complicada por la necesidad de preservar los restantes bits
de C' mientras se manipulan los bits 2 y 3 para seleccionar el estado de la
ROM. Por otra parte, los bits 0 y 1 pueden ser modificados durante la
ejecucion de la rutina llamada, pero se deben incorporar de nuevo para
formar con los otros bits el byte de estado previo.

SALTO HL (FAR PCHL): 001B, B9B1

B9BI DI
EX AF/AF’
A'=C Numero de ROM
PUSH HL Direccion rutina
EXX
PO DE! Direccién rutina en DE’
JP B9CE Véase debajo

LLAMADA HL (FAR ICALL): 0023, B9B9

B9B9 DI
PUSH HL Puntero hacia palabra caracteristica _
EXX
POP HL' Puntero hacia HL'
JP B9C8 Véase debajo

LLAMADA (FAR CALL): RST18, 0018 B9BF

—— e

BO9BF DI

EXX

POP HL' Retorno del enlace

DE’'=(HL") Puntero

HL=HL +2

PUSH HL HL' Modifica retorno del enlace

EX DE'[HL HL’ contiene ¢l puntero l
B9C8 DE'=(HL) Direccion |

HL'=HL'+2

EX AF/AF’

A =HL Nimero de ROM '
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BOCE IF A'’> &FB THEN B9%0

B9D2 B =&DF
OUT (C)A’
B'=(B1A8)
(B1A8)=A’

PUSH BC’

PUSH 1Y

A'=A"—1

IF A6 THEN B9F2
HL'=BIAC+2sA’
1Y =(HL)

B9F2 B =&7F
A’=C’' AND &F3
CALL B9AS
POP 1Y

DI
EXX
EX AF/AF’

B'=&DF
OUT (C)A’
(BIA8)=A’
B'=&7F
A'=F

JP BY9F

Selecciona ROM
Numero de ROM anterior
Nuevo ntiimero de ROM

No es ROM secundaria

Direcciéon de espacio de trabajo
Restaura valor normal

Accede a rutina llamada
Restaura los contenidos an-
teriores

Guarda valor actual
Restaura antiguo valor
ROM anterior

Restaura ROM anterior
Observa ROM actual
Restaura valor normal
ROM que fue llamada
Véase arriba

SALTO HL LATERAL (S/IDE PCHL): 0013, BA10

BA10 DI
PUSH HL
EXX
POP DF’
JP BAIE

Palabra caracteristica

Palabra en DE'
Véase debajo

LLAMADA LATERAL (S/IDE CALL):
RST10, 0010, BA16

BA16 DI
EXX
POP HL’

Retorno del enlace




DE'=(HL") Palabra caracteristica
HL'=HL'+2
PUSH HL' Modifica retorno del enlace
BAIE EX AF/AF’
A'=D' Byte superior de la palabra
D'=D’ OR &CO Prepara direcciéon entre C000-FFFF
A'=A" AND &C0 Aisla los bits de seleccion de ROM
RLCA
RLCA Bits 6, 7 a 0, 1
A'=A"'+(B1IAB) Anade nimero de ROM primaria
JP B9D2 Véase arriba

SALTO ROM INFERIOR (FIRM JUMP):
RST28 0028, BA2E

BA2E DI
EXX
POP HL’ Apunta hacia la palabra caracteristica
DE'=(HL") Palabra caracteristica
C'=C" AND &FB Bit 2 a cero
OuT (C),C Activa ROM inferior
(BA3F/40)=DE' Modifica instruccion
EXX
El
BA3E CALL XXXX Direccién definida antes
DI
EXX
C'=C" OR 4 Bit 2 a uno
| OLT (C), € Inhibe ROM inferior
| EXX
l EI
| RET

Esta rutina implica la creacion de una instruccién en tiempo real, lo
cual no se aprecia por todos los programadores, pero funciona. Sin embar-
go, se pueden producir resultados confusos al desensamblar.

. LAM RAM: RST20, 0020, BACB

l‘ BACB DI
EXX
E=C Estado activo

s | k




" E'=E OR &0C
) OUT (C'), E Inhibe ambas ROM
1 EXX
A=(HL) Lee de la RAM
EXX
1 QUT (&), & Restaura el estado activo
' EXX
El
RET

La rutina final no tiene nombre, pero es una variacion de LAM RAM:

I
BADC EXX
| A=C' OR &0C
| OUT (C), A Inhibe ROM
| A=(IXy Lee RAM
m OUT (C), C’ Activa ROM
| RET

De esta manera no se altera E' y se utiliza IX como puntero en vez
de HL.

Comentarios

Un programador experimentado, echando un vistazo al contenido de
este capitulo, sacudiria amenazadoramente la cabeza. Su opinién inicial
seria que sobra mucha redundancia (jmenudo jaleo!), pero después de un
estudio completo llegaria a la conclusion de, que cada rutina es necesaria
para implemeéntar el sistema de almacenaje con todas sus posibilidades.
Un usuario que no observe este detalle encontrard que las rutinas hacen
que todo sea sencillo, y éste es el punto clave.

Por ejemplo, mientras el intérprete de BASIC esté trabajando, la ROM
superior debe estar activada, pero el programa BASIC estd almacenado
desde 0170 en adelante, bajo la ROM inferior. LAM RAM permite acceso
directo a esta drea de la RAM. con un minimo de molestia y complica-
cion. St se necesita una funcion de la ROM inferior, se puede llamar a
través del bloque de saltos por RST8 o RST28.

Las rutinas que han sido descritas forman la base del sistema operativo
CPC464 y CPC6128, una creacion alrededor de la cual se construye el resto
del sistema. Ahora podemos continuar examinando las partes mas altas y
directamente mas interesantes del edificio.
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El control
de la maquina

Definiéndolo por encima, este grupo de control es el responsable de
dirigir los periféricos hardware, aunque serd conveniente incluir el proceso
de inicializacion principal bajo este titulo, ya que estd referido ampliamen-
te a los de inicializacion de periféricos.

Muchas de las rutinas del grupo de control dependen de la accion de
otras rutinas de actualizacion de datos. Para entender por completo estos
datos, necesitas leer Programacion avanzada del Amstrad*, que ofrece todos
los detalles de los codigos de los periféricos. Unicamente se definiran aqui
los codigos mas esenciales. ‘

Reinicializacion principal

Al conectar el aparato, o como respuesta al cédigo de instruccion
&C7, se direcciona la entrada localizada en 0000. En el momento de la
conexion, la ROM inferior estd activada, pero, si se trata de una llamada
RSTO, el estado de la ROM carecerd de importancia, ya que en ese
momento esta zona de la RAM estara cargada con los mismos datos de la
ROM. Ya sea desde la ROM o desde la RAM, la primera accion. de-la
rutina de reinicializaciéon es introducir el byte &89 en la puerta de ordena-
cion de video, junto a una direccion 7FXX de E/S. Con esto se activa la

* Thomasson, Don: Programacion avanzada del Amstrad ( Descripeion de la ROM. Rutinas
y pardmetros). Anaya Multimedia, Madrid, 1985.

i




5

™ ——

- -

ROM inferior, aunque ya estuviese en ese estado, se inhibe la ROM
superior, y también se fija el modo 1. Ya no se efectuaran mds acciones
desde el area RST, y la rutina salta a 0580 para continuar la accién de
inicializacion.

Se prohiben las interrupciones y el byte &82 se envia junto a 7TFXX.
Esto fijarda la actuacion del PPI (interfaz periférico paralelo), imponiendo
como salidas los puertos A y C, y como entrada el puerto B. Enviando
F4XX y F6XX acompanadas del byte &00, se pondran a cero los puertos
A y C, mientras que enviando EFXX junto al byte &7F se consigue
inicializar la puerta de impresora. El bit 7 queda a nivel bajo y el resto de
los bits a nivel alto.

El controlador CRT se actualiza entonces. Existen dos valores alterna-
tivos para esta accion. Uno para una frecuencia de red de 50 Hz y el otro
para 60 Hz. El valor a utilizar esta determinado por el bit 4 de la puerta B
del controlador. Si este bit esta puesto a 1, se empleara el valor de S0 Hz,
mientras que el valor de 60 Hz se usara si el bit estd puesto a cero. El
valor de este bit se determina por la presencia de la conexién 4 con el
circuito principal de la impresora. Las tablas de este circuito se leen en
sentido inverso, lo cual puede ser un poco confuso al principio. Los
valores de salida oscilardn entre BCXX, que selecciona el registro a actua-
lizar, y BDXX, que realiza esa actualizacion.

A continuacion se llama a MC EJECUTA PROGRAMA situada en
060E con DE=065C y HL=0000. El contenido de DE apunta a la rutina
de pantalla que escribe el titulo de presentacion, y que es llamada en el
momento apropiado. El valor cero en HL significa que la ROM 0 comien-
za en C006. Normalmente aqui esta el intérprete de BASIC, a no ser que
una ROM externa responda al valor 0. C006 es el valor estandar utilizado
como punto de comienzo de la ROM superior.

Antes de discutir acerca de MC EJECUTA PROGRAMA, serd conve-
niente estudiar un programa que llama a esta rutina durante su ejecucion,
habiendo cargado primero los datos necesarios:

MC CARGA Y EJECUTA (MC BOOT PROGRAM):
BD13, 05DC

Al acceder a esta funcion, HL debe contener la direccion de una rutina
de carga, la cual debe estar diseiada de forma que regrese con el acarreo a
uno y la direccion de comienzo del programa en HL si la carga se efectué
correctamente, o con el acarreo a cero si la carga fallo.

La pila se inicializa con SP=C0000, siendo ésta la posicion habitual de
la pila. Se llama a REINICIALIZA SONIDO para silenciar al generador
de sonido. Se prohiben las interrupciones y se envia &FF al puerto F8FF,
requiriendo con ello que todos los dispositivos periféricos externos sean
reinicializados.




A continuacion se llama a NC REINICIALIZA NUCLEOQO para poner
a cero el darea B100-B1BF, salvando antes de esto el contenido previo de
(B1A9/B). (B1A9/A) contiene la direccion de entrada de la ultima ROM
primaria utilizada; este contenido es copiado en DE, mientras que (BIAB)
contiene el nimero de la dltima ROM primaria utilizada, siendo dicho
contenido copiado en B. (Observa que el nimero de la ROM actualmente
en uso estd contenido en (B1A8) y que no es preservado en esta ocasion.)
Si (B1AB) contiene &FF, la rutina regresara con C, D y E puestos a cero.

De regreso ya en rutina principal de CARGA y EJECUTA, HL es
restaurado con el valor que tenia al principio y DE, BC y HL son
entonces guardados en la pila. Se llama a TCL RE-INICIALIZACION
para inicializar el teclado; a continuacion se llama a TXT REINICIALI-
ZA para inicializar la pantalla de texto, asistida por una llamada a PNT
REINICIALIZA. Se llama después a ACTIVA ROM SUPERIOR para
hacer que la ROM superior entre en accion.

Se recupera HL de la pila, y se accede al programa cargado, que esté
definido por HL, mediante una pequefia y aislada subrutina que consiste
solamente en la instruccion JP (HL). BC y DE se recuperan entonces de la
pila.

Si la rutina de carga regresa con el acarreo a uno, entonces MC
EJECUTA PROGRAMA se inicia en 060B. En caso contrario, se inter-
cambian DE y HL, poniendo la direccion obtenida por NC REINICIALI-
ZA NUCLEO en el registro HL, C=B, y MC EJECUTA PROGRAMA
se inicia en 060E con DE=06E8, que es la direccion de comienzo de una
rutina que informa “LOAD FAILED” (fallo en la carga del programa). La
ROM anteriormente seleccionada se direcciona entonces y a ella se le deja
} el control.

MC EJECUTA PROGRAMA
(MC START PROGRAM): BD16, 060B

Si se utiliza la direccion normal de entrada a esta funcion, esto es,
060B, entonces DE es cargado con 0726 (apuntando a una instruccion de
retorno), pero también es posible comenzar en la direccion O60E, con DE
apuntando a una subrutina que se ejecutara en la Gltima parte de la rutina
EJECUTA PROGRAMA. En ambos casos, HL debe contener la direccion
de comienzo del programa y C debe contener el nimero de la ROM a
emplear, aunque este contenido pueda ser irrelevante en caso de que HL
apunte a un area de la RAM.

Se prohiben las interrupciones y se selecciona el modo 1 de interrup-
ciones. Los registros alternativos BC, DE y HL se introducen en la accion.

Una salida de 0 en la direccion DFXX selecciona la ROM 0 superior,
y una salida del byte &FF, junto a la direccion F8XX de EJS, reinicializara
los periféricos externos. El espacio de trabajo comprendido entre B100 y
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B8FF se pone a cero, y la puerta de ordenacion de video recibe una salida
de &89 con la direccion TFXX. (Modo 1 activa ROM inferior e inhibe la
superior.) Los registros normales BC, DE y HL son de nuevo selecciona-
dos. Con esto se fijan las condiciones iniciales requeridas por el sistema de
interrupciones.

La pila se actualiza de nuevo con C000, su estado base, y los registros
HL, BC y DE se guardan en la pila. Una serie de llamadas posteriores
realizan la inicializacion principal.

En 0044, se copian las rutinas de RAM desde la ROM, con una
llamada a NC REINICIALIZA NUCLEO. A continuacion:

RESTAURA BLOQUE SALTOS que reinicializa las entradas de este
bloque.

NC INICIALIZACION que reinicializa el teclado.

REINICIALIZA SONIDO para el sistema de sonido.

TXT INICIALIZA inicializa la unidad de video (VDU) para texto.

GRA INICIALIZA inicializa la unidad de video (VDU) para gréficos.

CAS INICIALIZA para el sistema del cassette.

MC INICIALIZA IMPRESORA que estandariza el sistema de impre-
sora.

PNT INICIALIZA que se encarga del control de pantalla.

Los detalles de estas rutinas serdn examinados en la seccién correspon-
diente, pero se puede decir que todo —o casi todo— es llevado a su
estado bésico. Esto puede ser molesto para alguien que quiera una actuali-
zacion de condiciones no estandar, pero tiene la gran ventaja de que cada
programa comienza sobre una misma base.

Después de todas estas llamadas, se activan las interrupciones, y se
llama la rutina definida al comienzo en DE. Esta puede ser la que presenta
en la pantalla el titulo inicial, o un mensaje load failed como el definido
anteriormente. El programa principal recupera entonces BC y HL de la
pila y efectiia un salto a 0077, que es la entrada actual de la rutina. Esta
rutina clave no es accesible por medio del bloque de saltos, lo que podria
ser muy util, debido a que, segiin la concepcion del sistema, se requiere
una reinicializacion completa antes de comenzar ningin programa.

Si HL contiene 0000, ejecuta la entrada prescrita para omisiones y
localizada en la direccidén C006 de la ROM 0; en otro caso, se ejecutara la
direccion de la entrada definida por HL de la ROM indicada por el
contenido de A.

0077 Si HL=0000, HL=C006, A=0 Valor para omisiones

(BIAB)=A Nimero de ROM

(B1AB)=A Byte caracteristico
(B1A9/A)=HL Direccion caracteristica
HL=ABFF Valor inicial de HIMEM
DE=0040 Valor inicial de la direccion




mas baja donde se pueden
guardar programas.
BC = BOFF Tope de la memoria utilizable.

Una LLAMADA con DF A9 Bl accede a la rutina.
Al regreso, se ejecuta una reinicializacion completa desde 0000.

Con esto se completa la rutina MC EJECUTA PROGRAMA, aparte
de las rutinas llamadas al final:

065C: desde donde se llama a 0712, que lee el puerto B, de la que se
toman los bits 1-3, que son determinados por las conexiones. De acuerdo
con el tipo de conexidn realizada, en la pantalla se anuncia que el nombre
del aparato es uno de los siguientes:

Arnold Amstrad Orion
Schneider Awa Solovox
Saisho Triumph Isp

La salida actual a la pantalla es manipulada por 06EB, que también es
llamada con HL=066D para sacar el resto del titulo, y, finalmente, con
HL=0693 para completar la presentacion.

El conjunto 06E8 con HL =06F4 apuntan al mensaje “***PROGRAM
LOAD FAILED#x=",

El contenido de la entrada en O6EB es el siguiente:

06EB A=(HL)
HL=HL+1
Si A=0 entonces regresa
CALL TXT SALIDA
JP 06EB

Rutinas de impresora

El acceso a la puerta de la impresora se obtiene mediante un pequerno
grupo de rutinas muy relacionadas.

MC INICIA IMPRESORA (MC RESET PRINTER):
BD28, O7E6

Es la indireccion para la entrada situada en BDFI, MC ESPERA
IMPRESORA Yy se reinicializa para acceder a 07F8. Esto cancela cualquier
cambio que haya sido efectuado para obtener un controlador alternativo
1 de la impresora.
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MC IMPRIME CARACTER (MC PRINT CHAR):
BD2B, 07F2

BC se guarda en la pila a la vez que se efectia una llamada a MC
ESPERA IMPRESORA localizada en BDFI.

MC ESPERA IMPRESORA (MC WAIT PRINTER):
BDF1, 07F8

BC se carga con (0032), actuando como contador de retardo. Se efectiia
una llamada a MC IMPRESORA OCUPADA, y si al regreso de ésta el
acarreo estd a cero, entonces la rutina salta a MC ENVIA CARACTER.
Esto significa que la impresora no est4 ocupada.

Si el retorno se efectia con el acarreo a uno, la rutina volverd a repetir
la llamada estableciéndose un bucle. En total, la llamada se ejecutard
12.800 veces antes de abandonar y regresar con el acarreo a cero para
indicar el fallo. Esto te da un amplio margen de tiempo para poner la
impresora en la linea si habias olvidado hacerlo.

MC ENVIA CARACTER (MC SEND PRINTER):
BD31, 0807

BC, conteniendo el retardo, se guarda en la pila y A AND &7F se
envia a la puerta de la impresora en la direccion EFXX. Con ello se pone
al bit STROBE a nivel bajo. Después se envia A OR &80 a la misma
direccion, lo que hara ponerse a nivel alto al bit STROBE. Finalmente, A
AND &7F es enviado de nuevo para poner a nivel bajo la linea STROBE.
Durante el altimo par de envios, se inhiben las interrupciones para evitar
el riesgo de una duracion excesiva de la senal STROBE. BC es recuperado,
el acarreo es puesto a 1, y la rutina retorna.

MC IMPRESORA OCUPADA (MC BUSY PRINTER):
BD2E, 081B

BC, conteniendo la cuenta del retardo, es guardado en la pila y A es
transferido al registro C. Entonces se carga A con una entrada del puerto
B en F5XX, y el bit 6, que es la linea BUSY (ocupada) de la impresora, es
transferido al bit de acarreo. A es restaurado desde C, BC es recuperado
de la pila y se efectiia el retorno de la rutina.

|



Este es un buen momento para recordarte cudl es la diferencia clave
entre las entradas del bloque de saltos principal y las indirecciones. Aparte
de la preservacion de BC en el primer caso, BD2B y BDF1 parecen tener
el mismo efecto, pero BD2B activa la ROM inferior, y BDFI no lo hace.
La utilidad de hacer a BDF1 una indireccion, es simplificar las llamadas a

‘ controladores alternativos, pero hacer esta llamada con la ROM inferior
inhibida puede provocar un caos. Sin embargo, si la indireccién ha sido
' alterada para llamar a una rutina en la RAM, este caos no se producira.

Otras rutinas MC

MC BORRA TINTAS (MC CLEAR INKS):
BD22, 0786

BC y DE se guardan en la pila y BC=7F10 forma una direccion de la
matriz de puertas de video. Se llama a 07AB (véase debajo).

En 0790, se vuelve a llamar a 07AB otra vez. DE es decrementado y, si
al regreso de 07AB el bit Z esté puesto a cero, se inicia un bucle volviendo
a 0790. En caso contrario, BC y DE son recuperados y la rutina retorna.

Como en 07AB se incrementa DE, el contenido de este registro perma-
nece igual durante la ejecucion del bucle.

MC ASIGNA TINTAS (MC SET INKS): BD25, 0799

Esta rutina es idéntica a MC BORRA TINTAS, excepto en que se
omite el decremento de DE. Con ello se permite el incremento de DE en
07AB.

En O7AB se fija el puntero de la paleta de la matriz de puertas de
video mediante una instruccion OUT (C),C. Después se envia a este
mismo puerto la combinacion A=(DE) AND &1F OR &40 para poner
dicha paleta de tintas como entrada. DE y C son incrementos, y si
C=&10 el bit de cero (Z) se coloca a uno. La rutina regresa entonces.

Las rutinas anteriores precisan comenzar con DE apuntando a una
entrada en la tabla de colores, la cual sera discutida posteriormente. MC
BORRA TINTAS coloca todas las entradas de la paleta a un mismo
color; MC ASIGNA TINTAS coloca las entradas de la paleta segiin la
tabla de colores.
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MC ESPERA BARRIDO (MC WAIT FLYBACK):
BD19, 07BA

AF y BC se guardan en la pila, y se prepara el acceso al puerto B
haciendo B=&F5. Se toma un byte de entrada del puerto, y el bit de
acarreo toma el valor del bit 0 de esta entrada. Esta operacion se repite
hasta que el acarreo resulte ser uno, lo que indicard que ha finalizado el
barrido de la pantalla. BC y AF son entonces recuperados y la rutina
regresa.

Esta rutina permite retrasar cualquier accién sobre la pantalla hasta
que finalice la reproduccién de la nueva (0 misma) imagen.

MC OFFSET PANTALLA (MC SCREN OFFSET):
BD1F, 07C6

Al comienzo, A debe contener el byte superior de la base requerida de
pantalla, que estd contenido en (BICB) y es colocado alli por PNT
IMPONE BASE RAM. El par HL debe contener el desplazamiento de
pantalla respecto a la base, como el contenido en (B1C9/A).

e BC se guarda en la pila.

e C=A/4 AND &30.

e A=H/2 AND 3 OR C.

» Salida de &0C a BCXX para seleccionar el registro 12 del controla-
dor CRT.

e Salida de A a BDXX para actualizar este registro.

e Salida de &0D a BCXX para seleccionar el registro 13 del controla-
dor CRT.

e HL=HL/2.

e Salida de L a BDXX para actualizar este registro.

® BC es recuperado.

® Retorno.

Este es un ejemplo de una rutina MC que ayuda a implementar una ru-
tina en otra parte, ajustando el hardware segun los ajustes del software. Los
valores fijados pueden parecer extraflamente distorsionados, hasta que la
seccion de la pantalla haya sido leida.

MC MODO PANTALLA (MC SET MODE):
BD1C, 0776

Al comienzo, A debe contener el nimero requerido para el modo. Si el
contenido de A excede de 2, la rutina finalizarA.
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Los bits 0 y 1 de A se copian en los correspondientes bits de C', y
entonces C’ se envia a 7FXX, la matriz de puertas de video.

Puede producirse una seria confusion si esta funcion no fue ejecutada
después de un cambio de modo software. El hardware y el software deben
mantenerse en buenas relaciones para que todo funcione.

MC REGISTRO SONIDO (MC SOUND REGISTER):
BD34, 0826

La rutina transfiere datos a los registros del generador de sonido. Los
datos se transfieren a través del puerto A del PPI, mientras que la
interpretacion de los datos se controla por los bits 6 y 7 del puerto C, de esta

forma:
Bit 6 Bit 7
0 0 Inactivo
0 1 Escribe en el registro
1 0 Lee del registro
1 1 Seleccion de registro

Al comienzo de esta rutina, A debe contener el numero de registro y
C debe contener el dato. Las interrupciones son inhibidas.

A es enviado a F4XX El puerto A especifica el registro
A se carga desde F6XX Entrada puerto C

A=A OR &CO Bits 6 y 7 a uno

A es enviado a F6XX Selecciona registro

A=A AND &3F Bits 6 y 7 a cero

A es enviado a F6XX Inactivo

C es enviado a F4XX Puerto A especifica el dato
C=A

A=A OR &80 Bit 7 a uno

A es enviado a F6XX Escribe en el registro

C es enviado a F6XX Inactivo

Interrupciones permitidas

Retorno

Esta rutina sélo maneja envios o salidas al generador de sonido. Las
entradas a través del teclado se manipulan en otra parte.

Con esto se completa el estudio de las rutinas de control de la ma-
quina.
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El nucleo

Las rutinas del nicleo se encargan de las interrupciones y de los
sucesos que deben ocurrir cada cierto tiempo. Son bastante complejas y
enrevesadas, pero es necesaria su comprension para toda persona que
desee utilizar a fondo el sistema CPC464 y CPC6128. Lo mejor sera empezar
viendo rapidamente por encima la disposicion del sistema.

La matriz de puertas de video genera un pulso de interrupcion cada
1/300 segundos, o para ser mas precisos, cada 52 barridos horizontales del
haz de pantalla. Esto significa un intervalo de 64%52=3328 microsegun-
dos.

El procesador responde al pulso de interrupcién con un salto a la
direccion 0038, desde donde se efectia un salto al manipulador primario
de interrupciones, situado entre las rutinas de la RAM en BY39. El mani-
pulador primario llama a un secundario situado en ROM en la direccion
00B1, y lo primero que éste hard serd actualizar el contador de tiempo.
Después, y si los hay, se encarga de los sucesos asociados sincronamente
con el barrido de pantalla y, finalmente, llamara a la rutina de interrup-
cion del sistema de sonido. Estas son las funciones de las interrupciones de
“temporizacion rapida”.

En cinco de cada seis casos, la rutina secundaria finaliza y regresa,
completdndose asi el proceso de manipulacion. Pero en uno de cada seis
casos la accién continua para dar servicio a las interrupciones de “tempori-
zacion lenta”, que nominalmente ocurren cada 1/50 segundos. En este caso,

45




—_——_____

el manipulador principal llama a otro manipulador secundario, localizado
en ROM en la direccion 010A.

Debido a que las interrupciones se producen tan frecuentemente, es
esencial que sean manejadas tan rédpidamente como sea posible, ya que
este tiempo se estd robando a las rutinas principales que se estén ejecutan-
do en ese momento. Incluso asi, no siempre hay tiempo para completar ~
todas las acciones preestablecidas antes de que tenga lugar la siguiente
interrupcion. Por ello se hace un pequefio almacén provisional para aque-
llas acciones que hayan tenido que ser abandonadas ante la imposibilidad
de su realizacion.

Existe un almacén provisional para el manejo de interrupciones espe-
ciales del usuario, pero eso lo veremos més adelante.

La mayoria de las acciones inducidas por interrupciones son Sucesos,
cada uno de los cuales estd identificado por un bloque de sucesos que
define sus caracteristicas y la direccion de la rutina que los implementa.
Los sucesos pueden ligarse a la temporizacion rdpida, a la temporizacion
lenta o a las interrupciones asociadas con el barrido de pantalla. Incluso
pueden ser activadas por el programa principal.

El controlador de interrupciones

MC EJECUTA PROGRAMA selecciona el modo 1 de interrupciones,
lo que significa que el procesador responde a la interrupcidn, poniendo en
la pila la direccion de la siguiente instruccion a ejecutar y saltando segui-
damente a 0038, desde donde se salta a B939 en las rutinas de la RAM.

El primer requisito para un controlador de interrupciones es preservar
el contenido de los registros del procesador, de forma que la rutina
interrumpida pueda continuar cuando el controlador haya completado su
labor. Comitnmente esto se lleva a cabo poniendo en la pila el contenido
de cada uno de los registros, pero los CPC464 y CPC6128 utilizan un método
mas rapido, que consiste en conmutar los registros alternativos, al menos
inicialmente. Aqui comienzan una especie de ejercicios gimnasticos.

Primero se selecciona AF'. Si el acarreo alternativo C’ estd puesto a 1,
la rutina salta a B970. El sistema ya estd en ¢l curso de la interrupcion y
se necesita una accion especial, como se explica mas adelante. Si C' se
encontraba a cero, entonces se pone en actividad a BC', DE' y HL; para
preservar el estado de la ROM actualmente activa se hace A’=C' y se
pone el acarreo C’ a uno.

Las interrupciones se habilitan brevemente mientras se selecciona AF.
Este es el anico escaso periodo de tiempo durante la ejecucién del contro-
lador en el que se puede introducir una segunda interrupcion. Esto ocurre
44 ciclos de reloj después de que la interrupcion tenga lugar, es decir, 13
microsegundos. Si la interrupcién original esta todavia activa, querra decir
que no procede de la matriz de puertas de video; por tanto, se trata de




una interrupcion del usuario. Como el acarreo C' estd a uno, tendré lugar
el salto a B970 mencionado anteriormente. Después veremos las conse-
cuencias de esto.

AF se guarda ahora en la pila para conservar su contenido y el bit 2
del registro C’ se pone a cero, de forma que la siguiente instruccion OUT
(C'), C' activard la ROM inferior. Con esta accién ya es posible llamar a
00BI en la ROM. Alli se encuentra el primer manipulador secundario.

En 00BI, se decrementa el contador de tiempo situado en (B187/B).
Después se toma un byte de entrada desde F5XX (puerto B). Si el bit 0
estd a uno, es un tiempo de barrido de pantalla y, si hay algin suceso
asociado sincronamente al barrido de pantalla, éste sera atendido median-
te una llamada a 0153 con HL=(B1BC) (véase “Sucesos”).

Si hay algiin suceso en la lista de la temporizacién rdpida, serd enton-
ces atendido llamando a 0153 con HL =(BI18E). Esto completa las accio-
nes que ocurren 300 veces por segundo.

Ahora se decrementa el contador situado en (B192), y si el resultado es
distinto de cero, la rutina retorna. En caso contrario, (B182) se reinicializa
a 6 y son ejecutadas las acciones de temporizacién lenta.

Primero se llama a la rutina de exploracion de teclado (véase “Monitor
de teclado™). Después se comprueba la lista de sucesos de temporizacion
lenta. Si no estd vacia, el bit 6 de (B104), que es un byte que actiia como
flag, se pone a uno. La rutina regresa entonces.

De vuelta en el controlador principal, se llevan a cabo unos cuantos
juegos malabares. El acarreo se pone a cero y se convierte en acarreo
alternativo mediante EX AF,AF'. El registro A contiene ahora el estado de
la ROM anterior, que se copié al principio de la rutina desde C' y se
introdujo en A". C'=A" y B=&7F, que es su valor usual.

Si (B104)=0 o si (B104) es negativo, la rutina saltard a B96A. En otro
caso, A=C" AND &0C y se guarda AF en la pila. Se pone a cero el bit 2
del registro C'. Se seleccionan los registros normales BC, DE y HL y se
llama a 010A para ejecutar los sucesos de temporizacion lenta. Después se
trae de nuevo a la accién a los registros alternativos BC’, DE' y HL". Con
POP HL cargamos H con el valor que antes contenia A, después, median-
te C'=C" AND &F3 OR H, formamos el valor correcto, que es utilizado
para restaurar el estado de la ROM, tal y como estaba antes de la
interrupcion.

Por un camino o por otro, llegamos finalmente a B96A. Restauramos
entonces el estado previo de la ROM mediante OUT (C'),C'. Reselecciona-
mos los registros normales BC, DE y HL, y recuperamos AF de la pila.
Las interrupciones quedan habilitadas y la rutina regresa, reanuddndose
asi la acciéon de la rutina interrumpida.

Pero, ;qué hay de esa accioén especial que tiene lugar si el acarreo C' se
encuentra a uno? La rutina en B970 parece un poco extrafa:

B970 EX AF,AF’ Cancela el cambio anterior
POP HL HL', para ser exactos
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PUSH AF

SET 20

ouT (O)C Inhibe la ROM inferior

CALL 003B Entrada para interrupciones del usuario
P B9%4B Sigue la llamada O0OBI.

Los registros alternativos estdn en uso, habiendo sido seleccionados
por el controlador principal. POP HL’ quita la direccion de retorno para
la segunda interrupcion, como si no fuera necesaria. PUSH AF guarda el
par AF normal. Después de llamar a la direccion 003B de la RAM, la
rutina principal es introducida inmediatamente después de la llamada a
00B1.

Un controlador empleado por el usuario no debe hacer uso de EXX o
EX AF,AF’, ya que los registros principales que no se usan estdn guardan-
do datos del programa interrumpido. Respecto a los registros en uso
activo, HL' ya ha sido alterado, mientras que el contenido de BC’ debe ser
preservado. DE’ no parece contener datos de importancia, pero, si se
utilizan IX o 1Y, deberian ser guardados primero en la pila.

Para acciones complicadas, existe una sugerencia oficial que dice que ,
los controladores del usuario deberian estar “anidados”, llamandose uno a i
otro si la interrupcion no es asunto propio de cada uno. Esto permite a
las unidades externas actualizar sus controladores en el orden que ellos
quieran; sin embargo, si se llega a este punto de complejidad, el control de
la situacion puede escaparse de las manos a cualquiera.

Un requisito especifico e importante es que el manipulador de inte-
rrupciones debe saber aclarar el motivo y la fuente de la interrupcion.

EL sistema de sucesos

La clave del sistema de sucesos es el bloque de sucesos, el cual presenta
el siguiente formato:

Bytes 0, 1 Cadena de enlace

Byte 2 Cuenta

Byte 3 Clase f
Bytes 4, 5 Direccion de la rutina i
Byte 6 Numero de la rutina g

Bytes 7 en adelante Campo de usuario.

La cadena de enlace se utiliza para combinar un numero de bloques de
sucesos en una lista, haciendo que cada enlace apunte al siguiente bloque
de suceso. El ultimo bloque de la lista tiene el byte 1 con el valor cero.
Esto se estudiara después con mas detalle.

“Cuenta” es un archivo de los requisitos mas relevantes para la ejecu-
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cion. En este sentido, puede contener cualquier valor entre 0 y 127
Cuando un suceso no es atendido, cuenta es incrementada (pero no més
alld de 127), y cuando se ejecuta la rutina, cuenta es decrementada. Sin
embargo, si cuenta tiene un valor negativo, el suceso se inhibe y cuenta
permanecerd inalterada por ejecuciones o por inatenciones.

Clase define el tipo de suceso. El codigo empleado es:

Bit 0 0; la rutina puede alcanzarse por una “direccion cercana”;
esto es, por un simple salto.
1; se trata de una “direccién lejana”™ que incluye la seleccién

de una ROM.
Bits 1-4 Prioridad (iinicamente para sucesos Sincronos)
Bit 5 0
Bit 6 0; suceso normal
1; suceso urgente
! Bit 7 0; suceso sincrono

1; suceso asincrono

La direccién de entrada de la rutina y el nimero de ROM nos senala

# el acceso a la rutina que se debe llamar para implementar el suceso. El
nimero de ROM serd ignorado si se especifica “direccién cercana™.

Para sucesos normales, el paso se marca incrementando Cuenta, pero

los sucesos urgentes son ejecutados inmediatamente. Es importante que

éstos sean lo mds breves posible. Los sucesos asincronos son ligados a

interrupciones, mientras que los sincronos son llamados desde el programa
'1- principal.

El bloque de cada suceso debe estar contenido en la RAM; de esta
forma, su contenido puede ser ajustado. Ademds, debe estar en la parte
central de la RAM, de manera que sea accesible siempre gue se necesite.

El campo de usuario que comienza a partir del byte 7 se debe emplear
para contener todos aquellos pardmetros que sean importantes para la
funcién del suceso.

Un bloque de un suceso se inicializa con esta rutina:

NC INICIALIZA SUCESO (KL INIT EVENT):
BCEF, 01D2

Al comienzo, HL debe contener la direccion en donde se va a iniciali-
zar el bloque del suceso. DE debe contener la direccion de entrada de la
rutina asociada, B contendra el byte de clase y C debe contener el nimero
de la ROM que contiene a la rutina asociada.

Enlace de cadena no se inicializa en esta etapa, y Cuenta se pone a
cero. El resto de las entradas se inicializan a partir de los datos dados.
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Es aconsejable mantener escritas en una nota las direcciones de los
bloques de sucesos, ya que éstos no son faciles de localizar una vez que
han sido inicializados.

Una vez que el bloque ha sido establecido, se deberd enlazar con el
resto del sistema. Esto se puede conseguir por diferentes caminos:

NC SUCESO (KL EVENT): BCF2, 01E2

Si se llama a NC SUCESO con HL conteniendo la direccién del
bloque del suceso, el suceso serd “inatendido”, dependiendo del resultado
de la comprobaciéon de su estado.

Si cuenta es negativo, la rutina regresard, sin que se lleve ninguna
accion a cabo. Si cuenta estd en el rango 0-126, se incrementa, pero si es
127, la rutina regresard; ya hay demasiadas peticiones importantes. (Como
ayuda al diagnoéstico, un caso de cuenta=127 es una clara indicaciéon de
que el sistema de interrupciones estd sobrecargado.)

Si la rutina no ha regresado, se chequea la clase. Un suceso sincrono se
enlaza en la lista de sincronos; un suceso normal sera anadido a la lista de
inatendidos, y un suceso urgente serd implementado inmediatamente.

Los sucesos de la lista de “inatendidos™ serdn ejecutados en la siguiente
interrupcion de temporizacion répida. Esta lista se construye haciendo que
cada cadena de enlace apunte al siguiente bloque de sucesos; el primer
enlace estara contenido en (B100/1). Para la lista de sucesos sincronos, el
primer enlace estara en (B193/4). Si el byte superior del primer enlace esta
a cero, la lista est4 vacia.

Existen otras listas de sucesos asociados con la temporizacion rapida,
con la lenta, o con las interrupciones del barrido de pantalla. Las funcio-
nes mas importantes son:

NC NUEVO SINCRONO BARRIDO
(KL NEW FRAME FLY): BCD7, 0163

A su entrada, HL debe contener la direccion en donde se va a iniciali-
zar el nuevo bloque asociado al barrido de pantalla. Este consiste en un
bloque de sucesos precedido de dos bytes utilizados como cadena de
enlace. No se emplea la cadena de enlace habitual de los bloques de
sucesos. Los otros pardmetros requeridos para NC INICIALIZA SUCE-
SO también se aplican aqui. Primero se crea el bloque del suceso y
después se enlaza con la lista de sucesos asociados al barrido de pantalla.

El primer enlace de esta lista estd contenido en (B18C/D).

|
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NC ANADE SINCRONO BARRIDO
(KL ADD FRAME FLY): BCDA, 016A

A su entrada, HL debe contener la direccion de un bloque de sucesos
ya existente, menos dos. El suceso en cuestién serd afnadido a la lista de
\ sucesos asociados al barrido de pantalla.

NC BORRA SINCRONO BARRIDO
(KL DEL FRAME FLY): BCDD, 0170

A su entrada, HL debe contener la direccion de un bloque menos dos.
El suceso sera eliminado de la lista si éste estd en primer lugar.

Una vez que un suceso ha sido enlazado en una lista de interrupcion,
sera inatendido cada vez que ocurra dicha interrupcion.

Las tres llamadas relativas a las interrupciones de temporizacion rapi-
da son directamente anélogas a las interrupciones asociadas al barrido de
pantalla,

NC NUEVO SINCRONO RAPIDO
(KL NEW FAST TICKER): BCEO, 0176

NC ANADE SINCRONO RAPIDO
. (KL ADD FAST TICKER): BCE3, 017D

i NC BORRA SINCRONO RAPIDO
(KL DEL FAST TICKER): BCE6, 0183

El primer enlace de la lista de temporizacion rapida est4 contenido en
(B18E/F).

Los bloques de temporizacién lenta son mas complejos, requiriendo
seis bytes que anteceden a un bloque normal de sucesos:

Bytes 0, 1 Cadena de enlace de la temporizacion lenta
Bytes 2, 3 Cuenta de la temporizacion
Bytes 4, 5 Recarga de cuenta.
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La interrupcién de temporizacion lenta ocurre nominalmente 50 veces
por segundo. La cuenta de temporizacién es entonces decrementada, pero
ninguna accién se llevara a cabo hasta que la cuenta valga 1. Cuando esto
ocurra, se ejecutara el suceso asociado y la cuenta volvera a inicarse con el
contenido de recarga de cuenta. Si recarga de cuenta es cero, el suceso solo
se atendera una vez, ya que, si cuenta es cero, el suceso queda inhibido.
Por otra parte, el suceso puede llamarse a intervalos, incluso algo superio-
res a los 21 minutos.

El primer enlace de la lista de temporizacién lenta estd contenido en
(B190/1).

NC ANADE SINCRONO LENTO (KL ADD TICKER):
BCE9, 01B3

A su entrada, HL debe contener la direccion del bloque del suceso
menos seis, DE debe contener la cuenta inicial y BC contendré la recarga
de cuenta. El suceso se afiade a la lista de temporizacién lenta (no existe
ninguna funcién para crear un suceso y anadirlo a la lista a la vez).

NC BORRA SINCRONO LENTO (KL DEL TICKER):
BCEC, 01C5

A su entrada, HL debe contener la direccion del bloque del suceso
menos seis. El suceso se elimina de la lista de temporizacién lenta.

Observa que la eliminacion de un suceso de una lista deja intacto al
blogue del suceso y que éste puede ser devuelto a la lista posteriormente si
fuera necesario.

NC IGNORA SUCESO (KL DISARM EVENT):
BDOA, 028E

Al comienzo, HL debe contener la direccion de un bloque de sucesos.
El byte de cuenta del bloque se hace negativo, de forma que el suceso
queda desactivado indefinidamente.
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Sucesos sincronos

Los sucesos sincronos se manipulan de manera algo diferente: los
sucesos se disponen en la lista de sincronos segiin su orden de prioridad.
El primer enlace de la lista esta contenido en (B193/4) y el nivel actual de
prioridad se almacena en (B195).

NC REINICIALIZA SINCRONOS (KL SYNC RESET):
BCF5, 0228

Con esta rutina se pone a cero el contenido de (B194/5) indicando que
la lista estd vacia y poniendo al cero como nivel de prioridad.

NC BORRA SUCESO (KL DEL SYNCHRONOUS):
BCF8, 0285

A su entrada, HL debe contener la direccion de un bloque de sucesos,
que serd eliminado de la lista de sucesos sincronos. Se llama a NC
IGNORA SUCESO para hacer negativo el byte cuenta y que la cadena de
enlace que apunta hacia este bloque pase a apuntar al siguiente suceso de
la lista. Si no hubiese ninglin suceso despué¢s del eliminado, el byte supe-
rior del enlace se pondrd a cero.

Para los sucesos sincronos no-urgentes, los bits 5-7 del byte “clase”
estdn a cero; de esta forma, el valor de clase depende solo de los bits de
prioridad 1-4 y del bit de tipo de direccién, bit 0. Cuando NC SUCESO
encuentre que se trata de un suceso sincrono, la subrutina de atencion a
sincronos serd llamada inmediatamente. Esta exploraré la lista de sucesos
sincronos hasta alcanzar el final o hasta que el byte de clase de un suceso
listado sea menor que el byte de clase del nuevo suceso, lo cual significa
que el nuevo suceso tiene mayor prioridad.

Sea el suceso N de la lista, el suceso anterior, N-1, tendra a su cadena
de enlace apuntando al bloque del suceso N. Esta se modifica de forma
que apunte hacia el nuevo suceso, mientras que la cadena de enlace del
nuevo suceso toma el valor que antes contenia la cadena de enlace del su-
ceso N-1. El bloque del nuevo suceso se inserta de este modo en la lista,
atendiendo a su prioridad.

NC BORRA SUCESO realiza este proceso cambiando los enlaces, de
forma que se evite el blogue del suceso borrado.
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NC SIGUIENTE SUCESO (KL NEXT SYNC):
BCFB, 0256

Esta funcion revisa la lista de sucesos sincronos en busca de alguna,
con una prioridad mayor que la que contiene (B195). Si no se encuentra
ninglin suceso asi, la rutina regresara con el acarreo a cero.

Si se identifica algun suceso adecuado, la rutina regresara con el
acarreo a uno, HL contiene la direccion del bloque del suceso y A
contendra la prioridad del suceso (clase), que también se almacena en
(B195). El suceso se quita de la lista de sincronos.

Cuando NC SIGUIENTE SUCESO encuentra un suceso apropiado,
éste se procesa por:

NC EJECUTA SUCESO (KL DO SYNC): BCFE, 021A

A su entrada, HL debe apuntar a un bloque de sucesos, como el
localizado por SIGUIENTE SUCESO. Se llama a la rutina del suceso y
se ejecuta. Para completar la accion es necesario llamar a:

NC SUCESO EJECUTADO (KL DONE SYNC):
BDO1, 0277

A su entrada, HL debe apuntar al bloque de sucesos relevante. La
direccion no proviene de EJECUTA SUCESO, por lo que la direccion
obtenida con SIGUIENTE SUCESO debera guardarse en la pila mientras
se esta ejecutando EJECUTA SUCESO. Al igual que antes, A debe
contener la prioridad del suceso anterior, dato ofrecido también POR
SIGUIENTE SUCESO y no por EJECUTA SUCESO. La documenta-
cion oficial especifica C en vez de A, pero el codigo maquina del aparato
utiliza A en realidad. El nivel de prioridad en (B195) se guarda desde A y se
decrementa la cuenta del bloque del suceso. Si la cuenta es positiva y distinta
de cero, el suceso es devuelto a la lista de sincronos.

NC PRIORIDAD (KL POLL SYNCHRONOUS): B921

Esta es una rutina de RAM a la que se accede directamente para hacer
una rapida comprobacion del primer suceso de la lista de sincronos. Si
¢éste tiene una prioridad mayor que la prioridad indicada por (B195), la
rutina regresa con el acarreo puesto a uno.




NC INHIBE SUCESOS (KL EVENT DISABLE):
BDO0O4, 0295

El bit 5 de (B195) se pone a uno, indicando esto que es imposible una
prioridad mayor. Por tanto, ningin suceso sera atendido.

NC DESINHIBE SUCESOS (KL EVENT ENABLE):
BDO7, 029B

Se pone a cero el bit 5 de (B195).

Las anteriores descripciones son perfectamente correctas, pero dejan
sin responder algunas cuestiones. Por ejemplo, jcomo puede una llamada
fijar el valor de (B195)? ;/Se necesita algo para hacerlo?

Veamos el sistema desde una perspectiva mas amplia. La intencién es
que el programa primario realice comprobaciones regulares de los sucesos
sincronos relevantes. Esto puede conseguirse llamando a NC PRIORI-
! DAD. Si el regreso se efectia con el acarreo a uno, la secuencia

L1 CALL  NC, SIGUIENTE SUCESO

JR NC, SALIDA

PUSH " HL

PUSH AF

CALL NC EJECUTA SUCESO
POP AF

POP HL

CALL NC SUCESO EJECUTADO
JP L1

empezara a correr. Esto procesara todos los sucesos en su nivel de priori-
dad. El mivel sera 0 inicialmente, ya que con la inicializacion (B195) toma
el valor cero, pero, tan pronto como NC SIGUIENTE SUCESO encuen-
tra un suceso con maxima prioridad, la prioridad actual se establece a ese
nivel, y todos los sucesos de prioridad inferior son arrastrados a continua-
cion,

Lo que aqui se necesita es una extension de la rutina anterior. Cuando
se alcance la SALIDA, si (B195) no es cero, entonces se decrementa y la
rutina vuelve a comenzar. Para aquellos a los que no les agrade la idea de
comprobar si (B195) es la posicion correcta de su version del sistema, diré
que es posible cargar (B195) llamando a NC SUCESO EJECUTADO con
el valor requerido en A y con HL apuntando a un bloque de sucesos
“postizo” y unicamente valido para esta comprobacion.

55




Comentarios

El sistema de sucesos es un disenio que dista mucho de ser como algo
que se pueda completar en una sola tarde de trabajo. Como las longitudes
de las diferentes listas son virtualmente ilimitadas, es posible perder las
riendas y crear demasiados sucesos; tantos, que el sistema no tuviera
tiempo de atender a ninguno mas. Es recomendable, por tanto, un poco de
precaucion.

Se pueden escribir programas ciertamente complejos sin hacer uso de
los sucesos, pero, una vez que se comprende el sistema de interrupciones,
aparece un amplio horizonte para el ingenio.

Debido a que el contenido de las listas cambia rapidamente durante
todo el tiempo, puede presentar bastante dificultad describir de antemano
qué va a pasar o qué esta pasando. Los sucesos nos proporcionan una
poderosa herramienta, pero, igual que todas las herramientas poderosas, es
necesario manejarla con cuidado.

Otras rutinas del nucleo

Algunas de las rutinas del nicleo no son accesibles a través del bloque
de saltos. Hemos visto que en 0077 esta la rutina de entrada a los
programas; en 0044 hay una rutina que copia en la RAM codigo de la
ROM. También hay otras rutinas para anadir un suceso a una lista, o
borrar un suceso, pero no es conveniente utilizarlas de forma aislada. Dos
rutinas mas del nicleo, accesibles a través del bloque de saltos, pueden
bastar aqui:

NC TIEMPO (KL TIME PLEASE): BDOD, 0099

El contenido del contador de tiempo se transfiere a DE (2 bytes
superiores) y HL (2 bytes inferiores).

NC PONE TIEMPO (KL TIME SET): BD10, 00A3

El contador de tiempo se carga desde DEHL, con (BI18B)=0.
La compacta rutina empleada para incrementar el contador de tiempo
se describe aqui de forma funcional:

L1 HL=BI187




L2 INC (HL)
INC HL
IF HL=0 THEN L2
RET

Si un byte se incrementa desde &FF a 0, el acarreo se traslada al
siguiente byte. Esto puede inducir a un sobrevuelo en (B18B), cuando
FFFF FFFF se incremente. Aproximadamente esto ocurre una vez cada
4.000 horas, pero (B18B) no volvera a ser cero hasta que transcurra un
millon de horas. Puede que el sistema falle entonces, si eres capaz de
esperar tanto tiempo.

Hay cuatro rutinas mas del nicleo que estan muy enlazadas con el
sistema de ROM externas, que son las que mejor trato tienen con este
contexto.

Area

de datos del nucleo

B100-B101 Base de la lista de inatendidos
B102-B103 Fin de la lista de inatendidos

B104 Byte de flag

B105-B106 Contiene el SP (puntero de pila)
B107-B186 Pila especial

B187-B18B Contador de tiempo

B18C-B18D Base de lista de sucesos asociados barrido
B18E-B18F Base de lista de temporizacion rapida
B190-B191 Base de lista de temporizacion lenta
B192 Contador de temporizacion lenta
B193-B194 Base de lista de sincronos

B195 Prioridad actual

B196-B1AS Copia de las palabras-6rdenes
B1A6-B1A7 Base de la cadena de ordenes

B1A8 ROM actual

B1A9-B1AB Direccion lejana caracteristica
B1AC-B1B8 Punteros del area de datos.
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Sistema
de pantalla

En total, el sistema de pantalla utiliza unos 4000 bytes de codigos y
datos fijos en la ROM, y su espacio de trabajo ocupa unos 380 bytes de la
RAM, sin mencionar los 16 Kbytes de la RAM de pantalla. Hay mas de
100 puntos de entrada, pero afortunadamente el sistema se divide en tres
partes fundamentales:

e El grupo de pantalla, que se ocupa directamente del manejo de la
pantalla, seleccion de color, lectura y escritura en pantalla.

e La VDU de texto trata las materias relativas a salida de textos,
incluyendo la implementacion de la seleccion de cauces. También se
ocupa de los codigos de control y sus pardmetros.

e La VDU de graficos se ocupa de la salida de gréficos en la pantalla.

Cada una de estas partes requiere un capitulo individual, pero es
conveniente tener cierta informacion general previamente.

La RAM de pantalla

En teoria, la RAM de pantalla podria ser cualquier drea de la memoria
de 16 Kbytes que comenzara en un multiplo de 4000; pero el bloque 8000-
BFFF superpondria el espacio de trabajo y las rutinas de la RAM,
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mientras que 0000-3FFF haria lo mismo con el 4rea RST; asi que la
eleccién queda reducida al campo 4000-7FFF o C000-FFFF, y normal-
mente es mds conveniente escoger esta Ultima 4rea, quedando la mitad
central de la RAM libre para otras funciones.

La RAM de pantalla es accesible mediante la matriz de puertos de
video, a base de direcciones proporcionadas por el controlador del CRT;
pero las direcciones no son manejables directamente. El controlador del
CRT incorpora dos contadores. Uno, cuya salida estd en RAO-RA4, se
incrementa cuando cada linea de la pantalla haya sido barrida por el haz.
Cuando esta cuenta alcance el valor asignado para el nimero de lineas de
la altura del cardcter, se pondra a cero, y el segundo contador, cuya salida
estd en MAO-MAI3, se incrementa. Este contador se inicializa en la
direccién de comienzo, dispuesta en el controlador del CRT, que serd 3000
cuando el area COO0-FFFF esté utilizdndose. Estas salidas se utilizan del
siguiente modo:

e Los bits Al4, Al5 de la direccion son dirigidos desde MA12, MA13.
Puesto que el contador MA trabaja desde una direccién de comien-
zo de 3000, ambos bits estdn puestos a 1.

e Los bits A11-A13 de la direccion se dirigen desde RAO-RA3.

e Los bits Al-Al0 de la direccion se dirigen desde MAO-MASY.

e FI bit A0 de la direccién se controla desde el reloj del controlador
del CRT.

La linea del haz tarda 40 microsegundos en atravesar la parte visible
de la pantalla, y durante cada microsegundo la matriz de puertas de video
toma dos bytes de datos de pantalla. Estos se transfieren directamente
desde la RAM a la matriz de puertas de video, mientras que el procesador
se mantiene en espera. El proceso estd cronometrado, de forma que el reloj
del controlador del CRT modifica su estado entre las dos transferencias.
Una vez hayan sido leidos todos los bytes, puede continuar la accién
normal del procesador.

Los bytes se utilizan de forma distinta en los tres modos de pantalla.

En modo 2, cada byte define una fila de una matriz modelo de un
caricter, determinando cada bit cual de los dos colores debe asignarse a
un punto, y 80 caracteres se dibujan en cada fila de la pantalla.

En modo 1, se requieren dos bytes para definir cada fila de la matriz,
utilizdndose dos bits para asignar a cada punto uno de los cuatro colores
posibles. Los puntos sucesivos se definen mediante los bits 3,7; 2,6; 1.5, y
0.4. Esta secuencia se repite en el segundo byte. A partir de cada pareja de
bits, la matriz de puertas de video determina qué entrada de la paleta debe
utilizarse y dispone el color correspondiente. Puesto que cada fila de
matriz requiere dos bytes, s6lo pueden dibujarse 40 caracteres por fila de
pantalla.

En modo 0, se requieren cuatro bits para definir uno de los dieciséis
colores asignables a cada punto. Es decir, que se necesitan cuatro bytes
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para cada fila de matriz. El primer punto se define mediante los bits 1, 5,
3. 7 del primer byte: el segundo, mediante los bits 0, 4, 2, 6, y asi
sucesivamente. Pueden dibujarse veinte caracteres en cada fila de pantalla.

El modo en que se utilizan los contadores del controlador del CRT
complica el célculo de las direcciones de pantalla. Numerando filas y
columnas de 0 en adelante:

Direccion = Base + Offset + N*Columna + 80xFila+ 2048 por linea del
haz,
donde N es el nimero de bits por punto en el modo actual.

Para una linea dada del haz, los bits se toman en secuencia. La
siguiente linea del haz se localiza incrementando las direcciones en 0800.

Afortunadamente, el sistema calculard las direcciones de pantalla a
partir de la columna, linea, base y offset.

Si sois observadores, habréis advertido una pequefia anomalia. Si
N#Columna=79 y Fila=25, los términos columna y fila en la ecuacion
anterior totalizaran 1999, de forma que habra 48 posiciones de mas en
linea del haz. El contador MA del controlador del CRT no las direcciona.

Sin embargo, el término offset debe anadirse a la cuenta. Si el off-
set = &50, conseguimos que la pantalla se desplace una linea hacia arriba. Si
es igual a 800, se desplazara el dibujo una linea mds arriba, pero el offset
no puede exceder de O7FF, porque lo limita la rutina utilizada normal-
mente para especificarlo. Cuando se utiliza el offset, la direccion de co-
mienzo guardada en el controlador del CTR se modifica y los 48 bytes
sobrantes se pueden utilizar entonces. Hay mucho campo aqui para los
experimentadores.

Cauces y ventanas

Para la definicién de los datos de pantalla, el sistema dispone de ocho
cauces (streams), cada uno con sus parametros independientes, que son:

Ventana

Posicion del cursor

Pluma y papel

Activacion del cursor
Activacion de la pantalla
Modo opaco o transparente
Impresion de texto o graficos
Tipo de desplazamiento

: Estos ocho grupos de paridmetros se mantienen almacenados, y el
r ue é utili se copi ; an.
: grupo se esté utilizando se copia en un area comun




Cada cauce puede reservar para si una ventana rectangular. Si dos
ventanas se solapan, los cauces pueden superponerse en esa drea coinci-
dente. Las zonas no reservadas son accesibles mediante el cauce 0, que es
el prescrito para omisiones.

Parametros

Hay que ser bastante cauto a la hora de manejar los parametros de
pantalla, puesto que sus definiciones son susceptibles de variacion. Se
distingue entre valores “fisicos” y “légicos™, numerando los primeros co-
lumnas y filas de 0 en adelante, mientras que los segundos lo hacen a
partir de 1. También existen diferencias entre valores absolutos y relativos.

Surgen distinciones andlogas para los pardmetros de gréficos, al consi-
derarse las coordenadas del usuario relativas respecto del origen determi-
nado por el propio usuario, mientras que las coordenadas estdndar son
relativas respecto del origen natural del aparato.

El espacio de trabajo

Dado que muchas posiciones del espacio de trabajo son comunes a
mas de una seccion del sistema de pantalla, se proporcionan aqui las
direcciones para todo el espacio de trabajo de la pantalla para la ver-
sién 1.0.

Compresion de pantalla

BI1C8 Modo
BI1C9-BICA Offset
BICB Base (byte alto)

BICC-BICE Instruccion de saltos
BICF-BID6 Miscaras de puntos

BID7 Segundo tiempo de parpadeo
BIDS Primer tiempo de parpadeo
BID9-BIE9 Tabla 2 de colores
BIEA-BIFA Tabla 1 de colores

BIFB Flag de seleccién de tabla

BIFC Contador de parpadeos

BIFD Tiempo de cada color

BIFE-B206 Bloque de sucesos

B207 Bits que forman el punto, negados.
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Graficos

VDU

B328-B329
B32A-B32B
B32C-B32D
B32E-B32F
B330-B331
B332-B333
B334-B335
B336-B337
B338

B339
B33A-B341
B342-B343
B344-B345

Coordenada X del origen
Coordenada Y del origen
Posicion X

Posicion Y

Izquierda de la ventana
Derecha de la ventana
Borde superior de la ventana
Borde inferior de la ventana
Pluma codificada

Papel codificado

Copia de matriz
Coordenada X elegida
Coordenada Y elegida

de texto

B20C
B20D-B21B
B21C-B22A
B22B-B239
B23A-B248
B249-B257
B258-B266
B267-B275
B276-B284
B285

B286

B287

B288

B289

B28A

B28B

B28C
B28D

B28E

B28F

B290
B291-B292
B293

B294

B295

actual

del cauce 0
del cauce
del cauce
del cauce
Datos del cauce
Datos del cauce
Datos del cauce
Datos del cauce
Fila actual
Columna actual
Tipo de desplazamiento actual

Borde superior actual

Borde izquierdo actual

Borde inferior actual

Borde derecho actual

Cuenta de desplazamiento actual

Flag del cursor actual

Flag de activacion de la pantalla actual
Pluma actual

Papel actual

Conexion para modo de impresion

Flag de escritura de graficos

Cédigo de la primera matriz de la RAM
Flag de la matriz

Cauce
Datos
Datos
Datos
Datos
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B296-B297
B298-B2B7
B2B8

B2B9
B2BA-B2C2
B2C3-B322

Direccion de la matriz de la RAM
Modelo elegido

Contador de pardmetros

Cédigo de control

Parametros de control

Tabla de saltos de control
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El control
de pantalla

Las rutinas de control de pantalla ocupan el drea 0AAOQ-106E de la
ROM, y se compone de 34 puntos de entrada definidos y de tres indirec-
ciones. Las rutinas se seleccionan con la seleccion del modo de pantalla,
calculo de direcciones, control del color y asuntos similares. Comenzare-
mos viendo las rutinas de inicializacion.

PNT INICIALIZA (SCR INITIALISE): BBFF, OAAO

Se llama a MC BORRA TINTAS con DE= 104D, limpiando todas las
entradas de la paleta de colores y poniéndolas a &04. La base de pantalla
se fija en CO00 y a continuacion se llama a PNT RE-INICIALIZA y PNT
BORRA PANTALLA.

PNT RE-INICIALIZA (SCR RESET): BC02 O0AB1

Se llama a PNT MODO GRAFICOS con A=0 para seleccionar el
modo normal de escritura. Las indirecciones PNT LEE PIXEL, ESCRIBE
PIXEL y LIMPIA MODO se reinicializan con las direcciones que tienen
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asignadas normalmente. Se llama a OCD2 para copiar los datos de color
desde 104D-106E en las tablas de dos colores situadas en BID9-BIE9 y.
BIEA-BIFA. Los tiempos de parpadeo se fijan a un quinto de segundo. El
Jlag de seleccion de color (BIFB) se pone a cero.

PNT BORRA PANTALLA (SCR CLEAR): BC14, 0AF2

Se selecciona el modo 1, con la méscara apropiada puesta. A continua-
cién se llama a LIMPIA MODO.

PNT LIMPIA MODO (SCR MODE CLEAR):
BDEB, OAF7

Esta es una indireccién y no deberd llamarse cuando la ROM inferior
esté inhibida. Se llama a OD4F para inhibir el sistema de parpadeo, que
serd examinado posteriormente. Se llama a PNT IMPONE OFFSET con [
HL =0000 para estandarizar el mapa de pantalla, después se pone a cero
toda la RAM de pantalla por medio de la instruccion LDIR. La rutina
termina a través de OD3C para reactivar el sistema de parpadeo. '

Control del modo |

PNT FIJA MODO (SCR SET MODE): BCOE, OACA -

Al acceder a ella, A debe contener el nimero del modo requerido. Si el
namero estd fuera del rango 0-2, la rutina regresa inmediatamente.

En caso correcto, se llama a 0D4F para inhibir el sistema de parpadeo, L
después se llama a 10B7 para inicializar las ventanas (streams), siendo ésta
una rutina que pertenece al drea de la VDU de texto. A continuacién se
llama 15D6 de la VDU de gréaficos para fijar el papel y la pluma de
graficos. La tabla de méscaras se inicializa entonces como se indica debajo.

El niimero del modo se guarda en (BICB) y se llama a MC MODO
PANTALLA para reinicializar la matriz de puertas de video. Seguidamen-
te se efectian lamadas a PNT LIMPIA MODO, GRA INICIALIZA en
15B6 y GRA RE-INICIALIZA. La salida final se hace via 10D5, donde
estd TXT SELECCIONA CAUCE.
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Tabla de mascaras

Modo 0 Modo 1 Modo 2

BICF &AA &88 &80
B1D0O &55 &44 &40
BID1 * &22 &20
BID2 ® &l11 &10
B1D3 * % &08
B1D4 * * &04
B1D5 5 * &02
B1D6 * * &01

Los asteriscos indican entradas que son inicializadas pero no utilizadas.
La tabla toma los bits de los bytes de datos de la pantalla que son
empleados para definir los pixels individuales. Por ejemplo, en el modo 1
el primer pixel se define por los bits 3 y 7, luego la méascara serd &88.

PNT EXAMINA MODO (SCR GET MODE):
BC11, OAEC

A se carga con el contenido de (BIC8) y se compara con 1. Esto hard
que los flags tomen diferentes valores: C a uno y Z a cero para el modo 2.
Existe un cierto nimero de llamadas internas a esta rutina, y se utiliza
mas a menudo el estado de los flags que el nimero contenido en A.

Direcciones

PNT IMPONE OFFSET (SCR SET OFFSET):
BCO05, 0B3C

A su entrada, HL debe contener el desplazamiento de pantalla requeri-
do. H=H AND 7 y después (B1C9/A)=HL. Se llama a PNT LOCALIZA
RAM PANTALLA y la rutina finaliza a través de MC OFFSET PANTA-
LLA, que reinicializa el controlador del CRT.

Oficialmente, el desplazamiento (OFFSET) dado esta limitado a un
numero en el rango 0-07FE, lo cual es deseable, ya que nimeros incorrec-
tos pueden provocar confusion, aunque la rutina no haga cero al bit 0. El
usuario debe atender a esta limitacién.




PNT IMPONE BASE RAM (SCR SET BASE):
BCO08, 0B45

El byte superior de la base requerida de pantalla debe estar contenido
en A al acceder a la rutina. Este se enmascara con A=A AND &CO,
permitiendo que la base sea 0000, 4000, 8000 o C000, y el resultado se
guarda en (B1CB). Se llama entonces a PNT LOCALIZA RAM PANTA-
LLA y la rutina termina con una llamada a MC OFFSET PANTALLA
para reinicializar al controlador del CRT.

PNT LOCALIZA RAM PANTALLA
(SCR GET LOCATION): BCOB, 0B50

HL=(B1C9/A), que es el offfset, y A=(BCI1B), que es el byte superior
de base.

PNT LIMITES PANTALLA (SCR CHAR LIMITS):
BC17, 0B57

Se llama a PNT EXAMINA MODO. Para todos los modos C=&18
(lineas de pantalla menos uno), mientras que B se carga con el nimero de
columnas de pantalla menos uno.

Estos valores marcan las “coordenadas fisicas™, que comienzan en 0.

PNT POSICIONA COORDENADAS
(SCR CHAR POSITION): BC1A, 0B64

A la entrada, H debe contener el numero de la columna fisica y L, el
niimero de la fila fisica. La direccion de pantalla correspondiente se calcula
y se devuelve en HL. El niimero de bits por pixel para el modo actual de
pantalla se introduce en B.

PNT COORDENADA PUNTOS
(SCR DOT POSITION): BC1D, 0B95

En realidad, ésta es una funcién de gréficos. A su entrada, DE debe
contener la coordenada X de un pixel y HL debe contener la coordenada
Y, estando ambas expresadas en términos de desplazamiento absoluto



desde la esquina inferior izquierda de la pantalla. La direccién de pantalla
del byte relativo al pixel se devuelve en HL, mientras que B contiene el
namero de bits por pixel menos uno y C contiene una mascara que
identifica los bits relevantes del byte especificado de la pantalla.

Llegamos ahora a cuatro rutinas que no son de ninguna manera féciles
de seguir. En cada caso se modificarA HL para que apunte a un byte en
una posicion adyacente de la pantalla.

PNT SIGUIENTE BYTE (SCR NEXT BYTE):
BC20, OBF9

L es incrementado y. si el resultado es distinto de cero, la rutina
regresa. En otro caso, se requiere un acarreo de H, por lo que se incre-
menta H. Si ocurre que H AND 7=0, entonces H=H— &08. Se ha
alcanzado el final de un bloque y se requiere una correccion.

PNT BYTE ANTERIOR (SCR PREV BYTE):
BC23, 0CO05

L es decrementado y, si no era previamente igual a cero, la rutina
regresa. En otro caso se decrementa H y, si previamente H AND 740, la
rutina regresa. De otra forma, H=H+ &08 para aplicar la correccion
necesaria.

PNT SIGUIENTE LINEA (SCR NEXT LINE):
BC26, 0C13

H=H+8, moviendo el correspondiente byte a la siguiente linea del
haz de pantalla. St H AND &3840, la rutina regresa. En caso contrario, la
direccion estd fuera del margen y H=H— &40, L=L1L+ &50, llevara la
direcci6n al otro extremo de la RAM de pantalla. Finalmente, st H AND
7+0, entonces H=H —8.

PNT LINEA ANTERIOR (SCR PREV LINE):
BC29, 0C2D

H=H-8 Si H AND &38+&38, la rutina regresa. En otro caso,
H=H+ &40, L=L—-&50. Si H AND 7=0, entonces H=H+8.
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Es util dibujar la RAM de pantalla como dividida en ocho secciones,
cada una de las cuales trata con una fila en particular de la matriz de cada
carécter. Puede ayudar el dibujar un mapa de parte de la pantalla, pero
utiliza una hoja de papel bien grande para ello.

Tintas y parpadeo de colores

El sistema de colores implica unas traslaciones un tanto desconcertan-
tes, pero por otra parte su seguimiento es muy directo.

PNT CODIFICA TINTA (SCR INK ENCODE):
BC2C, 0C86

El nimero de tinta contenido en A al comienzo de la rutina se
convierte en una madscara para tintas y se devuelve en A,

Primero se llama a 0CC2 para intercambiar los bits 1 y 2 de A si el
modo 0 est4 en uso. Después comienza un bucle de ocho iteraciones con E
conteniendo inicialmente el nimero de tinta, original o modificada, y C
contiene (BICF), que es la primera mascara de color.

El bit 0 de E se copia en el bit 0 de A, siendo rotado E a la derecha y
A hacia la izquierda en el mismo proceso. C se desplaza hacia la derecha
y, si el bit transferido al acarreo desde C es cero, E rotard a la izquierda,
restaurando su contenido anterior. La rutina contintia entonces con el
bucle.

Para el modo 2, C contiene &80, por lo que el contenido de E
permanecerd inalterado hasta la tltima iteracién. El bit 0 de E se transferi-
ra a todas las posiciones de A, cada una de las cuales estd relacionada con
un pixel.

Para el modo 1, C contiene &88. El bit 0 de E se transfiere a los bits 4
a7 de A, yel bit 1 de E se transferira a los bits 0-3 de A.

Para el modo 0, recordemos el intercambio de bits. Los bits de A se
dispondrén del siguiente modo:

Bit de A TA s SR Gy S L
Bit de E O8R5 00 3 503
Bit de color a2 § 2ol 283 3
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PNT DECODIFICA TINTA (SCR INK DECODE):
BC2F, OCAO

Se invierte el proceso antes descrito, convirtiéndose la tinta codificada
contenida en A a la entrada de la rutina en un ntmero de tinta que se
devolverd en el registro A.

Las dos anteriores conservan el contenido de BC, DE y HL.

PNT IMPONE TINTA (SCR SET INK): BC32, OCEC

PNT IMPONE BORDE (SCR SET BORDER):
BC38, OCF1

Estas dos entradas forman una rutina comun. Al acceder a ellas, By C
deben contener nimeros de color, los cuales han de ser iguales para que
no haya parpadeo, o diferentes para conseguir el efecto de parpadeo. Para
IMPONE TINTA, A debe contener un numero de tinta, pero para
IMPONE BORDE, A se pone a cero. En el caso de IMPONE TINTA,
A=A AND &OF+1 dara el rango entre 1 y &10.

Uno puede esperar que el proceso subsiguiente, comin para ambas
entradas, sea muy sencillo, siendo introducidos los numeros de color en las
posiciones de las dos tablas de colores indicadas por los niimeros de tinta.
Pero, no obstante, se requiere un proceso adicional, debiendo reconvertirse
el nimero de color, segun la referencia de la siguiente tabla:

&0p &l14 &98 &@D &19 &@7 &18 &QA
&g1 &pL &09 &16 &11 &¢F &19 &@3
&@2 &15 &PA &P6 &12 &l12 &lA &¢B
&p3 &iC &0B &17 &13 &g2 &1B &p1
&g4  &18 &pPC &1E &14 &13 &1C &g8
&p5 &1D &0D &00 &15 &1A &1D &¢99
&p6 &gcC &PE &IF &16 &l19 &1E &1¢
&g7 &@5 &OF &QE &17 &I1B &IF &l1

El nimero de color en la izquierda de cada par representa el niimero
de color que hay a la derecha de cada par. Observa que s6lo se utiliza la
primera mitad de la tabla. Los numeros reconvertidos se introducen en las
dos tablas de colores y, entonces, (B FC)=&FF para advertir al sistema de
color que los colores se han cambiado.
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PNT OBTIENE TINTA (SCR GET INK): BC35, O0D14

PNT OBTIENE BORDE (SCR GET BORDER):
BC3B, 0D19

Aqui también se emplea una rutina comiin, con la excepcién de que
OBTIENE TINTA requiere un nimero de tinta a su entrada contenido en
A, mientras que OBTIENE BORDE pone A a cero. La tinta se lee de las
tablas de colores, y después se reconvierten con la referencia inversa de la
tabla antes indicada. Los resultados se devuelven en B y C, con el primer
color en B.

PNT FIJA FLASH (SCR SET FLASHING):
BC3E, OCE4

El contenido de HL a la entrada se almacena en (B1D7/8). Los dos
bytes indican los periodos de parpadeo del color en cincuentavos de
segundo. El tiempo para el primer color viene dado por el segundo byte,
mientras que el primer byte fija el tiempo para el segundo color.

PNT EXAMINA FLASH (SCR GET FLASHING):
BC41, OCES8

HL =(B1D7/8); véase la rutina anterior.

El sistema de parpadeo

El parpadeo de colores se ejecuta automaticamente por un suceso de la
lista de sucesos asociados al barrido de pantalla. Los detalles del suceso
son:

Direccién del bloque de sucesos: B200
Clase: Asincrono, direccion cercana
Direccion de la rutina: 0D5B

La rutina de este suceso pertenece a un grupo de pequefias rutinas
muy entrelazadas. Este grupo se describird a continuacién en orden de
direccion.
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Rutinas llamadas por PNT borra
pantalla

0D3C. El suceso se elimina de la lista de asociados al barrido de pantalla;
se llama a OD6D, y el suceso regresa a la lista.

ODAF. El suceso se elimina de la lista. 0D81 cargara DE y A, finalizando
la rutina via MC ASIGNA TINTAS.

Rutina de sucesos

ODSB. Se decrementa la cuenta actual de parpadeo en (B1FD) y, si el
resultado es cero, se llama a 0OD6D para cambiar los colores. Si
(B1FC)#0, indicando que los colores han sido reinicializados, se llama a
OD81 para cargar DE y A, llamando a continuacion a MC ASIGNA
TINTAS. Por ultimo, (B1IFC)=0.

LLAMADA POR 0OD3C y 0D5B

0D6D. Se llama a OD81 para cargar DE y A, después (BIFD)=A,
fijando la cuenta actual de parpadeo. Se llama a continuacién a MC
ASIGNA TINTAS, se complementa el flag de seleccion de color en
(BIFB), y (BIFC)=0.

LLAMADA POR OD4F, OD5B y OD6D

ODB81. Se dispone a DE de forma que apunte a una tabla de colores, y
A se carga en la cuenta de parpadeo. Si (BIFB)=0, se selecciona el primer
color siendo los datos B1EA, (BID8). En caso contrario, el segundo color
estd representado por BID9, (Bl1D?7).

Ninguna de estas rutinas es accesible a través del bloque de saltos.
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Rutinas generales

PNT RELLENA CAJA (SCR FILL BOX): BC44, 0DB3

PNT RELLENA BYTE (SCR FLOOD BOX):
BC47, ODB7
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La diferencia entre estas dos rutinas estd en la forma en que se
expresan los pardmetros de entrada. PNT RELLENA CAJA llama a una
rutina de conversion de pardmetros en OB95 y después se gjecuta PNT
RELLENA BYTE.

A la entrada de ambas rutinas, A debe contener la tinta a utilizar, ya
codificada. Para RELLENA CAJA, H=columna izquierda, L =linea supe-
rior, D =columna derecha, E =linea inferior. Estas son coordenadas fisicas,
desde 0 en adelante.

0B9S calcula E=(E—L+ 1)#8, es decir, el niimero de lineas de barrido
que forma la altura de la caja. Después D=(D—H + 1), nimero de caracte-
res en el ancho de la caja. HL se preserva. Entonces se llama a PNT
POSICIONA COORDENADAS para devolver en HL la direccién de la
esquina superior izquierda de la caja (definida en HL). También se utiliza
B, para dar la relacion bits/pixel en el modo actual, permitiendo esto
realizar el cdlculo D= D+ 8, que daré el nimero de bytes que tiene la caja
de ancho. C=A.

Los requisitos de entrada para PNT RELLENA BYTE son precisa-
mente las mismas condiciones de salida para PNT RELLENA CAJA; HL
debe contener la direccién de pantalla para la esquina superior izquierda
de la caja, D debe contener el ancho de bytes de la caja, E debe contener
las lineas de pantalla de la altura de la caja y C debe contener la tinta
codificada.

Se inicia un bucle en ODB7. HL se guarda en la pila, A=D, y se llama
a OEE8 para comprobar si las direcciones de la linea estdn en secuencia
directa. Si no requieren correccion, OEE8 regresa con el acarreo a cero, en
cuyo caso una simple rutina LDIR se puede utilizar para activar los bytes
de una linea. Este es el método rapido, pero no se puede utilizar en todos
los casos. Si OEES8 regresa con el acarreo a uno, !a secuencia (HL)=C:
PNT SIGUIENTE BYTE, se repetirda D veces.

En ambos casos se llama a PNT SIGUIENTE LINEA y la rutina
ejecutard el bucle de ODB7 E—1 veces, encargdndose asi de todas las
lineas de la caja.




PNT INVIERTE CARACTER (SCR CHAR INVERT):
BC4A, ODDF

A su entrada, B y C contienen diferentes tintas codificadas, H contiene
un numero de columna fisica, y L contiene un numero de linea fisica. Los
colores del caracter de la posicion indicada son intercambiados.

C=B XOR C forma una méscara que indica los bits que son diferentes
en los dos colores. El proceso (HL)=(HL) XOR C se aplica a todos los
bytes que forman el caracter.

PNT DESPLAZA PANTALLA (SCR HW ROLL):
BC4D, ODFA

La pantalla puede desplazarse por simple modificacién del offset si el
drea de la ventana abarca la totalidad de la pantalla. Este es el llamado
desplazamiento hardware.

El contenido a la entrada de B determina la direccion del desplaza-
miento. B=0 dara un desplazamiento hacia abajo, mientras que cualquier
otro valor de B indicard desplazamiento hacia arriba.

Primero, los 48 bytes no utilizados de la RAM de pantalla se ponen
con el color de fondo. Estos formarén parte de la linea que se llevara al
area visible de la pantalla. La rutina llama entonces a MC ESPERA
BARRIDO antes de modificar el offset en + &350 y antes de limpiar las 32
restantes posiciones de la nueva linea.

PNT DESPLAZA AREA (SCR SW ROLL): BC50, OE3E

Si el cauce actual tiene definida una ventana mas pequefia que el
tamano total de la ventana, se utilizard el desplazamiento softwate, permi-
tiendo que las dreas exteriores a la ventana permanezcan inalteradas.
Como con el desplazamiento hardware, el contenido de B a la entrada
determinara la direccion del desplazamiento. B=0 dard un desplazamiento
hacia abajo.

Existen rutinas separadas para las dos direcciones de desplazamiento,
pero el principio es el mismo para ambas. la linea que se sale fuera de los
margenes del 4rea se sobreescribe copiando en ella la siguiente linea,
repitiéndose el proceso para las restantes lineas. Finalmente, la ultima
linea se borra, por medio de PNT RELLENA BYTE.

Alli donde es posible, se emplea la instruccion LDIR para el proceso
de copia, pero (al igual que en PNT RELLENA BYTE) esto no es posible
si han de cruzarse lineas o bloques de los limites. Merece la pena resaltar
que las manipulaciones de bloques de pantalla son mucho méas rdpidas
cuando el offset es cero y no hay ventanas definidas.
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PNT EXPANDE (SCR UNPACK): BC53, OEF3

Una “matriz modelo” de caracter define la forma del carécter, pero
solo de manera directamente aplicable al modo 2. Para los otros modos,
la matriz ha de ampliarse a 16 bytes para el modo 1 y a 32 bytes para el
modo 2. Este proceso es conocido como “expansion” de la matriz.

A su entrada, HL debe apuntar al comienzo de un bloque de matriz de
un carécter, el cual puede estar en el area 3800-3FFF de la ROM o en un
area definida por el usuario en la RAM. DE debe apuntar a un drea de la f
RAM lo suficientemente grande para contener la matriz expandida.

Para cada modo se presentan rutinas separadas. En el modo 2, la
matriz se copia directamente, y sin modificacion, en el drea dispuesta para
ello en la RAM.

Para el modo 1, la conversién es la siguiente:

Byte de la matriz 2 b c.a ¢ 1 g0
Primer byte expandido b etd a b ¢ @ >
Segundo byte expandido e f g h e f g h

La conversion esta determinada por referencia a las mascaras de color
en BICF-BID2, y la conversion es:

Byte de la matriz abede regh
Primer byte expandido & b ab avblab
Segundo byte expandido ¢ d ¢ d ¢ d ¢ d
Tercer byte expandido ¢ 'fe Febwe%
Cuarto byte expandido g hghghgh

El método general es desplazar a la izquierda bit a bit el byte de la
matriz original y, si el bit transferido al acarreo es uno, entonces A=A
OR (méscara de color). La méscara de color se cambia para cada despla-
zamiento y el proceso se repite para los ocho bytes de la matriz.

PNT COMPRIME (SCR REPACK): BC56, OF49

El proceso inverso toma la matriz expandida de la RAM de pantalla,
por lo que es necesario especificar la posicion del carécter; H contiene la
columna y L contiene la linea, ambas en coordenadas fisicas. El color
también debe ser tenido en cuenta, por lo que A debe contener la tinta
codificada. DE apunta a un drea de ocho bytes de la RAM, que es donde
puede reconstruirse la matriz basica.

C=A y se llama a PNT POSICIONA COORDENADAS para con-
vertir a HL en una direccién de pantalla; después la rutina se bifurcara,
segiin el modo de pantalla actual.




Para ¢l modo 2, la siguiente accién se repite para cada byte de la
matriz:

A=(HL) XOR C

Se complementa A

(DE)=A

DE=DE+1

CALL PNT SIGUIENTE LINEA

Para los otros modos, A=(HL) OR C, y el resultado se compara con
las mascaras de color del modo. Si A AND (méscara de color)=0, se
desplaza un 1 en el byte de salida; en otro caso se desplaza un 0,
desplazandose el byte a la izquierda, es decir, hacia el acarreo.

PNT MODO GRAFICOS (SCR ACCESS): BC59, 0C49

PNT ESCRIBE PIXEL puede trabajar en cuatro modos diferentes, y
PNT MODO GRAFICOS determina cual de los modos se va a utilizar.
El contenido de A a la entrada de esta rutina determina el destino de un
salto. Los cuatro modos, con B=tinta codificada y C=mascara del pixel,
se dan a continuacién con los valores de A que provocan la seleccién de
cada uno de ellos por parte de PNT MODO GRAFICOS.

Modo forzado (A=0):

A=(HL)

A=A XOR B

A=A OR C

A=A XOR C

A=A XOR B

(HL)=A

Las implicaciones de esta accion se muestran mejor con una tabla de

verdades-

(HL) B C XORB ORC XORC XOR B
0'y9= 0 0 0 0 0
[ T | 0 1 0 0
g1 0 1 1 1 0
0 1 1 1 1 0 1
W T 1 1 1 1
e ] 1 1 0 0
Bt U 0 0 0 1
1 i 1 0 1 0 1
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Cuando C=1, la secuencia OR C, XOR C provocard un estado cero,
mientras que, cuando C=0, el estado previo permanece inalierado. En el
ultimo caso, XOR B, XOR B no hace diferente a (HL), luego los bits
solamente serdn modificados con C=1, cuando el estado final depende
unicamente del estado inicial d B.

Modo XOR (A=1):

A=B AND C
(HL)=A XOR (HL)

Los bits que estén a uno en By C a la vez se invertirdn en (HL).
Modo AND (A=2):

A =C complementado

A=A OR B

(HL)=A AND (HL)

Los bits de (HL) que corresponden a los bits a cero de B, emparejados
con bits a uno en C, se pondran a cero.

Modo OR (A=3):

A=B AND C
(HL)=(HL) OR A

Los bits que estén a uno en B y en C se pondrdn a uno en (HL).

Tal vez la mejor manera de comprender las implicaciones de estos
modos sea experimentar directamente con ellos.

PNT PIXEL (SCR PIXELS): BC5C, 0C6B

Esta es idéntica a PNT ESCRIBE PIXEL en el modo forzado, excepto
en que no es una indireccion.

PNT HORIZONTAL (SCR HORIZONTAL):
BC5F, OFC4

Todas las lineas de gréficos se componen de segmentos horizontales o
verticales. Esta rutina se encarga de dibujar los segmentos horizontales.
A su entrada, A debe contener una tinta codificada; DE, la coordenada X
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inicial; BC, la coordenada X final, y HL, la coordenada Y. Todas las
coordenadas se refieren a desplazamientos absolutos desde la esquina
inferior izquierda de la pantalla.

La rutina es larga, pero muy directa y comprensible. HL determina la
linea del haz que se va a utilizar; DE y BC determinan los puntos
extremos. Observa que éstos no son afectados por el iltimo punto que se
haya dibujado.

PNT VERTICAL (SCR VERTICAL): BC62, 102F

Esta es similar a PNT HORIZONTAL, pero es mucho més simple, ya
que la posicion de los puntos pertenece a una serie de lineas del haz de
barrido de la pantalla. A su entrada, A debe contener una tinta codificada;
DE, la coordenada X; HL, la coordenada Y inicial, y BC, la coordenada
Y final.

Nos quedan todavia dos indirecciones que abordar:

PNT LEE PIXEL (SCR READ): BDE5, 0C82

A su entrada, HL contiene la direccion de pantalla de un byte, y una
mascara en C identifica los pixels cubiertos por el byte. Estos pueden
obtenerse desde PNT COORDENADA PUNTOS. A su salida, A contie-
ne la tinta decodificada del pixel. La rutina consiste en A=(HL), seguido
de la parte relevante de PNT DECODIFICA TINTA.

PNT ESCRIBE PIXEL (SCR WRITE): BDES, 0C68

A su entrada, HL contiene la direccién de la pantalla de una posicién
de caracter; C contiene una mascara del pixel, y B contiene una tinta
codificada. Con un salto a BICC nos encontramos con otro salto iniciali-
zado por PNT MODO GRAFICOS. Desde aqui se trabaja con una de las
cuatro rutinas de escritura ya examinadas.

Comentarios

Las rutinas de control de pantalla no deberian ser juzgadas de forma
aislada. Estas forman el caballo de batalla disefiado para servir a las
funciones de mas alto nivel, y precisamente éstas son las rutinas mas
utilizadas por las funciones de mas alto nivel. Por ejemplo, PNT ESCRIBE
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PIXEL fija tinicamente un byte de pantalla, ya que puede ser necesario
para fijar un solo pixel, mientras que la presentacion de un caricter puede
requerir la fijjacion de hasta 32 bytes.

Este es el trabajo de la VDU de texto, que también tiene que asegurar-
se de que los datos definen un carécter a presentar, y no un codigo de
control a ejecutar.

El control de pantalla se encarga de las operaciones que implican el
uso de la pantalla, principalmente como sirviente de la VDU de texto y de
graficos; pero hay veces en que se puede acceder a este control con cierta
ventaja. En cualquier caso, se merece un estudio cuidadoso, ya que es
necesaria su comprension con base al examen de las rutinas de la VDU.
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La unidad

de video
para texto

La unidad de video para texto (VDU de texto) ocupa la zona 1078-
15A0 de la ROM y ofrece 36 entradas y 5 indirecciones. Su principal papel
consiste en colocar los caracteres en la pantalla, encargdndose también de
los codigos de control.

TXT INICIALIZA (TXT INITIALISE): BBA4E, 1078

Al comenzar se efectiia una llamada a TXT REINICIALIZA: entonces
(B295)=0 indica que no hay ninguna matriz de usuario disponible. Se
llama a 113D con HL=0001 para disponer:

(B28D)=3 Cursor inhibido y desactivado
(B28F)=H Papel 0

(B290)=L Pluma 1

(B293)=0 No escribe graficos
(B291/2)=1391 Modo opaco

Ventana = Pantalla completa
VDU ACTIVADA

Esto determina el cauce actual y la rutina termina via 10A3 para
copiar los datos de este cauce en todos los cauces.




B |

TXT REINICIALIZA (TXT RESET): BB51, 1088

| P -

Las cinco indirecciones han sido dispuestas en lugar de direcciones norma-
les de entrada. La tabla de conexiones para los codigos de control se copia
en el drea B2C3-B322 de la RAM, a partir de 146B-14CA de la ROM.

Control de pantalla y cursor

TXT ACTIVA VDU (TXT VDU ENABLE): BB54, 1415 ‘

Al comenzar se llama a TXT ACTIVA CURSOR USUARIO,
(B28E)=&FF, (B2B8)=0.

Tenemos que estudiar ahora un grupo de rutinas relativas a la posicion
del cursor. Resultan complicadas, ya que las coordenadas del usuario se
expresan en términos “logicos”, contando desde 1, mientras que los datos
almacenados estdn en términos “fisicos”, contando desde 0.

TXT FIJA COLUMNA (TXT SET COLUMN):
BB6F, 115E

Al entrar, A debe contener el nimero de la columna légica requerida.
Anadiéndolo a la parte izquierda de la ventana y restando 1, se obtiene la
columna absoluta. H=A, L=(B285), que es el nimero de la fila; entonces
se llama a TXT CURSOR ELIMINADO. Después (B285/6)=HL, y la
rutina sale via TXT CURSOR ACTIVADO.

Observa que el cursor debe ser suprimido antes de cambiar las coorde-
nadas.

TXT FIJA FILA (TXT SET ROW): BB72, 1174

Esta rutina es similar a la anterior, salvo que A debe especificar una
fila requerida. L= A + (borde superior de la ventana)— 1, H=(B286), que es
la columna, seguido de la secuencia del cursor.
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TXT EXAMINA CURSOR (7TXT GET CURSOR):
BB78, 1180

Literalmente, esta rutina devuelve la posicion del cursor relativa a los
limites de la ventana actual, pero la validez de la posicion no se comprue-
ba y, si ésta queda fuera de la ventana, podrad cambiarse antes de utilizarse.

HL =(B285/6) coloca en H la columna absoluta y en L la fila
absoluta.

H=H—-(B298)+1 convierte la coordenada de la columna en coorde-
nada del usuario.

L=L—(B288)+1 convierte la coordenada de la fila en coordenada
del usuario.

A =(B28C) recoge el valor de la cuenta de desplazamiento.

La cuenta de desplazamiento se decrementa en un desplazamiento
hacia arriba y se incrementa si es hacia abajo. Sélo sirve para indicar si se
ha producido un desplazamiento.

El control que permite activar el cursor depende de los bits O y 1 de
(B28D). El bit 0 se controla por el usuario (INHIBE/DESINHIBE), mien-
tras que el bit 1 se controla por el sistema (ON/OFF). Si cualquiera de los
bits estd a nivel bajo, el cursor no aparecera.

LW

Wi

TXT ACTIVA CURSOR USUARIO
(TXT CUR ENABLE): BB7B, 1289

Se llama a TXT CURSOR ELIMINADO. Entonces (B28D)=(B28D)
AND &FE, poniendo a cero el bit 0. La rutina termina via TXT CUR-
SOR ACTIVADO.

TXT INHIBE CURSOR USUARIO
(TXT CUR DISABLE): BB7E, 129A

Es similar a la rutina anterior, salvo que (B28D) =(B28D)OR 1, colo-
cando a uno el bit 0.

4 TXT ACTIVA CURSOR STMA
(TXT CUR ON): BB81, 1279

14

@ Igual que TXT ACTIVA CURSOR USUARIO, salvo que el bit 1 de
(B28D) se pone a 0.

87




TXT INHIBE CURSOR STMA (7TXT CUR OFF):
BB84, 1281

[gual que TXT INHIBE CURSOR USUARIO, salvo que se pone a T.
uno el bit 1 de (B28D).

Se nos presenta ahora un problema: dos entradas del bloque de saltos
que llaman al mismo punto de entrada, aunque su accién es equivalente y
opuesta. Si el cursor estd ausente, se le hara aparecer, y si esta presente,
desaparecer, mediante inversion del caréacter que esté en la posicion del
cursor.

B
Las dos siguientes rutinas preservan AF. T
(1

TXT PONE CURSOR (7XT PLACE CURSOR):
BB8A, 1268

TXT QUITA CURSOR (7TXT REMOVE CURSOR):
BB8D, 1268

BC, DE y HL son preservados. Una subrutina situada en 11AB carga
a HL con el contenido de (B285/6), que son la fila y columna de la
posicion del cursor; comprueba la validez de la posicion en relacion con la
ventana actual, mediante la subrutina situada en 11DA (véase TXT POSI-
CION VALIDA), y vuelve a cargar (B285/6) con el resultado de esta
operacion que estd contenido en HL, y que puede haber sido modificado
para adaptar la posicion a la ventana. Si el acarreo estd puesto a uno, la
subrutina de 11AB retorna. De otro modo, se requiere un desplazamiento.
Si B0, entonces A= 1, mientras que si B= &FF, entonces A= &FF. A se
anade a la cuenta de desplazamiento; B indica la direccion requerida del
desplazamiento.

A continuacion se llama a TXT EXAMINA VENTANA. Si retorna
cuando el acarreo estd puesto a 1, se llama a PNT DESPLAZA AREA, y
si no, se llama a PNT DESPLAZA PANTALLA. En ambos casos
A =(B290), que es el papel.

De vuelta a la rutina principal, B=pluma, C=papel, y se llama a PNT
INVIERTE CARACTER para invertir el caracter que estd en la posicion
del cursor,

El antiguo cursor debe haber sido trasladado previamente, utilizando la
misma rutina con la antigua posicion del cursor.




En conexion con esta rutina de doble finalidad, tenemos un par de
indirecciones:

TXT CURSOR ACTIVADO (7XT DRAW CURSOR):
BDCD, 1263

TXT CURSOR ELIMINADO
(TXT UNDRAW CURSOR): BDDO, 1263

Si (B28D) es distinto de 0, la rutina regresa y no realiza ninguna
accion. En otro caso, seguird actuando TXT PONE CURSOR.

TXT POSICION VALIDA (TXT VALIDATE):
BB87, 11CE

Esta rutina comprueba si la posicion del cursor queda comprendida
dentro de la ventana actual y reajusta esta posicion si resulta fuera de la
pantalla. Al entrar, H contiene la columna y L la fila, en coordenadas

A logicas tomadas desde 1. Las coordenadas se convierten en coordenadas
| absolutas anadiendo el borde izquierdo de la ventana menos uno y el
a borde derecho de la ventana menos uno. Una subrutina situada en 11DA
- comprueba y modifica del modo siguiente:
a
¢ e Si H es superior al borde derecho de la ventana, entonces H es igual
f al borde izquierdo de la ventana, L=L+ 1.
e Si H es inferior al borde izquierdo de la ventana, entonces H es igual
; al borde derecho de la ventana, L=L—1. .

e Si L es inferior al borde superior de la ventana, entonces L es igual

al borde superior de la ventana, B=0, y la rutina regresa con el

p acarreo a cero y B=0 para ordenar un desplazamiento hacia abajo.
){: De otro modo, si L es superior al borde inferior de la ventana,

volverd con el acarreo puesto a uno. Ademas de esto, L serd igual al
T borde inferior de la ventana y la rutina volvera con el acarreo puesto
| a cero y B=&FF para obtener un desplazamiento hacia arriba.

la HL es reconvertido en coordenadas légicas. Si el acarreo estd puesto a
cero, se ejecuta el desplazamiento.




Color

TXT COLOR PLUMA (TXT SET PEN): BB90O, 12A9
TXT COLOR PAPEL (7TXT SET PAPER): BB96, 12AE

Ademads de disponer HL=B28F para la pluma, y HL=B290 para el
papel, estas entradas utilizan una rutina comun. Al comenzar, A contiene
la tinta elegida. Se llama a TXT CURSOR ELIMINADO y después a
PNT CODIFICA TINTA. (HL)=A, y la rutina sale via TXT CURSOR
ACTIVADO.

El cursor debe eliminarse, ya que el cambio de color trastornaria en
otro caso el proceso de inversion.

TXT EXAMINA PLUMA (TXT GET PEN):
BB93, 12BD

TXT EXAMINA PAPEL (TXT GET PAPER):
BB99, 12C3

Para la pluma, A=(B28F); para el papel, A=(B290). A continuacion le
seguira PNT CODIFICA TINTA.

TXT INVIERTE COLORES (7XT INVERSE):
BB9C, 12C9

La pluma (B289) y el papel (B290) se intercambian.

TXT FIJA MODO (7XT SET BACK): BB9F, 137A

Esta rutina determina si el color de fondo debe ser escrito (opaco) o se
mantiene inalterado (transparente). La accion se determina colocando una
direccion de enlace:

x !

| 00 -

|

W -



Si A=0, (B291/2)=1391, un enlace para opaco.
Si A=1, (B291/2)=139F, un enlace para transparente.

La rutina elegida se llama mediante TXT ESCRIBE CARACTER,
pero es conveniente describir aqui la accién. C contiene el byte matriz, y
DE contiene la direccion de pantalla.

Opaco

HL =(B28F/90), pluma y papel.

B=H AND (C complementado), la mascara de papel.

A=C AND L, mascara de la pluma.

C=&FF ordena que todos los puntos de pantalla se pongan a uno.
B=A OR B, méascara combinada.

EX DE, HL pone la direcciéon de la pantalla en HL.

Le sigue PNT PIXEL.

Transparente

B=(B28F), pluma.
EX DE, HL.
Le sigue PNT PIXEL.

P Observa que solo estd disponible el modo forzado.

TXT EXAMINA MODO (7XT GET BACK):
BBA2, 1387

Si (B291/2)+ EC6F =0, el enlace dispuesto es para el modo opaco, y
la rutina retorna con A=0. Si el enlace se coloca para transparente, A +0.

| Ventanas

TXT ACTIVA VENTANA (TXT WIN ENABLE):
BB66, 120C

A la entrada, D y H deben contener las columnas fisicas para las

posiciones de los lados de la ventana, considerando a la mayor como

1 definidora del lado derecho. De modo similar, E y L contienen las filas
superior e inferior, siendo la mayor la que define la fila inferior. Se
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comprueba la validez de las coordenadas, ajustdndose si resultan fuera del
area de la pantalla. Los valores resultantes se colocan en (B288/B) (véase
rutina siguiente).

Si la ventana cubre el total de la pantalla, (B287)=0, siendo éste el flag
que selecciona el desplazamiento hardware o software. La posicion del
cursor se coloca en la esquina superior izquierda de la pantalla.

TXT EXAMINA VENTANA (7XT GET WINDOW):
BB69, 1256

L =(B288) Borde superior
H =(B289) Borde izquierdo
E=(B28A) Borde inferior

D =(B28B) Borde derecho

Si (B287)=0, la rutina regresa con el acarreo puesto a cero, permitiendo :
el desplazamiento hardware. Si el acarreo esta puesto a 1, se requerira el
desplazamiento software. I

TXT LIMPIA VENTANA (7XT CLEAR WINDOW):
BB6C, 1540

El cursor se “elimina”, (B285/6)=(B288/9), colocindolo en la posicién
inicial, en la esquina superior izquierda de la ventana; HL y DE se
disponen como para TXT EXAMINA VENTANA, vista hace un momen-
to, y se llama a PNT RELLENA CAJA. Si est4d activado, el cursor es
restaurado.

Los multiples cauces, cada uno de los cuales puede tener su propia
serie de pardametros, complican algunas de las rutinas que hemos visto.
Las manipulaciones del cursor también revisten mayor complejidad de la
que cabria esperar.

Por otro lado, la flexibilidad del sistema de pantalla justifica esta
complejidad, por lo que merece la pena un estudio profundo del sistema.

Cauces L

Se han utilizado mucho los datos de la pantalla actual en el drea
(B285-B293). En cualquier momento, los datos para otro cauce se pueden
copiar dentro de esta area, desde las copias contenidas en la zona (B20D-
B284). Los datos anteriores se protegen en su drea de copia.
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TXT SELECCIONA CAUCE (7XT STREAM SELECT):
BBB4, 10E8

A la entrada, A contiene el nimero del cauce requerido. A=A AND 7
asegura que se estd utilizando un nimero entre 0 y 7. Si A=(B20C), que
es el niimero del cauce actual, la rutina regresa sin ejecutar accion alguna.

En otro caso, BC y DE son guardados en la pila, C=(B20C), y
(B20C)=A, cambiando el numero del cauce actual. B=A, y A=C.
DE=B20D+ 15%A coloca la direccion del area de copia para el cauce
actual y HL = B285; BC=000F son preparados para proteger los parame-
tros actuales en el drea de copia mediante LDIR.

A es cargado entonces con el nimero del nuevo cauce, y el proceso de
copia se repite, aunque con un intercambio de DE y HL para invertir la
direccion de transferencia. A se carga con el nimero del cauce anterior.

TXT CANJEA CAUCES (TXT SWAP STREAMS):
BBB7, 1107

Esta rutina comporta algunos trucos interesantes. A la entrada, By C
contienen los nimeros de dos cauces que son los datos que se van a
intercambiar.

A =(B20C) anota el nimero del cauce actual, y AF se guarda en la
pila.

Se llama a TXT SELECCIONA CAUCE con A=C para almacenar
los datos del cauce actual y traer el dato C del cauce al area actual
Entonces (B20C)= B, y DE es cargado con B20D + 15%B. DE se guarda en la
pila, A=C, y DE= B20D+ 15«C. La direccién guardada en la pila por DE se
recupera en HL y la rutina de copia transfiere el dato B del cauce al area C del
mismo. AF es recuperado de la pila y TXT SELECCIONA CAUCE es
llamada para copiar el dato C del anterior cauce (en el area comun) en el area
B del cauce (porque (B20C)= B). El cauce definido en A, que era actual antes
de que este proceso se iniciara, se trae al area actual.

Datos de las matrices

Los modelos de matriz del caricter estidndar estdn contenidos en la
ROM, en la zona 3800-3FFF, pero los modelos especiales pueden definirse
en la RAM por el usuario. Cuando dichos modelos de RAM se hayan
definido, el flag de matriz situado en (B295) serd distinto de 0, y (B294)
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contendra el codigo para el primer cardcter de la tabla del usuario. La
direcci6n de comienzo de la tabla de la RAM esta contenida en (B296/7).

Cuando se busca un modelo, podra estar en la ROM o en la RAM, y
la eleccion se realiza mediante:

TXT EXAMINA TABLA MATRICES
(TXT GET M TABLE): BBAE, 132A

HL =(B294/5), poniendo el flag de la matriz en H y el cédigo para el
primer caracter definible por el usuario en L. St H+0, el acarreo se pone a
uno. Entonces, HL=(B296/7), y éste sera el comienzo de la tabla definible
por el usuario, mientras no se establezca otro. Si el acarreo estd puesto a
cero, HL es ignorado, pero en cualquier caso A=L.

TXT EXAMINA MATRIZ (TXT GET MATRIX):
BBAS5, 12D3

A la entrada, A contiene un codigo de carécter.

12D3  DE se guarda en la pila, E=A, y se llama a TXT EXAMINA
TABLA MATRICES. Si regresa con el acarreo puesto a cero,
la rutina salta a 12E3. No hay tabla de usuario. Si, en otro
caso, E es menor que el valor de A dispuesto por TXT
EXAMINA TABLA MATRICES, el codigo estard por debajo
del intervalo definido para la tabla del usuario y la rutina
también saltara a 12E3. De otro modo, se seguira 12E6 con
E=E—-A.

12E3 HL=3800, que es la base de la tabla de l]a ROM.

12E6 HL=HL+8+E, lo que constituye la direccion de la matriz
requerida. Se recupera DE y la rutina regresa.

Para crear una tabla matriz del usuario, el drea de la RAM debe ser
previamente definida y los datos relevantes deben ser inicializados.

TXT FIJA TABLA DE MATRICES
(TXT SET M TABLE): BBAB, 12FD

A la entrada, E contiene el codigo para el primer carécter de la tabla y
D es igual a 0. Sin embargo, si D+0, la tabla existente se cancela. HL
contiene la direccion de comienzo de la tabla.

F
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12FD HL se guarda en la pila, protegiendo la direccion de comienzo
de la tabla de la RAM. Si D+0, la rutina saltara a 131D con
D=0, lo que provoca que el flag de la matriz se ponga a cero.
En otro caso, D=&FF y DE se guarda en la pila. C=E,
mientras que DE y HL se intercambian.

1308 A=C, y se llama a TXT EXAMINA MATRIZ. Si, como es de
esperar, el flag de la matriz estd puesto a cero, la direccion en
la ROM de la matriz que corresponde al cédigo de caracter
contenido a la entrada en E se cargara en HL. Si HL=DE, la
rutina saltard a 131C. También:

1314  BC se guarda en la pila y se copian 8 bytes de (HL) a (DE)
mediante LDIR ; BC se recupera y C se incrementa para apuntar
al siguiente caracter. Si C+0, la rutina enlaza con 1308, ini-
cidndose un bucle.

131C  Se recupera DE.

131D Se llama a TXT EXAMINA TABLA MATRICES y entonces
DE se copia en (B294/5), cargédndose el flag de la matriz desde
D y el primer cédigo de caricter desde E. La direccion de
comienzo de la nueva tabla se recupera entonces y se carga en
(B296/7).

Esto prepara la entrada de la tabla del usuario, que consiste en una
copia de la parte apropiada de la tabla de la ROM. Ahora deben colocarse
las matrices del usuario:

TXT IMPONE MATRIZ (TXT SET MATRIX):
BBAS8., 12F1

La matriz se coloca copiando de una fuente determinada, que podria
ser otra matriz existente. A la entrada, A contiene el codigo para la matriz
y HL apunta a la fuente de copia. Si A regresa con el acarreo puesto a
cero, significara que ha fracasado; si estd puesto a uno, se entendera que
lleg6 a buen fin. El fracaso indica que el caracter no se encuentra dentro
de la tabla del usuario definida, o que no se ha definido tabla alguna.

DE=HL, y se llama a TXT EXAMINA MATRIZ. Si al regreso C=0,
la rutina termina. Si no, DE y HL se intercambian, y la LDIR copia la
matriz en su sitio.

Salida de textos

El sistema de salida de textos se complica debido a las interconexiones
de las llamadas apropiadas. TXT SALIDA utiliza TXT CODIGO CA-
RACTER (una indireccion). TXT CODIGO CARACTER maneja los codi-
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gos de control, pero envia cédigos de caracter a TXT ESCR CARACTER
o al sistema de gréficos. TXT ESCR CARACTER llama a TXT ESCRIBE
CARACTER, otra indireccion.

Pero esta complicaciéon también tiene sus ventajas. Por ejemplo, GRA
ESCRIBE CARACTER no responde a los caracteres de control, sino que
los saca en pantalla, lo que puede ser enojoso. Alterando la indireccion
TXT CODIGO CARACTER, podemos interceptar los cédigos de control
y tratarlos con mayor eficacia.

Las rutinas estardn descritas en orden inverso, desde el final de la
cadena, marcha atras, hasta el principio, ya que de este modo se ve més
clara la accion.

TXT ESCR CARACTER (7XT WRITE CHAR):
BDD3, 134A

A la entrada, A contiene un cédigo ASCII, H contiene una columna
fisica, y L contiene una fila fisica (contando a partir de 0).

13dA° HL es guardado en la pila, y se llama a TXT EXAMINA
MATRIZ para obtener la direcciéon de la matriz requerida.
DE = B298, que es el comienzo del area tomada como modelo.
DE se guarda en la pila y se llama a PNT EXPANDE para
extender la matriz en el area elegida. DE y HL son recupera-
dos y se llama a PNT POSICIONA COORDENADAS para
colocar una direccion de pantalla. C=8.
135C BC y HL se guardan en la pila. Esto es un punto de un bucle
extlerno.
135E  BC y DE se guardan en la pila. Esto es un punto de un bucle
interno. DE y HL se intercambian, C=(HL), y llamando a
1376 se accede a los modos opaco o transparente (véase TXT
FIJA MODO). Se llama a PNT SIGUIENTE BYTE, y DE s¢
recupera y se incrementa. BC es recuperado, y seguird un
DINZ hacia 135E. Este suele activar una linea. (Advierte que
B se carga con el niimero de bytes contenidos en el ancho de
un caracter, mediante PNT POSICIONA COORDENADAS))
Cuando el bucle DINZ finaliza, HL se recupera, se llama a
PNT SIGUIENTE LINEA, BC se recupera, C se decrementa;
si C#0, la rutina enlaza con 135C y, si C=0, la rutina
regresard, habiendo ya dispuesto las ocho lineas.



TXT ESCRIBE CARACTER (7XT WR CHAR):
BB5D, 1334

A la entrada, A contiene un cédigo ASCII. B=A. Si (B28E)=0, la
rutina regresa inhibiendo la imagen. En caso contrario, BC se guarda en la
pila, y se llama a la rutina en 11A8. Esto traslada el cursor, comprueba la
validez y, si es necesario, corrige los valores de columna y de linea para
que resulten dentro de la ventana actual. (B285)=H+ 1, colocando la
posicion de la siguiente columna, y AF se recupera, rescatando de B el
codigo guardado en la pila. TXT ESCR CARACTER es llamada, y luego
TXT CURSOR ACTIVADO.

TXT SALIDA (TXT OUTPUT): BB5A, 1400

Se llama a TXT CODIGO CARACTER, habiendo guardado en la pila
los registros BC, DE, HL y AF.

TXT CODIGO CARACTER (TXT OUT ACTION):
BDD9, 140C

A la entrada, A contiene un valor que podrd ser tanto un codigo de
caracter como un cédigo de control, e incluso un pardmetro que siga a un
codigo de control. La rutina debe decidir de cuél de estas posibilidades se
trata.

Si el pardmetro contenido en (B2B8)=0, el valor no serd un parametro,
sino un coédigo ASCII. Si es igual o mayor que &20, se tratard de un
codigo de carécter; si es menor que &20, serd un codigo de control.

Si el flag de escritura de graficos en (B293)+0, la accién pasa a GRA
ESCRIBE CARACTER, tanto si el valor representa un codigo de control
como si no. Esto explica por qué la escritura de gréficos insiste en mostrar
los simbolos de los codigos de control de forma tan desconcertante.

La siguiente descripcion deberia leerse conjuntamente con la tabla de
codigos de control proporcionada més adelante. Esto detalla e interpreta
los datos contenidos en la RAM desde B2C3 en adelante.

La primera accién es copiar A en C y comprobar el flag de escritura de
graficos, saltando a GRA ESCRIBE CARACTER con A=C si el flag no
estd puesto a cero.

El valor del pardmetro en B2B8 es comprobado y si (B2B8) toma un
valor mayor que 9, la rutina sale con (B2B8)=0. Algo ha debido extraviar-
se, puesto que ningliin codigo de control requiere mds de nueve parame-
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tros. Si (B2B8)=0 y A contiene un valor mayor que &IF, la rutina salta a
TXT ESCRIBE CARACTER.

En otro caso, B=(B2B8)+1 y se forma una direccion como B2B8+ B.
El valor contenido en A se almacena en esta direccion. Observa que si el
valor es menor que &20, (B2BB) debe ser igual a cero y el cédigo de
control se almacena en (B2B9); pero si (B2B8)+0, el valor es un parame-
tro y se almacenar4 entre (B2B9) y (B2Cl).

El contenido de (B2B9), que es el codigo de control, se utiliza para
formar una direccion B2C3+ 3x(B2B9). Esto elige uno de los grupos de
bytes contenidos en la tabla de codigos de control. El primer byte del
grupo especifica el nimero de bytes del parametro requerido. Si ese
numero no se ha encontrado, la rutina termina.

En caso contrario, se llama a la rutina indicada por el segundo y tercer
bytes del grupo. Entonces (B2B8)=0, y la rutina en su conjunto regresara.

Tabla de caracter de control

Para-

Codigo  metros  Enlace Funcidn

&00 0 14E2 Regreso inmediato. Sin accién

&01 | 1334 TXT ESCRIBE CARACTER

&02 0 139A TXT INHIBE CURSOR USUARIO

&03 0 1289 TXT ACTIVA CURSOR USUARIO

&04 1 0ACA PNT FIJA MODO

&05 1 1945 GRA ESCRIBE CARACTER

&06 0 1451 TXT ACTIVA VDU

&07 0 14D8 COLA SONIDO CON HL= 14CF (pitido)

&08 0 150A CURSOR IZQUIERDA

&09 0 150F CURSOR DERECHA

&0A 0 1514 CURSOR ABAJO

&0B 0 1519 CURSOR ARRIBA

&0C 0 1540 TXT LIMPIA VENTANA

&0D 0 1530 Columna = Borde izquierdo ventana

&0E 1 12AE TXT COLOR PAPEL

&OF 1 12A9 TXT COLOR PLUMA

&10 0 154F BORRAR

&l11 0 158E LIMPIA VENTANA A LA IZQUIERDA
DEL CURSOR

&12 0 1584 LIMPIA VENTANA A LA DERECHA
DEL CURSOR

&13 0 156D LIMPIA VENTANA ENCIMA DEL
CURSOR

&14 0 1556 LIMPIA VENTANA DEBAJO DEL
CURSOR




&15 0 144B TXT DESACTIVA VDU
&16 1 14E3 TXT FIJA MODO
&17 1 0C49 PNT MODO GRAFICOS
&18 0 12C9 TXT INVIERTE COLORES
&19 9 1504 TXT IMPONE MATRIZ
&I1A 4 14F8 TXT ACTIVA VENTANA
&1B 0 14E2 Regreso inmediato, sin accién
&1C 3 14E8 PNT IMPONE TINTA
&1D 2 14F1 PNT IMPONE BORDE
&I1E 0 152A CURSOR A ESQUINA SUPERIOR IZ-
QUIERDA
&I1F 2 1538 POSICIONA CURSOR

En muchos casos las rutinas se describen en otros sitios, pero las
rutinas pueden no entrar directamente alli donde se precisan pardmetros,
pucsto que ¢€stos se eligen previamente en los registros apropiados. Para
los movimientos del cursor, éste puede eliminarse, modificar su columna
y/o fila, y se puede restaurar. Para borrar y aclarar grandes espacios se
utiliza PNT RELLENA CAJA. Observa que la tabla estd en la RAM, por
lo que pueden realizarse facilmente alteraciones, atribuyendo nuevos signi-
ficados a los codigos de control.

Estas rutinas para implementar los cédigos de control son bastante
sencillas en general, por lo que no estimo necesario examinarlas aqui con
detalle.

Una rutina similar seria;:

TXT EXAMINA TABLA CONTROL
(TXT GET CONTROLS): BBB1, 14CB

HL se coloca en B2C3, que es el comienzo de la tabla de codigos de
control.

Otras rutinas de texto

Para el sistema editor, se necesita poder leer un cardcter en la pantalla
y obtener el correspondiente cédigo ASCII. Hay dos rutinas que resultan
adecuadas para ello:
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TXT LEE CARACTER (7XT READ CHAR): BB60, 13AB

HL, DE y BC se guardan en la pila, y se llama a TXT CURSOR
ELIMINADO, para que el caracter que esté en el cursor no se invierta, lo
que complicaria las cosas. TXT LEE CAR es llamada con HL =(B285/6),
filajcolumna. AF se guarda en la pila y se llama a TXT CURSOR
ACTIVADO. Los registros AF, BC, DE y HL son recuperados.

TXT LEE CAR (7XT UNWRITE): BDDS6, 13CO

Esta es una indireccion. A la entrada, H debe contener una columna
fisica y L una fila fisica, contando a partir de 0. La matriz expandida se
transfiere desde la posicion de pantalla asi definida al drea en cuestion
que comienza en B298, utilizando PNT COMPRIME introducida con
A =(B28F), que es la pluma. Se llama a una rutina de cotejo, y si regresa
con el acarreo puesto a uno, la rutina sale en su totalidad, con el registro
A conteniendo el codigo ASCII requerido.

La rutina de cotejo compara la matriz comprimida con todas las
matrices fuente, de una en una. Si no se encuentra pareja, la rutina de
cotejo regresa con el acarreo a cero y el flag Z a uno. En este caso se
vuelve a llamar a PNT COMPRIME, pero esta vez con A=(B290), que es
el papel. La matriz resultante se invierte y la rutina de cotejo se reintrodu-
ce. Esto permite detectar caracteres en una tinta inesperada.

Queda un udltimo punto de entrada.

TXT ADMISION DE GRAFICOS
(TXT SET GRAPHIC): BB63, 137A

(B293)=A. Si A=0, se inhibe la escritura de graficos, y se desinhibe en
caso contrario.

Comentarios
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Las rutinas de texto son quizé algo mds complicadas de lo que cabria
esperar, aunque gran parte de la accion resulte sencilla. El empleo de la
inversion para crear el cursor no es del todo un éxito, ya que el caracter
resultante es a veces dificil de leer, pero se ha proporcionado suficiente
informacion como para permitir y estimular la experimentacion de alterna-
tivas, como, por ejemplo, un simple subrayado. Las rutinas necesarias
pueden obtenerse via TXT CURSOR ACTIVADO y TXT CURSOR
ELIMINADO.
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La unidad

T
para graficos
x.

oy
s
rl
R
(] \4
4 La unidad de video para graficos (VDU de graficos), que ocupa el area

N % 15B0-19DC de la ROM, proporciona 23 puntos de entrada y tres indirec-
S ciones.

8. Dado que los distintos modos de expresar las coordenadas pueden dar
ge lugar a confusiones, creo conveniente ofrecer alguna explicacion preli-

L minar.

h ¢ " La posicion actual del cursor de gréficos se almacena en (B32C/D)
& para X y en (B32E/F) para Y. los valores se dan en “coordenadas de
+) usuario”.

V. El origen se sitta inicialmente en 0,0 —la esquina inferior izquierda de

o la pantalla—, pero puede alterarse a voluntad. Las coordenadas del origen
estdn contenidas en (B328/9) para X y en (B32A/B) para Y.
Al entrar, un tipo absoluto de rutina coloca la posicion actual desde el
- contenido de DE (X) y de HL (Y). Una clase relativa de rutina afade las
A coordenadas de la posicion actual a DE y HL, introduciéndose entonces el
bod tipo absoluto, la suma se realiza por una rutina en 1657.

Para fines internos se deberdn modificar las coordenadas, dividiendo la

zk . coordenada X, que estara en forma de nimero entero, por el nimero de
N
13 original es negativo, se aplicard un incremento. La coordenada absoluta Y

v
A
¥ bits que representen un punto de pantalla en el modo actual. Si el nimero
e

se divide por dos, puesto que debe apuntar a una de las 200 lineas de
pantalla.
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Antes de llevar a cabo estas operaciones, las coordenadas del usuario

se anaden a las coordenadas del origen. La subrutina 161D realiza esta
conversion, entrando en 161A, previa llamada a GRA POSICION CUR-

SOR.
Ahora ya podemos empezar a trabajar con las rutinas de inicializacion.

GRA INICIALIZA (GRA INITIALISE): BBBA, 15B0

Se llama a GRA RE-INICIALIZA y, entonces, papel=0, pluma=1,
origen=0,0 y la ventana de graficos se define como la pantalla en su
totalidad.

GRA RE-INICIALIZA (GRA RESET): BBBD, 15DF

Las indirecciones para GRA TEXT PUNTO, GRA LINEA y GRA
PUNTO se fijan con las direcciones prescritas para omisiones.

Actualizacion

GRA FIJA ORIGEN (GRA SET ORIGIN): BBCY, 1604

A la entrada, DE debe contener la coordenada X requerida y HL la
coordenada Y. Son valores absolutos. Las coordenadas del origen conteni-
das en (B328/B) se cargan desde DE y HL, que entonces se ponen a cero.
Seguira GRA MOV ABSOLUTO, que pone a cero las coordenadas de la
posicion actual en (B32C/F), moviendo efectivamente el cursor hasta el
nuevo origen.

GRA ANCHURA VENTANA (GRA WIN WIDTH):
BBCF, 1734

A la entrada, DE y HL deben contener las coordenadas estdndar
(absolutas) de los bordes izquierdo y derecho de la pantalla de graficos.
Las de mayor valor definirdn el borde derecho. Los valores estdn limita-
dos, de forma que queden dentro de los extremos de la pantalla y se
transforman en coordenadas internas antes de ser almacenados en
(B330/1), para el borde izquierdo, y (B332/3) para el borde derecho.
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GRA ALTURA VENTANA (GRA WINDOW HEIGHT):
BBD2 1779

Esta rutina se asemeja a la anterior, con la salvedad de que DE y HL
contienen las coordenadas del borde superior ¢ inferior de la ventana.
Limitadas y transformadas, las coordenadas se almacenan en (B334/5)
para el borde superior, y (B336/7) para el borde inferior.

GRA LIMPIA VENTANA (GRA CLEAR WINDOW):
BBDB, 17C5

Se llama a GRA OBTIENE ANCHURA (véase después) para obtener
las coordenadas de los bordes izquierdo y derecho de la ventana, a partir
de las cuales se determina la anchura de la misma. El nimero de lineas de
pantalla que forman la altura de la ventana se calcula de modo analogo.
Se llama a PNT COORDENADA PUNTOS, A se carga desde (B339),
que es el papel, y se llama a PNT RELLENA BYTE para realizar el
borrado de la ventana. Le sigue la localizacion del cursor en su posicion
basica.

GRA COLOR PLUMA (GRA SET PEN): BBDE, 17F6

Se llama a PNT CODIFICA TINTA para codificar la tinta cargada
en A, al entrar, y el resultado se almacena en (B338).

GRA COLOR PAPEL (GRA SET PAPER):
BBE4, 17FD

Igual que la rutina anterior, pero el resultado se almacena en (B339).

Comprobando valores

GRA POSICION CURSOR (GRA ASK CURSOR):
BBC6, 15FC

DE se carga desde (B32C/D) para proporcionar la coordenada actual
X, y HL se carga desde (B32E[F) para proporcionar la coordenada Y.
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GRA OBTIENE ORIGEN (GRA GET ORIGIN):
BBCC, 1612

DE se carga desde (B328/9), que es la coordenada X del origen, y HL
se carga desde (B32A/B), que es la coordenada Y.

GRA OBTIENE ANCHURA (GRA GET W WIDTH):
BBD5, 17A6

DE se carga desde (B330/1), borde izquierdo, y HL desde (B332/3),
borde derecho. Los valores se adaptan al modo correspondiente, ddndose
coordenadas absolutas.

GRA EXAMINA PLUMA (GRA GET PEN):
BBE1, 1804

A =(B338), y a continuacion se llama a PNT DECODIFICA TINTA.

GRA EXAMINA PAPEL (GRA GET PAPER):
BBE7, 180A

A =(B339), y a continuacién se llama a PNT DECODIFICA TINTA.

Funciones principales +

Hasta aqui las rutinas han sido en cierto modo triviales, pero en
ninguin caso esenciales. Vamos a ver ahora las rutinas que realizan funcio-
nes fundamentales.
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GRA MOV ABSOLUTO (GRA MOVE ABSOLUTE):
BBCO, 15F4

GRA MOV RELATIVO (GRA MOVE RELATIVE):
BBC3, 15F1

Para la version relativa, se llama a la subrutina 1657 y luego se
introduce la version absoluta. (B32C/D)=DE establece la coordenada X y
(B32E/F) dispone la coordenada Y. Los nuevos valores surtirdn efecto
cuando se llame a la siguiente funcién principal.

GRA PUNTO ABSOLUTO (GRA PLOT ABSOLUTE):
BBEA, 1813

GRA PUNTO RELATIVO (GRA PLOT RELATIVE):
BBED, 1810

GRA PUNTO (GRA PLOT): BDDC, 1816

Para la version relativa, se llama a la subrutina 1657, y después le sigue
la version absoluta. Esta 0ltima llama inmediatamente a GRA PUNTO,
que es una indireccion.

Se llama a 16FC para adaptar al modo las coordenadas contenidas en
DE y HL, utilizando 161D, y entonces realiza una funcién de comproba-
cion, comparando la posicion solicitada con los limites de la ventana. Si la
posicion no es valida, la rutina termina. En otro caso, se llama a PNT
COORDENADA PUNTOS, B=(B338) y, a continuacién, s¢ llama a
PNT ESCRIBE PIXEL.

Observa que este tltimo paso supone la colocacion de los bits relacio-
nados con un punto en particular, pero también se puede utilizar la
funciéon normal de impresion.
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GRA TEST PUNTO REL (GRA TEST RELATIVE):
BBF3, 1824

GRA TEXT PUNTO (GRA TEXT): BDDF, 182A

Estas rutinas estdn relacionadas de modo similar al grupo anterior,
soportando la indireccion GRA TEXT PUNTO la accién principal. Se
llama a 16FC para comprobar la validez de la posicion requerida y, si
regresa con el acarreo a cero, indicando una posicién invilida, la rutina
saldra via GRA EXAMINA PAPEL.

En otro caso la rutina saldrda via PNT COORDENADA PUNTOS y
PNT LEE PIXEL.

GRA LINEA ABSOLUTA (GRA LINE ABSOLUTE):
BBF6, 1839

GRA LINEA RELATIVA (GRA LINE RELATIVE):
BBF9, 1836

GRA LINEA (GRA LINE): BDE2, 183C

Aqui es donde el sistema de gréficos debe ganarse la vida trabajando.
Las rutinas son demasiado complejas como para examinarlas con detalle,
pero el nicleo de la accion es el siguiente:

A la entrada, DE contiene la coordenada X del punto f[inal, mientras
que HL contiene la coordenada Y. El punto inicial serd la posicion que
ocupe en ese momento el cursor. El primer paso sera calcular las distan-
cias al punto (X.Y), y la proporcion en la que las dos coordenadas
deberdn cambiar segiin se vaya dibujando la linea. Supongamos que la
distancia a X, “"AX", es la mayor. Entonces AX se divide por “AY”, que es
la medida de Y, y el resultado indicara cudntos incrementos de X deben
tomarse por cada incremento de Y. El calculo se hace sobre una base
entera, utilizando una rutina discutida en el capitulo “Soporte del BASIC™,
pero se repite después de cada incremento de Y para minimizar los
posibles errores resultantes. Supongamos que el resultado de la operacion
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es 5. Entonces se requerira una pequeiia linea horizontal de 5 unidades de
largo, para empezar. Esto lo dibujo PNT HORIZONTAL.

AX se reduce entonces en 5; AY en 1. El proceso se repite para tomar
un tramo nuevo de la linea, hasta que AY=0, AX=0.

GRA ESCRIBE CARACTER (GRA WR CHAR):
BBFC, 1945

A la entrada, A contiene un codigo ASCII, aunque no necesariamente
un codigo normal de carécter. IX se protege en la pila y se llama a TXT
EXAMINA MATRIZ. DE=B33A, que es el principio del 4rea de la
matriz de copia, e IX=DE. La matriz se copia en el 4rea de copia.

La direccion de la pantalla actual se adapta al modo correspondiente y
la validez de la posicion se comprueba por 16FF. Si regresa con el acarreo
a 0, significando que la posicion no es vilida, desembocara en una accion
correctiva.

Lo que sigue es similar a la accion de TXT ESCRIBE CARACTER,
con la salvedad de que se utilizan coordenadas de gréficos. La rutina sale
via GRA MOV ABSOLUTO para colocar el cursor en la esquina superior
izquierda de la posicion del siguiente caracter.

Comentarios

El hecho de agrupar algunas de las funciones presenta un sistema de
graficos de apariencia relativamente simple, pero en realidad esconde mu-
cha complejidad. La ausencia de funciones de creacion de circulos y de
relleno es de lamentar en algunas aplicaciones, pero existen programas que
anaden dichas facilidades para aquellos que las necesiten.

Una cuestion que a veces se olvida es que el nimero de puntos
comprendidos en un ancho de pantalla es 640 para el modo 2, 320 para el
modo 1, y s6lo 160 para el modo 0. Esto puede provocar contratiempos al
intentar combinar modelos intrincados con un amplio espectro de colores.

Algunos programadores, especialmente algunos espafoles, han hallado
medios para crear figuras de alta complejidad con un uso aparentemente
prodigo de colores; si tienes la oportunidad de estudiar sus métodos, te
resultardn muy reveladores. A falta de ello, merece la pena probar varios
experimentos, guidndose por los detalles aqui proporcionados.
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El monitor
de teclado

El monitor de teclado ocupa el darea 19E0-1E62 de la ROM y utiliza
como espacio de trabajo la zona B34C-B548. Hay 26 puntos de entrada
definidos y una indireccion.

El sistema utiliza tres “mapas de bits” para registrar las acciones del
teclado, que se resumen en una tabla al final de esta seccion. Cada bit
individual estd relacionado con una tecla determinada y los mapas se
actualizan 50 veces por segundo, a través de una rutina llamada por el
controlador de interrupciones. Esto significa que el contenido del mapa
solo puede examinarse con resultados coherentes mientras estén inhibidas las
interrupciones. Observa que las interrupciones estaran siempre que el sistema
de cassette esté en accion, por lo que el teclado aparece efectivamente
“muerto” durante este periodo.

Cuando se pulsa una tecla, su correspondiente bit en el mapa 1 se
pone a 0. El bit equivalente del mapa 2 es puesto a 1 si el bit del mapa |
se modifica de 0 a 1, o es igual a cero. Esto mantiene el bit del mapa 2
puesto a 1 si el bit del mapa 1 varia debido a los rebotes en la pulsacion
de la tecla.

Entonces se examina el mapa 3. Si presenta 0 para una tecla en
particular, y el mapa 2 asigna 1 a esa tecla, los datos se disponen en el
area de memoria del teclado y el byte del mapa 3 se pone a 1 desde el
byte del mapa 2.

Este proceso se aplica para todos los bytes de los 10 mapas. uno por
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uno, tomando los bits de cada byte en orden creciente, de forma que sea
posible hacer mds de una entrada durante un solo examen del teclado,
teniendo en cuenta que las entradas se hacen en orden ascendente de
nimeros de teclas. (Si examinaras el codigo pertinente, quedarias asombra-
do por la funcion B=A AND -A: coloca un bit en B, correspondiente al
bit menos significativo de A que esté a uno.)

Los datos de la memoria del teclado no tienen nada que ver con los
codigos ASCII y s6lo una pequeiia relacion indirecta con el nimero de la
tecla. Cada entrada en el buffer ocupa 2 bytes y el espacio disponible es
para 40 bytes, de forma que se pueden almacenar 20 pulsaciones de tecla
simultineamente. El byte alto es una mdascara de un solo bit, que indica de
qué bit de un byte del mapa se trata. El byte bajo estard compuesto. Si se
pulsa la tecla SHIFT, el bit 5 se pone a uno, y si se pulsa la tecla CONTROL,
serd el bit 7 el que se ponga a 1. Se anade el numero del byte del mapa
comprendido entre 0 y 9. Todos los datos necesarios estdn disponibles,
pero hay que decodificarlos.

A modo de ilustracion, examina qué pasaria al pulsar la tecla “@”. Es
la tecla 26 =3x8+ 2, luego estamos tratando con el bit 2 del byte del tercer
mapa. Si no hemos pulsado ni SHIFT ni CONTROL, la entrada a la memoria
del teclado serda 0403.

La memoria del teclado es del tipo “circular™, utilizando dos punteros.
El puntero de entrada estd en (B53D), y el de salida, en (B53F). Son
punteros que desplazan un solo byte. Cuando se anade una entrada al
buffer, el puntero de entrada se incrementa, y cuando una entrada se
elimina, el puntero de salida se incrementa. Cuando alglin puntero alcanza
el valor &14, se vuelve a poner a 0. Considera los punteros como si fuesen
las manecillas de un reloj. persiguiéndose la una a la otra alrededor de la
esfera, quedando el buffer utiizado comprendido entre las dos.

(B53C) se inicializa a &15. Se decrementa, cuando se intenta ejecutar
una entrada al buffer; se incrementa, cuando lo que se intenta es eliminar
una entrada. Si del decremento resulta O, se elimina el intento de ejecutar
una entrada, ya que el buffer esta lleno, y (B53C) se reinicializa a 1. De
esta forma contiene el espacio disponible del buffer (en palabras) mas uno.

(B53E) se inicializa a 1 y se incrementa cuando se ejecuta una nueva
entrada, decrementandose cuando se elimina. Si del decremento resulta 0,
el buffer estd vacio. Se abandona la intencién de leer una entrada y (B53E)
se pone a 1. Por tanto, contendra el numero de entradas del buffer (en
palabras) mas uno.

(B540) se inicializa a 0 y se incrementa cuando se ejecuta una entrada,
decrementdandose cuando una entrada se elimina. Por consiguiente, ofrece-
rd una comprobaciéon del nimero actual de entradas al buffer, dato que
puede ser de utihdad.

Las direcciones de acceso a la memoria se calculan anadiendo dos
veces los punteros a B514. Puesto que (B53D) y (B53F) trabajan mas alla
del intervalo 0 a &13, el buffer ocupa el area B514-B53B.

Un punto importante a tener en cuenta es que los estados de SHIFT




. almacenados en la memoria se determinan desde los bits 5 y 7 del byte
bajo de la entrada al buffer, que dependen del estado de SHIFT en el
momento de ejecutar la entrada. Los estados de SHIFT en el momento de
leer la entrada son irrelevantes. Sin embargo, los estados de SHIFT-
LOCK deben implementarse por separado. Observa que la informacion
referente a cambios de estado se intercala con otras entradas del teclado.

Rutinas de teclado

La descripcion general anterior del sistema de teclado ha traido a la
luz algunos puntos importantes referentes a su funcionamiento, tales como
la longitud del buffer de teclado; sin embargo, se puede utilizar el sistema
sin preocuparse demasiado por su forma de actuar. Pero la comprension
del sistema es de gran ayuda para explicar como funcionan las llamadas
del sistema.

Serd mejor comenzar con dos rutinas que restauran el sistema en un
estado estandar, que pueden ser valiosas si estds tentado a experimentar y
obtienes resultados inesperados o indeseados.

TCL INICIALIZACION (KM INITIALISE): BB0O, 19E0

Esta es la funcion principal de restauracion que afecta a todos los
elementos:

e Las tablas de tecla/codigo y parte de la tabla de control de repeticio-
nes se restauran copiando (1D69)(1E62) en (B34C){(B445) (véase
tabla).

e Los estados del teclado CAPS y SHIFT-LOCK en (B4E7/8) se
ponen a cero.

e La velocidad de repeticion en (B4E9) se pone a 2.

e La pausa de repeticion en (B4EA) se pone a &IE.

e El mapa 2, (B45F)(B4FE) se dispone para &FF entradas.

e El mapa 3, en (B4EB)(B4F4) se dispone para cero entradas.

e (B541/2) se pone a B34C, base de la tabla | de tecla/codigo.

e (B543/4) se pone a B39C, base de la tabla 2 de tecla/codigo.

e (B545/6) se pone a B43C, base de la tabla de control de repeticion.

e La rutina sale via TCL RE-INICIALIZACION.

TCL RE-INICIALIZACION (KM RESET): BBO3, 1A1E

Esta rutina de inferior grado de restauracion es, sin embargo, bastante
enérgica,
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® (B53C)=&15 (espacio libre de buffer mas uno).
e (B53D)=0 (puntero de entrada al buffer).

e (BS3E)=1 (entradas del buffer mas uno).

e (B53F)=0 (puntero de salida del buffer).

e (B440)=0 (numero de entradas al buffer).

e (B4EO)=&FF (“ignora” el caréacter devuelto).

Se asigna un buffer de cadena de teclas de 152 bytes (&98) comenzando
en B446, y la parte vacia de la cadena se rellena hasta completarla (por
desgracia, jesto se superpone a la tabla de control de repeticion!).

Se acude a la indireccion TCL EXAMINA ESC en BDEE para las

direcciones omitidas.
La rutina sale via NC INHIBE RUPTURAS.,

Rutinas de entrada

El hecho de que haya cuatro rutinas fundamentales de entrada de
datos puede resultar desconcertante, pero su interrelacion es importante.

TCL LEE TECLA (KM READ KEY): BB1B, 1B5C

Si hay una entrada en el buffer del teclado, la rutina sale con el codigo
apropiado en A, poniéndose a 1 el acarreo. Si la memoria esta vacia, la
rutina regresa con el acarreo a cero. Todos los registros, salvo AF, son
preservados.

TCL ESPERA TECLA (KM WAIT KEY): BB18, 1B56

Se llama a TCL LEE TECLA repetidamente, hasta que regrese con el
acarreo puesto a uno. Esto se puede utilizar con “pulse cualquier tecla
para continuar”, puesto que TCL LEE TECLA solo examina la memoria
para ver si se ha pulsado alguna tecla desde la dltima comprobacion.
Todos los registros son preservados, salvo AF.

TCL LEE CARACTER (KM READ CHAR):
BB09, 1A42

En primer lugar se comprueba el caricter “devuelto” en (B4E(). Si
no es &FF, el caracter es devuelto a A con el acarreo puesto a 1 y
(B4E0)=&FF (véase TCL REGRESA CARACTER).
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Después se comprueba (B4DE/F). Si (B4DF)+0, se ha sacado parcial-
mente una cadena de teclas y la rutina regresa con el codigo para el
siguiente caracter de la cadena cargado en A, con el acarreo puesto a 1.

Si no hay carécter devuelto ni cadena de teclas, TCL LEE TECLA es
llamada para buscar una entrada al buffer del teclado. Si el codigo devuel-
to a A es un simbolo de cadena de teclas, se inicia la salida de la cadena;
en caso contrario, la rutina regresa con el acarreo puesto a 1 y el codigo
en A.

Si no hay caracter devuelto, caracter de cadena de teclas, ni codigo de
l memoria, la rutina regresa con el acarreo a cero.

En cualquier caso, todos los registros, salvo AF, son preservados.

TCL ESPERA CARACTER (KM WAIT CHAR):
BB06, 1A3C

Se llama a TCL LEE CARACTER repetidamente, hasta que regrese
con €l acarreo a uno.

Las diferencias entre estas rutinas deben estar ya claras. Las versiones
de ESPERA se enlazan hasta encontrar un codigo, puesto que las formas
de LEE dan un rapido vistazo. Solo las versiones de CARACTER exami-
nan las devoluciones y las cadenas.

TCL REGRESA CARACTER (KM CHAR RETURN):
BBOC, 1A77

Con esta rutina tu te lo guisas y tu te lo comes. Cuando un carécter ha
sido leido, ha sido tomado del buffer del teclado y ya no sirve mas.
Llamando a TCL REGRESA CARACTER se transfiere el codigo de A a
(B4EQ), por lo que puede leerse por TCL LEE CARACTER como si
acabara de salir del buffer del teclado. Solo puede “devolverse” un caracter
cada vez, puesto que solo se dispone de una posicion.

Todos los registros son preservados.

Cadenas de teclas

La memoria estandar de cadenas de teclas se encuentra en B446-
B4DD, que se superpone a la tabla de control de repeticion, pero puede
definirse una memoria alternativa en cualquier lugar de la RAM. De las
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152 posiciones de la memoria estandar, 49 se cargan para cubrir lagunas y
quedan 103 para otras definiciones.

El formato del buffer es simple. Cada cadena va precedida por su
longitud en bytes, de forma que la cadena “n” puede hallarse saltando n
veces desde un byte de longitud hasta el siguiente. Las restantes posiciones
se rellenan de la siguiente forma:

B446 01 30 01 31 01 32 01 33 0l 34
B450 01 35 01 36 01 37 01 38 O1 39 01 2E 01 OD 05 52
B460 55 4E 22 0D

Las 10 primeras cadenas tienen una longitud de un carécter y propor-
cionan codigos para los numeros del 0 al 9. La undécima cadena da un
punto (&2E), la duodécima el codigo ENTER, mientras que la decimoter-
cera cadena tiene 5 bytes que son “RUN", seguido de ENTER.

Puede construirse un buffer de usuario, con las anteriores cadenas
supletorias previamente cargadas, utilizando:

TCL ASIGNA BUFFER (KM EXP BUFFER):
BB15, 1A7B

A la entrada, DE debe contener la direccion de comienzo del nuevo
buffer, HL debe contener su longitud, que debera ser &31 o mas (aunque
no 44, que esta establecida en la documentacion oficial).

Si el buffer se ha establecido, la rutina regresa con el acarreo a uno, y
si ha habido algun fallo, el acarreo estara a cero.

En el caso de que una cadena esté en proceso de salida, (B4DF) se
pone a cero, haciendo que la extraccion se detenga inmediatamente.

El siguiente paso es disponer las cadenas que desees. Esto se rea-
liza por:

-

TCL PONE EXPANSION (KM SET EXPAND):
BBOF, 1ABD
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A la entrada, B debe contener la clave de expansion relevante, C debe
contener la longitud de la cadena y HL debe apuntar a la fuente de la
nueva cadena. Si A regresa con el acarreo a uno, es que ha habido suerte;
y si esta puesto a cero, es que no se ha conseguido, quiza porque la
memoria no fuera lo suficientemente grande como para contener la cadena.




En primer lugar se determina la posicion de la cadena en la memoria,
utilizando una rutina que dispone un puntero en HL, inicialmente al
comienzo del buffer; lee la longitud del byte; afiade esta longitud mas uno
a HL; utiliza este resultado para leer la longitud del siguiente byte, y asi
sucesivamente. Cuando este proceso se ha realizado un numero de veces
igual a la longitud de la clave menos &80, HL apunta a la posicion de la
cadena. Todas las entradas anteriores son entonces desplazadas para dejar
el espacio suficiente para la siguiente cadena, que puede ser copiada
entonces en su sitio. (Observa que el movimiento puede ser hacia arriba o
hacia abajo, segun que la nueva cadena sea mas larga o mas corta que la
cadena a la que sustituye.)

Comparado con algunas implementaciones de cadenas de teclas, este
procedimiento es maravillosamente simple.

Para leer una cadena se necesita:

TCL TOMA EXPANSION (KM GET EXPAND):
BB12, 1B2E

A la entrada, A debe contener la seiial de expansion, mientras que L
contiene el numero del caracter dentro de la cadena que se va a leer. A la
salida, el éxito se traduce mediante el acarreo puesto a uno, con el codigo
del caracter en A. Si el proceso de extraccion de cadena se ha completado, el
acarreo se pone a cero y A se altera. En ambos casos, DE se altera.

Esta llamada se utiliza por TCL LEE CARACTER, y normalmente no
se empleara de forma independiente, puesto que requiere asociarse a una
rutina que actualice los flags adecuados y el puntero L.

Para saber si se ha pulsado una tecla determinada, sin identificar su
codigo, se puede utilizar:

TCL EXAMINA TECLA (KM TEST KEY):
BB1E. 1CBD

- L

A la entrada, A debe contener un numero de tecla. Si al regreso A=0,
significard que la tecla esta pulsada. C contiene los estados actuales de
SHIFT y CONTROL (véase a continuacion) y los estados LOCK son ignora-
B dos. A y HL son alterados.

-
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La informacion suministrada procede del mapa 3. Los bits de SHI+T y
CONTROL son aislados en (B4ED) y se cargan en C. El niimero de tecla se

convierte entonces en punteros de byte y bit y se utiliza para aislar el bit
relacionado con la tecla especificada. Si la tecla se ha pulsado, el bit es 1.

El estado de CAPS-LOCK y SHIFT-LOCK puede comprobarse me-
diante:

TCL TOMA ESTADO (KM GET STATE): |
BB21, 1BB3

Al regresar, esta rutina dispone L=&FF si es efectiva la funcion
SHIFT-LOCK, y H=&FF si es efectiva la funcion CAPS-LOCK; en todo
caso, los registros contienen cero. Todos los demas registros son preserva-
dos, puesto que la rutina tan s6lo coloca HL =(B4E7/8), posiciones que se
alternan cuando se leen los codigos LOCK adecuados desde la memona
del teclado.

Completando los procesos de lectura del teclado:

TCL ESTADO JOYSTICK (KM GET JOYSTICK):
BB24, 1C5C

A la salida, L=(B4F1) AND &7F, dando los datos para el joystick 1 l
(teclas 48-54) y H=(B4F4 AND &7F), dando los datos para el joystick 0
(teclas 72-78). A=H. Todos los demas registros son preservados.

Tablas de teclas y codigos

La relacion entre las teclas y los codigos que éstas generan es determi-
nada por las tres tablas de teclas situadas en el area B34C-B43B (véase
tabla). Puesto que las tablas estdn en la RAM, cualquier tecla puede ser
designada para producir cualquier cédigo deseado, con la limitacién de
que los codigos del intervalo &80-&9F seran tratados como senales de
cadenas por TCL LEE CARACTER (pero no por TCL LEE TECLA).

Hay tres llamadas disponibles para cambiar las entradas a la tabla de
teclas:
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TCL PON TRASLADO (KM SET TRANSLATE):
BB27, 1D52 Tabla 1

TCL TRASLADO CON SHIFT (KM SET SHIFT):
BB2D, 1D57 Tabla 2

TCL TRASLADO CON CONTROL
(KM SET CONTROL): BB33, 1D5C Tabla 3

A la entrada, A debe contener un nimero de tecla y B el codigo que va
a generar dicha tecla. Una vez haya sido leida la base de la tabla apropia-
da, la rutina es comin para los tres puntos de entrada. Si A excede de
&A4F, la rutina es devuelta, regresando con el flag C a cero. En otro caso,
A se afiade a la base de la tabla para formar un puntero que sitie el
contenido de B en la tabla. La tabla 1 se relaciona con las entradas sin
SHIFT y sin CONTROL. La tabla 2 se utiliza cuando la funcion CONTROL
es efectiva.

Una correspondiente colocacion de las entradas permite leer un codigo
mediante:

TCL TOMA TRASLADO (KM GET TRANSLATE):
BB2A, 1D3E Tabla 1

TCL OBTIENE SHIFT (KM GET SHIFT):
BB30, 1D43 Tabla 2

TCL OBTIENE CONTROL (KM GET CONTROL):
BB36, 1D48 Tabla 3

El formato es muy similar al anterior para las tres llamadas previas,
salvo que el numero de tecla contenido en A a la entrada se utiliza para
leer un byte desde la tabla apropiada y devolverlo a A. HL es alterado.

El estado LOCK del teclado es ignorado, tomdndose en cuenta por
TCL LEE TECLA.
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Accion repetitiva

La accion repetitiva de una tecla puede modificarse nominalmente
mediante: L

TCL IMPONE REPETICION (KM SET REPEAT):
BB39, 1CAB

A la entrada, A contiene un numero de tecla. Si B contiene 0, la tecla
podré repetir, mientras que si B contiené &FF se impedira la repeticion.
Un nimero de tecla mayor que &4F es rechazado, y para los demas, B se
copia en la tabla de control de repeticiones.

El problema es que, si A excede de 9, B también se copiara en el buffer
estindar de cadena-tecla, provocando un caos, a menos que hayamos
dispuesto un buffer diferente por nuestra cuenta...

Para leer la tabla de repeticion:

TCL CONOCE REPETICION (KM GET REPEAT):
BB3C, 1CA6
|

A la entrada, A contiene un numero de tecla. Si esta tecla puede
repetirse, la rutina regresa con Z a cero. A y HL se alteran.

Las repeticiones constantes se manejan con:

TCL IMPONE RETARDO (KM SET DELAY):
BB3F, 1C6D

A la entrada, H debe contener el factor de retardo y L el factor de
velocidad. A falta de otros, los valores son &1E, que proporcionan un
retardo de 30/50=0,6 segundos, y L=2, que produce una velocidad de
50/2 repeticiones por segundo. La rutina regresa con AF alterado.

TCL CONOCE RETARDO (KM GET DELAY):
BB42, 1C69

El factor de retardo es devuelto en H y el factor de velocidad en L.
AF es altera.
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Funciones de ruptura

Para entender las llamadas de ruptura, es necesario haber leido previa-
mente la seccion sobre sucesos.

| TCL INHIBE RUPTURAS (KM DISARM BREAK):
BB48, 1C82

(BSOC) se pone a cero para marcar la condicion inhibida. NC BORRA
SUCESO es llamada con HL=B50D para trasladar el suceso de rup-
tura desde la lista de sincronos. La rutina regresa con AF y HL alterados.

TCL PERMITE RUPTURAS (KM ARM BREAK):
BB45, 1C71

A la entrada, DE contiene C45E, la direccion de la rutina del suceso de
ruptura, y C contiene el nimero adecuado de la ROM. (&FD, que
significa ROM no modificada, activa la ROM superior e inhibe la inferior.)
Con esto se accede a la rutina de ruptura en el intérprete de BASIC, pero
pueden utilizarse otros datos de entrada para acceder a una rutina alterna-
tiva.

TCL INHIBE RUPTURAS es llamada para establecer un estado cono-
cido. Entonces se llama a NC INICIALIZA SUCESO con HL=BS50D
y B=&40 para inicializar un bloque de sucesos en B50D-B513. La clase
es “direccion lejana™, “urgente”, “sincrono™. La direccion de la rutina y
la ROM son las especificadas en DE y C. (BS0C)=&FF senala la condicion
permitida,

TCL GENERA RUPTURA (KM BREAK EVENT):
BB4B, 1C90

Si (B50C)=0, la rutina regresa. En otro caso, (B50C)=0 y NC SUCE-
SO es llamada con HL = B50D para atender al suceso de ruptura. &EF se
coloca en la memoria del teclado para senalar el punto en el que el suceso
fue atendido.




TCL EXAMINA ESC (KM TEST BREAK): BDEE, 1C90

Al entrar en esta indireccion, la interrupcion debe ser desactivada para
inhibir la accion del teclado, y la ROM inferior debe ser activada. C debe
contener el estado de la tecla SHIFT/CONTROL, como se encontré después
de inhibir la interrupcion.

Si SHIFT y CONTROL no estan pulsadas simultaneamente, la rutina
saldra via TCL GENERA RUPTURA.

En otro caso, parece que se esta pidiendo un reset, pero para asegurar-
se los bytes se afiaden al mapa 3. Si anicamente se han pulsado las teclas
SHIFT, CONTROL y ESCAPE, el total deberia ser &A4, y si se consigue
este resultado, se producira a continuacién un salto a 0000. En otro caso, la
rutina saldra via TCL GENERA RUPTURA.

Sumario
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Realmente se puede hacer muy poco con un teclado, aparte de solicitar
que proporcione datos. La mayoria de las llamadas listadas anteriormente
resultan apropiadas sobre todo para otras llamadas que utilicen los datos
obtenidos. Sin embargo, hay algunos trucos que merece la pena mencio-
nar.

Se puede vaciar la memoria del teclado variando los punteros, pero
deben modificarse todos ellos. Hay una rutina (en 1CED en la version 1.0)
que realiza exactamente esto. (Es el destino de la primera llamada en TCL
RE-INICIALIZACION, por lo que sera facil encontrarla en otras versio-
nes.)

Resulta dtil colocar una memoria alternativa tecla-cadena, para que
pueda trabajar la tabla de repeticion.

Puedes disponer una tabla especial tecla/codigo por tu cuenta, ponién-
dola en accion cuando sea necesario. Esto te proporcionara codigos extra
que seran generados mediante la accion del teclado.

Una consideracion particularmente importante se impone si utilizas un
programa primario que concierna al tema de las rupturas. La direccion
C45E sirve para el intérprete de BASIC, pero puede que no te sirva en
absoluto para tu programa; sin embargo, si utilizas una ROM lateral, -
entrara en C45E como respuesta al pulsar ESCAPE.

En algunos aspectos, el monitor de teclado es una de las secciones
menos satisfactorias del sistema operativo, pero funciona razonablemente
bien, a pesar de todo. Mientras conozcas sus peculiaridades, no hay
motivos para preocuparte.




Mapas de bits

Bit
Mapa 1  Mapa 2 Mapa 3 g1 2°32 & 5 6 7
B4FS B4FF B4EB g 1 2 .3 & 5 617
B4F6 B5¢@ B4EC 8 9 1§ 11 12 13 14 15
B4F7 B5¢1 B4ED 16 47 18 19 20 21 22 23
B4FB B5¢2 B4EE 24 25 26 27 28 29 3¢ 31
B4F9 B503 BLEF 32 33 34 35 36 37 38 39
B4FA B5@4 B4FD 4 41 42 43 44 45 46 47
B4LFB B5@5 B4F1 48 49 5¢ 51 52 53 54 55
B4FC B5@6 B4F2 56 57 58 59 6@ 61 62 63
B4FD B507 B4F3 54 65 66 67 68 69 79 71
B4FE B5@8 B4F4 72 73 74 75 76 77 18 719

Los nimeros de la tabla son nimeros de teclas.

Tablas tecla/coédigo

Nidetecla. @ 1 2 3 & 5 6 7 8 91¢ 11 12 1314 15
Tabla 1 F@ F3 F1 89 86 83 8B BA F2 E@ 87 88 85 81 82 89
Tabla 2 F&4 F7 F5 B9 86 83 8B 8A F6 EQ B7 88 85 81 82 8¢
Tabla 3 F8 FB F9 89 86 83 BC 8A FA EP 87 88 85 81 82 89

Nedetecla 16 17 18 19 2¢ 21 22 23 24 25 26 27 28 29 39 31
Tabla 1 1¢ 5B @D 5D 84 FF 5C FF 5E 2D 4@ 7¢ 3B 3A 2F 2E
Tabla 2 1¢ 7B @D 7D 84 FF 6@ FA A3 3D 7C 5@ 2B 3A 3F 3E
Tabla 3 1¢ 1B ¢D 1D 84 FF 1C FF 1E FF @@ 1¢ FF FF FF FF

Nedetecla 32 33 34 35 36 37 38 39 49 41 42 43 44 45 46 47
Tabla 1 3@ 39 6F 69 6C 6B 6D 2C 38 37 75 79 68 6A 6E 2¢
Tabla 2 5F 29 4F 49 4C 4B 4D 3C 28 27 55 59 48 4A 4E 29
Tabla 3 1F FF ¢F ¢9 ¢C ¢B @D FF FF FF 15 19 (8 @A ¢E FF

N°detecla 48 49 50 51 52 53 54 55 56 57 58 59 6@ 61 62 63
Tabla 1 36 35 72 74 67 66 62 76 34 33 65 77 73 64 63 78
Tabla 2 26 25 52 54 47 46 42 56 24 23 45 57 53 44 43 58
Tabla 3 FF FF 12 14 ¢7 ¢6 ¢2 16 FF FF @5 17 13 ¢4 ¢3 18

Nedetecla 64 65 66 67 68 69 7@ 71 72 73 74 75 76 77 78 79
Tabla 1 31 32 FC 71 @9 61 FD 7A OB @A (8 @9 58 5A FF 7F
Tabla 2 21 22 FC 51 @9 41 FD 5A ¢B QA ¢¥8 ¢9 58 5A FF 7F
Tabla 3 FF 7E FC 11 E1 ©1 FE 1A FF FF FF FF FF FF FF 7F




Espacio de trabajo del monitor

de teclado
B34C-B39B Tabla 1 de codigo/tecla: tecla SHIFT sin pulsar
B39C-B3EB Tabla 2 de codigoftecla: tecla SHIFT pulsada
B3EC-B43B Tabla 3 de codigoftecla: tecla CONTROL pulsada
B34C-B49B Tabla de control de repeticiones
B446-BADD  Buffer del teclado (cuidado con los solapamientos)
B4DE Puntero del buffer
B4DF Senal de la cadena actual
B4EO Devuelve caracter
B4E1/2 Comienzo del buffer de cadenas
B4E3/4 Final del buffer de cadenas
B4ES5/6 Comienzo del espacio libre en el buffer de cadenas
B4E7/8 Estado LOCK del teclado
B4E9 Velocidad de repeticiéon
B4EA Pausa o retardo de repeticion
B4EB-B4F4 Mapa 3
B4F5-BAFE Mapa 1
B4FF-B508 Mapa 2 J
B509 Cuenta de repeticion
B50A Nuimero del mapa de bytes
BSOB Mapa de mascaras de bit
B50C Flag para permitir rupturas
B50D-B513  Bloque de ruptura de sucesos
B514-B53B  Buffer del teclado
B53C Espacio libre del buffer+ 1 '
B53D Puntero de entrada
BS3E Entradas del buffer+ 1
BS3F Puntero de salida
B540 Entradas del buffer
B541/2 Puntero de la tabla 1 de la tecla/codigo
B543/4 Puntero de la tabla 2 de la tecla/codigo
B545/6 Puntero de la tabla 3 de la tecla/codigo
B547/8 Puntero de la tabla de control de repeticiones
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El monitor
de cassette

El monitor de cassette ocupa el area 2370-2A91 de la ROM inferior y
utiliza como espacio de trabajo la zona B800-B8D4 de la RAM. Anadién-
dose a esta zona, se emplearan areas de 2 Kbytes para almacenamiento
temporal durante las entradas y salidas. Hay definidas 22 entradas o
rutinas de firmware.

Las grabaciones estan basadas en ciclos de ondas cuadradas. Los ciclos
que representan bits en nivel alto tendran doble duracion que los que
representan bits en nivel bajo. La frecuencia principal nominal puede
variar entre 700 y 2500 Hz, siendo la frecuencia para omisiones de 1000
Hz, la cual le da al ciclo de un bit a nivel bajo una duracion de 666
microsegundos.

La duracion de un ciclo que representa a un bit a nivel alto sera de
1332 microsegundos.

La precompensacion se utiliza para desequilibrar la duracion propor-
cional de las ondas cuadradas, siendo el valor prescrito para omisiones el
de 25 microsegundos. Este valor se “anade” al ciclo del bit a nivel alto y se
resta del ciclo del bit a nivel bajo, enfatizindose asi la diferencia entre
ambos. La precompensacion se incrementara segun se incremente la fre-
cuencia principal.

Una faceta bastante util del sistema es que éste se ajusta automatica-
mente a la frecuencia correcta durante la lectura de la cinta. Esto se basa
en la lectura del bloque de cabeza, que esta construido de esta forma:
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e Zona ante-grabacion (gap).

o 2048 ciclos de bit a nivel alto.
e Un ciclo de bit a nivel bajo.
e Un byte de sincronismo.

Para datos, el byte de sincronismo es &16; para un encabezamiento
es &2C.

La estructura en conjunto de un fichero consiste en un encabezamiento
seguido por una grabacion de datos. El bloque de encabezamiento consta
de 64 bytes, pero la mayoria de ellos no tiene una funciéon asignada.
Durante la grabacion, el bloque de encabezamiento se toma del area B807-
B846. Durante la lectura, el encabezamiento se almacena en el area B&8C-
B8CB. Por referencia del encabezamiento durante la lectura, el sistema
puede decidir si cargar el bloque de datos correspondiente o emitir el
mensaje found (encontrado), que permitira recuperarse de un error en la
lectura, rebobinando la cinta y pidiendo nuevamente la lectura por si
alguno de los bloques ha sido omitido.

El sistema es francamente tolerante con los lloros y fluctuaciones de la
cinta, aunque puede fallar en casos extremos.

Los bloques de datos podrian ser de hasta 65536 bytes cada uno, pero
es mas corriente limitarlos a 2048 bytes, para mantener el tamano del
buffer dentro de lo razonable. Los bloques se dividen en segmentos de 258
bytes cada uno, utilizdndose dos de esos bytes para comprobacién ciclica
del sincronismo (CCS).

Como los procesos de grabacion y reproduccion deben ser continuos,
el sistema de interrupciones queda inhibido mientras la grabadora esta en
uso. Por la misma razon, los bloques construidos a partir de bytes creados
a intervalos, o los que deben leerse en el modo byte a byte, son manipula-
dos por medio de un buffer que actia como intermediario. Durante el
proceso de grabacion, el buffer se actualiza segin vayan estando los bytes
disponibles. Cuando el buffer esté lleno, su contenido sera grabado en la
cinta. Esta ultima accion también se llevara a cabo si se cierra el buffer.
Analogamente, en la reproduccion del buffer se llenara inicialmente con un
bloque completo y se volverd a llenar en el momento en que todos los
datos hayan sido tomados por el procesador.

Una excepcion a esto se produce cuando un bloque de datos, tal como
un programa BASIC, ya esta establecido, y por ello puede ser grabado
directamente. Lo mismo es aplicable a la reproduccion de datos de este
tipo. El buffer intermedio sigue utilizindose, pero las transferencias a y
desde la cinta son automaticas.

Las llamadas para el método de buffer intermedio son CAS LEE
CARACTER y CAS SALIDA CARACTER, mientras que para el método
directo las llamadas son CAS ENTRADA DIRECTA y CAS SALIDA
DIRECTA.

Algunas de las llamadas ofrecen facilidades no disponibles desde el
BASIC. CAS COMPARA nos provee de una facil verificacion, mientras



que CAS MENSAJES nos permite suprimir los mensajes de ayuda. CAS
RETORNO reinicializa los punteros del buffer intermedio, de forma que
una entrada pueda ser leida mas de una vez. Por iltimo, las llamadas de
ABANDONO nos permiten desechar el contenido del buffer.

Para aquellos a quienes se les antoje experimentar con sistemas de
grabacién por si mismos, tal vez buscando la compatibilidad con sistemas
de grabacion de otros ordenadores, estan accesibles las primitivas rutinas
CAS LEE y CAS ESCRIBE. Estas dos rutinas tratan con grabaciones
sencillas, manipulando datos de una longitud dada, desde o hacia una
posicion inicial dada de la memoria.

El sistema de temporizacion implica el uso del registro de refresco del
Z-80; una aplicacion poco usual de él, que dara una temporizacion corta
pero muy precisa.

Mensajes

Los mensajes de ayuda estdn almacenados de forma comprimida, con
los espacios omitidos pero recurridos, anadiendo el bit 7 del codigo del
caracter precedente. Hay cuatro avisos de error principales:

Read Error a Bit demasiado largo.

Read Error b Fallo en la comprobacion de sincronismo (CCS).
Read Error c Bloque demasiado largo.

Write Error a Frecuencia demasiado alta.

El error a de lectura puede ocurrir si la cinta ha sido purada durante
la reproduccion. También ha sido visto en un caso extremo de lloros, que
frenaban la marcha de la cinta de cuando en cuando. El error b de lectura
es mas comun, e implica un defecto en la superficie de la cinta. Los otros
errores no han sido observados, pero podian inducirse deliberadamente.

! La tecla ESCAPE ofrece una salida de las rutinas de cassette sélo en
3 limitadas circunstancias. Esta tecla se detecta directamente, no a través del
buffer del teclado, que es inefectivo en ausencia de interrupciones. Esto
significa que puede ser necesario mantener la tecla presionada un cierto
tiempo antes de que surta efecto.

Los nombres de los ficheros pueden contener hasta 16 caracteres.
Todos los caracteres adicionales seran ignorados, mientras que los nom-
bres mas cortos se rellenaran con espacios hasta los 16 bytes.
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Las rutinas

CAS INICIALIZA (CAS INITIALISE): BCé65, 2370

Se efectia una llamada a CAS ABANDONA ENTRADA y otra a
CAS ABANDONA SALIDA. Después, con A=0 se llama a CAS MEN-
SAJES para activar los mensajes de ayuda de pantalla. Luego se llama a
CAS VELOCIDAD con HL=014D (333) y A=&19 (25) para fijar la
velocidad en caso de omision y el valor de la precompensacion.

CAS VELOCIDAD (CAS SET SPEED): BC68, 237F

A su entrada, HL debe contener la mitad de la longitud del ciclo para
niveles bajos, expresada en microsegundos, y A debe contener la precompen-
sacion requerida, también en microsegundos. Se multiplica HL por 64. A
se divide entre 4 y se suma a HL. El resultado se guardard en (B8D1/2).

BC y DE no se ven alterados.

CAS MENSAJES (CAS NOISY): BC6B, 238E

El contenido de A se guarda en (B800). Si A=0, las ayudas son
habilitadas; en caso contrario, los mensajes de ayuda no apareceran,
Todos los registros conservan su contenido.

L0 oo, A

CAS ARRANCA MOTOR (CAS START MOTOR):
BC6E, 2A4B
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No existen requisitos de entrada. Si la accion fue completada, la rutina
regresara con el acarreo a uno, pero, si la tecla ESC se pulso, el acarreo
estara a cero. También al regreso, A contiene el estado previo del puerto C
del PPI; el bit 4 de dicho puerto controla el estado del motor (véase
CAS RESTAURA MOTOR).

Después de la puesta en marcha del motor, se produce un retardo de
unos dos segundos antes del retorno de la rutina, para dar tiempo a que el
motor adquiera la velocidad apropiada, si es que no estaba ya en funcio-
namiento desde antes.



CAS PARA MOTOR (CAS STOP MOTOR):
BC71, 2A4F

Es idéntica a CAS ARRANCA MOTOR, excepto en que el motor se
para en vez de arrancarse. En este caso no existe ningun retardo antes del
regreso.

CAS RESTAURA MOTOR (CAS RESTORE MOTOR):
BC74, 2A51

A su entrada, A debe contener el byte que contenia A al retorno de las
dos rutinas anteriores. El estado anterior del motor pasa a ser el actual.

Estas tres rutinas de control del motor son invocadas por otras rutinas
de nivel superior y unicamente tienen interés para el usuario si éste desea
mover la cinta sin grabar o reproducir. Sin embargo, la tecla PLAY debe
estar pulsada para permitir el movimiento. Como posible aplicacion puede
emplearse para encontrar automaticamente una grabacion dada, haciendo
funcionar el motor durante un tiempo ya calculado.

CAS ABRE ENTRADA (CAS IN OPEN): BC717, 2392

X Esta rutina inicializa un buffer de entrada, etiquetado con el nombre del
fichero dado, asi como los procedimientos necesarios para llenar el buffer
desde la cinta y hacer que los datos estén disponibles a la accion del
programa.

A su entrada, B debe contener el nimero de bytes del nombre del
fichero; HL contendra la direccion de comienzo del nombre del fichero, y
DE debe apuntar al drea de 2 Kbytes, que se utilizara como buffer. Como
la lectura de este buffer se hace desde LAM RAM, éste debera permane-
cer fuera de los margenes de la ROM.

Se inicializa entonces el area B802-B846, en su mayor parte por una
rutina formada con CAS ABRE SALIDA. Los bytes no senalados se
ponen a cero. El buffer se actualiza mediante los datos leidos de la cinta,

¢ siendo llamada automaticamente la accion de lectura.

. Si todo va bien, la rutina regresara con el acarreo a uno yel flag Z a

cero. HL apunta al encabezamiento del fichero recién almacenado; DE

1 contiene la localizacion de los datos especificada en el encabezamiento, y A

| contiene el tipo de fichero.

Si un fichero de entrada ya habia sido abierto, la rutina regresara con
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C y Z a cero, mientras que un regreso con C a cero y Z a uno indicara
que la tecla ESC fue pulsada.

Si la rutina ha sido ejecutada con éxito, podran leerse del buffer hasta
2 Kbytes, mediante el empleo repetido de CAS LEE CARACTER.

CAS CIERRA ENTRADA (CAS IN CLOSE):
BC7A, 23FC

CAS ABANDONA ENTRADA (CAS IN ABANDON):
BC7D, 2401

La diferencia entre estas llamadas es que CIERRA ENTRADA regre-
sara con C a cero y sin hacer nada, si no habia ningin fichero de entrada
abierto. En otro caso, acudirai a ABANDONA ENTRADA, que serad
ejecutada incondicionalmente.

No existen requisitos de entrada. Se pone a cero (B802) para marcar al
fichero como cerrado. La direccion de comienzo del buffer se copia en DE
desde (B803/4).

Se carga A con (B8CC) XOR 1, y si A=0, se pone a cero (B8CC). Este
es el flag para los mensajes de ayuda. El contenido de DE puede utilizarse
para reestablecer el buffer.

CAS LEE CARACTER (CAS IN CHAR): BC80, 2435

Esta rutina introduce en A el siguiente byte del buffer intermedio,
previa comprobacion de validez. No hay requisitos de entrada; toda la
accion depende de punteros internos.

En caso de que (B802) contenga 1 6 2, la rutina retornara inmediata-
mente con los flags C y Z a cero y sin que se lleve a cabo ninguna accion.
| indica que el buffer esta abierto, los datos aun no se han tomado. 2 indica
que CAS LEE CARACTER ya ha sido utilizada una vez al menos. En
otro caso, se hace que (B802)=2.

Si la cuenta de bytes disponibles que estid en (B81A/B) es 0000, todos
los datos se han tomado y se hace entonces un intento de leer en la cinta
otra parte del fichero. Si se ha alcanzado el final de los datos del fichero,
la rutina regresara con C y Z a cero.

Si el buffer todavia contiene datos, entonces se decrementa (B81A/B) y
HL =(B805/6), que es el puntero del buffer. LAM RAM lee el siguiente byte,
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lo introduce en A y se incrementa (B805/6). La salida de la rutina se
efectuara con el acarreo a uno, el flag Z a cero y los registros BC, DE y
HL sin alterar.

CAS ENTRADA DIRECTA (CAS IN DIRECT):
BC83, 24AB

Esta llamada debe ser precedida por CAS ABRE ENTRADA. Después
de eso, no debe llamarse a CAS LEE CARACTER, ya que esto impediria
la ejecucion de ENTRADA DIRECTA. A su entrada, HL debe apuntar al
comienzo del drea de datos que se van a rellenar.

Si (B802) no contiene 1 6 3, la rutina regresara con C y Z a cero, ya
que o el buffer no esta abierto o ha sido utilizada CAS LEE CARACTER.
En otro caso, (B81C/D)=HL, activando asi la direccion de destino de los
datos y siendo copiado el bloque en esa posicion. El proceso de copia es
“inteligente”, siendo empleadas LDIR o LDDR de forma apropiada.

CAS RETORNO (CAS RETURN): BC86, 249A

Se incrementa (B81A/B), que es la cuenta de los bytes que contiene el
buffer. Se decrementa el puntero del buffer en (B805/6). Esto hace que el
caracter leido en ultimo lugar esté disponible de nuevo. Sin embargo,
pueden aparecer problemas si el buffer ha sido rellenado otra vez.

CAS EXAMINA FINAL (CAS TEST EOF): BC89, 2496

Se llama a CAS LEE CARACTER y la rutina retorna con C a cero y
Z a uno, si se encuentra al final del fichero. En otro caso, la rutina termina
a través de CAS RETORNO para hacer que el caracter esté disponible
otra vez.

Todos los registros, excepto AF, son preservados.

CAS ABRE SALIDA (CAS OUT OPEN): BC8C, 23AB

A su entrada, B debe contener el nimero de bytes del nombre del
fichero, HL contendra la direccion donde se encuentra el nombre del
fichero y DE debe apuntar al comienzo de un drea de 2 Kbytes, que sera
utilizada como buffer.




Se inicializa el area (B847-B88B), en su mayor parte por una rutina
comun a CAS ABRE ENTRADA. Si ya estaba abierto algin fichero de
salida, la rutina regresa con el acarreo a cero. Si la tecla ESC esta pulsada,
la rutina regresa entonces con C y Z a cero. Un retorno con el acarreo a
uno indica que la accion prosperd y entonces HL contendra la direccion
del buffer de encabezamiento. El resto de los registros (incluyendo a IX) se
altera.

CAS CIERRA SALIDA (CAS OUT CLOSE):
BC8F, 2415

Si (BR47)=4, se ejecutara ABANDONA SALIDA. Si (B847)=0. la
rutina regresa con el acarreo a cero, indicando que no habia ningin
fichero de salida abierto. En otro caso, (B85D)=&FF, siendo éste el flag
de final de fichero. Si (B85F/60)=0000, el buffer estd vacio y entonces se
ejecutara ABANDONA SALIDA. En caso contrario, se intentara escribir
en la cinta y, si esto falla, la rutina retornard inmediatamente. Se llama
entonces a ABANDONA SALIDA. Debe observarse que, si se pulsa la
tecla ESC durante la grabacion, el fichero no se cerrara.

CAS ABANDONA SALIDA (CAS OUT ABANDON):
BC92, 242E

No se efecttia ninguna comprobacion. (B847)=0. DE=(B848/9), que es
la direccion del buffer. Si (B8CC)+2, la rutina regresa con el acarreo a
uno. En otro caso, (B8CC)=0, A=&FF y la rutina regresa con el acarreo
a uno y el flag Z a cero.

CAS SALIDA CARACTER (CAS OUT CHAR):
BC95, 245B

A su entrada, A debe contener un byte que se anadird al fichero de
salida.

Si (B847)#1 o #2, la rutina regresara con C y Z a cero. El estado del
fichero es incorrecto. En otro caso, se carga a (B847) con 2, indicando que
se ha introducido un byte. Si el buffer esta completo, su contenido se
escribira en la cinta. Si se pulsa ESC durante la grabacion, provocara que
la rutina retorne con C y Z a cero. El byte de salida se almacenara en la
posicion determinada por el puntero del buffer en (B84A/B); después se
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incrementa el puntero. El numero de bytes indicado por (B85F/60) tam-
bién se incrementa.

BC, DE y HL son preservados, mientras que AF y IX se alteran.

CAS SALIDA DIRECTA (CAS OUT DIRECT):
BC98, 24EA

Al igual que ENTRADA DIRECTA, esta rutina manipula datos en
bloque. A su entrada, HL debe contener la direccion de los datos; DE
debe contener la longitud de datos; BC debe contener la direccion de
comienzo, si la hay, y A debera contener el tipo de fichero.

Algun fichero debe estar previamente abierto y debera cerrarse después
de llamar a CAS SALIDA DIRECTA.

Si (B847)#1 o #3, la rutina regresa con C y Z a cero, indicando que
el estado del fichero es incorrecto, ya sea porque no habia ningun fichero
abierto o porque se haya utilizado CAS SALIDA CARACTER. En otro
caso, los datos especificos se copiaran en el buffer intermedio en bloques
de 2 Kbytes cada uno, siendo cada bloque grabado por separado. La
salida normal de rutina se produce con C a uno y Z a cero. Una salida

con C y Z a cero indica un incorrecto estado del fichero, y C a cero con Z
a uno indica que la tecla ESC fue pulsada.

Llamadas diversas

a
# CAS CATALOGA (CAS CATALOG): BC9B, 2528
Al comienzo, DE debe apuntar hacia un area de 2 Kbytes de la RAM,

que se utilizard como buffer temporal. Si (B802)+0, la rutina regresara,
indicando que hay un fichero de entrada abierto. La direccion del buffer se

p almacena en (B803/4); se efectia una llamada a CAS MENSAIJES con
A =0 para asegurar que los mensajes se escriban en la pantalla. A conti-

fe nuacion se lee la cinta bloque a bloque, hasta que se pulse la tecla ESC,
en cuyo caso se acudira a CAS ABANDONA ENTRADA.

el

1e

se CAS ESCRIBE (CAS WRITE): BCYE, 283F

ue

E:: Esta es la rutina base o primitiva utilizada por otras rutinas para

grabaciones en la cinta. A su entrada, HL debe contener la direccion de
los datos; DE, la longitud de datos, y A contendra el caracter de sincro-
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nismo (&16 o &2C). Observa que DE=0000 especifica que hay 65536
bytes para escribir.

En caso de fallo o ruptura, la rutina regresara con el acarreo a cero,
A=0 si se pulso la tecla ESC o A=1 para indicar otro tipo de error.

CAS LEE (CAS READ): BCA1, 2836

Esta es la “primitiva” correspondiente a la lectura de cinta. A su
entrada, HL debe contener la direccion de los datos; DE, la longitud de
datos, y A debe contener el caricter de sincronismo esperado. Esta infor-
macion puede venir determinada por referencia del encabezamiento, aun-
que estos datos son predecibles.

CAS COMPARA (CAS CHECK): BCA4, 2851

Esta es una funcion de verificacion. A su entrada, HL debe contener la
direccion de los datos; DE debe contener la longitud de datos, y A debe
contener el caracter de sincronismo esperado. Si la comprobacion tiene
éxito, la rutina regresa con el acarreo a uno. Un error se indica con el
acarreo a cero y con el codigo del error contenido en A.

Tipos de ficheros

El dato tipo de fichero es mas importante de lo que pueda aparentar,
ya que determina la forma en la que se manipula el fichero. El byte de
tipo se construye de la siguiente manera:

Bit 0 Si es 1, el fichero esta protegido
Bits 1-3  000: BASIC

001: Binario

010: Imagen de pantalla

011: ASCII
Bits 4-7 000: No es ASCII

001: ASCII

Las demas combinaciones no estin definidas.
Observa que, afiadiendo &24 a este byte, se forman los codigos de los
caracteres que ya conoces:

BASIC &00+ &24: “§”
BASIC protegido &01 +&24=&25: “%.”
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Binario &02+ &24=&26: “&”
Binario protegido &03+ &24=&27: “~

Y asi sucesivamente. Sin embargo, el bit 5 de la entrada para ASCII
parece ser ignorado.

Comentarios

Uno de los principales problemas en el empleo del sistema de cassette
es la seleccion y proteccion de dreas disponibles temporalmente como
buffer. Por otra parte, las llamadas pueden utilizarse con mucha sencillez,
sin necesidad de preocuparse en como trabajan, a no ser que quieras hacer
alguna travesura, como la desproteccion de programas. Pero no, ¢l método
no se dara aqui, aunque no seria muy dificil conseguirlo a partir de los

datos ofrecidos. Al igual que la mayoria de los sistemas de proteccion, éste
es sensiblemente fragil.

Espacio de trabajo para el cassette

B800 Flag para CAS MENSAJES (0 habilita mensajes)
B801 Contador de columnas de pantalla (para los mensajes)

Bloque de control de ficheros de entrada

B802 Estado del fichero

B803/4 Direccion del buffer

B80S/6 Puntero del buffer

B807/16 Nombre del fichero

B817 Numero de bloques

B818 Flag para EOF (final del fichero)
B819 Tipo de fichero

B8IA/B  Bytes en el buffer

B8IC/D Direccion de escritura de datos
BRI1E Flag de primer bloque
B81F/20 Longitud de datos

B821/2  Direccion de ejecucion

B823/46 Sin definir

Bloque de control de ficheros de salida

B847 Estado del fichero
B848/9 Direccion del buffer
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B84A/B
B84C/5B
B&5C
B8SD
B&SE
B8SF /60
B861/2
B&63
B864/5
BR66/7
B868/SB

Puntero del buffer

Nombre del fichero

Numero de bloques

Flag para EOF (final de fichero)
Tipo de fichero

Bytes en el buffer

Direccion de lectura de datos
Flag de primer bloque
Longitud de datos

Direccion de ejecucion

Sin definir

Copia del encabezamiento

B38C/9B
B89C
B89D
B89E
B89F /A0
B8A1/2
B8A3
B8A4/S
BA6/7
B8AS/CB

General

BSCC
BSCD
BSCE/F
B8DO
BSDI
BSD2
BSD3/4

Nombre del fichero

Numero de bloque

Flag de ultimo bloque

Tipo de fichero

Longitud de datos

Direccion de los datos

Flag de primer bloque

Longitud total de datos

Direccion de comienzo de ejecucion
Sin definir

Flag para mensajes de ayuda
Caracter de sincronismo
Temporizacion
Temporizacion
Precompensacién

Velocidad

Temporizacion
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11

El monitor
de sonido

El monitor de sonido ocupa la zona |1 E68-2363 de la ROM inferior y
utiliza el area BS550-B7F9 como espacio de trabajo. Hay definidas 11
entradas para el sonido.

La secuencia de acciones necesita ser claramente entendida. Primero,
un bloque de 9 bytes de datos que definen un sonido sera inicializado en
la RAM. Los datos seran transferidos, de forma levemente modificada, a
una cola con una especie de “muesca” de awviso, al llamar a COLA
SONIDO con HL apuntando al bloque mencionado. Hay cuatro de estas
colas en total. La transferencia se efectuara siempre que una cola esté
disponible.

Si el canal en cuestion del PSG (generador programable de sonido)
esta libre, la cola que aguarda entre dos “muescas™ se trasladara a un
buffer comin para ese canal. Esto es efectuado por la rutina de un suceso,
en el transcurso de una interrupcion.

Parte del contolador de interrupciones actualiza los parametros del
drea comun cada centésima de segundo, transfiriendo cualquier instruccion
necesaria al PSG.

Una vez que ha sido llamada COLA SONIDO, el resto del proceso es
automatico; es una compleja secuencia de acciones que deben ser manteni-
das con precision. Cualquier pequena interrupcion o modificacion del
proceso nos llevara probablemente a un caos del sistema.

Un problema especifico comienza cuando se han inicializado mas de
cinco sonidos sucesivos para un canal determinado. El primer sonido va al

. 14




area comun; los cuatro siguientes irdn a las colas con muesca. Después de
eso, se necesitard llamar repetidamente a EXAMINA COLA para descu-
brir cuando puede hacerse una entrada mas. Pero esto puede retrasar
cualquier otra accion. Esperar demasiado tiempo entre comprobaciones
puede provocar discontinuidad en la produccion del sonido.

La pretendida solucion implica el empleo de un bloque de sucesos y de
una rutina asociada que provenga del mismo usuario. Una vez que se ha
inicializado y activado, el suceso llamara a la rutina si hay alguna muesca
libre; entonces, se podra realizar la siguiente entrada a la cola de sonido.
Este puede ser un asunto un tanto complicado, especialmente si se esta
utilizando mas de un canal. Una vez mas, la accion es enteramente
automadtica, lo cual es conveniente para algunos casos, pero restrictivo
para otros.

Sin embargo, siempre es posible actuar directamente sobre el PSG
mediante MC REGISTRO SONIDO. Con esta rutina cargamos el regis-
tro definido en A con los datos contenidos en C. Esta puede ser una via
de escape, si nuestro proposito es unicamente el de experimentar.

La funcion de los catorce registros del PSG se puede resumir asi:

RO Periodo del tono, canal A, bits 0-7
R1 Periodo del tono, canal A, bits 8-11
R2 Periodo del tono, canal B, bits (-7
R3 Periodo del tono, canal B, cits 8-11
R4 Periodo del tono, canal C, bits 0-7
RS Periodo del tono, canal C, bits 8-11
R6 Periodo del ruido, bits 1-4

R7 Activacion (0 activa, | inhibe)

Bit 0: Tono canal A (0 actividad, 1 inhibicién)

Bit 1: Tono canal B

Bit 2: Tono canal C

Bit 3: Ruido canal A

Bit 4: Ruido canal B

Bit 5: Ruido canal C

Bit 6,7: Control de puntos de E/S. 0 para entrada. 1 para

salida.
R8 Volumen canal A
R9 Volumen canal B. Se fija el nivel entre 0-&0F
R10 Volumen canal C. &1X indica la envolvente
R11 Periodo de envolvente, bits 1-7

R12 Periodo de envolvente, bits 8-15
R13 Tipo de envolvente: 0 a &OF
R14/15 Puertos de E/S

Empleado directamente, el PSG producira una atil y variada gama de
sonidos, pero el programa director debe mantener la cuenta de tiempo, ya



que no hay ninguna realimentacion que compruebe si un sonido se ha
completado.

Llamadas del sistema

REINICIALIZA SONIDO (SOUND RESET):
BCA7, 1E68

El 4rea del espacio de trabajo se pone a cero para todas las intenciones
y propositos del sistema, exceptuado los siguientes puntos:

e El bloque de suceso, el cual es del tipo asincrono de direccion
cercana y que estd inicializado en el area (B555-B55B).

e La posicion &1C del buffer de cada canal se carga con 4, indicando
que hay cuatro muescas libres disponibles.

e Las posiciones 0-2 del buffer de cada canal se cargaran de la siguien-

te forma:
A B (8
Posicion 0 Numero de canal 0 1 2
Posicion 1 Bit de canal 1 2 4
Posicion 2 Bit de acorde &08 &10 &20

Las envolventes no se modifican. Se silencian todos los canales.

COLA SONIDO (SOUND QUEUE): BCAA. 1F9F

A su entrada, HL debe apuntar a un bloque de 9 bytes que definen el
sonido requerido.

Byte 0 Bit 0: Selecciona el canal A si estd a |
Bit 1: Selecciona el canal B si esta a |
Bit 2: Selecciona el canal C si esta a 1
Bit 3: Sincroniza con A, si esta a 1
Bit 4: Sincroniza con B, si esta a 1
Bit 5: Sincroniza con C, si esta a 1
Bit 6: Retiene el sonido si es 1
Bit 7: Corta todos los sonidos si es 1

Byte 1 Envolvente de volumen 0-&O0OF

Byte 2 Envolvente de tono 0-&0F
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Byte 3 Periodo del tono, bits 0-7

Byte 4 Periodo del tono, bits 8-11

Byte 5 Periodo del ruido, bits 0-4

Byte 6 Volumen 1nicial

Bytes 7, 8 Duracion o contador de repeticion de la envolvente.

En todos los casos, CONTINUA SONIDO es llamada para ejecutar
cualquier sonido contenido en cualquier canal.

Si no se especifica ningun canal, la rutina regresara con el acarreo
puesto a uno.

Si el bit 7 del byte 0 esta a 1, el canal o canales especificados serdan
vaciados, que es el mismo efecto que conseguimos con REINICIALIZA
SONIDO.

Después se comprueba si hay muescas vacias en los buffers del canal o
canales especificados. Si todas las muescas de los canales especificados
estan ocupadas, la rutina regresara con el acarreo a cero. En caso contra-
rio, los datos son transferidos a la primera muesca libre. El byte 0 se carga
con los bits de canal; el byte 1 se carga con (16«Numero de envolvente de
volumen + Nimero de envolvente de tono), y los bytes 2 al 7 se cargan
con los datos de los bytes 3 a 8 del bloque de datos. Los punteros de
muesca se actualizan.

Cuando las muescas estan disponibles, el suceso llamado —si es que
existe— se ignora para introducir mas datos. Ademas, para mantener la
continuidad, dicho suceso debe atenderse a si mismo. Si se adopta tal
postura,- debe asumirse que COLA SONIDO sera llamada por dicho
SuCeso.

EXAMINA COLA (SOUND CHECK): BCAD, 206C
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A su entrada, A contendra 1 para examinar el canal A, 2 para exami-
nar el canal B, 4 para examinar el canal C. El estado del canal se devuelve
en el mismo registro A, del siguiente modo:

Bits 0-2: Numero de muescas libres

Bit 3: Esperando al canal A

Bit 4: Esperando al canal B

Bit 5: Esperando al canal C

Bit 6: Canal retenido. Se mantiene el estado anterior
Bit 7: Canal activo

Se ignora el suceso del usuario para sonidos.



FORMA SUCESO SONIDO (SOUND ARM EVENT):
BCBO, 2089

A su entrada, HL debe apuntar a un bloque de sucesos de usuario, el
cual debe haberse inicializado con NC INICIALIZA SUCESO. A debe
contener los bits del canal relevante.

La direccion del bloque del suceso se almacenaré en el drea temporal
del canal, pero, si hay alguna muesca libre, el byte superior de la direccion
se pondrd a cero y se llamard a NC SUCESO para atender al suceso.
Poniendo a cero el byte superior, se desarma el suceso, el cual se reactiva-
rd a si mismo cuando sea ejecutado, o después de la ejecucion de COLA
SONIDO o de EXAMINA COLA.

PARAR SONIDO (SOUND HOLD): BCB6, 1ECB

Todos los canales son silenciados. Si algtin canal estaba en actividad, la
rutina regresard con el acarreo a uno.

CONTINUA SONIDO (SOUND CONTINUE):
BCBY, 1EE6

Los canales activos que estaban retenidos seran liberados si el bit del
canal estaba a 1 en el registro A.

EJECUTA SONIDO (SOUND RELEASE):
BCB3, 204A

A su entrada, A debe contener los bits de canal para los canales que
van a liberar. Se llama a CONTINUA SONIDO y se actualizan los flags
y punteros.

ENVOLVENTE VOLUMEN
(SOUND AMPL ENVELOPE): BCBC, 2338

Al comienzo, A debe contener un numero de envolvente y HL debe
apuntar a un bloque de datos de no més de 16 bytes, como el siguiente:
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Byte 0: Numero de secciones

Bytes 1-3: Seccion 1
Bytes 4-6: Seccion 2
Bytes 7-9: Seccion 3
Bytes 10-12: Seccion 4
Bytes 13-15: Seccion 5

Si el byte 0=0, la envolvente constara de un nivel de sonido constante
que se mantendra durante dos segundos.

Se pueden especificar envolventes de tipo software o de tipo hardware.
Para una “envolvente software”, los bytes de una seccion son:

Primer byte: Cuenta de pasos (1-127)
Segundo byte: Altura del paso
Tercer byte: Tiempo del paso

Si la cuenta de pasos es cero, el nivel de volumen vendra dado por
altura de paso.

Para una “envolvente hardware™:

Primer byte: Forma de envolvente + &80
Segunto byte: Periodo de la envolvente (bajo)
Tercer byte: Periodo de la envolvente (alto)

Los datos se relacionan directamente con los registros 11-13 del PSG.

Suponiendo vélido el nimero de envolvente contenido en A, los datos
de la envolvente se copian sin alteracion alguna del area de almacenamien-
to de la envolvente. La rutina regresara con el acarreo a uno y con HL
conteniendo la direccion del siguiente drea de almacenamiento de envol-
vente. El acarreo a cero indicara algin fallo en los datos.

ENVOLVENTE TONO (SOUND TONE ENVELOPE):
BCBF, 233D

Esta rutina es muy similar a la anterior, excepto en el significado de los
datos. Existen dos formatos para las secciones:

Byte 1: Cuenta de pasos (0-239)
Byte 2: Altura de paso (—127 a 127)

Byte 3: Tiempo del paso (en centésimas de segundo)



La altura del paso se afiade al nivel actual del volumen.
Alternativamente:

Byte 1: 240 a 255
Byte 2: —127 a 127
Byte 3: Tiempo del paso

El periodo del tono se calcula asi: 256x(byte 1-240)+ byte 2.
Si el bit 7 del primer byte de los datos de envolvente es un 1, la
envolvente se repetird.

DIRECCION ENVOLVENTE V
(SOUND A ADDRESS): BCC2 2349

Esta rutina convierte el nimero de envolvente de volumen contenido
en la entrada de A, en la direccion de los datos de la envolvente que estara
guardada en HL a la salida. Una salida con el acarreo a cero significa que
el namero contenido en A no sera valido.

DIRECCION ENVOLVENTE T
(SOUND T ADDRESS): BCCb, 234E

Todo igual que en la rutina anterior, pero refiriéndose a las envolven-
tes de tono.

Comentarios

Las rutinas de sonido son muy ingeniosas, quiza demasiado ingeniosas
dentro de su bondad. La apreciable automatizacion de sus elementos
puede ser frustrante para aquel que desee experimentar, a menos que se
eviten completamente estas rutinas.

Este comentario puede ser por una larga experiencia con sistemas de
sonido relacionados casi enteramente con el software, incluyendo también
a los dispositivos PSG. La escritura de las rutinas y datos para esos
sistemas puede ser laboriosa, pero el programador puede sentirse a cargo
de la situacion. mientras que con acciones automatizadas tiene mucho
menos control.

A pesar de todo, el sistema CPC es versatil —mas versatil de lo que le
parecera a un usuario de BASIC— y puede producir sonidos realmente
interesantes.




Podria apreciarse que la generacion de misica requiere menos datos de
lo que se piensa. Una vez que se ha establecido la forma de una envolven-
te, las unicas variables importantes son el tono y la duracion. El nivel de
volumen puede diferir entre los distintos canales, para obtener un pequeno
efecto de balance, pero puede dejarse habitualmente a un nivel constante.
Lo que se necesita en estas circunstancias es una rutina que examine las
variables esenciales e inserte su contenido en los bloques de datos utiliza-
dos para emitir las notas.

Espacio de trabajo del monitor
de sonido

Formato del

B550

B551

B552

B553

B554
B555-B55B
B55C-B59A
B59B-B5D9
BSDA-B618
B619
B61A-B709
B70A-B7F9

Flags para nuevas entradas

Flags para la retencion de canales activos
Flags para los canales activos
Contador del control de interrupciones
Contador de acciones pendientes
Bloque de sucesos

Buffer del canal A

Buffer del canal B

Buffer del canal C

Byte de activacion del PSG
Envolventes de volumen

Envolventes de tono

buffer de un canal
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&00

&01

&02

&03

&04

&05

&06

&07
&08-&09
&0A-&0B
&0C
&0D-&0E
&OF

Numero de canal

Bit del canal

Bit de acordes del canal

Flags de estado del canal

Llamadas para el establecimiento del tono si bit 0=1
Contador 1 de interrupciones

Contador 2 de interrupciones

Llamadas para el establecimiento del volumen si bit 0=1
Duracion negada (complementada)

Direccion de la envolvente de volumen

Numero de secciones de la envolvente de volumen
Direccion de la seccion de la envolvente de volumen
Volumen



&10 Tipo de envolvente (envolvente hardware)

&11-&12 Direccion de la envolvente de tono

&13 Numero de secciones de la envolvente de tono
&14-&15 Direccion de la seccion de la envolvente de tono
&16-&17 Periodo del tono

&I18 Cuenta de pasos

&19 Numero de muesca actual

&I1A Cuenta

&I1B Muesca en uso

&1C Muescas libres

&1D-&1E Direccior del bloque de sucesos
&I1F-&26 Muesca 1
&27-&2E Muesca 2
&2F-&36 Muesca 3
&37-&3E Muesca 4

Las direcciones que aparecen a la izquierda de la lista son relativas al
buffer del canal.
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Las ROM
externas

De cuando en cuando ha sido necesario mencionar las ROM externas,
pero por ahora debemos analizarlas desde una perspectiva mas amplia. Solo
los mas dedicados entusiastas querran aventurarse en este tema, en el que
se combina el hardware y el software de forma experta. Aun asi, el sistema
merece un examen a fondo.

Nominalmente se pueden afadir al sistema hasta 252 ROM superiores
externas, para proveerle de programas adicionales, estando el limite deter-
minado por el formato de LLAMADA y de LLAMADA HL, que inter-
pretan de forma especial los numeros de ROM &FC-&FD. En la préctica,
el nimero de ROM aiiadido tiende a ser mucho menor.

A cada ROM se le debe dar un nimero y, cuando ese nimero salga
por DFXX, la ROM debera activarse. Esto no significa que la memoria
ofrecera inmediatamente datos al bus. Esto solo lo puede hacer cuando
esté activada, la seial ROMEM sea cierta (activa a nivel bajo) y el bit A15
de direccion esté a uno. En estas circunstancias, la linea ROMDIS debe
ponerse a nivel alto antes de ser activada la ROM externa, asegurando asi
que la ROM interna (inferior y superior) entra en un estado de alta
impedancia antes de que la ROM externa trate de ocupar el bus de datos.
No atender a este detalle puede provocar danos fisicos en los dispositivos.

La ROM interna superior se desactiva asi cuando una ROM externa
esta activada, incluso si a la ROM externa se le ha asignado el niumero 0,
el cual se asocia corrientemente a la ROM interna superior. De hecho, la
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ROM interna superior se activa cuando se produce una salida con DFXX,
lo cual no significa que se esté senalando a una ROM externa.

A las ROM primarias se les puede asignar cualquier numero y es
posible dar cabida a un programa primario de hasta 64K, de forma
homogénea, sin mas que utilizar cuatro ROM de 16K, numeradas consecu-
tivamente. LLAMADA LATERAL permite un sencillo acceso entre las
ROM de dicho grupo.

A las ROM secundarias se les debe dar niimeros en el margen 1-7, de
forma que puedan ser inicializadas por NC ROM SECUNDARIA, como
se describira mas adelante.

La distincion entre ROM secundaria y primaria puede aclararse ahora
un poco mas. Solo se puede activar una ROM primaria cada vez, mientras
posee el control, y solo se permite la existencia de un unico agente
controlador en un momento dado. Por otra parte, las ROM secundarias
pueden ser llamadas temporalmente como soporte de una rutina primaria.

Entrando en C006, una ROM primaria debe modificar los datos de la
direccion de almacenamiento transferidos en BC, DE y HL para reclamar
una adecuada cantidad de espacio de trabajo. El intérprete de BASIC, por
ejemplo, reclama dos areas iniciales. Un area baja en 0040-016F, y un area
alta en AC00-BOFF, Con esto se marcan los limites del drea principal de
trabajo, la cual debe contener los programas BASIC, variables, cadenas y
los buffers para el cassette. Esta drea es denominada deposito de memoria
y su distribucion debe hacerse con cuidado.

Habiendo reclamado su propio espacio de trabajo, el programa prima-
rio debe invitar, a cualquier ROM secundaria que pretenda utilizar, a que
reclame un espacio de trabajo para sus propias necesidades. NC INIC
SECUNDARIA hara esto para una ROM en concreto, mientras que NC
ROM SECUNDARIA inicializara espacio de trabajo para todas las ROM
secundarias que haya en el sistema.

MC CARGA Y EJECUTA permite que un programa sea cargado en
la RAM y que sea tratado como un programa primario. Pero también
existe una provision para programas en RAM que actuaran en el papel de
secundarios. Dichos programas son conocidos como “Extensiones del Sis-
tema Residente” o también RSX ( Resident System Extensions), y estan
capacitados para reservar su propia area de datos.

Ordenes
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Aunque cualquier posicion de un programa puede ser accesible me-
diante saltos o llamadas, a veces es mas conveniente utilizar ciertas orde-
nes. La ROM interna superior tiene, de hecho, una unica orden BASIC.
Esta accede a la entrada de inicializacion en C006. En cambio, otras ROM
pueden definir una multitud de o6rdenes especiales. Cada una de dichas




ordenes requiere estar precedida de “|” (SHIFT +@), para distinguirse de las
ordenes del BASIC.

Las primeras posiciones de una ROM externa deben obedecer al
siguiente formato:

C000 Tipo de ROM

C001 Numero-marca de la ROM

C002 Numero de la version

C003 Nivel de modificacion de la ROM
C004/5 Direccion de la tabla de 6rdenes externas
C006 Bloque de saltos para las ordenes

Los tipos de ROM son:

0: Primaria
1: Secundaria
2: Para una extension de la ROM

&80: Es la ROM propia del sistema

El formato de la ROM necesita ilustrarse con un ejemplo. Supdén que
una ROM nos provee de un controlador intensificado para impresora, y
que puede generar secuencias de codigo que inicializan la impresora en un
modo particular de trabajo. En términos simplistas, el comienzo de dicha
ROM puede parecerse a esto:

Cooo: O1 01 O1r 01

C004: 00 CliI La tabla de ordenes comienza en C100
C006 O30 00 C2 Inicializacion en C200
Coo9: C3 00 C3 DOBLE pasada en C300

Conc; €3 00 Cc4 ENFASIS en C400
CORE: e “aio ik Otras conexiones

Tabla de ordenes:

C100 49 4E 49 C(C3 INIC

C104 4 4F 42 4C C5 DOBLE

C109 45 4E 46 41 53 D3 ENFASIS

Cl110 Otros nombres de Ordenes

Las palabras de las ordenes deben consistir en caracteres alfabéticos en
mayusculas (aunque los puntos también parecen adaptarse), y debe afnadir-
se &80 al codigo de la ultima letra de cada palabra. La tabla de 6rdenes
debera terminarse con un cero.

Para la inicializacion, la ROM se comienza a leer a partir de C006, no
estando implicada ninguna orden. Sin embargo, si la palabra ENFASIS
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habia sido impuesta por el usuario y si se llamoé a NC BUSCA ORDEN, la
rutina regresara con la direccion COOC de la entrada en HL y el nimero
apropiado de ROM en C. Después, SALTO HL accedera a la rutina
requerida.

Lo mejor es hacer sencillas las palabras de las ordenes; aun asi, se
admiten hasta dieciséis caracteres significativos.

Existen similares facilidades disponibles para los programas en la
RAM, pero en este caso no hay obligaciones para la localizacion de la
tabla de 6rdenes. La conexion con la tabla se hace a través de un blique de
referencia de cuatro bytes, que en el caso de las ROM secundarias se sitta
inmediatamente debajo del area dada como espacio de trabajo de la ROM.

Con estas amplias facilidades para la extension de programas, es natu-
ral que haya habido dudas respecto a la posibilidad de extender la RAM
de manera andloga. Esto, desafortunadamente, no es facil de conseguir.
Cuando se ejecuta una operacion de escritura, la RAM queda seleccionada
y también se activa el buffer de salida de la RAM, pero esta activacion no
permite acceder al conector de expansion y no hay forma de anular esto
ultimo. Se podria conseguir una escritura simultanea en una RAM interna
y otra externa si pudiéramos decodificar las senales disponibles para
alcanzar la activacion necesaria, pero, en todo caso, necesitamos alguna
linea de seleccion de la memoria RAM externa, tal como la que puede
ofrecer un latch activado convenientemente.

Claro esta que es posible inicializar una RAM externa y leerla después
como si se tratara de una ROM, pero éste es ya otro asunto bien
diferente. Dicho procedimiento puede ser Gtil mientras se esté desarrollan-
do o disenando alguna ROM, o en conexion con otro sistema de ordena-
dor, pero por aqui empezamos a MOVErnNOs €n aguas Oscuras.

Rutinas

Las cuatro rutinas del micleo relevantes para el sistema de ordenes
son:

NC INTRODUCE RSX (KL LOG EXT): BCD1, 02A1

A su entrada, HL debe apuntar a un bloque de cuatro bytes de la
RAM que no es utilizado en otro caso. Para una ROM secundaria, B=0
y C contiene el nimero de la ROM, pero, para una RSX, BC debe
contener la direccion de la tabla de ordenes.

PUSH HL
DE=(B1A6/7)
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(B1A6/7)=HL

(HL)=E

(HL+1)=D

(HL+2)=C

(HL+3)=B

L Esto inicia el area de cuatro bytes. Los primeros dos bytes apuntan a

la dltima de dichas areas, de forma que por simple exploracion es posible
comenzar en BIAG6/7 y rastrear por turno todas las demas dreas.

Un procedimiento ligeramente diferente es utilizar para las ROM se-
cundarias y las RSX la ultima aplicacion, es decir, si B+ 0.

NC INIC SECUNDARIA (KL INIT BACK):
BCCE, 0332

A su entrada, C debe contener el nimero de la ROM que hay que
inicializar; DE debe contener la direccion del byte libre mas bajo en la
memoria, y HL debe contener la direccion del byte libre mas alto de la
memoria. La informacion de las direcciones se transfiere a la ROM prima-
ria por medio de la rutina en 0077, la cual llama a la ROM, y la ROM
primana debe transferir entonces las direcciones a NC INIC SECUN-
DARIA, modificandolas quiza para reclamar su propio espacio de trabajo.

Si el contenido de C esta fuera del margen 1-7, que son los numeros
permitidos para las ROM secundarias, la rutina abandonara y regresara
inmediatamente. En otro caso, se llama a SELECCIONA ROM con
A=C. Si (C000) AND 341, la ROM no es del tipo secundario, y la rutina
regresa via ROM ANTERIOR.

En caso contrario, se guarda BC en la pila, y se llama a la ROM en
€006, que es el punto de entrada para la inicializacion. La ROM debe
modificar los punteros de direccion para reclamar el espacio de trabajo
que requiera.

Los valores modificados se devuelven en DE (LOMEM) y en HL
(HIMEM), valor inferior y superior, respectivamente, de la memoria utili-
zable. Se guarda DE en la pila y DE=HL+ |. Entonces se carga HL con
B1AA + 2#(B1AR), siendo (B1AS) el nimero de la ROM actualmente selec-
cionada. DE se transfiere a la posicion asi definida. Este sera el nuevo
valor de HIMEM, senalando el comienzo del espacio de trabajo reservado.

A continuacion se llama a NC INTRODUCE RSX con HL=DE—4,
B=0 y C conteniendo el numero de ROM. Esto inicializa el bloque de
cuatro bytes en el area inmediatamente por debajo del espacio de trabajo.

HL se actualiza de forma que apunte a la posicion debajo del bloque de
cuatro bytes, y DE y BC se recuperan de la pila. La rutina regresa entonces
via ROM ANTERIOR.
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Observa que la tabla se inicia en BIAA +2+(B1AB), es decir, el fondo
de cada area de datos, sin incluir el bloque de cuatro bytes. La cima o
tope del area de datos no se define de la misma manera, pero puede
observarse por el proceso de inicializacion de la ROM.

Advierte también que no es cierto que a una ROM secundaria le
corresponda siempre el mismo area de datos, aunque algunas rutinas de
acceso transfieren la direccion de comienzo del espacio de trabajo en IX
cuando se llama a la ROM (véase “Rutinas de la RAM™).

NC ROM SECUNDARIA (KL ROM WALK):
BCCB, 0329

Esta rutina llama a NC INIC SECUNDARIA con sucesivos valores de
C decreciendo desde 7 hasta 1, imicializando con ello todas las ROM
secundarias disponibles. Las condiciones de entrada son las mismas que
para NC INIC SECUNDARIA, excepto que no se necesita dar ningin
valor a C.

NC BUSCA ORDEN (KL FIND COMMAND):
BCD4, 02B2
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Se accede a ella con HL apuntando a la palabra de una orden iniciali-
zada en RAM. La orden puede estar en la ROM, ya que la primera accién
es copiar los dieciséis bytes de la palabra en (B196-B1A5). El bit 7 del
ultimo byte a copiar estara puesto a uno, después HL =(B1A6), A=L. La
rutina salta a 02DS5 y después a 02CS5 si (HL)+0.

02C5: Se guarda HL en la pila y BC=(HL+2, HL+3). Esta es la
direccion de la tabla de Ordenes para una RSX o el nimero de
una ROM secundaria. Se llama 02F4 para procesar este dato
coherentemente.
Si 02F4 regresa con el acarreo a uno, la palabra-orden se ha
emparejado y la rutina regresa con DE conteniendo el enlace de la
cadena que se guardd en la pila con HL (esto es, para vacar la
pila), mientras que HL contiene la direccion de entrada y C el
numero de ROM.
En otro caso, el enlace de cadena se transfiere a HL y HL=(HL)
toma el nuevo enlace de la cadena, de forma que se pueda com-
probar la tabla de la siguiente palabra-orden.

02D5: Si HL#0, la rutina inicia un bucle con 02C5 para una nueva
busqueda. S1 HL=0000, es que se ha alcanzado el final de la




02DA:

02F4:

030A:
030D:

0319:

0321:
0325:

cadena y necesitan comprobarse otras posibilidades. C=&FF y
comienza un nuevo bucle.

C=C+1. Se llama a NC TIPO ROM para determinar el tipo de
ROM. Si este es 0 o &80, la primacia del sistema, se llamara a
02F4. Si de alli se regresa con el acarreo a uno, se llama a MC
EJECUTA PROGRAMA. Esto ultimo quiere decir que puede
utilizarse una orden RSX para scleccionar una nueva ROM pri-
macia. En caso de no ser de clase &80, o si C=0, entonces la
rutina inicia un bucle con 02DA para intentarlo con otra ROM.
Excepto en este caso, la rutina regresa con el acarreo a cero.
HL =C004, apuntando a la direccion de la tabla de una orden en
una ROM, pero, si B+0, se accedera a una tabla RSX y entonces
HL=BC, C=&FF.

Se llama a NC SELECCIONA ROM, se guarda BC en la pila,
DE=(HL), HL=HL+2. Se intercambian DE y HL, y la rutina
salta a 0321. En este punto, DE contiene la direccion de enlace de
la tabla de la orden y HL contiene la direccion de la tabla.
BC=B196, que es el comienzo de la copia de la palabra-orden.
A=(BC). Si A#+(HL), la rutina salta a 0319. No ha habido empa-
rejamiento. En otro caso, HL y BC son incrementados y la rutina
sigue un bucle con 030D hasta que el bit 7 de A se encuentre a 1,
indicando el final de la palabra. Si se alcanza esta Gltima condi-
cion, querra decir que se ha encontrado la pareja de la palabra-
orden requerida. Se intercambian DE y HL, y la rutina salta a
0325 con el acarreo a uno (desde el bit 7 de A). HL apunta a la
entrada del blogue de saltos y C contiene el nimero de ROM.
A=(HL), HL=HL+1. La rutina inicia un bucle con 0319 hasta
que ¢l bit 7 de A sea uno, seiialando el final de una palabra. Al
finalizar el bucle, DE=DE+ 3, avanzando asi hasta la siguiente
entrada del bloque de saltos.

Si HL+#0000, entonces se regresa a 030A para probar con la
siguiente palabra.

Se recupera BC de la pila y se sale via ROM ANTERIOR.

Esto completa las rutinas relevantes de las funciones para palabras-

orden.
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13
Soporte
del BASIC

Las entradas a la seccion 2A98-37FF de la ROM inferior no estan
definidas oficialmente, porque en realidad son mas una parte del intérpre-
te de BASIC que un sistema operativo. De todos modos, las 49 entradas
j contienen muchisimos tesoros, especialmente para aquellos cuyos progra-
A mas impliquen ¢l uso de matematicas.

A La primera entrada, via BD3A, accede al sistema de EDICION, que es
{ demasiado especializado como para resultar de interés general y que se
) emplea sobre todo para la interpretacion de varias combinaciones de
1% teclas y para la modificacion de datos contenidos en un buffer, cuyo
: comienzo se define en HL a la entrada.

Las entradas relativas a aritmética de coma flotante son de importan-
cia mucho mas general.

34 La coma flotante

&
g *
% ‘.*
“::f Se utiliza un sistema de 5 bytes de coma flotante. Por ejemplo:
-
+ A 8 65 2E E0 D3
’,_‘. ’, ‘.‘l-".
" El primer byte es el exponente. Sustrayendo &80, obtenemos 6, de
.Jl'.
y T
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forma que el valor del exponente es 27°6=64. Los bytes restantes
constituyen la mantisa, y el valor total del nimero se halla multiplicando
el valor del exponente por la mantisa.

El bit mds significativo del segundo byte es el bit de signo. En este caso
es 0, asi que el numero es positivo. Sin embargo, el verdadero valor del bit
en términos numéricos es 1 siempre, de modo que el valor de los ultimos
cuatro bytes —la mantisa— es:

E62EEOD3 = 3,845,054,675

La mantisa, sin embargo, se expresa en “binario fraccional”, lo que
significa que el bit mas significativo tiene un valor de 1/2; el siguiente bit,
un valor de 1/4, y asi sucesivamente. Para hallar el valor real de la man-
tisa hay que dividir entre 2"32. Multiplicando por 64 el resultado, se obtiene
el valor del nimero de la coma flotante, igual a 57.2957795=180/PI.

Un valor igual a cero constituye un caso especial, al ser el exponente 0
y la mantisa irrelevante. Esto puede considerarse como el siguiente paso
desde un exponente igual a &01, que tiene un valor de 2” —127. Combi-
nado con el valor minimo de la mantisa, que es 0.5, puede representarse
un valor total de 2" —128. El maximo valor posible que puede mostrarse
es un pelo menor que 2”°127.

Los nimeros en coma flotante se almacenan con los bytes en orden
inverso, con €l byte menos significativo de la mantisa en primer lugar y,
por ultimo, el exponente. Puede hallarse un nimero de ejemplos en la
ROM, en el area 2E18-37FF. Algunos estan colocados en medio de una
seccion de codigo, que hace dificil el desensamblado. Esto es porque la
rutina “series exponenciales” toma constantes de las posiciones siguiendo
la instruccion de llamada. Por ejemplo:

CD A9 32 CALL 32A9

04 4 entradas en la tabla
4C 4B 57 SE 7F 04342597

oD 08 9B 13 80 0.5765815

23 93 33 76 80 0.9618007

20 3B AA 38 82 2.8853901

La rutina continda en la posicion siguiendo la tabla, que en este caso
se toma de la rutina LOG.

Cuando una mantisa se lleva a los registros, ocupa normalmente
DEHLC, utilizdndose C para recoger cualquier bit de acarreo en operacio-
nes de desplazamiento a la derecha. Pueden necesitarse para propositos
indirectos.

Hay tres posiciones definidas en la RAM para contener nimeros en
coma flotante:
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CONTENIDO 1: B8E5-BSEC
CONTENIDO 2: BSED-B8F1
CONTENIDO 3: B8F2-B8F6

Sirven primordialmente para la utilizacion del intérprete de BASIC.

Se puede acceder a la aritmética de enteros y a la de coma flotante sin
grandes preocupaciones sobre los detalles de trabajo, pero se han afiadido
algunos comentarios a la siguiente tabulacion para ayudar a aquellos que
querais examinar las rutinas mas profundamente. En el apéndice encontra-
réis un programa en BASIC que os ayudara en tales investigaciones.

Localizacion de las entradas

Las entradas al bloque de saltos apropiadas para esta area utilizan el
codigo (&EF) del SALTQ INFERIOR en vez del codigo (&CF) de
INF SALTO, que se enipte ra el resto del bloque de saltos, pero se
aplican las mismas reglas: al saltar a una entrada debe haber una direc-
cion de regreso almacenada en la pila para permitir la continuacion, una
vez que se haya ejecutado la rutina llamada.

Se utilizard una especial nomenclatura para datos de coma flotante,
significando CF(X) que un nimero en coma flotante es apuntado por el
contenido del registro de indice X. Las direcciones actuales de la rutina no
se proporcionan. Pueden hallarse facilmente examinando las entradas del
bloque de saltos a las direcciones establecidas.

BD3D DE y HL a la entrada apuntan hacia dos numeros en coma
flotante (o a las areas donde es probable que existan los niimeros
en coma flotante). CF(DE) se copia en CF(HL). A la salida, A
contiene ¢l exponente del niimero copiado. El acarreo se pone a
uno (observa que CF(HL) debe estar en la RAM).

BD40 A su entrada, DE apunta al area RAM de numeros de coma
flotante y HL contiene un nimero binario sin signo en el rango
0-65535. CF(DE) se convierte en coma flotante equivalente al niime-
ro contenido en HL. A su salida, HL=DE en la entrada; DE se
altera, y A contiene el byte mas significativo de la nueva mantisa.

BD43 A ]a entrada, HL apunta a un numero binario de cuatro bytes en

. la RAM. El nimero, tratado como un entero, se sobreescribe por
su equivalente en CF. A la salida, HL apunta al nuevo numero y
A contiene el byte mas significativo de su mantisa.

BD46 Esta llamada se utiliza por la orden CINT del BASIC. A la
entrada, HL apunta a un numero CF en la RAM, de valor
comprendido en el intervalo +/— 32767. La parte entera del
nimero se carga en HL como un nimero redondeado al entero
mas cercano en complemento a 2. A la salida, A contiene el byte

.
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de signo del nimero CF. El acarreo se pone a uno, a menos que se
produzca una sobrecarga por ser un nimero demasiado grande.

BD49 A la entrada, HL apunta a un nimero CF en la RAM. BD4C es
llamada para convertir el numero a la forma entera. Si el resultado
tiene un resto mayor que 0,5, o bien si el nimero CF es negativo,
el entero se incrementa. A la salida, C contiene el nimero de bytes
distintos de cero del entero.

BD4C Esta llamada se utiliza por la orden FIX del BASIC. A la entrada,
HL apunta hacia un nimero CF en la RAM. El numero se trunca
a la forma entera senalada, sobreescribiéndose el resultado a la
mantisa del nimero original. A la salida, C contiene el numero de
bytes distintos de cero en el entero. A contiene &FF para un
nimero negativo y 0 para un ndmero positivo.

BD4F Esta llamada se utiliza por la orden INT del BASIC. Es practica-
mente idéntica a BD49, con la excepcion de que solo es sensible al
signo, y el resto se ignora.

Las llamadas anteriores requieren alguna explicacion, pero la siguiente
es diferente. Se utiliza para preparar salidas en decimal, aunque no realiza
el proceso de salida propiamente dicho.

Se utiliza un algoritmo interesante para calcular el nimero de cifras
decimales en la parte entera del nimero procesado. El valor real del
exponente se halla sustrayendo &80 y el resultado se multiplica por
77/256, que es una aproximacion estricta al logaritmo decimal de 2. La
parte entera del resultado establece el nimero de cifras decimales reque-
ridas.

El calculo puede escribirse:

log,o N=(log, N)«(log,, 2)

donde N es el nimero en cuestion.

Se resta 9 del nimero de cifras decimales, ya que sélo pueden ofrecerse
9 decimales. Si el resultado es distinto de cero, el numero se multiplica o
se divide por potencias de 10, hasta que quede comprendido entre 312500
y 10"9. (312500410 "7)/32).

BD52 A la entrada, HL apunta hacia un numero en CF en la RAM. El
nimero se procesa como se ha descrito anteriormente y se coloca
en lugar de CF(HL). HL se ajusta entonces para apuntar el byte
mas significativo.

Esta es, de todas las rutinas de soporte del BASIC, la mas dificil de
utilizar, por lo que es preferible una aproximacién alternativa.

BDS55 A la entrada, A contiene un valor indice y HL apunta a un
numero CF en la RAM. El nimero se muitiplica por 10”A.




BD58

BDS5SB
BDSE
BD61
BD64
BD67

BD6A

BD6D
BD70

BD73

BD76
BD79
BD7C
BD7F
BD&g2
BD85
BD88

BD&B
BD8E
BD91

BDY%

R s e L

A puede estar comprendido entre — 127 y 127, pero los valores que
excedan del intervalo +/—76 no tendran sentido. El resultado
sustituye a CF(HL). A la salida, BC y DE son alterados y A
contiene el byte del signo de la mantisa resultante.

A la entrada, DE y HL apuntan hacia numeros CF, los ultimos de
la RAM. Se realiza la operacion CF(HL)=CF(HL)+ CF(DE). A la
salida, BC y DE estan alterados y A contiene el byte del signo de
la mantisa resultante.

Como BDS8, pero CF(HL)=CF(HL)—CF(DE).

Como BDS8, pero CF(HL)=CF(DE)=CF(HL).

Como BDS38, pero CF(HL)=CF(HL)*CF(DE).

Como BDS58, pero CF(HL)=CF(HL)/CF(DE).

A la entrada, A contiene un indice y HL apunta a un numero CF
en la RAM. A se afnade al exponente del numero, multiplicando
efectivamente el numero por 2”A. A puede tomar cualquier valor
comprendido entre — 127 y +127. A la salida, A contiene el nuevo
exponente.

A la entrada, DE y HL apuntan hacia dos numeros CF.

— Si CF (DE)=CF(HL), la rutina sale con el acarreo a cero y el
flag Z a uno. A=0.

— Si CF(DE)<CF(HL), la rutina sale con el acarreo a cero y el
flag Z a cero. A=1.

— Si CF(DE)>CF(HL), la rutina sale con el acarreo a uno y el
flag Z a cero. A=&FF.

Los numeros CF no se modifican.

Se niega CF(HL).

Si CF (HL)=0, regresa con A=0.

Si CF(HL)>0, regresa con A=1.

Si CF(HL)<O, regresa con A=&FF.

Introducida con A=0, carga la condicion RAD (radianes). Si se
introduce con A=1, carga la condicion DEG (grados).
CFHL)=PL

CF(HL) es sustituido por su raiz cuadrada (SQR).
CF(HL)=CF(HL)"CF(DE).

CF(HL) se sustituye por su logaritmo natural. HL es preservado..
Como BD7F, pero el logaritmo esta en base 10.

CF(HL)=e "(CF(HL)); (EXP).

CF(HL)=SIN (CF(HL)).

CFHL)=COS (CF(HL)).

CF(HL)=TAN(CF(HL)).

CFHL)=ATN (CF(HL)).

Las limitaciones y reglas para las versiones en BASIC son aplica-
bles a estas funciones en general.

Esta es similar a BD43, pero trabaja sobre enteros de 5 bytes. El
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byte menos significativo del entero se descarta, puesto que queda
fuera del limite de resolucion del sistema.

BD97 El nimero aleatorio se fija como 076C6589.
BD9A El nimero aleatorio se fija como antes y después se efectia una

XOR con CF(HL).

BD9D El numero aleatorio se actualiza y se copia en CF(HL).
BDAO El numero aleatorio se coloca desde CF(HL).

BDA3 B=H. Si H<O0, se niega. C=2, A=0.

BDA6 BC=0002, E=0.

Las dos ultimas llamadas solo son significativas para el intérprete
de BASIC.

BDA9 Si H<O0, es negado y la rutina regresa. En otro caso, si H>0, HL

es negado.

Ahora llegamos a las operaciones enteras.

BDAC HL=HL+DE.
BDAF HL=HL-DE.
BDB2 HL=DE-—-HL.
BDB5 HL=HL=+DE. Se utilizan valores absolutos. Si los signos de HL y

de DE son distintos, B se hace negativo. Le sigue BDA9Y.

BDB8 HL=HL/DE, el resto en DE.

BDBB DE=HL/DE, el resto en HL.

BDBE HL=HL=*DE.

BDC1 HL=HL/DE, el resto en DE. Se utilizan valores absolutos.
BDC4 Si HL=DE, regresa con A=0.

Si HL>DE, regresa con A=1.
Si HL<DE, regresa con A=&FF.

BDC7 HL es negado.
BDCA Si HL=0, regresa con A=0

Si HL>0, regresa con A=1.
Si HL <0, regresa con A=&FF.

Manejando llamadas para
matematicas

No os decepcionara la matriz de llamadas para matematicas. Aprove-

chandolas al maximo, podréis obtener muchos codigos recurrentes. No
hay que pensar que las descripciones ofrecidas anteriormente cubren todas
las posibilidades. Utiliza el programa del apéndice para explorar los deta-
lles. (Las descripciones se basan en el examen de las rutinas y es facil echar
en falta puntos aqui y alli...)




Una omision notable es la no existencia de rutinas para la entrada y
salida de datos numéricos que sean manejados por el intérprete principal.
El proceso de entrada puede resultar complicado por la necesidad de
cubrir bases binarias, decimales y hexadecimales, y por el hecho de que
también puede tratarse de datos alfabéticos. Sin embargo, en términos
amplios, el proceso comprende:

a) Comprobar si los datos son numeéricos.

b) Conversion a valores binarios desde el ASCIL.

¢) Multiplicacion del nimero introducido por la base del numero.
d) Suma el nuevo digito.

¢) Enlazar con A.

La salida del bucle suele depender del hallazgo de un caracter no
numérico en la fase a).

El proceso de salida es mas dificil, sobre todo si debe incluirse el
formato con exponente. Suele ser preferible colocar el namero con cuida-
do, para lo cual necesitas saber el numero de digitos decimales y, a partir
de ahi, el nimero de ceros que queden. El proceso implica la division por
la base del nimero, tomando el resto como base para el digito que va a
mostrarse, pero esto produce primero el ultimo digito y debe juntarse una
cadena de codigos en orden inverso antes de que la salida pueda comenzar.

El acceso a las rutinas de coma flotante abre la puerta a muchos tipos
de programas en codigo maquina, que de otro modo resuitarian mucho
mas dificiles de escribir, pero ello no quiere decir que tales programas
pasen a ser facilmente construibles. Hay que pensar mucho para que todo
funcione bien, pero los resultados pueden ser muy satisfactorios.
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El intérprete
de BASIC

De existir debilidades en el sistema CPC464 y CPC6128, éstas se
encuentran principalmente en el intérprete de BASIC. Aunque forma parte de
la ROM junto al sistema operativo, la imagen que da es algo distinta. Hay
algunas trabas innegables, que afortunadamente tienen un efecto minimo
sobre el funcionamiento global, 6 arrastra anidamiento de subrutinas hasta
longitudes extremas, lo que hace las explicaciones resulten dificiles.

La mayor parte del intérprete esta relacionada con la ejecucion de los
procesos relativos a palabras clave. La lista de palabras clave, senales y
direcciones de entrada que se proporciona a continuacion, simplificara la
exploracion, pero solo son de aplicacion para la version 1.0. La extraccion
de la informacion correspondiente a otras versiones no es facil, ya que los
datos estdn muy dispersos.

En primer lugar esta la tabla de palabras reservadas, que se organiza
de modo ingenioso, aunque también confuso. De hecho, hay una serie de
tablas cortas, una para cada letra del alfabeto. Si, por ejemplo, se va a
buscar la palabra clave PRINT, la rutina conectara primero con el examen
de la lista para la “P” y luego buscara “RINT™. El altimo caricter de esta
palabra se marca por la adicion del bit 7, y el siguiente byte proporciona
la senal para PRINT=&BF. La entrada es, en realidad, la primera de la
lista de la “P”, por lo que se encuentra enseguida; pero hay sodlo 9
palabras en la lista, por lo que incluso la ultima es hallada rapidamente.
Los sistemas que utilizan solo una lista tardan mucho mads en encontrar
una entrada.

Una vez halladas las senales, necesitaras las direcciones de entrada;
para esto has de tener paciencia, porque las tablas adecuadas estan algo
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diseminadas y toman formas diferentes. Para las sefiales &F4-&FD, tienen
la forma de un bloque de saltos, reconocible por repetidas entradas &C3.
Esto falla en CF81 para la version 1.0. Se establecen otros enlaces median-
te tablas especiales que relacionan sefiales con direcciones; otras tablas
solo dan las direcciones del enlace, accediéndose a las mismas partiendo de
un puntero desplazado respecto a una base. Me temo que la unica solu-
cion es buscar areas de entradas no codificadas. y entonces hacer el
trabajo de un pequefio detective para descubrir qué significan.

En conjunto, los puntos de entrada dentro del intérprete son de escaso
interés para el programador de cédigo maquina, sobre todo porque tienen
acceso directo a las rutinas para matematicas. Una excepcion importante
es la funcion CALL, que puede pasar parametros a un programa en
codigo maquina.

Cada parametro es introducido como un nimero de dos bytes, que
puede expresar un entero, un entero derivado de un numero real (CF), o la
direccion de un numero real. El registro A se carga con el numero de
parametros introducidos y IX apunta al dltimo parametro, de forma que,
si hay N parametros, el parametro X se almacena en (N-X)#2, relativo a la
direccion en IX.

A pesar de los comentarios hechos al principio de esta seccién, hay
muchos puntos de interés para cualquiera que explore el intérprete, pero
examinarlos todos aqui ocuparia demasiado espacio. Dispones de los
medios necesarios para la exploracion, asi que jpor qué no los utilizas?

Palabras reservadas en orden
de clave

Clave Palabra Direccion Clave Palabra Direccion
400 ABS FDB5 &12 PEEK F158
&P1  ASC FAlQ &13 REMAIN C99F
&pP2 ATN DS3E &14 SGN FF@2
&p3 CHR$ FA16 &15 SIN D52F
&P4 CINT FEBD &16 SPACES # FAS7
&95 COoSs D534 &17 SP p329
&P6 CREAL FEEC &18 SQR D4LEF
&p7 EXP D52¢ &19 STR$ FO1E
&P8 FIX FDE8 &1A TAN D539
&P9 FRE FC2D &1B UNT FEC2
&PA INKEY D49 &1C UPPERS F842
&PB INP F16D &1D VAL FA77
&@C INT FDED &1E - FFQ6
&PD JOY D423 $40 EOF Cc4l17
&PE LEN FAQA &41 ERR Dgnc
&PF LOG D52A &42 HIMEM DYF4
&1¢ LOGC1@ D525 &43 INKEY$ FA24
&11 LOWERS$ F834 &44  PI D4@B




Clave Palabra Direccion Clave Palabra Direccion

&45 RND D584 &9B ERASE D99@
&46 TIME DPES &9C ERROR CAS8F
&47 XPOS D197 &9D EVERY €979
&48 YPOS DI1QE &9E FOR €529
&71 BINS$ FBBA &9F GOSUB C6ED
&72 DEC$ F8EA &9 GOTO C6ES8
&73 HEX$ F8C4 &A1l IF céc7
&74 INSTR FAAL &A2 INC c22A
&75 LEFTS$ F93C &A3 INPUT DE2B
&76 MAX D1EE &AL KEY D439
&77 MIN DIEA &A5 LET D654
&78 POS €276 &A6 LINE DAF8
&79 RIGHTS F943 &A7 LIST EQF7
&7A ROUND D219 &A8 LOAD E9F6
&7B STRING$ FA3l6 &A9 LOCATE Cc2D2
&7C TEST C4LE9 &AA MEMORY F4EF
&7D TESTR C4EE &AB MERGE EAAG
EIE = CEAB &AC MID$ F993
&7F VPOS €262 &AD MODE C24F
&8¢ AFTER c971 &AE MOVE Cc5¢5
&81 AUTO C@DF &AF MOVER C5¢A
&82 BORDER c221 &B@ NEXT C5FB
&83 CALL F1BA &Bl1 NEW Ci2B
&84 CAT D246 &B2 ON C7E3
&85 CHAIN EA3C &B3 ON BREAK C8CB
&86 CLEAR c132 &B4 ON ERROR

&87 CLG C485 GOTO CBF8
488 CLOSEIN D298 &B5 ON SQ c94p
&89 CLOSEOUT D2al &B6 OPENIN D25F
&8A CLS C25A &B7 OPENOUT D256
&8B CONT CBC@ &B8 ORIGIN C48C
&8C DATA ESEF &B9 OUT F177
&8D DEF D117 &BA PAPER C20A
&8E DEFINT D618 &B3 PEN c212
&8F DEFREAL D61C &BC PLOT c4D@
&9¢ DEFSTR D614 &BD PLOTR C4D5
&91 DEG D4E7 &BE POKE F15F
&92 DELETE E728 &BF PRINT F1FD
&93 DIM D67D &y - E8F3
&94 DRAW c4Ch &C1 RAD D4EB
&95 DRAWR C4CB &C2 RANDOMISE D55E
&96 EDIT cp52 &C3 READ DCEB
&97 ELSE ESF3 &C4 RELEASE D31E
&98 END CB65 &C5 REM E8F3
&99 ENT D385 &C6 RENUM E7DF
495 ENV DBLE &C7 RESTORE  DCD9
&C8 RESUME ccel &E4 FN -

&C9 RETURN C79F &S SPC =
&CA RUN E9BD &E6 STEP -
&CB SAVE EC@9 &E7 SWAP -
&CC SOUND D2C@ &EA TAB =
&CD SPEED D494 &EB THEN =
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Clave Palabra Direccién Clave Palabra Direccion

&CE STOP CBSA &EC TO =
&CF SYMBOL F69D &ED USING -
&DP TAG c319 &EF = =
&D1 TAGOFF c329 &F1 < -
&D2 TROFF DDE6 &F4 FCCC
&D3 TRON DDE2 &F5 MINUS FCE1
&D4 WAIT F17D &F6 * FCF5
&D5 WEND c776 &F7 / FD12
&D6 WHILE c747 &F8 - D4F4
&D7 WIDTH C3E3 &F9 DIV FD37
&D8 WINDOW C2E1 &FA AND FD58
&D9 WRITE F47B &FB MOD FD49
&DA ZONE F1F6 &FC OR FD63
&DB DI CBE1 &FD XOR FD6D
&DC EI CBE7 &FE NOT -
&E3 ERL -

No todas las claves estan asociadas con direcciones. STEP sera recono-
cido sélo por la rutina de FOR, mientras que SPC y USING se detecta-
ran por PRINT.

Andlogamente, algunas claves tienen un significado especial, que no
esta asociado con ninguna palabra. Por ejemplo, &FF previene que el
siguiente byte es la clave de una funcion. Algunos bytes, que parecen ser
claves, significan cosas muy diferentes. &02 introduce una variable entera;
&O0D introduce una variable real, y &1D introduce una direccion. &1E
introduce una constante entera de dos bytes, y &1F, una constante real.

Es interesante e instructivo examinar un programa almacenado en
memoria, que comienza a partir de la direccion 0170 en adelante, y
comparar los codigos con la lista ofrecida anteriormente. Esto te dird mas
de lo que pudieran transmitirte cien pdginas de explicaciones.




Apéndice A
Programas de soporte

Los programas aqui dados te ayudardn en la exploracion del sistema
operativo y del intérprete de BASIC. El primero es un desensamblador
que operara con el codigo de la RAM del ordenador. También realiza
volcados hexadecimales y en forma de codigo ASCIIL La presentacion se
puede enviar a la pantalla 0 a una impresora.

Se observara que se introduce una linea en blanco al final de cada
blogue de codigo, lo cual ayudara a identificar las inserciones de datos.
Escribir el programa puede ser un trabajo pesado, pero los resultados que
obtendras bien merecen la pena.

10 MEMORY BA4FF

20 GOSUB 4480

30 PF=0:PC=0

40 CLS

50 PRINT TAB(10);"1.— Modo pantalla.”

&0 PRINT TAB(10);"2.~ Modo impresora.”

70 PRINT TAB(10);"3.- Desensamblado."”

80 PRINT TAB(10);"4.- Volcado hexadecimal."
20 PRINT TAB(10);"5.- Volcado de caracteres.”
100 PRINT:PRINT TAB(15);

110 INPUT "< Selecciona opcion >",;K

120 IF K<1 DR K>3 THEN 40

130 ON K GOTO 140,150,160,170,180

140 PF=0:G0TO 40

150 PF=8:G0TO 40
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1460
170
180
190
200
210
220
230
240
250
260
270
280
290
300
310
320
330
340

350
3460
370
3so
390
400
410
420
430
440
450
460
470
480
490

510
520
530
540
550
560
570
580
590
600
&10
420
&30
&40
450
&60
&70
&80

DF=0:G0T0O 190

DF=1:G0T0 190

DF=2

CLS

INPUT "Direccion inicial ",C

INPUT "Direccion final ",E

C=C-65536#(C<0)

E=E-45536% (E<O)

IF E<C THEN &0

c=C-1

IF DF=0 THEN 3&0

PRINT #PF,:G0SUB 4S540:PRINT #PF,HEX$(C+1,4)
GOSUB 4410

IF B<&20 OR B>&7F THEN BB=&3F ELSE BB=B
P=INT(C/(B%DF ) ) :Q=C—(B*DF *P)

IF @=0 THEN PRINT #PF:G0SUB 4S40:PRINT #PF,HEX${(C,%);
IF DF=1 THEN X$=HEX$(B,2) ELSE X$=CHR$(BB)
PRINT #PF,TAB(&+(4-DF)*Q) ;X%;

IF C >= E THEN PRINT #PF:PRINT #PF: PC=PC+1 :G0OSUB 4540:
INPUT C:GOTO 40

GOTO 280

GOSUB 4410

NA=B

O0S$=HEX$(C,4)+" "+HEX$(B,2)+" "

Ag=""

MA=NA\&4 : MD=NA MOD &4

ON (MA+1) GOTO 420,1210,1280,13%90
MA=NA\B:MB=NA MOD B

ON (MA+1) GOTO 440,530,420,710,800,890,980, 1070
ON (MB+1) GOTO 450,460,470,480,490,500,510,520
A$="NOP" :GOTO 1140

A$="LD BC,":G0SUB 4130:G0TD 1140

AS="LD (BC),A":G0TO 1160

As="INC BC":GOTO 11&0

A%="INC B":G0TO 1140

As="DEC B":G0TO 1160

A$="LD B, " :GOSUB 40B0:GOTO 1140

A$="RLC A":G0TO 1140

ON (MB+1) GOTO 540,550,540,570,5B80,590,400,4610
AS="EX AF,AF”":G0OTO 1140

A$="ADD HL,BC":6G0TO 1140

A%s="LD Ay, (BC)":GOTO 11460

A$="DEC BC":60T0 1140

As="INC C":G0TO 11&0

As="DEC C":6G0T0 1140

A$="LD C,":GOSUB 40B0:GOTD 1140

A$="RRC A":G0TO 1140

ON (MB+1) GOTO 4630,4,4640,4650,46460,670,6B80,4690,700
A$S="DINZ " :G0OSUB 4200:G0OTD 1140

As="LD DE,":GOSUE 4130:G0TO 1140

A$="LD (DE),A":G0TD 1140

A$="INC DE":G0TO 1140

A$="INC D":G0TO 11&0

A$="DEC D":6G0T0 11460




&£90 A%="LD D, ":GOSUB 40B0:G0TO 11&0

700 A%="RL A":GOTO 1160

710 ON (MB+1) GOTO 720,730,740,750,7&0,770,780,790
720 A%$="JIR “:GOSUB 4200:FF=1:G0T0 11&0

730 A$="ADD HL,DE":GDTO 11&0

740 As="LD Ay (DE)":GOTO 11&0

750 A$="DEC DE":GOTO 11&0

760 As="INC E":G0OTO 11&0

770 A$="DEC E":G0TO 11&0

780 As="LD E,":6G0SUB 40BO:GOTO 11&0

790 A$="RR A":G0TO 11680

BOO ON (MB+1) GOTO B10O,B20,830,B840,850,860,870,880
810 A%="JR NZ," :GOSUB 4200:G0T0O 11&0

820 A$="LD HL,":GOSUB 4130:G07T0 11&0

830 As="LD (":GOSUB 4130:A%=A%+"),HL":G0OTO 1160
840 A%="INC HL":GOTO 1160

850 As$="INC H":GO0TO 11&0

860 A$="DEC H":GOTO 1160

870 As="LD H, " :GOSUB 40BO:GOTO 11460

BBO As$="DAA ":GOTOD 11&0

890 ON (MB+1) GOTO 900,910,%920,930,940,950,%&0,970
900 A%="IR 2,":GOSUB 4200:G0T0 11&0

910 A$="ADD HL,HL":GOTO 11&0

920 A$="LD HL, (":GOSUB 4130:A%=A%+")":6G0T0 1160
930 A$="DEC HL":GOTO 1160

940 A$="INC L":G0T0 1160

950 As$="DEC L":GOTO 11&0

960 A$="LD L,":G0SUB 40BO:GOTO 11&0

970 A$="CPL ":GOTO 1160

980 ON (MB+1) GOTO 990,1000,1010,1020,1030,1040,1050, 10&0
290 A$="IR NC, " :GOSUB 4200:G0TO 1160

1000 As="LD SP,":G0SUB 4130:G07T0 1140

1010 As$="LD (":G0SUB 4130:As=A%+"),A":G0TO 1160
1020 A$="INC SP":GOTO 1160

1030 A$="INC (HL)":G0TO 1160

1040 A$="DEC (HL)":GOTO 1160

1050 As$="LD (HL) " :GOSUB 4080:G0T0 11&0

1060 A%$="SCF ":GOTO 11&0

1070 ON (MB+1) GOTO 1080,1090,1100,1110,1120,1130,1140,1150
1080 As="JR C,":G0SUB 4200:G0T0O 1160

1090 A$="ADD HL,SP":GOTO 11&0

1100 A%="LD A, (":GOSUB 4130:A%=A%+")":GOTO 1160
1110 A$="DEC SP":GOTO 11&0

1120 A$="INC A":G0TO 1140

1130 A$="DEC A":G0TO 11&0

1140 A%="LD A, " :GOSUB 40B0O:GOTO 1160

1150 A$="CCF ":G0TO0 11&0

1160 PRINT #PF,0S5%;TAB(1%9) ;A%

1170 IF FF<>0 THEN FF=0:G0OSUB 4540

1180 GOSUB 4540

1190 IF C>=E THEN INPUT F:GOTO 40

1200 GOTO 360

1210 IF NA<>118 THEN 1230

1220 A$="HALT":GOTO 1270

N




1230
1240
1250
1260
1270
1280
1290
1300
1310
1320
1330
1340
1350
1360
1370
1380
1390
1400
1410
1420
1430
1440
1450
1460
1470
14B0
1490
1500
1510
1520
1530
1540
1550
1560
1570
1580
1590
14600
1610
1620
1630
1640
1650
16460
1670
1680
1690
1700
1710
1720
1730
1740
1750
1760

AS="LD ™

MA=MD\B:MB=MD MOD 8

ME=MA

GOSUB 4320:A%$=A%$+"," :ME=MB:GDSUB 4320:G0T0O 1270

GOTD 1160

MA=MD\B:MB=MD MOD B8

ON (MA+1) GOTO 1300,1310,1320,1330,1340,1350,1360,1370

A$="ADD A,":G0OTO 1380
A$="ADC ":60T0D 1380
A$="SUB ":6G0OTD 1380
A$="SBC "“:G0TO 1380
As="AND ":G0TD 1380
As="XOR ":G0TD 13B0
A$="0R ":GOTD 1380
As="CP ":GOTO 1380

ME=MB:GOSUB 4320:G0T0 11&0

MA=MD\B:MB=MD MOD 8

ON (MA+1) GOTOD 1410,1500,15%90,1680,1770,1840,1950,2040
ON (MB+1) GOTO 1420,1430,1440,1450,1440,1470,1480,14%0
AS="RET NZ":G0TD 1140

As="POP BC":G0OTO 11&0

As="JP NZ,":G0SUB 4130:G0TD 11&0

As="JP "3sGOSUB 4130:FF=1:60T0 11&0

AS="CALL NZ,":GOSUB 4130:G0TD 1140

A$="PUSH BC":G0TD 11&0

A$="ADD A,":G0SUB 40B0:GDTO 1140

A$="RESET ":FF=1:G0TO 11&0

ON (MB+1) GOTD 1510,1520,1530,1540,1550,1560,1570, 1580
A$="RET 2":G0TO 11&0

A$="RET ":FF=1:60TO 11&0

As="JP Z,":1GOSUB 4130:G0TO 1140

GOTD 2140

AS="CALL Z,":GDOSUB 4130:G0TD 1140

As="CALL ":GOSUB 4130:GDTD 1160

A$="ADC ":GOSUB 40B0:GOTD 11&0

A$="INF SALTO ":FF=1:60SUB 4130:G0TD 11&0

ON (MB+1) GDTO 1600,14610,1620,1630,1640,1650,146460,14670
AS$="RET NC":GDTD 1160

A$="POP DE":GOTD 11&0

As="JP NC,":G0SUB 4130:G0TD 11&0

AS="0UT (":60SUB 40BO:A$=A$+",A":GOTO 1140

A$="CALL NC,":60SUB 4130:G0TD 11&0

A$="PUSH DE":GDOTOD 1140

A$="SUB ":GOSUB 40B0:GOTO 11&0

A$="LLAMADA LATERAL ":G0OSUB 4130:G0T0 1140

ON (MB+1) GOTO 14%0,1700,;1710,1720,1730, 1740, 1750, 1780
A$="RET C":60TD 1140

AS="EXX ":60TO 1140

As="JP C,":605UB 4130:G0TD 1160

AsS="IN A, (":GOSUB 40B0:A$=A$+")":G0TO 11&0

A$="CALL C,":G0SUB 4130:G0TO 1140

AS="1X":60T0 2330

A$="SBC ":G0SUB 40B0:GOTO 11&0

A$="LLAMADA ":GOSUB 4130:G0OTD 11&0




1770
1780
1790
1800
1810
iB20o
1830
1840
1850
1840
1870
i880
1890
1900
1910
1920
1930
1940
1950
19560
1970
1980
1990
2000
2010
2020
2030
2040
2050
20460
2070
2080
2090
2100
2110
2120
2130
2140
2150
21460
2170
2180
2190
2200
2210
2220
2230
2240
2250
2260
2270
2280
2290
2300

ON (MB+1) GOTD 1780,1790,1800,1810,1820, 1830, 1840, 1850
AS$="RET PD":6G0TD 1140

A$="POP HL":GOTO 11&0

AS="JP POD,":GOSUB 4130:G0TO 1140

As="EX (SP),HL":GDTD 1140

As$="CALL PD,":G0SUB 4130:GDTD 1140

AS$="PUSH HL":GOTO 1140

As="AND ":GOSUB 40BO:GDTD 1160

A$="LAM RAM ":GOTOD 11&0

ON (MB+1) GOTD 1870, 1880,1890,1900,1910, 1920, 1930,1940
AS="RET PE":GOTO 11&0

As="JP (HL)":FF=1:6G0TD 11&0

AsS="JP PE":G0TO 1140

AS="EX DE,HL":GOTD 1140

As="CALL PE,":G0OSUB 4130:G0OTO 1140

GOTO 3180

As$="XDR ":GOSUB 40BO:GDTD 11&0

AS="SALTD ROM INFERIOR ":FF=1:G0SUB 4130:G0TO 11&0

ON (MB+1) GOTO 19&0,1970,1980,1990,2000,2010,2020,2030
AS="RET P":6G0TD 11&0

AS$="PDP AF":6G0TD 11&0

AS="JP P,":GOSUB 4130:G0TOD 1140

As="D] ":60TOD 11460

As="CALL P,":GOSUB 4130:G0T0 1140

A$="PUSH AF":G0TD 11&0

As="0DR ":G0SUB 4080:G0TD 1140

As$="RST USUARIO ":FF=1:G0TOD 11&0

ON (MB+1) GOTOD 2050,2040,2070,2080,2090,2100,2110,2120
A$="RET M":G0OTO 11&0

A$="LD SPyHL" :GOTD 1140

As="JP M, " :GOSUB 4130:G0TO 1160

As$="El *":6G0TO 1160

As$="CALL M,":G0SUB 4130:G0TO 11460

As="1Y":G0TD 2330

AS="CP ":GOSUB 40BO:GDTD 1140
As="INTERRUPCIDN ":GDTD 11460
GOTD 1140

GOSUB 4410:RE=B:0S$=0S$+HEX$(B,2)+" "
MA=RE\&4 :MD=RE MDD &4

ON (MA+1) GOTOD 2170,2270,2290,2310
MC=MD\B:MB=MD MOD B

ON (MC+1) GOTD 2190,2200,2210,2220,2230,2240, 2260,2260
A$="RLC ":ME=MB:GOSUB 4320:GOTD 2130
A$="RRC ":ME=MB:GOSUB 4320:G0T0 2130
AS="RL ":ME=MB:GOSUB 4320:G0TD 2130
A$="RR *:ME=MB:GOSUB 4320:G0TD 2130
As="SLA ":ME=MB:GOSUB 4320:G0OTO 2130
A$="SRA ":ME=MB:GOSUB 4320:G0TOD 2130

GOTO 4300

A$="SRL ":ME=MB:GOSUB 4320:GOTD 2130
MC=MD\B8:MB=MD MOD B:ME=MB

As="BIT "+STR$(MC)+",":G0OSUB 4320:G0TD 2130
MC=MD\B:MB=MD MOD B:ME=MB

A$="RES "+STR$(MC)+",":GOSUB 4320:GOTD 2130
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MC=MD\B8:MB=MD MOD B8:ME=MB

As="SET "+STR$(MC)+",":GOSUB 4320:G0TO 2130

GOSUB 4410:RE=B:0S5%$=0S$+HEX$(RE,2)+" "

MA=RE\&4:MD=RE MOD &4

ON (MA+1) GOTD 2340,2610,2790,2970

MC=MD\B8:MB=MD MOD B8

ON (MC+1) GOTO 2380,2390,28410,2420,2440,2490,28540,28590
GOTOD 4300

2310
2320
2330
2340
2350
23460
2370
2380

176

2390
2400
2410
2420
2430
2440
2450
24460
2470
2480
2490
2500
2510
2520
2530
2540
2550
2560
2570
2580
2590
2600
24610
2620
2630
2640
2650
2660
2670
2680
2690
2700
2710
2720
2730
2740
2750
2760

2770
2780
2790
2800
2810
2820
2830

IF MB<>1
As="ADD

GOTD 4300

IF MB¢<>1
A$="ADD

ON (MB+1) GOTO 4300,2460,2470,2480

AS="LD
A$="LD
As="INC

A$="ADD
A$="LD
AS="DEC

ON (MB-3) GOTO 2560,2570,2580

AS="1INC
AS="DEC
A$="LD

IF MB<>1
AS="ADD

MC=MD\8:MB=MD MOD B

THEN 4300

"+AX$+",BC" :GOTO 2130

THEN 4300

“+AX$+" ,DE":60TO 2130
IF MB>3 THEN 4300

"+AX$+",":G0SUB 4130:G0TO 2130
(":G0SUB 4130:A%=A%+"),"+AX$:6G0TDO 2130
"+AX$:60T0 2130
IF MB=0 DR MB>3 THEN 4300
ON MB GOTO 2510,2520,2530
"+AXE+" , "+AX$:6G0TO 2130
“+AX$+", (" :608UB 4130:A%=A%$+")":6G0TD 2130
"+AX$:60T0 2130
IF MB<4 DR MB=7 THEN 4300

":G0OSUB 4310:G0T0O 2130
":G0SUB 4310:G0T0 2130
“:60S5UB 4310:A$=A%+",":60SUB 4080:G0TO 2130

THEN 4300

"+AX$+" ,S5P":GOTO 2130

ON (MC+1) GOTO 2630,2650,2670,2690,2710,2730,2750,2770

IF MB<>&
AS="LD
IF MB<>6
As="LD
IF MB<>&
AS="LD
IF MB<>6
AS="LD
IF MB<>4
AS="LD
IF MB<{>&
A$="LD

THEN 4300
B, " :GOSUB
THEN 4300
C,":6G05UB
THEN 4300
D, " :GOSUB
THEN &300
E, " :GOSUB
THEN 4300
H, " :GOSUB
THEN 4300
L,":GOSUB

IF MB=& THEN 4300
":GOSUB 4310: A$=A%$+",":

As="LD
2130

IF MB<>&
As$="LD

ON (MC+1)

IF MB<>&

THEN 4300

4310:6G0TO

4310:60TO

4310:G0TO

4310:G0OTOD

4310:6G0OTO

4310:G0TOD

2130

2130

2130

2130

2130

2130

A,":6G05UB 4310:G0TO 2130
MC=MD\B:MB=MD MOD B
GOTO 2810,2830,2850,2870,2890,2910,2930,2950

THEN 4300

AS="ADD A,":G0SUB 4310:G0TO 2130

IF MBS

THEN &300

ME=MB:GOSUB 4320:G0TO
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2840
2850
2860
2870
2880
2870
2900
2910
2920
2930
2940
2950
2960
2970
2980
2990
3000
3010
3020
3030
3040
3050
30&0
3070
3080
3090
3100
3110
3iz2o
3130
3140
3150
31&0
3170

3180
3190
3200
3210
3220
3230
3240
3250
3260
3270
3280
3290
3300
3310
SHe0
3330
3340
3350
3360

A$="ADC
IF MB<>&
AS$="SUB
IF MB<>6
A%$="SBC
IF MB<>&
AS="AND
IF MB<>6
AS="XOR
IF MB<>6
AS="0R
IF MB<>&
As="CP

A, " :GOSUB
THEN 4300
A, " :GOSUB
THEN 4300
A, " :GOSUB
THEN 4300
A, ":GOSUB
THEN 4300
A, ":GOSUB
THEN 4300
A, " :GOSUB
THEN 4300
A, " :GOSUB

4310:60TO

4310:6G0OTO

4310:6G0TO

4310:G0OTO

4310:6G0OTO

4310:G0TO

4310:G0TD

2130
2130
2130
2130
2130
2130

2130

MC=MD\B:MB=MD MOD B

ON (MC+1) GOTO 4300,2990,4300,4300,;3%60,4000, 4300, 4040
IF MB<>3 THEN 4300

GOSUB 4410:NC=B:0S5%=05%+HEX$(B,2)+" "

GOSUB 4410:RH=B:0S%=0S%+HEX%(B,2)+" "

IF (RH-&) MOD B<>0 THEN 4300

MC=RH\ &4 : MB=RH\B

ON (MC+1) GOTO 3050,3130,3140,3150

ON (MB+1) GOTD 3040,3070,308B0,3090,3100,3110,4300,3120
A$="RLC ":G0SUB 31&60:G0OTO 11&0

As="RRC ":GO0SUB 31&60:G0T0O 1160

A%="RL ":GOSUB 31&60:6G0TO 11460

AS$="RR ":GOSUB 3160:G0OTO 1160

As="SLA ":G0SUB 31&60:G0T0 1160

A$="SRA ":GO5UB 31&0:GDTO 11&0

A$="SRL ":G0OSUB 31&0:GOTO 11&0

A$="BIT ":G0SUB 3170:G0TO 1160

A$="RES ":GOSUE 3170:G0TO 1160

A$="SET ":GOSUB 3170:G0TO 1140

AS=A%+" ("+AXS+"+"+HEXS(NC)I+") ":RETURN

AS=AS+HEXS((RH AND &38)/B)+", ("+AXS+"+"+HEXS(NC)I+")":
RETURN

GOSUB 4410:RE=B:0S%$=0S%+HEX$%(B,2)+" "

MA=RE\&64:MB=RE MOD &4

ON (MA+1) GOTO 4300,3210,3730,4300

MD=MB\B:MB=MB MOD B

ON (MD+1) GOTO 3230,3320,3390,3460,3530,35790,34650,346B80
ON (MB+1) GOTO 3240,3250,3240,3270,3280,3300,3310,3310
As="1IN B, (C)":G0TO 1160

A%="0UT (C),B":GOTO 1160

A$="SBC HL,BC":GOTD 1160

AS="LD (":GOSUB 4130:A%=A%+"),BC":G0TO 11&0

AS="NEG ":G0TO0O 1140

AF="RET N":6G0TO 1160

AS="1M 0" :GOTO 1160

A$="LD 1,A”:GOTO 1160

ON (MB+1) GOTO 3330,3340,3350,3350,4300,3370,3400,3380
As="1IN Cy(C)":6G0TD 1160

AF="0UT (C),C":60TO0 1160

A%="ADC HL,BC":G0TO 11&0

AS="LD BC, (":G0SUB 4130:A%=A%+")":60T7T0 11&0
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3370
3380
3390
3400
3410
3420
3430
3440
3450
3460
3470
3480
3490
3500
3510
3520
3530
3540
3550
3560
3570
3580
3590
3600
3610
3620
3630
3640
3650
3660
3670
3680
3690
3700
3710
3720
3730
3740
3750
3760
3770
3780
3790
3800
3810
3820
3830
3840
3850
3860
3870
3880
3890
3900

A$="RET I":607T0 11&0
AS="LD R,A":60TO 11460

ON (MB+1) GOTO 3400,3410,3420,3430,4300,4300,3440,3450

As="1IN D, (C)":60T0O 1160
AS="0UT (C),D":6G0TO 11&60
A$="SBC HL,DE":6G0TO 11&0

A$="LD (":60SUB 4130:A%=A%+"),DE":G0TO 1160

As="1IM 1":6G0TO 1160
As$="LD A, 1":60T0O 1160

ON (MB+1) GOTO 3470,34B0,34%90,3500,4300,4300,3510,3520

As="1IN E,(C)":G0OTO 1160
As="0UT (C),E":G0TO 1160
A%$="ADC HL,DE":G0TO 11&0

AS="LD DE, (" :G0SUB 4130:A$=A%+")":6G0T0O 11&0

As="1IM 2":60T0 1160
A$="LD A;R":60TO 1160

1160

ON ¢MB+1) GOTO 3540,3550,35460,3570,4300,4300,4300,3580
As="1IN H,(C)":6070 1160

AS$="0UT (C),H":60TO 11&0

A%="SBC HL,HL":G0TO 1160

AS="LD (":GO0SUB 4130:A%$=A%$+"),HL" :6G0OTO

A$="RRD ":60TO0 11&0

ON (MB+1) GOTO 3600,3610,3620,3630,4300,4300,4300,3640

A$="1IN L,(C)":G0TO 11&0
A$="0UT (C),L":60T0 1140
A$="ADC HL,HL":GOTO 11&0

As="LD HL, (":G0SUB 4130:A%$=A%+")":60TO 11&0

As$="RLD ":6G0T0 11640

ON (MB+1) GOTO 4300,4300,3660,3670,;4300,4300,4300,4300

A%="SBC HL,SP":G0TO 1160

A%="LD (":6G0SUB 4130:A%$=A%$+"),SP":G0T0 11&0
ON (MB+1) GOTO 34%90,3700,3710,3720,4300,4300,4300,4300

As="1IN A, (C)":GOTO 11460
A%$="0UT (C),A":G0TO 11&0
A%$="ADC HL,SP":G0TD 11&0

As="LD SP, (":G0SUB 4130:A$=A%$+")":60TO 1160

MD=MB\B:MB=MB MOD B

IF MD<4 OR MB>3 THEN 4300

ON (MD-3) GOTO 37&0,3B10,3860,3910
ON (MB+1) GOTO 3770,3780,3790,3800
As$="LDI ":G0TO 1160

As="CPI ":G0OTO 1160

A$="INI ":60TO 11&0

A$="0UTI ":60TO 11&0

ON (MB+1) GOTO 3B20,3830,3840,3850
As$="LDD ":60T7T0 11&0

A$="CPD ":6G0TD 11&0

As="IND ":GOTO 11&0

As="0UTD ":60T0O 1140

ON (MB+1) GOTO 3870,38B0,38%90,3%900
AS$="LDIR ":6G0T0O 11&0

A$="CPIR ":GOTO 1140

AS="INIR ":G0OTO 11&0

A$="0TIR ":GOTO 1140




3710
3920
3930
3940
3950
3960
3970
3980
3990
4000
4010
4020
4030
4040
4050
4060
4070
4080
4090
4100
4110
4120
4130
4140
4150
4160
4170
4180
4190
4200
4210
4220
4230
4240
4250
4260
4270
4280
4290
4300
4310
4320
4330
4340
4350
4360
4370
4380
4390
4400
4410
4420
4430
G440

ON (MB+1) GOTO 3920,3930,3940,3950
A$="LDDR ":GOTO 11&0

As="CPDR ":GOTD 11&0

As$="INDR ":GOTO 11&0

As="0TDR ":GDTD 11&0

ON (MB+1) GOTO 4300,3970,4300,3980,4300,3970,4300,4300
ASs="POP "+AX$:6G0TD 11&0

AS="EX (SP),"+AX$:6G0TO 11460
As="PUSH "+AX$:G0TO 1140

IF MB>1 THEN 4300

ON (MB+1) GOTOD 4020,4030

As="ADC A,":G0SUB 4310:G0TO 11&0
As="JP ("+AX$+")":GOTO 11&0

IF MB<>1 THEN 4300

As="LD SP,"+AX$:60TO 11&0

IF MB<>1 THEN 4300

As="LD SP,"+AX$:G0TO 11&0
AS=A%+"#" :GOSUB 4410

NC=B

AS=AS+HEX$(NC,2)
DS$=0S$+HEX$(NC,2)+" "

RETURN

GOSUB 4410

NC=B

GOSUB 4410

NE=B

AS=AS+HEXS (NE,2)+HEX$ (NC,2)

0S$=0S$+HEX$ (NC,2)+" "“+HEX$(NE,2)+" "
RETURN

GOSUB 4410

ND=B:0S¢$=0S$+HEX$ (ND,2)+" "

IF ND>127 THEN 4260

ND=ND+C+1

As=AS+HEX$(ND, &)

RETURN

ND=ND+C~255

GOTOD 4240

RETURN

RETURN

A$="Codigo invalido":G0TO 11&0
AS=AS+" ("+AXS+"+" :GOSUB 40B0:A$=A%$+")":RETURN
ON (ME+1) GOTO 4330,;4340,4350,4360,;4370,4380,4390,4400
A$=A%+"B" :RETURN

A$=A$+"C" :RETURN
AS=AS+"D" : RETURN

AS=As$+"E" :RETURN

A$=A%$+"H" :RETURN

AS=A%$+"L" :RETURN
As=A%$+" (HL)" :RETURN

AS=A%+"A" :RETURN

C=C+1

Q=INT(C/258&)

POKE &A&14,0

POKE B&AL13, (C-256%*0)




r-------------------------------------I’--

4450 CALL &A&00

4460 B=PEEK(&A&L135)

4470 RETURN

44B0 FOR X=&A&00 TO &A&12

4490 READ Y:POKE X,Y:NEXT

4500 RETURN

4510 DATA &2A,413,&A46,4CD,&00,4B%9,4FS5
4520 DATA &CD,R&06,8B7,87E,&32,&15,8A6
4530 DATA &F1,&CD,&0C,&B%9,ACY

4540 IF PF<>B THEN RETURN

4550 PC=PC+1

4560 IF PC<&0 THEN RETURN

4570 FOR Y=1 TO &

4580 PRINT #PF

4590 NEXT

46500 PC=PC-&0

4610 RETURN

El segundo programa te permitira llamar a rutinas concretas conocien-
do el contenido de los registros. El contenido de los registros a la salida
también se recupera y sera evaluado cualquier nimero en coma flotante
contenido en DE y HL. El programa se debe manejar con cuidado, ya que
algunas llamadas pueden bloquear de alguna manera al sistema si no se
introducen los parametros adecuados.

10 GOSUB 3%0

20 CLS

30 INPUT " Registro BC: ",BC

40 BC=BC-65536% (BC<O)

S0 B=INT(BC/2856) :C=BC-B#256&

60 POKE &4001,C:PDKE &4002,B

70 INPUT " Registro DE: ",DE

BO DE=DE-&5536#* (DE<O)

90 D=INT(DE/25&) :E=DE-D#*254&

100 POKE B&4004,E:POKE &4005,D

110 INPUT " Registro HL: ",HL

120 HL=HL-+6553&#% (HL<O)

130 H=INT(HL/256) :L=HL-H*256

140 POKE &4007,L:POKE &4008,H

150 INPUT " Registro A: ",A

160 POKE &400A,A

170 INPUT " Direccionj; CALL ",NM
1B0 NM=NM-&65536#% (NM<O)

190 N=INT(NM/256) :M=NM-N#25&

200 POKE &400C,M:POKE &400D,N

210 CALL &4000

220 BC=PEEK(&4020)+2S6#PEEK(&4021)
230 DE=PEEK (&4022)+2S&6%PEEK (&4023)
240 HL=PEEK(&4024)+256*PEEK (&4025)
250 A=PEEK(&4026&)

260 PRINT " BC=";HEX$(BC,4)

270 PRINT " DE=";HEX$(DE,4%)
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280
290
300
310
320
330
340
350
360
370
380
390
400
410
420
430
440
450
460
470
480
490
500
510
520
530
540
550
560
570
580
590
&£00

PRINT " HL="3;HEX$(HL,4)
PRINT " A=";HEX$(A,2)

R=DE

N$="DE"

GOSUB 470

R=HL

N$="HL"

GOSUB 470

PRINT

INPUT Y

GOTO 20

FOR P=84000 TO &401F

READ Q:POKE P,0Q

NEXT

RETURN

DATA 1,0,0,&11,0,0,821,0

DATA 0,&3E,0,8CD,0,0,8ED,&43

DATA &20,840,8ED,853,822,840,822,824
DATA 840,8ES,821,826,840,477,8E1,4C9
IF ABS(R)<16384 THEN RETURN

PRINT “CF(";N$3")=";

FOR X=4 TO O STEP -1

PRINT HEX$(PEEK(R+X),2);

NEXT

PRINT " = “;

2=0

FOR X=0 TO 3

2=(2+PEEK(R+X) ) /256

NEXT

IF Z2<0.5 THEN Z=2+0.5:PRINT *"+"; ELSE PRINT "-";
Z2=2#2" (PEEK{(R+4)-&B0O)

PRINT 2

RETURN
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Apéndice B
Indice por direcciones

Este es el indice de las etiquetas utilizadas en este libro, para identificar
las diferentes direcciones, subrutinas y vectores en los Amstrad CPC464 y
CPC6128. Las referencias son direcciones en memoria y no numeros de
paginas. Los nimeros estan dados en hexadecimal. El indice estd en orden

numerico.
Rutina Direccidn
ACTIVA ROM SUPERIOR B900, BASE
INHIBE ROM SUPERIOR B903, BAG68
ACTIVA ROM INFERIOR B906, BA4A
INHIBE ROM INFERIOR B909, BAS54
RESTAURA ROM B90C, BAT72
SELECCIONA ROM B90OF, BA7E
ROM ACTUAL B912, BAA2
TIPO ROM B915, BAA2
ROM ANTERIOR B918, BASC
LDIR B91B, BAA6
LDDR B91E, BAAC
NC PRIORIDAD B921,
INF SALTO HL 000B, B97C
INF SALTO 0008, B982
SALTO HL 001B, B9BI1
LLAMADA HL 0023, B9B9
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LLAMADA

SALTO HL LATERAL
LLAMADA LATERAL
SALTO ROM INFERIOR
LAM RAM

TCL INICIALIZACION

TCL REINICIALIZACION
TCL LEE CARACTER

TCL ESPERA CARACTER
TCL REGRESA CARACTER
TCL PONE EXPANSION
TCL TOMA EXPANSION
TCL ASIGNA BUFFER
TCL ESPERA TECLA

TCL LEE TECLA

TCL EXAMINA TECLA
TCL TOMA ESTADO

TCL ESTADO JOYSTICK
TCL PONE TRASLADO
TCL TOMA TRASLADO
TCL TRASLADO CON SHIFT
TCL OBTIENE SHIFT

TCL TRASLADO CON CONTROL
TCL OBTIENE CONTROL
TCL IMPONE REPETICION
TCL CONOCE REPETICION
TCL IMPONE RETARDO
TCL CONOCE RETARDO
TCL PERMITE RUPTURAS
TCL INHIBE RUPTURAS
TCL GENERA RUPTURA
TXT INICIALIZA

TXT REINICIALIZA

TXT ACTIVA VDU

TXT DESACTIVA VDU
TXT SALIDA

TXT ESCRIBE CARACTER
TXT LEE CARACTER

TXT ADMISION DE GRAFICOS
TXT ACTIVA VENTANA
TXT EXAMINA VENTANA
TXT LIMPIA VENTANA
TXT FIJA COLUMNA

TXT FIJA FILA

TXT FIJA CURSOR

TXT EXAMINA CURSOR

0018, BIBF
0013, BAIO
0010, BA16
0028, BA2E
0020, BACB
BB00, 19E0
BB03, 1A1E
BB09, 1A42
BB06, 1A3C
BBOC, 1A77
BBOF, 1ABD
BB12, 1B2E
BB15, 1A7B
BBI8, 1B56
BB1B, 1BSC
BBIE, 1CBD
BB21, 1BB3
BB24, 1C5C
BB27, 1052
BB2A, 1D3E
BB2D, 1D57
BB30, 1D43
BB33, 1D5C
BB36, 1D48
BB39, ICAB
BB3C, 1CA6
BB3F, 1C6D
BB42, 1C69
BB45, 1C71
BB48, 1C82
BB4B, 1C90
BB4E, 1078
BBS1, 1088
BBS4, 1415
BB57, 144B
BBSA, 1400
BBSD, 1334
BB60, 13AB
BB63, 137A
BB66, 120C
BB69, 1256
BB6C, 1540
BB6F, 115E
BB72, 1174
BB7S, 1174
BB78, 1180




TXT ACTIVA CURSOR USUARIO BB7B, 1289
TXT INHIBE CURSOR USUARIO BB7E, 129A
TXT ACTIVA CURSOR SISTEMA  BB81, 1279
TXT INHIBE CURSOR SISTEMA BB84, 1281

TXT POSICION VALIDA BB87, 11CE
TXT PONE CURSOR BB8A, 1268
TXT QUITA CURSOR BB8D, 1268
TXT COLOR PLUMA BB90, 12A9
TXT EXAMINA PLUMA BB93, 12BD
TXT COLOR PAPEL BB96, 12AE
TXT EXAMINA PAPEL BB99, 12C3
TXT INVIERTE COLORES BB9C, 12C9
TXT FIJA MODO BBYF, 137A
TXT EXAMINA MODO BBA2, 1387
TXT EXAMINA MATRIZ BBAS, 12D3
TXT IMPONE MATRIZ BBAS, 12F1
TXT FIJA TABLA MATRICES BBAB, 12FD

TXT EXAMINA TABLA MATRICES BBAE, 132A
TXT EXAMINA TABLA CONTROL BBBI, 14CB

TXT SELECCIONA CAUCE BBB4, 10ES8
TXT CANJEA CAUCES BBB7, 1107
GRA INICIALIZA BBBA, 15B0
GRA REINICIALIZA BBBD, 15DF
GRA MOV ABSOLUTO BBCO, 15F4
GRA MOV RELATIVO BBC3, 15F1
GRA POSICION CURSOR BBC6, 15FC
GRA FIJA ORIGEN BBC9, 1604
GRA OBTIENE ORIGEN BBCC, 1612
GRA ANCHURA VENTANA BBCF, 1734
GRA ALTURA VENTANA BBD2, 1779
GRA OBTIENE ANCHURA BBDS, 17A6
GRA LIMPIA VENTANA BBDB, 17C5
GRA COLOR PLUMA BBDE, 17F6
GRA EXAMINA PLUMA BBEI, 1804
GRA COLOR PAPEL BBE4, 17FD
GRA EXAMINA PAPEL BBE7, 1807
GRA PUNTO ABSOLUTO BBEA, 1813
GRA PUNTO RELATIVO BBED, 1810
GRA TEST PUNTO ABS BBFOQ, 1827
GRA TEST PUNTO REL BBF3, 1824
GRA LINEA ABSOLUTA BBF6, 1839
GRA LINEA RELATIVA BBF9, 1836
GRA ESCRIBE CARACTER BBFC, 1945
PNT INICIALIZA BBFF, 0AAQ
PNT REINICIALIZA BC02, 0AB1
PNT IMPONE OFFSET BCOS, 0B3C
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PNT
PNT

PNT
PNT
PNT
PNT
PNT
PNT
CAS
CAS
CAS
CAS
CAS
CAS
CAS
CAS
CAS
CAS
CAS
CAS
CAS
CAS
CAS

IMPONE BASE RAM

LOCALIZA RAM PANTALLA

FIJA MODO
EXAMINA MODO
BORRA PANTALLA
LIMITES PANTALLA

POSICIONA COORDENADAS
COORDENADA PUNTOS

SIGUIENTE BYTE
BYTE ANTERIOR
SIGUIENTE LINEA
LINEA ANTERIOR
CODIFICA TINTA
DECODIFICA TINTA
IMPONE TINTA
OBTIENE TINTA
IMPONE BORDE
OBTIENE BORDE
FIJA FLASH
EXAMINA FLASH
RELLENA CAJA
RELLENA BYTE
INVIERTE CARACTER
DESPLAZA PANTALLA
DESPLAZA AREA
EXPANDE
COMPRIME

MODO GRAFICOS
PIXEL
HORIZONTAL
VERTICAL
INICIALIZA
VELOCIDAD
MENSAJES
ARRANCA MOTOR
PARA MOTOR
RESTAURA MOTOR
ABRE ENTRADA
CIERRA ENTRADA
ABANDONA ENTRADA
LEE CARACTER
ENTRADA DIRECTA
RETORNO
EXAMINA FINAL
ABRE SALIDA
CIERRA SALIDA

BCO8, 0B45
BCOB, 0B50
BCOE, 0ACA
BC11, OAEC
BC14, 0AF2
BC17, 0B57
BCIA, 0B64
BC1D, 0B95
BC20, OBF9
BC23, 0CO0S
BC26, 0C13
BC29, 0C2D
BC2C, 0C86
BC2F, 0CA0
BC32, 0CEC
BC35, 0D14
BC38, 0CF1
BC3B, 0D19
BC3E, 0CE4
BC41, 0CE8
BC44, 0DB3
BC47, 0DB7
BC4A, ODDF
BC4D, ODFA
BC50, OE3E
BC53, OEF3
BC56, 0F49
BC59, 0C49
BCSC, 0C6B
BCSF, OFC4
BC62, 102F
BC65, 2370
BC68, 237F
BC6B, 238E
BC6E, 2A4B
BC71, 2A4F
BC74, 2AS51
BC77, 2392
BC7A, 23FC
BC7D, 2401
BC80, 2435
BC83, 24AB
BC86, 249A
BC89, 2496
BC8C, 23AB
BCS8F, 2415




CAS ABANDONA SALIDA
CAS SALIDA CARACTER
CAS SALIDA DIRECTA

CAS CATALOGA

CAS ESCRIBE

CAS LEE

CAS COMPARA
REINICIALIZA SONIDO
COLA SONIDO

EXAMINA COLA

FORMA SUCESO SONIDO
EJECUTA SONIDO

PARA SONIDO

CONTINUA SONIDO
ENVOLVENTE VOLUMEN
ENVOLVENTE TONO
DIRECCION ENVOLVENTE V
DIRECCION ENVOLVENTE T

NC
NC
NC
NC
NC
NC
NC
NC

NC

NC

-

REINICIALIZA NUCLEO
ROM SECUNDARIA

INIC SECUNDARIA
INTRODUCE RSX

BUSCA ORDEN

NUEVO SINCRONO BARRIDO
ANADE SINCRONO BARRIDO
BORRA SINCRONO BARRIDO
NUEVO SINCRONO RAPIDO
ANADE SINCRONO RAPIDO
BORRA SINCRONO RAPIDO
ANADE SINCRONO LENTO
BORRA SINCRONO LENTO
INICIALIZA SUCESO

SUCESO

REINICIALIZA SINCRONOS
BORRA SUCESO

SIGUIENTE SUCESO
EJECUTA SUCESO

SUCESO EJECUTADO
INHIBE SUCESOS
DESINHIBE SUCESOS
IGNORA SUCESO

NC TIEMPO

PONE TIEMPO

| MC CARGA Y EJECUTA
MC EJECUTA PROGRAMA
l MC ESPERA BARRIDO

BC92, 242E
BC95, 245B
BC98, 24EA
BCYB, 2528
BC9E, 283F
BCAI, 2836
BCA4, 2851
BCA7, 1E68
BCAA, 1F9F
BCAD, 206C
BCBO, 2089
BCB3, 204A
BCB6, 1ECB
BCBY, 1EE6
BCBC, 2338
BCBF, 233D
BCC2, 2349
BCCS, 234E
BCCS, 005C
BCCB, 0329
BCCE, 0332
BCDI, 02Al
BCD4, 02B2
BCD7,0163
BCDA, 016A
BCDD, 0170
BCEO, 0176
BCE3, 017D
BCES6, 0183
BCE9, 01B3
BCEC, 015C
BCEF, 01D2
BCF2, 01E2
BCFS, 0228
BCFS, 0285
BCFB, 0256
BCFE, 021A
BDO1, 0277
BD04, 0295
BDO7, 029B
BDOA, 028E
BDOD, 0099
BD10, 00A3
BD13, 05DC
BD16, 060B
BD19, 07BA
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MC MODO PANTALLA
MC OFFSET PANTALLA
MC BORRA TINTAS

MC ASIGNA TINTAS

MC INICIA IMPRESORA
MC IMPRIME CARACTER
MC IMPRESORA OCUPADA
MC ENVIA CARACTER
MC REGISTRO SONIDO
RESTAURA BLOQUE SALTOS
TXT CURSOR ACTIVADO
TXT CURSOR ELIMINADO
TXT ESCR CARACTER
TXT LEE CAR

TXT CODIGO CARACTER
GRA PUNTO

GRA TEXT PUNTO

GRA LINEA

PNT LEE PIXEL

PNT ESCRIBE PIXEL

PNT LIMPIA MODO

TCL EXAMINA ESC

MC ESPERA IMPRESORA

BDIC, 0776
BDIF, 077C
BD22, 0786
BD25, 0799
BD28, 07E6
BD2B, 07F2
BD2E, 081B
BD31, 0807
BD34, 0826
BD37, 0888
BDCD, 1263
BDDO 1263
BDD3, 134A
BDD6, 13C0
BDDS, 140C
BDDC, 1816
BDDF, 182A
BDE2, 183C
BDES, 0C82
BDES, 0C68
BDEB, 0AF7
BDEE, 1C90
BDF1, 07F8




Apéndice C
Mapa de memoria

Direccion RAM ROM
$FFFF $FFFF
Memoria de ROM superiores
pantalla (conmutadas)
P
$C000 -~ . - $C000
Yhro0 famzitiITEET T
Pila, firmware, datos
y blogue de saltos
$B100
Datos de ROM primarnia
c.$AC00
Datos de ROM secundana
snn
Deposito de memona
s $4000
Datos de las secundarias
$77
Datos de la primaria ROM INFERIOR
$0040
Area firmware
$0000 $0000
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Apéndice D

Rutinas especificas
del 6128

La version del sistema operativo del CPC6128 no difiere mucho, como
cabria esperar, de la primitiva del 464. Si has leido atentamente la primera
parte del libro, podras intuir que anadir 64 Kbytes de memoria RAM no
es una tarea inabordable, sino simplemente un pequeio problema de
conmutacién de bancos de memoria. El sistema operativo incorpora 12
nuevas entradas para el firmware. Algunas de ellas ya existian en la version
primitiva, pero no eran accesibles al usuario por el simple uso del CALL.
Otras son realmente nuevas y participan en funciones que potencian aun
mas la habilidad del aparato.

Los bloques de trabajo de las distintas partes del sistema operativo
presentan una nueva disposicion. Concretamente se han invertido, estando
al final el bloque de sucesos, que anteriormente era el primero que encon-
traibamos. Podria pensarse que la unidad de disco integrada complica
enormemente el mapa de memoria, pero no es asi en absoluto. La unidad
de discos tiene una ROM de 16 Kbytes dedicada exclusivamente a su
control. Esta ROM esta solapada con la ROM superior y la del intérprete
de BASIC. Cuando trabajamos en modo BASIC, la ROM del intérprete
esta activandose continuamente y alternando con la memoria de pantalla.
De igual forma, cuando necesitamos utilizar la unidad de disco, su ROM
se activara, alternandose con la de pantalla si es necesario.

La unica modificacion que hay en el mapa de memoria es la captacion
de un bloque de la memoria, que sirva como espacio de trabajo de la
ROM de disco.

Es de destacar la revision que se ha hecho del sistema operativo. La
inclusion de nuevas subrutinas ha obligado a reducir el espacio que




V+r

ocupaban las anteriores. El resultado es un sistema razonablemente mds
rapido, pero también més complejo. Lo mismo cabe decir de la ROM del
intérprete de BASIC en su version 3.0. La incorporacion de las nuevas
ordenes e instrucciones ha obligado a perfeccionar en rapidez y efectividad.
Y, sobre todo, a reducir en espacio el codigo maquina de dicha ROM.
El mapa de entrada/salida conserva la configuracion expuesta en el
capitulo 1. Los contenidos aqui presentados del registro BC combinados
con las érdenes IN(C),C o OUT(C),C nos permiten seleccionar los siguien-
tes destinos:

TEXX Matriz de puentes de video (s6lo salidas)
BXXX Controlador del tubo de rayos catodicos (TRC), siendo:
BCXX Salida al registro elegido
BDXX Salida de datos
BEXX Registro de estado de entrada
BFXX Entrada de datos
DFXX Salida de datos de la ROM seleccionada
EFXX Canal de impresora
F4XX Puerto A de la PPI (E/S)
F5XX Puerto B de la PPI (E/S)
F6XX Puerto C de la PPI (E/S)
F7XX Registro de control de la PPI (solo salidas)
F8FF Reinicializacion de los canales de expansion
FBXX Canal para expansiones, siendo:
FB7X Sistema de disco
FBBX Una funcion reservada
FBDX Un canal de comunicacion

Las direcciones que puede emplear el usuario son:
F8E0Q- F8FE; F9EO-F9FF; FAEO-FAFF; FBEO-FBFF

El proceso de inicializacién obedece fielmente a la descripcion dada al
comienzo del capitulo 3, con la excepcion de que implicitamente queda
seleccionado el sistema de disco.

Las entradas del tipo RST propias del microprocesador Z-80 estin
descritas en el capitulo 2 y légicamente no presentan alteracién alguna, ya
que son datos que precisa el Z-80 y no deben alterarse.

Acceso a la ROM de disco

La ROM nimero 07 del sistema contiene 16 Kbytes de memoria con
el codigo maquina necesario para manejar con bastante precision la uni-
dad de disco y todo lo relacionado con el almacenamiento de datos en
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memoria y en las pistas y sectores de los discos. A diferencia de la ROM
del intérprete de BASIC, la ROM de disco posee mas de una entrada del
tipo RSX.

El acceso a esta memoria no tienen ningin misterio. Se acude primero
a SELECCIONA ROM con C conteniendo 07; a continuacion, se llama a
ACTIVA ROM SUPERIOR vy, finalmente, saltamos a una de las muchas
posibles entradas del sistema. Las direcciones mas relevantes son las rela-

! cionadas con las 6rdenes RSX. Siendo éstas:

C006 CPM ROM Desde donde se produce un salto a C1BC
Co09 CPM Salto a C1B2
C00C DISC Salto a CCDI1
CO0E DISCIN Salto a CCDS5
Co012 DISC.OUT Salto a CCE4
C015 TAPE Salto a CCFD
C018 TAPE.IN Salto a CDO01

C01B TAPE.OUT Salto a CD18
COIE A Salto a CDDA
Cc021 B Salto a CDDD
C024 DRIVE Salto a CDE4
C027 USER Salto a CDFE
C02A DIR Salto a D42E
C02D ERA Salto a D48A
C030 REN Salto a D4C4

El resto de las entradas funcionara unicamente desde AMSDOS.

Al final del apartado dedicado a las direcciones de entrada al sistema
operativo, se describen las entradas de acceso al monitor de la unidad de
disco. Seria necesario un libro entero para describir las funciones de cada
una de las rutinas de la ROM de disco. Ademas, debido a la tortuosidad
de algunas de las rutinas, no es posible resumir en pocas palabras su
labor.

Es de destacar, sin embargo, la doble finalidad de las entradas del
bloque de saltos que van desde la direccion BC77 hasta la BC9D. Estas
entradas se distinguen, primero, porque no utilizan el codigo &CF propio
de SALTO INF, sino que corresponden a saltos del tipo LLAMADA
(RST&18; codigo &DF), desde donde efectiia un salto a la ROM de disco
a traves de los tres bytes caracteristicos situados en (A88B/D) (véase
capitulo 2).

Desde la ROM de disco se examina en qué modo de unidad de
almacenamiento se encuentra el sistema. Si estd en el modo cassette
(ITAPE), se pasa el control de la ROM inferior, donde estdan situadas las
rutinas de control del cassette. En cambio, si el sistema se encuentra en
modo normal (JDISC), la accién continuara en la ROM de disco, utilizan-

_ do ademés un espacio de trabajo en RAM, distinto al del empleado para
el cassette.
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En la inicializacion, la ROM &07 reclama un espacio de trabajo que
comprende las areas A67B-AD33 y BEOO-BFFF de la RAM.

Cada disco tiene dos caras utilizables. Cada cara con capacidad de
180K se divide de la siguiente forma, segun el formato.

Formato del sistema:
40 pistas por cara, numeradas del 0 al 39

9 sectores por pista, numerados del &41 al &49
2 pistas reservadas (0 y 1)

Formato de solo datos:
40 pistas por cara (0 a 39)

9 sectores por pista, numerados del &Cl1 al &C9
No hay pistas reservadas

Formato 1BM:
40 pistas por cara (0 a 39)
8 sectores por pista (1 al 8)
I pista reservada

Para todos los formatos, cada sector tiene capacidad para 512 bytes. El
maximo de entradas del directorio es 64.

El monitor de la unidad de disco

Todas estas entradas son indirecciones, por lo que la ROM de disco
debe estar previamente activada.

DISC MENSAJES: BE80, CA72

Activa o desactiva los mensajes de error para disco.

A la entrada, A contiene &00 para activar los mensajes y &FF para
desactivarlos.

A la salida, A contiene el estado anterior.




INICIALIZA DISCO: BE83, C60D

Inicializa los diferentes parametros relativos a la unidad de disco (UD).
A la entrada, HL contiene la direccion de un bloque de 9 parametros.
La interpretacion de bloque es la siguiente:

Bytes 0,1 Tiempo de arranque del motor de la UD en unidades de
1/50 segundos. (50)

Bytes 2,3 Tiempo de parada del motor en unidades de 1/50 segun-
dos. (250)

Byte 4 Tiempo de escritura en unidades de 10 microsegundos.
(175)

Byte 5 Tiempo de asentamiento de la cabeza lectora en unidades
de 1 mihsegundo. (15)

Byte 6 Tiempo entre paso y paso en unidades de 1 milisegundo.
(12)

Byte 7 Retardo de escritura de la cabeza lectora. (1)

Byte 8 Retardo de carga de la cabeza lectora. (1)

SELECCIONA FORMATO: BE86, C581

Selecciona uno de los formatos dispuestos para AMSTRAD.

A la entrada, A contiene el numero del primer sector del formato
elegido. Siendo: &41, formato del sistema; &Cl1, formato de sélo datos;
&01, formato IBM. Ademads, E contiene 0 si se refiere a la unidad A y
E=1 s1 se refiere a la unidad de disco B.

LEE SECTOR: BE89, C666

Lee un sector fisico del disco.

Requisitos de entrada: HL contiene la direccion de un buffer en memo-
ria, para el sector; E el nimero de unidad de disco (0 para la A y para la B); D
el numero de pista, y C el nimero de sector.

A la salida, el acarreo estara a uno si se efectud la lectura correctamen-
te y HL contiene la direccion del buffer donde esta almacenado el sector.
Si hubo error, acarreo a cero.
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ESCRIBE SECTOR: BE8SC, C64E

Escribe un sector fisico del disco.

Requisitos de entrada: HL contiene la direccion del drea de memoria
donde estan almacenados los datos a escribir; E el numero de la unidad de
disco; D el numero de pista, y C el numero de sector.

A la salida, el acarreo a uno, si se efectud la escritura correctamente, y HL
contendra la direccion del buffer de datos. Si hubo error, acarreo a cero; A
contiene byte de error, y HL, la direccion del buffer de errores.

FORMATEA PISTA: BE8SF, C652

Formatea una pista segin el formato actual.

A la entrada, E contiene el nimero de unidad de disco; D el nimero de
pista, y HL la direccion de un buffer de informacion de cabeceras. Este buffer
se interpreta asi:

— Entrada al sector para el primer sector:

byte 0: numero de pista

byte 1: numero de cabecera

byte 2: nimero de sector

byte 3: log, (n.° de bytes del sector) -7

— Entrada al sector para el segundo sector:

byte 0: numero de pista
byte 1 ooasi

— Entrada al sector para el ultimo sector: igual.

A la salida, acarreo a uno si se formated correctamente; acarreo a cero
si hubo error.

LOCALIZA PISTA: BE92, C763

Mueve la cabeza lectora a la pista especificada.

A la entrada, E contiene el nimero de unidad de disco, y D, el nimero
de pista.

A la salida, acarreo a uno si todo fue bien; acarreo a cero si hubo
algun fallo.
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OBTIENE ESTADO: BE95, C630

Devuelve el estado de la unidad de disco especificada.

A la entrada, A contiene el nimero de UD. (0 para la A, 1 para la B).

A la salida, acarreo a uno si no hubo error; A contiene el byte de
estado. La interpretacion de este byte es:

Bit 0 Unidad seleccionada
Bits 1,2 Siempre a cero
Bit 3 Indefinido

Bit 4 Linea de la pista cero a uno
Bit 5 Linea ready a uno. Preparada
Bit 6 Linea de proteccion contra escritura a uno

Bit 7 Indefinido

FIJA REINTENTOS: BE98, C603

Determina el nimero de veces que se vuelve a intentar una operacion
en caso de error.

A la entrada, A contiene el nuevo valor.

A la salida, A contiene el valor anterior.

LLAMADA FIRMWARE: BE9B, C168

Llama a a una rutina del firmware. No es recomendable su utilizacion,

A la entrada, todos los registros y flags como requiera la rutina
llamada; IX contiene la direccion de la rutina.

A la salida, todos los registros se devolveran tal y como la rutina
llamada establezca.

GUARDA REGISTROS: BE9E, CODB:

Indica si se deben guardar los registros alternativos y el registro IY.

A la entrada, A contiene &00 para guardarlos en la pila, y &FF para
no guardarlos.

A la salida, A contiene el valor anterior.
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INICIA SIO: BEA1, C389

Inicializa los canales del interfaz serie (SIO).
A la entrada, HL contiene la direccion de un bloque de pardmetros.
Este se interpreta asi:

Byte 0 Registro 4 del canal A de la SIO
Byte 1 Registro 5 del canal A

Byte 2 Registro 3 del canal A

Byte 3 Registro 4 del canal B

Byte 4 Registro 5 del canal B

Byte 5§ Registro 3 del canal B

Bytes 6.7 Temporizador 0 del CI8253

Bytes 8,9 Temporizador 1 del CI8253

Bytes 10,11 Temporizador 2 del CI8253

INICIA BUFFER ORDENES: BEA4, C301

Inicializa el buffer que contiene las 6rdenes de comienzo. Los caracteres
se introducirdn desde el teclado.

A la entrada, A=&00 para vaciar el buffer al pulsar una tecla;
A=&FF para afadir al buffer la tecla pulsada; HL contiene la direccion
del buffer.

ESTADO ENTRADA DO: BEA7, C3DB

Examina si hay algin caracter disponible en el dispositivo 0 de E/S.
A la salida, A contiene &FF si hay caracter, o &00 si no lo hay.
El dispositivo 0 tomado por defecto es el canal A de la SIO.

E/S ENTRADA DO: BEAA, C3F7

Toma un carécter del dispositivo 0 de E/S. Si no hay ninguno disponi-
ble, esperard hasta que aparezca uno.
A la salida, A contiene el cardcter de entrada.
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ESTADO SALIDA DO: BEAD, C435

Examina si hay algun caracter preparado para salir en el dispositivo 0
de 1/O.

A la salida, A contiene &FF si esta preparado, A= &00, si el dispositi-
vo estda ocupado.

E/S SALIDA DO: BEBO, C445

Envia un caracter al dispositivo 0 de E/S. Si el dispositivo esta ocupa-
do, esperara hasta que dé la senal de listo.
A la entrada, C contiene el cardcter a enviar.

ESTADO ENTRADA D1: BEB3, C363
E/S ENTRADA D1: BEB6, C3FF
ESTADO SALIDA D1: BEBY9, C43A
E/S SALIDA D1: BEBC, C44B

Estas cuatro rutinas son idénticas a las cuatro anteriores, pero refirién-
dose al dispositivo 1 de entrada/salida. Se toma por defecto el canal B de
la SIO.

Copia del encabezamiento de ficheros de salida (128 bytes)

Byte 0 Numero de usuario (0 a &FF)
Bytes 1-8 Nombre de fichero

Bytes 9-11 Identificador de tipo

Bytes 12-17 Puestos a cero

Byte 18 Tipo de fichero

Bytes 19-20 Longitud del buffer

Bytes 21-22 Direccion de lectura de datos

Byte 23 Flag de primer bloque. Puesto a &FF
Bytes 24-25 Longitud de los datos

Bytes 26-27 Direccion de comienzo de ejecucion
Bytes 28-63 Indefinidos
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Bytes 64-66 Longitud del fichero en bytes
Bytes 67-68 Resultado de la suma de los bytes 0 al 66 (Checksum)
Resto Indefinido

Copia del encabezamiento de ficheros de entrada

Posicion: A756 Numero de usuario

A757/SE  Nombre de fichero
A75F[61 Identificador de tipo
A762[67 Puestos a cero

A768 Tipo de fichero
A769/6A Direccion del buffer
A76B[6C Direccion de comienzo
A76D Flag de primer bloque
AT6E[6F Longitud total

Resto Indefinido

Rutinas del firmware en el 6128
(bloque de saltos)

A continuacion se indican las direcciones de cada una de las entradas
contenidas en la parte medida de la RAM y que de una forma u otra
acceden al sistema operativo. La primera direccion hace referencia a la
direccion de acceso contenida en la RAM y la segunda direccion indica el
comienzo de la rutina asociada a dicha entrada y situada en la ROM

inferior, o superior para el sistema de disco.

EBER00. BASF

ACTIVA ROM SUFERIOR

E903. BAbLS INHIEE ROM SUFERIDR
E906 . BAS1 ACTIVA ROM INFERIOR
EQOC, BA70 RESTAURA ROM

B9OF , BA79 SELLECCIONA ROM
E912. BAYD ROM ACTUAL

B915, BA7E TIFO ROM

B918. BAB7 ROM ANTERIOR

BP1E, BAA1L LDIR

BY1E, BAAT7 LDDR

B921 NC PRIORIDAD

000R. B984 INF SALTOHL

0008, B98A INF SALTO
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,-/001 B.B9YR? SALTO HL

| 0023,B9C1 LLAMADA HL

/ 0018.BYC7 LLAMADA

[ 0013.BA17 SALTO HL LATERAL
0010, BA1D LLAMADA LATERAL
0028, BAZS SALLTO ROM INFERIOR
0020, BACSH LAM RAM
BBOO. 1B5C TCL INICIALIZACION
BROZT, 1BY8 TCL REINICIALIZACION
EBO&,. 1BEF TCL. LEE CARACTER
BBO9, 1BCS TCL ESFERA CARACTER
EEOC, 1EFA TCl. REGRESA CARACTER
BBOF, 1C46 TCL PONE EXPANSION
EE12. 1CBE3 TCL. TOMA EXPANSION
EB15. 1C0O4 TCL ASIGNA BUFFER
BE18, 1CDR TCL. ESFERA TECLA
BER1E, 1CE1 TCL LEE TECLA
EEB1E, 1E45 TCL EXAMINA TECLA
BB21,. 1D38 TCL TOMA ESTADD
BEZ24, 1DES TCL ESTADO JOYSTICE
BB27. 1EDB8 TCL PONE TRASLADD
EB2A, 1EC4 TCL TOMA TRASLADD
BB2ZD, 1EDD TCL TRASLADO CON SHIFT
BE30, 1ECY? TCL OBTIENE SHIFT
BB33, 1EEZ2 TCL. TRASLADO CON CONTROL
EE36, 1ECE TCL OBTIENE CONTROL
BE3ZY9, 1E34 TCL IMFONE REPETICION
BE3C, 1E2F TCL CONOCE REFETICION
BB3F, 1DF & TCL IMPONE RETARDO
BB42, 1DF2 TCl. CONDCE RETARDO
EB45. 1DFA TCL. FERMITE RUFTURAS
EB48,. 1EOR TCL INHIEBE RUFTURAS
ER4E, 1E19 TCL GENERA RUFPTURA
EB4E, 1074 TXT INICIALIZA
BES1. 1084 TXT REINICIALIZA
EBS4, 1459 TXT ACTIVA VDU
EBBS7, 1452 TXT DESACTIVA VDU
BESA. 13FE TXT SALIDA
BESD. 1335 TXT ESCRIBE CARACTER
BB&0, 13AC TXT LEE CARACTER
BELE, 13A8 TXT ADMISION DE GRAFICOS
EB&&, 1208 TXT ACTIVA VENTANA
EB&Y, 1252 TXT EXAMINA VENTANA




EE&C, 154F
EE&6F, 1154
BE72, 1165
EB75,1170
EE78,117C
EE7E, 12686
BE7E, 1297
EBS1. 1276
BEB4, 1 27E
EES7.11CA
BEBA. 1265
EBSD, 1265
BE9O. 1286
EE93, 12BA
BE96, 12AR
RE99. 12C0
BBYC. 12C6
EE9F, 137R
EBAZ, 1388
EBAS. 12D4
BEAS, 1 2F2
EEAB, 12FE
EEAE. 132B
EBE1.14D4
EBB4. 10E4
BBE7,. 1103

EEEA, 15A8
EBED, 15D7
EBCO, 15FE
EEC3, 15FE
EEC6, 1606

EECS. 160E
EBCC, 161C
EECF, 16A5
EBD2. 16EA
EEDS, 1717
EBED8. 172D
BEDE, 1736
EEDE. 1767
EEE1, 1775
EEBE4, 1 76E
BBE7.177A
BEEA, 1783

TXT
TXT
TXT
TXT
TXT
TXT
TXT
TXT
TXT
TXT
TXT
TXT
TXT
TXT
TXT
TXT
TiXT
TXT
TXT
TXT
TXT
TXT
TXT
TXT
TXT
TXT

GRA
GRA
GRA
GRA
GRA

GRA
GRA
GRA
GRA
GRA
GRA
GRA
GRA
GRA
GRA
GRA
GRA

LIMPIA VENTANA

FIJA COLUMNA

FI1JA FILA

F1JA CURSOR

EXAMINA CURSOR

ACTIVA CURSOR USUARIO
INHIBE CURSOR USUARIO
ACTIVA CURSOR SISTEMA
INHIBE CURSOR SISTEMA
FOSICION VALIDA

FONE CURSOR

GUITA CURSOR

COLOR FLUMA

EXAMINA FLUMA

COLOR FAFEL

EXAMINA FAFEL
INVIERTE COLORES

F1JA MODO

EXAMINA MODO

EXAMINA MATRIZ

IMFONE MATRIZ

FIJA TAELA MATRICES
EXAMINA TAEBLA MATRICES
EXAMINA TABLA CONTROL
SELECCIONA CAUCE
CANJEA CAUCES

INICIALIZA
REINICIALIZA
MOV ARSOLUTO
MOV RELATIVO
FOSICION CURSOR

FIJA ORIGEN
OETIENE ORIGEN
ANCHURA VENTANA
ALTURA VENTANA
OEBTIENE ANCHURA
OBRTIENE ALTURA
LIMFIA VENTANA
COLOR FLUMA
EXAMINA FLUMA
COLOR FAFEL
EXAMINA FAFEL
FUNTO ABSOLUTO




EEED, 1780
BEFO, 1797
BEF3, 1794
EEF&, 17A9
EEF9.17A6
EEFC, 1940

EBEFF , OAEC
RCOZ2, 0ADO
BCOS,. OBZ7
BCOB, OB3

BCOE, OBS&
ECOE, OAED
EE11, OROC
EE14,0BE17
EB17.OESD
EE1A. OB&A
EE1D,. OBAF
BC20.0C05
EC23,0C11
EC2&, OC1F
BC29,0C39
BC2C, OCBE
BC2F, OCA7
BC32,0CF2
BC35.0D1A
BC38.0CF7
BC3E. ODIF
RC3E, OCEA
EBEC41, OCEE
EC44, ODEY
RC47,ODED
EC44, ODES
EC4D, OEOO
BCS0, OE44
BCS3. OEF?
BCS6, OF2A
BCS%, OCSS
ECSC, 0C74
BCSF, OF93
BC&2Z, OF9B

BC&S. 24BC
EC&B, 24CE
BC&E, 24E1

GRA
GRA
GRA
GRA
GRA
GRA

FNT
FNT
FNT
FNT
FNT
FNT
FNT
FMNT
FINT
FNT
FNT
FNT
FNT
FNT
PNT
FNT
FNT
FNT
FNT
FNT
FNT
FNT
FNT
FNT
FNT
FNT
FNT
FNT
FNT
FNT
FNT
PNT
FNT
FNT

CAS
CAS
cas

FUNTO RELATIVO
TEST FUNTO AES
TEST FUNTO REL
LINEA ABSOLUTA
LINEA RELATIVA
ESCRIBE CARACTER

INICIALIZA
REINICIALIZA
IMFONE OFFSET
IMFONE BASE RAM
LOCALIZA RAM FANTALLA
F1JA MODO

EXAMINA MODO
EORRA FANTALLA
LIMITES FPANTALLA
FOSICION COORDENADAS
COORDENADA FUNTOS
SIGUIENTE BYTE
EYTE ANTERIOR
SIGUIENTE LINEA
LINEA ANTERIOR
CODIFICA TINTA
DECODIFICA TINTA
IMFPONE TINTA
OBTIENE TINTA
IMFONE EBORDE
OBTIENE EORDE
FIJA FLASH
EXAMINA FLASH
RELLENA CAJA
RELLENA BYTE
IMVIERTE CARACTER
DESFLAZA FANTALLA
DESFLAZA AREA
EXPANDE

COMFRIME

MODO GRAFICOS
FIXEL

HORIZONTAL
VERTICAL

INICIALIZA
VELOCIDAD
MENSAJES
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EC6E, ZBEE
BC71, 2BEF
EC74.ZBEC1
BC77.24ES
BC7A. 2550
EC7D, 257F
ECB0. 25A0
BCE3.2618
ECBb6, 2607
ECB9, 2603
EC8C, 24FE
ECBF, 256D
EC92. 2599
BC9S, 25C6
BC98, 2653
ECYE, 2692
ECYE . 29AF
BCAL, 2946
BCA4, 29C1

ECA7. 1FE?
ECAA.2114
ECAD. 21CE
ECEO, 21EE
ECB3. 21AC
BCE6, 2050
BCE9, 206E
BCEC, 2495
ECEF, 249A
ECC2Z, 24A6
BCCS, 24AR

ECC8, 00SC
ECCEH, 0326
ECCE, 0330
ECD1.02A0
ECD4. 0ZE1
BCD7, 0163
ECDA. 016A
ECDD. 0170
BCE0.0176
ECES, 017D
ECEbL, 0187
ECE9, O1E3
ECEC,01CS

CAS ARRANCA MOTOR
CAS FARA MOTOR

CAS RESTAURA MOTOR
DCAS ABRE ENTRADA
DCAS CIERRA ENTRADA
DCAS AEANDONA ENTRADA
DCAS LEE CARACTER
DCAS ENTRADA DIRECTA
DCAS RETORNO

DCAS EXAMINA FINAL
DCAS AERE SALIDA
DCAS CIERKRA SALIDA
DCAS ABANDONA SALIDA
DCAS SALIDA CARACTER
DCAS SALIDA DIRECTA
DCAS CATALOGA

CAS ESCRIBE

CAS LEE

CAS COMFARA

REINICIALIZA SONIDO
COLA SONIDO

EXAMINA COLA

FORMA SUCESD SONIDO
EJECUTA SONIDO

FARA SONIDO

CONTINUA SONIDO
ENVOLVENTE SONIDOD
ENVOLVENTE TONO
DIRECCION ENVOLVENTE A
DIRECCION ENVOLVENTE T

NC REINICIALIZA NUCLED

NC ROM SECUNDARIA

NC INIC SECUNDARIA

NC INTRODUCE RSX

NC BUSCA ORDEN

NC NUEVO SINCROND EARRIDO
NC ANADE SINCROND EARRIDO
NC BORRA SINCROMD BARRIDO
NC NUEVO SINCROND RAFIDO
NC ANADE SINCROND RAFIDO
NC BRORRA SINCRONO RAFIDO
NC ANADE SINCROND LENTO
NC BORRA SINCROND LENTO
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ECEF.,01D2
BCF2, 01E2
BCFS. 0227
RCF8. 0284
ECFE, 0255
BCFE, 0219
BCO1.0276
EBCO4, 0294
BCO7.029A
BCOA. 028D
ECOD, 0099
ED10, 00AS

ED13, OSED
ED16, 061C
ED19.07E4
EDIC. 0776
ED1F, O7CO
ED22, 0786
ED25, 078C
ED28. O7EQ
BDZE, OB1B
EDZE. 0858
EDZ1, 0844
ED34, 0863
ED37. 0BED

BD3A. 1DEC
BD3D, 1EFE

ED40, 1460

ED43, 15EC
ED46,. 19D5
ED4%. 17RO
BD4C,. 17AC

EDSS, OB4S

EDCD, 125F
EDDO. 125F
EBDD3. 134E
EDD&, 13EE
EDD9. 140A

NC INICIALIZA SUCESO
NC SUCESO

NC REINICIALIZA SINCRONOS
NC BORRA SUCESO

NC SIGUIENTE SUCESO
NC EJECUTA SUCESO

NC SUCESO EJECUTADO
NC INHIBE SUCESOS

NC DESINHIRE SUCESOS
NC IGNORA SUCESOS

NC TIEMFO

NC PONE TIEMFO

MC CARGA Y EJECUTA
MC EJECUTA FROGRAMA
MC ESFERA EBARRIDO

MC MODO PANTALLA

MC OFFSET FANTALLA
MC BORRA TINTAS

MC ASIGNA TINTAS

MC INICIA IMPRESORA
MC IMFRIME CARACTER
MC IMFRESORA OCUFADA
MC ENVIA CARACTER

MC REGISTRO SONIDO
RESTAURA BLOBUE SALTOS

TCL PONE ESTADO
TCL TECLADO LIEBRE

TXT CURSOR

GRA MODO AEBSOLUTO
GRA OBTIENE MODO GRAFICOS

PNT BASE Y OFFSET

TXT CURSOR ACTIVADO
TXT CURSOR ELIMINADO
TXT ESCRIBE CARACTER
TXT LEE CARACTER

TXT CODIGO CARACTER




EDDC, 1786 GRA FUNTO
EDDF . 179A GRA TEST FUNTO
EDEZ2, 17E4 GRA LINEA

EDES. OCB8A FNT LEE PIXEL

EDES, OC71 FNT ESCRIEE FIXEL
EDEE, OE17 FNT LIMFPIA MODO
EDEE. 1DES TCL EXAMINA ESC
EDF1. 0835 MC ESFERA IMPRESORA
EEBO,CA72 DICS MENSAJES
BES3.C60D INICIALIZA DISCO
EEB6.CS581 SELECCIONA FORMATO
EEB9,.Cbbb LEE SECTOR

BEBC, Co4E ESCRIBE SECTOR
EEBF,C652 FORMATEA FISTA
EE92.C763 LOCALIZA FISTA
BE9S.C&30 DBTIENE ESTADO
EE98, C603 FIJA REINTENTOS
FE9E,C148 LLAMADA FIRMWARE
BE9E . CODE GUARDA REGISTROS
EEAL1,.C389 INICIA SIO

EBEA4, C301 INICIA EUFFER ORDENES
EEA7.C3DE ESTADD ENTRADA DO
EEAA, C3F7 E/S ENTRADA DO
EEAD.C435 ESTADO SALIDA DO
EEBO, C445 E/S SALIDA DO

BER3, C3E3 ESTADD ENTRADA D1
EEEG. C3FF E/S ENTRADA D1
BEE9, C43A ESTADO SALIDA D1
BEBC, C44B E/S SALIDA D1

Bloque de saltos para el nuicleo
Este grupo de entradas permite activar o desactivar cualquier ROM

incluida en el sistema para poder acceder a su contenido. Existen doce
entradas localizadas entre las posiciones B900 y B921.

ACTIVA ROM SUPERIOR: B900, BASF

LLa ROM superior seleccionada previamente por SELECCIONA ROM
se activa, No hay condiciones de entrada. Al regreso, A contiene el byte de
estado previo de la ROM.



INHIBE ROM SUPERIOR: B903, BA66

Se inhibe la ROM previamente seleccionada. Sin condiciones de entra-
da. Al regreso, A contiene el estado anterior de ROM.

ACTIVA ROM INFERIOR: B906, BA51

El mismo proceso que para ACTIVA ROM SUPERIOR, aunque no
hace falta seleccionarla.

INHIBE ROM INFERIOR: B909, BA58

La ROM inferior es inhibida. A contiene, al regreso, el estado previo
de ROM.

En estas cuatro rutinas, €l estado de ROM contenido en A deberd
transferirse a RESTAURA ROM para recuperar la ROM que habia antes
de que dichas rutinas fueran llamadas.

RESTAURA ROM: B90C, BA70

A debe contener €l byte de estado de la ROM. Este estado pasa
entonces a ser el actual. No hay condiciones de salida. AF, alterados.

SELECCIONA ROM: B90OF, BA79

A su entrada, C contiene el nimero de ROM que se quiere seleccionar.
A su salida, C contiene el numero de la ROM anterior, y B el byte de
estado de la misma.

ROM ACTUAL: B912, BA7D

Sin condiciones de entrada. A su salida, A contiene el nimero de la
ROM actual. Este dato lo obtiene del contenido de la direccion B8D6.
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TIPO ROM: B915, BA7E

Al entrar, C contiene la direcciéon de la ROM a comprobar, la cual
debe estar previamente seleccionada (no activada). A su salida, A contiene
el tipo de ROM; H, el nimero de version de la ROM, y L es numero de !
marca. El significado del contenido de A es el siguiente:

0: ROM primaria

1 ROM secundaria o subordinada
2r Extension de la ROM

&80: Es la propia del sistema

ROM ANTERIOR: B918, BAS87

Al comienzo, C contiene ¢l nimero de ROM requerida, y B, su byte de
estado. A su salida, C contiene el estado de la ROM anterior, es decir, la
que antes de la llamada era la ROM actual. La ROM seleccionada por
esta rutina es la que habia antes de acudir a SELECCIONA ROM. |

LDIR: B91B, BAA1
LDDR: B91E, BAA7

Efectian la operacion LDIR o LDDR del Z-80, pero con las ROM
supertor ¢ inferior inhibidas. El estado en que se encontraran las ROM no
afecta con comportamiento de la rutina y, ademas, dicho estado se manten-
dra a la salida. El requisito de entrada es que BC, DE y HL contengan los
mismos valores que tendrian en la misma instruccion de Z-80.

NC PRIORIDAD: B921

Véase apartado del nucleo.

Area de extensiones RST

Este bloque ya fue expuesto en el capitulo 2 con todo detalle. Indico
aqui las nuevas direcciones asociadas en la RAM.

0008, B9BA: INF SALTO
000B. B984: INF SALTO HL
0010, BAID: LLAMADA LATERAL



0013, BA17:  SALTO HL LATERAL
0018, B9C7:  LLAMADA

001B, B9B9:  SALTO HL

0020, BAC6: LAM RAM

0023, BACI: LLAMADA HL

0028, BA35:  SALTO ROM INFERIOR

El control de la maquina

Es el grupo encargado de dirigir y controlar los periféricos hardware
del sistema, asi como de la inicializacion principal.

MC CARGA Y EJECUTA: BD13, 05ED

A su entrada, HL debe contener la direccion de una rutina que se
encargarda de cargar el programa. Esta rutina debera estar en RAM en el
margen 4000-B000 o en la misma ROM. Si la carga se efectuo sin fallos
(acarreo a uno), entonces HL contendra la direccion del punto de entrada
al programa. Si HL = 0000, entonces se pasara el control al intérprete de
BASIC en la direccion C000. Si el programa cargado termina de ejecutar-
se, s¢ llevara a cabo una completa reinicializacion del sistema. CALL 0.

MC EJECUTA PROGRAMA: BD16, 061C

A su entrada, HL contiene la direccion de comienzo, y C el nuimero de
ROM a emplear. Al comienzo de esta rutina y de la anterior se produce una
inicializacion completa del sistena y después se ejecuta el programa.

Rutinas de acceso a la impresora

MC INICIA IMPRESORA: BD28, 07EOQ

Reinicializa la indireccion BDF1. Con ello se consigue que el gobierno
de la impresora corra a cargo del propio sistema operativo y no de algin
programa introducido por el usuario.




MC IMPRIME CARACTER: BD2B, 081B

Al entrar, A contiene el caracter a enviar a la impresora. Se llama a
MC ESPERA IMPRESORA. Al terminar la rutina, se puede comprobar
si el caracter fue enviado, observando el acarreo. Si se envio, esta a uno.

MC IMPRESORA OCUPADA: BD2E, 0858

Comprueba si el puerto Centronics esta ocupado. Si al regreso el
acarreo esta a uno, el puerto estara ocupado. Si no lo estd, C = 0.

MC ENVIA CARACTER: BD31, 0844

Envia un caracter a la impresora sin preguntar antes si ésta estaba
ocupada o no. A su entrada, A contiene el caricter a enviar.

MC ESPERA IMPRESORA: BDF1, 0835

Es una indireccion. A su entrada, A contiene el caracter a enviar a la
impresora. La rutina esperara hasta que ésta esté desocupada, pero, si se
retrasa mucho, la rutina regresa y no se envia el caracter. A la salida, el
acarreo estara a uno si se envid el caracter.

Rutinas referentes a la pantalla

MC BORRA TINTAS: BD22, 0786

A su entrada, DE contiene la direccion de un vector de tintas. Este
vector es de la forma:

Byte 0: Color del borde
Byte 1: Color para todas las tintas

Con esta rutina, todas las tintas son asignadas a un mismo color.
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MC ASIGNA TINTAS: BD25, 078C

La rutina asigna un color a cada una de las tintas y al borde. A la
entrada, DE debe contener la direccion de un vector de tintas de la forma;

Byte 0: Color del borde
Byte 1: Color de la tinta 0
Byte 2: Color de la tinta |

Byte 16: Color de la tinta 15

MC ESPERA BARRIDO: BD19, 07B4

Retrasa toda accion en la pantalla hasta que se produzca un nuevo
barrido del haz de rayos catdédicos. No hay requisitos de entrada.

MC OFFSET PANTALLA: BD1F, 07CO

Al entrar, A contiene el byte superior de la base requerida, y HL
contiene el offset o el desplazamiento.

MC MODO PANTALLA: BD1C, 0776

A su entrada, A contiene el modo requerido. La rutina comprobara la
validez de este numero. Este es el cambio de modo hardware, que siempre
debe ser precedido de un cambio de modo software (véase PNT FIJA
MODO).

MC REGISTRO SONIDO: BD34, 0863

Al entrar, A contiene el numero de registro, y C, el dato a introducir
en el registro. El registro es uno de los del generador programable de
sonido. La descripcién de este registro a nivel profundo esta en los
catalogos de general instruments. Una descripcion mas simplificada pero
igualmente valida la encontrards en el libro Rutinas en lenguaje mdquina
para Amstrad*.

Seria innecesario volver a repetir el comportamiento interno de las
rutinas del sistema operativo, y que, excepto las nuevas entradas, el resto

* Pritchard, Joe: Rutinas en lenguaje maquina para Amstrad, Anaya Multimedia, 1986.
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“

conserva practicamente la forma en que estaban organizadas en el sistema
operativo del CPC464-6128. Por tanto, cambiando simplemente el comienzo
de la rutina en la ROM inferior por la de la siguiente lista, no tendras
problema en identificar cada una de las operaciones tal y como se explican
y describen en la primera parte del libro. Aunque no te importe el sistema
operativo del 464, es importante que te des cuenta de la similitud de las
versiones. No tengas, pues, ningin reparo en hojear detenidamente la
descripcion de las rutinas del S.O. del Amstrad CPC464-6128.

Hecha esta aclaracion, pasaremos a definir la funcién de cada una de
las rutinas del firmware del CPC6128.

El nacleo o control de sucesos
e interrupciones

NC INICIALIZA SUCESO: BCEF, 01D2

Inicializa un bloque de suceso.

Requisitos de entrada: HL contiene la direccion del bloque; B la clase de
suceso; C la direccion de seleccion (numero) de ROM para ese suceso, y DE
la direccion de la rutina asociada.

Condiciones de salida: HL contiene la direccion del bloque de suceso
mas 7.

NC SUCESO: BCF2 01E2 !

Atiende un bloque de suceso.
Requisitos de entrada: HL contiene la direccion del bloque de suceso.
No hay condiciones de salida.

NC REINICIALIZA SINCRONOS: BCF5, 0227 |

Borra la secuencia de sucesos sincronos. ‘ ‘
No hay requisitos de entrada ni condiciones de salida.

NC BORRA SUCESO: BCFS, 0284 :

Borra un suceso sincrono de la secuencia de sucesos. .
A su entrada, HL debe contener la direccion del bloque de suceso.
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NC SIGUIENTE SUCESO: BCFB, 0255

Indica cudl va a ser el siguiente suceso que tendrd lugar. No hay
requisitos de entrada. Condiciones de salida: si hay algin suceso que
procesar, el acarreo estara a uno; HL contiene la direccion del bloque del
suceso, y A la prioridad del ultimo suceso procesado. Si no hay sucesos que
procesar, el acarreo estara a cero.

NC NUEVO SINCRONO BARRIDO: BCD7, 0163

Inicializa y anade un bloque en la lista de sincronos asociados al
barrido de pantalla.

Requisitos de entrada: HL contiene la direccion del bloque; B la clase de
suceso; C el nimero de ROM de la rutina del suceso, y DE la direccion de la
rutina asociada al suceso. No hay datos utiles a la salida.

NC ANADE SINCRONO BARRIDO: BCDA, 016A

Afade un bloque a la lista de este tipo de sucesos.
Requisitos de entrada: HL contiene la direccion del blogue. Sin condi-
ciones de salida.

BORRA SINCRONO BARRIDO: BCDD, 0170

Elimina un bloque de la lista de este tipo de sucesos.
Requisitos de entrada: HL contiene la direccion del bloque.

NC NUEVO SINCRONO RAPIDO: BCEO, 0176
NC ANADE SINCRONO RAPIDO: BCE3, 017D
NC BORRA SINCRONO RAPIDO: BCE6, 0183

Estas tres rutinas ejercen la misma funcién que las anteriores, pero
refiriéndose en este caso a los sucesos de temporizacion rdpida. Mismos
requisitos de entrada que las anteriores.
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NC ANADE SINCRONO LENTO: BCE9, 01B3

Pone un bloque en la lista de sucesos sincronos lentos.

Requisitos de entrada: HL contiene la direccion del bloque; DE el valor
inicial del byte “cuenta”, y BC el valor de recarga. Este bloque de 13 bytes
debe estar almacenado en los 32 Kbytes centrales de la RAM.

NC BORRA SINCRONO LENTO: BCEC, 01C5

Elimina un bloque de la lista de sincronos lentos.

Requisitos de entrada: HL contiene la direccion del bloque.

Condiciones de salida: Si el bloque se encontrd en la lista, el acarreo
estara a uno, y DE contiene la cuenta remanente. Si no se encontro, el
acarreo estara a cero.

NC IGNORA SUCESO: BDOA, 028D

Impide la ejecucion de un suceso. A la entrada, HL contiene la direc-
cion del bloque.

NC EJECUTA SUCESO: BCFE, 0219

Fjecuta la rutina asociada a un suceso. A la entrada, HL contiene la
direccion del bloque del suceso.

NC SUCESO EJECUTADO: BDO1, 027C

Termina la ejecucion de un suceso.
Requisitos de entrada: A contiene la prioridad del suceso anterior, y
HL la direccion del bloque del suceso.

NC PRIORIDAD: B921

Comprueba si hay algun suceso con una prioridad mayor que la
definida actualmente. Contenido de (B8C2). Si asi es, el acarreo se devuelve
a nivel alto.




NC INHIBE SUCESOS: BDO04, 0294

Inhibe los sucesos sincronos normales, conservando los clasificados
como urgentes. No hay requisitos de entrada.

NC DESINHIBE SUCESOS: BD07, 029A

Habilita los sucesos sincronos normales. No hay requisitos de entrada.

NC TIEMPO: BDO09, 0099

La rutina regresa con la cuenta del tiempo transcurrido.
Condiciones de salida: DEHL contienen los cuatro bytes del contador.
D, el byte mas alto, y L, el menos significativo.

NC PONE TIEMPO: BD10, 00A3

Fija un valor inicial para el contador de tiempo.
Requisitos de entrada: DEHL contendran los cuatro bytes para el
contador. D, el byte mas significativo, y L, el menos significativo.

CPC6128

B82D-E
B82F-B830
B831
B832-B833
B834-B8B3
B&8B4-B8B8
B8B9-B8BA
B8BB-B8BC
B8BD-BEBE
B8BF
B8CO-B8Cl1
B&C2
B8C3-B8D2
B8D3-B8D4
B8D6
B8D7-B8DS8
B8D9-B8ES

AREA DE DATOS DEL NUCLEO

Base de la lista de inatendidos

Fin de la lista de inatendidos

Byte de flag

Contiene el SP (puntero de pila)

Pila especial

Contador de tiempo

Base de lista de sucesos asociados barridos
Base de lista de temporizacién rapida
Base de lista de temporizacion lenta
Contador de temporizacion lenta
Base de lista de sincronos

Prioridad actual

Copia de las palabras-6rdenes

Base de la cadena de oOrdenes

ROM actual

Direccion lejana caracteristica
Punteros del drea de datos

CPC464

B100-B101
B102-B103
B104
B105-B106
B107-B186
B187-B18D
B18C-BI18D
B18E-B18F
B190-B191
B192
B193-B194
B195
B196-B1AS
B1A6-BI1A7
BIAS
B1A9-BIAB
B1AC-B1BS8
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COMPRENSION DE PANTALLA

CPC6128 CPC464
B7C3 Modo BIC8
B7C4-5 Offset B1C9-BICA
B7C6 Base (byte alto) BICB
B7C7-6 Instruccion de asaltos B1CC-BICE
B7CA-DI Mascaras de puntos B1CF-BI1D6
B7D2 Segundo tiempo de parpadeo B1D7

B7D3 Primer tiempo de parpadeo B1D8
B7D4-E4 Tabla de 2 colores B1D9-BIE9
B7ES-F5 Tabla de 1 color B1EA-BIFA
B7F6 Flag de seleccion de tabla BIFB

B7F7 Contador de parpadeos BIFC

B7F8 Tiempo de cada color BIFD
B7F9-B801 Blogue de sucesos BIFE-B206
B802 Bits que forman el punto, negados B207

El sistema de pantalla

PNT INICIALIZA: BBFF, OABF

Inicializacion completa del sistema de pantalla; direcciones, variables,
tintas y modo de pantalla. No hay requisitos de entrada.

PNT REINICIALIZA: BC02, OADO

Reinicializa las indirecciones, las tablas de color, velocidad de parpadeo
y el modo de texto. No hay requisitos de entrada.

PNT BORRA PANTALLA: BDEB, 0B17

Pone toda la pantalla con la tinta 0. No hay requisitos de entrada.

Las rutinas llamadas por PNT BORRA PANTALLA corresponden
con otras direcciones a la descripcion hecha en la pagina 62. Estas nuevas
direcciones son:

0D42, 0DS5S5, llamadas por BORRA PANTALLA
0D61, rutina de sucesos

216




0D6D, llamada por 0D42 y 0D6l
0D81, llamada por 0DS55, 0D61 y 0D42

Ninguna de estas rutinas es accesible desde el bloque de saltos.

PNT FIJA MODO: BCOE, OAE9

Define el modo de pantalla y actualiza convenientemente la VDU de
texto y la de gréficos. A la entrada, A contiene el nimero de modo.

PNT EXAMINA MODO: BC11, 0BOC

Al regreso, el modo actual queda indicado por el estado de los flags de
cero y de acarreo.

Modo 0: C=1 Z=0
Modo 1: C=0 Z=1
Modo 2: C=0 Z=0

PNT IMPONE OFFSET: BCO05, 0B37

Impone el desplazamiento del origen de la pantalla.
A la entrada, HL contiene el desplazamiento requerido.

PNT IMPONE BASE: BC08, 0B3C

Define la direccion base (origen) de la pantalla. Puede ser 0000, 4000,
8000, o C000. A su entrada, A contiene el byte alto de dicha direccion.

PNT BASE Y OFFSET: BDb55, 0B45

Permite definir simultdneamente la base y el desplazamiento de la
pantalla. A su entrada, A contiene el byte mas alto de la base y HL el
desplazamiento.
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PNT LOCALIZA RAM PANTALLA: BCOB, 0B56

Examina la direccion base de pantalla y el desplazamiento actual. A la
salida, A contiene el byte alto de la base y HL el desplazamiento.

PNT LIMITES PANTALLA: BC17, 0B5D

Examina el tamafio en caracteres de la pantalla.
A la salida, B contiene la tltima columna fisica de la pantalla, y C, la
ultima fila fisica de pantalla.

PNT POSICIONA COORDENADAS: BC1A, OBCA

Calcula la direccion de pantalla de la esquina superior izquierda de un
caracter.

Requisitos de entrada: H contiene la columna fisica del caracter; L
la fila del caracter.

Condiciones de salida: HL contiene la direccion de la esquina superior
izquierda del caracter; B contiene el ancho en bytes del caracter.

PNT COORDENADA PUNTOS: BC1B, OBAF

Calcula la direccion de pantalla de un pixel.

Requisitos de entrada: DE contiene la coordenada X del pixel; HL
contiene la coordenada Y.

Condiciones de salida: HL contiene la direccion de pantalla del pixel; C la
mascara del pixel, y B el namero de pixels que caben en un byte, menos uno.

PNT SIGUIENTE BYTE: BC20, 0C05

Calcula la direccion del byte situado a la derecha de una direccion
dada.

A la entrada, HL contiene una direccion de pantalla. A la salida, HL
contendra la direccion requerida.

PNT BYTE ANTERIOR: BC23, 0C11

Calcula la direccion del byte situado a la izquierda de una direccion
dada.

A la entrada, HL contiene una direccion de pantalla. A la salida, HL
contendra la direccion requerida.




PNT SIGUIENTE LINEA: BC26, OC1F

Calcula la direccion del byte situado una linea por debajo de una
direccién dada.

A la entrada, HL contiene una direccion de pantalla. A la salida, HL
contiene la direccion de pantalla requerida.

PNT CODIFICA TINTA: BC2C, 0C8E

Codifica una tinta que rellenara todos los pixels de un byte.
A la entrada, A contiene un numero de tinta. A la salida, A contiene la
tinta codificada.

PNT DECODIFICA TINTA: BC2F, OCA7

Convierte una tinta decodificada en el nimero de tinta correspondiente.
A la entrada, A contiene una tinta decodificada. A la salida, A contiene
el nimero de tinta.

PNT IMPONE TINTA: BC32, 0CF2
PNT IMPONE BORDE: BC38 OCF7

Fija respectivamente los colores de un nimero de tinta y del borde. Si
los dos colores especificados a la entrada son distintos, éstos se alternaran
en la pantalla en forma de parpadeo.

Requisitos de entrada: B contiene el primer color, y C el segundo color.
Ademas, en el caso de IMPONE TINTA, A contiene el nimero de tinta a
chequear.

Condiciones de salida para ambas rutinas: B contiene el primer color,
y C el segundo color.

PNT OBTIENE TINTA: BC35, OD1A
PNT OBTIENE BORDE: BC3B, OD1F

Examinan, respectivamente, los colores relacionados con una tinta dada y
con el borde. A la entrada de OBTIENE TINTA, A contiene el numero de
tinta a comprobar. A la salida y en ambas rutinas, B contiene el primer color
y C el segundo color.
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PNT FIJA FLASH: BC3E, OCEA

Impone los periodos de parpadeo, en unidades de 1/50 segundos.
A la entrada, H contiene el periodo del primer color, y L el periodo
del segundo color.

PNT EXAMINA FLASH: BC41, OCEE

Examina los periodos de parpadeo.
A la salida, H contiene el periodo del primer color,y L el periodo del
segundo color.

PNT RELLENA CAJA: BC44, 0DB9

Rellena un area rectangular de la pantalla con una tinta dada.

Requisitos de entrada: A contiene la tinta codificada; H la columna
fisica mas a la izquierda; D, la columna mas a la derecha; L la fila
superior, y E contiene la fila inferior.

PNT RELLENA BYTE: BC47 0DBD

Rellena un area rectangular de la pantalla con una tinta dada.

Requisitos de entrada: C contiene la tinta codificada; HL la direccion de
pantalla de la esquina superior izquierda del rectangulo; D el ancho en bytes,
y E la altura del rectangulo en lineas de pantalla.

PNT INVIERTE COLORES: BC4A, ODE5

Intercambia las tintas de papel y pluma de un caracter dado.
Requisitos de entrada: B y C contienen las tintas codificadas; H
contiene la columna fisica del caracter, y L la fila fisica.

PNT DESPLAZA PANTALLA: BC4D, OEOO

Desplaza la pantalla hacia arriba o hacia abajo ocho lineas. La fila
insertada aparece con el color que se especifique.
A la entrada, B=0 si el desplazamiento es hacia abajo, y distinto de




cero si es hacia arriba; A contiene la tinta codificada de la nueva linea que
aparece.

PNT DESPLAZA AREA: BC50, OE44

Desplaza verticalmente un area de la pantalla ocho lineas.

Requisitos de entrada: B=0 indica desplazamiento hacia abajo; B=0
indica desplazamiento hacia arriba; A contiene la tinta codificada de la linea
que aparece; H la columna fisica de la izquierda del area; D la columna
derecha; L la fila superior, y E la fila inferior.

PNT EXPANDE: BC53, OEF9

Expande la matriz que define un cardcter para adaptarla al modo
actual de pantalla.

A la entrada, HL contiene la direccion donde esta definida la matriz, y
DE la direccion de un area de memoria que se empleara para realizar la
expansion.

PNT COMPRIME: BC56, OF2A

Convierte un caracter desde el tamafio que tiene en pantalla al tamafio
estandar.

Requisitos de entrada: A contiene la tinta codificada del caracter; H
la columna fisica del caracter; L la fila que ocupa el caricter, y DE la
direccion del area donde se formalizard la matriz estandar.

PNT MODO GRAFICOS: BC59, 0C55

Fija el modo de graficos para la unidad de video (VDU).
A la entrada, A contiene el modo requerido, siendo:

Modo absoluto o forzado
Modo XOR

Modo AND

Modo OR

> o
unl
W=D




PNT PIXEL: BC5C, 0C74

Escribe en la pantalla un pixel, ignorando el modo de graficos actual.
Requisitos de entrada: B contiene la tinta codificada del pixel; C
la mascara para el pixel, y HL la direccion de pantalla.

PNT HORIZONTAL: BC5F, OF93

Dibuja una linea horizontal.

Requisitos de entrada: A contiene la tinta codificada para la linea; DE
la coordenada X de comienzo; BC la coordenada X final, y HL la
coordenada Y de la linea.

PNT VERTICAL: BC62 OF9B

Dibuja una linea vertical.

Requisitos de entrada: A contiene la tinta codificada; DE la coordena-
da X de la linea; HL la coordenada Y de comienzo de la linea, y BC la
coordenada Y final.

PNT LEE PIXEL: BDE5, OC8A

Es una indireccion. Lee un punto de la pantalla y decodifica su tinta.

Requisitos de entrada: HL contiene la direccion de pantalla del punto,
y C la mascara del punto.

Condiciones de salida: A contiene la tinta decodificada del punto.

PNT ESCRIBE PIXEL: BDES8, 0C71

Activa uno o varios puntos de la pantalla en el modo de gréficos
actual.

Requisitos de entrada: HL contiene la direccién de pantalla del pixel;
C la mascara del pixel, y B la tinta codificada en la que escribe el pixel.
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La unidad de video para texto

TXT INICIALIZA: BB4E, 1074

Inicializa la unidad de video para texto, indirecciones y variables. No
hay requisitos.

TXT REINICIALIZA: BB51, 1084

Reinicializa las indirecciones y tabla de control. No hay requisitos.

TXT ACTIVA VDU: BB54, 1459

Permite mostrar caracteres en la pantalla en la ventana actual seleccio-
nada. No hay requisitos.

TXT FIJA COLUMNA: BB6F, 115A

Mueve el cursor de la ventana actual a la columna requerida.
A la entrada, A contiene el numero de columna logica requerida.

TXT FIJA FILA: BB72, 1165

Mueve el cursor de la ventana actual a la fila requerida.
A la entrada, A contiene la fila logica requerida para el cursor.

TXT EXAMINA CURSOR: BB78, 1176

Devuelve la posicion del cursor dentro de la ventana y el nimero de
veces que se ha desplazado la ventana.

A la salida, H contiene la columna légica del cursor; L la fila logica, y A la
cuenta actual de desplazamientos.

TXT ACTIVA CURSOR USUARIO: BB7B. 1286

Habilita el cursor para el cauce actual. No hay requisitos.




TXT INHIBE CURSOR USUARIO: BB7E, 1297

Deshabilita el cursor para el cauce actual. No hay requsitos.

TXT ACTIVA CURSOR SISTEMA: BB81, 1276

Permite mostrar el cursor en pantalla. No hay requisitos.

TXT INHIBE CURSOR SISTEMA: BB84, 127E

Impide mostrar el cursor en pantalla. Estas dos ultimas rutinas son
utilizadas Unicamente por el sistema operativo.

TXT PONE CURSOR: BB8A, 1265
TXT QUITA CURSOR: BB8D, 1265

Pone o quita un cursor de texto en el cauce actual. Se permite un
cursor por cada cauce o ventana. No hay requisitos.

TXT CURSOR: BD40, 1460

Permite imponer la activacion o desactivacion del cursor.
Si a la entrada A =0, el cursor quedara activado, pero si A +0, el cursor es
desactivado.

TXT CURSOR ACTIVADO: BDCD, 125F
TXT CURSOR ELIMINADO: BDDO, 125F

Son dos indirecciones. Colocan o retiran respectivamente el cursor de
la pantalla. Para lo primero, el cursor ha de estar previamente habilitado.
No hay requisitos.
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TXT POSICION VALIDA: BB87, 11CA

Comprueba si la posicion del cursor esta dentro de los limites de la
ventana.

Requisitos de entrada: H contiene la columna légica de la posicion a
comprobar, y L la fila logica.

Condiciones de salida: H contiene la columna légica donde se impimi-
ria el caracter, y L la fila logica. Si escribir el cardcter no hace que la
ventana se desplace, el acarreo estard a uno. Si la ventana se desplazara
hacia arriba, el acarreo estaria a cero, y B contendria &FF. Si la ventana
s¢ viera obligada a desplazarse hacia abajo, el acarreo estaria a cero y B
contendria &00.

TXT COLOR PLUMA: BB90, 12A6
TXT COLOR PAPEL: BB96, 12AB

Definen respectivamente la tinta de escritura y la del papel para el
cauce actual. A su entrada, A debe contener el nimero de la tinta.

TXT EXAMINA PLUMA: BB93, 12BA
TXT EXAMINA PAPEL: BB99, 12C0

Comprueban respectivamente la tinta de escritura y del papel del cauce
actual. A la salida, A contiene el nimero de la tinta.

TXT INVIERTE COLORES: BB9C, 12C6

Intercambia las tintas de la pluma de texto y del papel para el cauce
actual. No hay requisitos.

TXT FIJA MODO: BB9F, 137B

Determina si se escribe en modo opaco o transparente. Solo funciona
con el modo forzado. A la entrada, A=0 si se quiere el modo opaco, y
A#+0 si se quiere el modo transparente.
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TXT EXAMINA MODO: BBA2 1388

Comprueba el modo de escritura.
A la salida, A =0 si se estd utilizando el modo opaco; A+ indica que se
emplea el modo transparente.

TXT ACTIVA VENTANA: BB66, 1208

Determina el tamafio de la ventana de texto actual.

Requisitos de entrada: H contiene la columna fisica de un borde, y D
la columna del otro borde; L contiene la fila de un borde, y E la fila del
otro borde.

TXT EXAMINA VENTANA: BB69, 1252

Obtiene el tamano de la ventana actual.

Condiciones de salida: H contiene la columna mas a la izquierda de la
ventana; D la columna mas a la derecha; L la fila superior de la ventana, y E
la fila inferior. Ademas, si la ventana ocupa toda la pantalla, el acarreo
regresara a cero. En caso contrario, regresara a uno.

TXT LIMPIA VENTANA: BB6C, 154F

Borra la ventana de texto del cauce actual y la rellena con la tinta del

papel.
No hay requisitos.

TXT SELECCIONA CAUCE: BBB4, 10E4

Selecciona un cauce (stream).
A la entrada, A debe contener el numero del cauce a seleccionar.

TXT CANJEA CAUCES: BBB7, 1103

Intercambia dos cauces.
A la entrada, C y B contienen los cauces a canjear.
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TXT EXAMINA TABLA MATRICES: BBAE, 132B

Comprueba la direccion de la actual tabla de matrices definidas por el
usuario y el primer caracter de la tabla.

Condiciones de salida: si no hay ninguna tabla definida por el usuario,
el acarreo estara a cero; si hay alguna tabla definida, el acarreo estard a
uno; A contendra el codigo del primer caracter de la tabla, y HL la
direccién de comienzo de la tabla.

TXT EXAMINA MATRIZ: BBAS5, 12D4

Obtiene la direccion del modelo de un carécter.

A la entrada, A contiene el codigo del caracter que ha de encontrarse.

A la salida, el acarreo estara a uno si la matriz esta en la tabla definida
por el usuario, pero estara a cero si la matriz pertenece a las definiciones
de la ROM baja.

En cualquier caso, HL contiene la direccion de la matriz.

TXT FIJA TABLA DE MATRICES: BBAB, 12FE

Define una tabla de matrices de caracteres, la cual debe estar previa-
mente almacenada en memoria.

Requisitos de entrada: DE contiene el primer caracter de la tabla, y
HL la direccion de comienzo de la nueva tabla.

Condiciones de salida: si antes no habia otra tabla de usuario definida,
el acarreo estara a cero. Si antes habia alguna tabla de modelos definida
por el usuario, el acarreo estard a uno y, en este caso, A contendra el
primer caracter de la tabla antigua, y HL la direccion de la tabla antigua.

TXT IMPONE MATRIZ: BBA8, 12F2

Define una matriz (modelo) de caracter.

A la entrada, A contiene el codigo que se quiere asignar al caracter, y
HL la matriz que se utilizard para definir el modelo.

A la salida, el acarreo sera uno si el caréacter es definible por el usuario,
y sera cero si no es definible.

TXT ESCR CARACTER: BDD3, 134B

Es una indireccién. Escribe un cardcter en la pantalla.
Requisitos de entrada: A contiene el caricter a escribir; H la columna
fisica, y L la fila fisica donde se escribira el caracter.
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TXT ESCRIBE CARACTER: BB5D, 1335

Escribe un carécter en la posicion actual del cursor y en la ventana
actual. Los codigos de control seran ignorados y sélo se escribira su
caracter asociado.

A la entrada, A contiene el codigo del caracter,

TXT SALIDA: BB5A, 13FE

Envia un caracter o un codigo de control a la unidad de video (VDU)
de texto. :
A la entrada, A contiene el codigo a enviar.

TXT CODIGO CARACTER: BDD9, 140A

Es una indireccion. Manda un caracter o un codigo de control. Los
codigos de control seran obedecidos.
A la entrada, A contiene el codigo del caracter.

TXT LEE CAR: BDD6, 13BE

Lee un caracter de la pantalla. Es una indireccion.

Requisitos de entrada: H contiene la columna fisica desde donde leer, y
L la fila fisica.

Condiciones de salida: si se encontré algun caracter identificable, el
acarreo estara a uno y A contendra el codigo del caracter leido. Si no se
pudo reconocer ningun caracter, el acarreo aparecera a cero.

TXT ADMISION DE GRAFICOS: BB63 13A8

Habilita o deshabilita la opcion de caracteres graficos.
A la entrada, A=0 para activar la opcion graficos y A+0 para desacti-
varla.
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CPC6128

B6B5
B6B6-B6C3
B6C4-B6D1
B6D2-B6DF
B6EO-B6ED
B6EE-B6FB
B6FC-B709
B70A-B717
B718-B725
B726

B727

B728

B729

B72A

B72B

B72C

B72D

B72E

B72E

B72F

B730
B731-B732
B733

B734

B735
B736-B737
B738-B757
B758

B759
B75A-B7C2
B763-B7C2

La unidad

VDU DE TEXTO

Cauce actual
Datos del cauce
Datos del cauce
Datos del cauce
Datos del cauce
Datos del cauce
Datos del cauce
Datos del cauce
Datos del cauce
Fila actual
Columna actual
Tipo de desplazamiento actual

Borde superior actual

Borde izquierdo actual

Borde inferior actual

Borde derecho actual

Cuenta de desplazamiento actual

Flag del cursor actual

Flag de activacion del cursor y de la pan-
talla actual

Pluma actual

Papel actual

Conexion para modo de impresion

Flag de escritura de graficos

Codigo de la primera matriz de la RAM
Flag de la matriz

Direccion de la matriz de la RAM
Modelo elegido

Contador de parametros

Codigo de control

Parametros de control

Tabla de saltos de control

SN b W=

CPC464

B20C B
B20D-B21B
B21C-B22A
B22B-B239
B23A-B248
B249-B257
B258-B266
B267-B275
B276-B284
B285

B286

B287

B288

B289

B28A

B28B

B28C

B28D

B28E

B28F

B290
B291-B292
B293

B294

B295
B296-B297
B298-B2B7
B2B8

B2B9
B2BA-B2C2
B2C3-B322

de video para graficos

GRA INICIALIZA: BBBA, 15A8

Inicializa la unidad de video para graficos, indirecciones y variables.
No hay requisitos.
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GRA REINICIALIZA: BBBD, 15D7

Reinicializa las indirecciones de la VDU de graficos. No hay requisitos.

GRA FIJA ORIGEN: BBCY9, 160E I

Determina el origen de coordenadas del cursor de graficos.
Requisitos de entrada: DE contiene la coordenada X, y HL la coorde-
nada Y.

GRA ANCHURA VENTANA: BBCF, 16A5

Define los margenes derecho e izquierdo de la ventana de graficos.
A la entrada, DE y HL contienen las coordenadas X estandar de los
margenes. El menor de ellos se tomara como margen izquierdo.

GRA ALTURA VENTANA: BBD2 16EA

Define los bordes superior e inferior de la ventana de graficos.
A la entrada, DE y HL contienen las coordenadas Y estandar de los
bordes. El menor de ellos se tomara como borde inferior.

GRA LIMPIA VENTANA: BBDB, 1736

Borra la ventana de graficos rellenandola con la tinta del papel asigna-
do a graficos.
No hay requisitos de entrada.

GRA COLOR PLUMA: BBDE, 1767

Define una tinta para la pluma de gréficos.
A la entrada, A contiene el numero de tinta.

GRA COLOR PAPEL: BBE4, 176E

Define una tinta para el papel de graficos.
A la entrada, A contiene el numero de tinta.



GRA POSICION CURSOR: BBC6, 1606

Examina la posicion del cursor de graficos.
A la salida, DE contiene la coordenada X absoluta, y HL la coorde-
nada Y.

GRA OBTIENE ORIGEN: BBCC, 161C

Examina la posicion del origen de coordenadas.
A la salida, DE contiene la coordenada X estandar del origen, y HL la
coordenada Y.

GRA OBTIENE ANCHURA: BBD5, 1717

Obtiene los margenes derecho e izquierdo de la ventana de graficos.
A la salida, DE contiene la coordenada X estandar del borde izquierdo,
y HL la coordenada X del borde derecho.

GRA OBTIENE ALTURA: BBDS8 172D

Obtiene los limites superior e inferior de la ventana de graficos.
A la salida, DE contiene la coordenada Y estandar del limite superior,
y HL la coordenada Y del limite inferior.

GRA EXAMINA PLUMA: BBE1, 1775

Obtiene el color actual de la pluma de graficos.
A la salida, A contiene el numero de tinta.

GRA EXAMINA PAPEL: BBE7, 177A

Obtiene el color del papel de graficos.
A la salida, A contiene el nimero de tinta.
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GRA MOV ABSOLUTO: BBCO, 15FE
GRA MOV RELATIVO: BBC3, 15FB

Mueven el cursor a una posicion en coordenadas absolutas y relativas,
respectivamente.
A la entrada, DE contiene la coordenada X, y HL la coordenada Y.

GRA PUNTO ABSOLUTO: BBEA, 1783
GRA PUNTO RELATIVO: BBED, 1780

Activan un pixel en una posicion en coordenadas absolutas y relativas,
respectivamente.
A la entrada, DE contiene la coordenada X, y HL la coordenada Y.

GRA PUNTO: BDDC, 1786

Es una indireccién. Dibuja un punto.
A la entrada, DE contiene la coordenada X, y HL la coordenada Y.

GRA TEST PUNTO ABS: BBFO, 1797
GRA TEST PUNTO REL: BBF3, 1794

Obtienen la tinta de un pixel en coordenadas absolutas y relativas,
respectivamente.

A la entrada, DE contiene la coordenada X del punto, y HL la
coordenada Y.

A la salida, A contiene el nimero de tinta.

GRA TEST PUNTO: BDDF, 179A

Es una indireccion, igual que TEST PUNTO ABS, pero, a la salida,
A contiene la tinta decodificada.

GRA LINEA ABSOLUTA: BBF6, 17A9
GRA LINEA RELATIVA: BBF9, 17A6

Dibujan una linea desde la posicion actual del cursor de gréficos hasta
la posicion indicada, en coordenadas absolutas o relativas.




A la entrada, DE contiene la coordenada X del punto final, y HL la
coordenada Y.

GRA LINEA: BBE2 17B4

Es una indireccion. Misma funcion y requisitos que GRA LINEA
ABSOLUTA.

GRA ESCRIBE CARACTER: BBFC, 1940

Escribe un caracter en la posicion actual del cursor de graficos.
A la entrada, A contiene el caracter a escribir.

CPCé6128 GRAFICOS CPC464
B693-B694 Coordenada X del origen B328-B329
B695-B696 Coordenada Y del origen B32A-B32B
B697-B698 Posicién X B32C-B32D
B699-9A Posicion 'Y B32E-B32F
B68B-9C Izquierda de la ventana B330-B331
B69D-9E Derecha de la ventana B332-B333
B69F-B6A0 Borde superior de la ventana B334-B335
B6A1-A2 Borde inferior de la ventana B336-B337
B6A3 Pluma codificada B338

B6A4 Papel codificado B339
B6AS5-AC Copia de matriz B33A-B341
B6AD-AE Coordenada X elegida B342-B343
B6AF-B6B0  Coordenada Y elegida B344-B345
B6B2 no existe
B6B3 no existe
B6B4 Modo de graficos actual no existe

El monitor de teclado
TCL INICIALIZACION: BB00, 1B5C

Inicializa completamente el monitor de teclado. variables, indirecciones

y buffers.
No hay requisitos de entrada.

TCL REINICIALIZACION: BB03, 1B98

Reinicializa las indirecciones y los buffers. No hay requisitos.
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TCL LEE TECLA: BB1B, 1CE1

Toma un codigo del buffer de teclado si hay alguno almacenado.

Condiciones de salida: Si hay alguno almacenado, el acarreo estara a
uno, y A contendra el caracter o la palabra clave de expansion. Si no hay
ninguno, el acarreo estara a cero.

TCL ESPERA TECLA: BB18, 1CDB

Espera hasta que haya algiin codigo en el buffer del teclado.
A la salida, el acarreo estara a uno, y A contendra el caracter o
palabra clave de expansién.

TCL LEE CARACTER: BB09, 1BC5

Intenta tomar un caracter del buffer del teclado; si no hay ninguno
disponible, no espera.

A la salida, si hay algin codigo de caracter disponible, el acarreo
estara a uno, y A contendra el caracter. Si no hay ningin codigo, acarreo
a cero.

TCL ESPERA CARACTER: BB06, 1BBF

Espera hasta que haya algin caracter disponible en el buffer del tecla-
do.
A la salida, A contiene el caracter, y el acarreo estara a uno.

TCL TECLADO LIBRE: BD3D, 1BFE

Espera hasta que no haya ninguna tecla pulsada y después regresa.
A la salida, A contiene el codigo de la ultima tecla pulsada.

TCL REGRESA CARACTER: BBOC, 1BFA

Devuelve un caracter al buffer del teclado, de forma que pueda leerse
mas tarde.
A la entrada, A contiene el caracter a devolver.



TCL ASIGNA BUFFER: BB15, 1C04

Se define y asigna un buffer para cadenas de expansion.

Requisitos de entrada: DE contiene la direccion del buffer, y HL
la longitud del buffer.

Condiciones de salida: Si el buffer esta bien, el acarreo estara a uno; si
es demasiado corto, el acarreo estara a cero.

TCL PONE EXPANSION: BBOF, 1C46

Impone la cadena de expansion asociada con una palabra clave de
expansion.

Requisitos de entrada: B contiene la palabra clave de la expansion; C
la longitud de la cadena, y HL la direccion de la cadena.

A la salida, el acarreo quedard a uno si la expansion es correcta.

TCL TOMA EXPANSION: BB12 1CB3

Toma un carécter de una cadena de expansion. La cadena estd nume-
rada desde cero.

A la entrada, A contiene una clave de expansion y L el numero del
caracter a leer.

A la salida, el acarreo estara a uno si se encontro el caracter y A
contiene el caracter. En caso contrario, el acarreo estara a cero.

EXAMINA TECLA: BB1E, 1E45

Examina si estd pulsada una tecla en particular.

A la entrada, A contiene el numero de la techa.

A la salida, el flag Z estara a cero si la tecla esta pulsada y a 1 si no lo
esta.

TCL TOMA ESTADO: BB21, 1D38

Comprueba los estados de FIJA MAY, CONTROL FIJA MAY.

Condiciones de salida: L contiene el estado de CONTROL+FIJA
MAY: H el estado de FIJA MAY. Si estan activados, el contenido sera &FF;
en caso contrario, el contenido sera &00.
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TCL PONE ESTADO: BD3A, 1D3C

Fija los estados de FIJA MAY y de CONTROL+FIJA MAY.

A la entrada, H contiene el estado de FIJA MAY, y L el estado de
CONTROL+FIJA MAY. &FF significa activacion de la funcion. mientras
que &00 indica desactivacion.

TCL ESTADO JOYSTICK: BB24, 1DE5

Comprueba el estado del joystick.
Condiciones de salida: A y H contienen el estado del jovstick 0, y L
el estado del jovstick 1. El byte de estado se configura de esta forma.

Bit 0: Arriba

Bit 1: Abajo

Bit 2: Izquierda

Bit 3: Derecha

Bit 4: Fuego 2

Bit 5: Fuego 1

Bit 6: Boton de repuesto
Bit 7: Siempre a cero

Si un bit estd a uno, indica que el botén esta pulsado.

PON TRASLADO: BB27, 1EDS8

Determina el codigo o clave generada al pulsar una tecla sin que estén
pulsadas CONTROL ni MAY.

A la entrada, A contiene un nimero de tecla, y B el codigo o clave. Las
palabras claves con un uso especial son:

&80-&9F : Palabras claves de expansion

&EO0-&FC: Edicion, movimiento del cursor y rupturas

&FD: FIJA MAY. Funciona en modo toggle (alternado)
&FE: CONTROL+FIJA MAY. Funciona en modo toggle
&FF: Se ignora

TCL TRASLADO CON MAY: BB2D, 1EDD

Determina el codigo, o clave, generado al pulsar una tecla a la vez que
se pulsa MAY.
A la entrada, A contiene un numero de tecla, y B el nuevo significado.




TCL TRASLADO CON CONTROL: BB33, 1EE2

Determina el codigo generado al pulsar una tecla a la vez que
CONTROL.
A la entrada, A contiene un nimero de recla, y B el significado.

TCL TOMA TRASLADO: BRB2A, 1EC4

Obtiene la interpretacion de una tecla cuando se pulsa sin MAY ni
CONTROL.

A la entrada, A contiene el nimero de tecla.

A la salida. A contiene la interpretacion o palabra clave.

TCL OBTIENE MAY: BB30, 1EC9

Obtiene la interpretacion de una tecla cuando se pulsa a la vez que
MAY.

A la entrada, A contiene el nimero de tecla.

A la salida, A contiene la interpretacion.

TCL OBTIENE CONTROL: BB63, 1ECE

Obtiene la interpretacion de una tecla cuando se pulsa a la vez que
CONTROL.

A la entrada, A contiene el nimero de tecla.

A la salida, A contiene el significado.

TCL IMPONE REPETICION: BB39, 1E34

Determina si se asigna a una tecla la repeticion.
A la entrada, A contiene el numero de tecla; B contiene &FF, si se
permite la repeticion, o &00 si no se permite.
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TCL CONOCE REPETICION: BB3C, 1E2F

Comprueba si se permite repeticion a una tecla.

A la entrada, A contiene el numero de la tecla.

A la salida, el flag Z estara a cero si se permite la repeticion, o a 1 si
no se permite.

TCL IMPONE RETARDO: BB3F, 1DF6

Asigna a todas las teclas el retardo de comienzo y el periodo de
repeticion.

A la entrada, H contiene el retardo del comienzo, y L el nuevo periodo de
repeticion, medido en 1/50 segundos.

TCL CONOCE RETARDO: BB42 1DF2

Obtiene el retardo de comienzo y el periodo de repeticion.
A la salida, H contiene el retardo, y L el periodo de repeticion.

TCL INHIBE RUPTURAS: BB48, 1E08

Deshabilita el mecanismo de ruptura, es decir, la ejecucion de los
sucesos break.
No hay requisitos.

TCL PERMITE RUPTURAS: BB45, 1DFA

Habilita el mecanismo de ruptura.
A la entrada, DE contiene la direccion de la rutina asociada al suceso
de ruptura, y C la direccion de la ROM para esa rutina.

TCL GENERA RUPTURA: BB4B, 1E19

Genera un suceso break si éstos estan habilitados. No hay requisitos.
La palabra clave &EF se coloca en el buffer del teclado, de forma que,
cuando éste se lea, provoque la generacion del suceso.
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TCL EXAMINA ESC: BDEE, 1DB8

Comprueba si la tecla ESC esta pulsada.
Requisitos de entrada: Interrupciones inhibidas; C contiene el estado
de las teclas MAY y CONTROL.

ESPACIO DE TRABAJO DEL MONITOR DE TECLADO

CPC6128
B416-B465

B4E6-B535
B536-B585

B586-B6D5
B590-B627

B628
B629
B62A
B62B/C
B62D/E
B62F/30

B631/2
B631/2
B634
B635-B63F
B63F-B648
B649-B652
B653

B654

B655

B656
B657-B6SD
B65SE-B685
B686

B687

B688

B689

B6SA
B68B/C
B68D/E
B68F /90
B691/2

Tabla 1 de codigoftecla: tecla MAY sin
pulsar

Tabla 2 de codigoftecla: tecla MAY pulsa-
da

Tabla 3 de codigo/ftecla: tecla CONTROL
pulsada

Tabla de control de repeticiones

Buffer del teclado (cuidado con solapa-
mientos)

Puntero del buffer

Senal de la cadena actual

Devuelve caracter

Comienzo del buffer de cadenas

Final del buffer de cadenas

Comienzo del espacio libre en el buffer de
cadenas

Estado FIJA/MAY del teclado
Velocidad de repeticion

Pausa o retardo de repeticion

Mapa 3

Mapa |

Mapa 2

Cuenta de repeticion

Numero del mapa de bytes

Mapa de mascaras de bit

Flag para permitir rupturas

Bloque de ruptura de sucesos

Buffer del teclado

Espacio libre del buffer+ 1

Puntero de entrada

Entradas del buffer+ 1

Puntero de salida

Entradas del buffer

Puntero de la tabla 1 de tecla/codigo
Puntero de la tabla 2 de tecla/codigo
Puntero de la tabla 3 de tecla/codigo
Puntero de la tabla de control de repeti-
ciones

CPC464

B34C-B39B
B39C-B3EB

B3EC-B34B
B34C-B49B

B446-B4DD
B4DE
B4DF

B4EO
B4E1/2
B4E3/4

B4ES[6
B4E7/8
B4E9
B4EA
B4EB-B4F4
B4F 5-B4FE
B4FF-BS08
B509

BSOA

BSOB

BSOC
BSOD-B513
B514-B53B
B53C
B53D
BS3E

BS3F

B540
BS41/2
B543/4
BS45/6




El monitor de disco y de cassette

Modo cassete (TAPE, |TAPEIN, |[TAPE. OUT)

CAS INICIALIZA: BC65, 24BC

Inicializa el monitor de cassette, los cauces (streams), la velocidad de
escritura y activa los mensajes de ayuda. No hay requisitos.

CAS VELOCIDAD: BC68, 24CE

Define la velocidad de escritura y la precompensacion a aplicar.

Requisitos de entrada: HL contiene la duracion en microsegundos de
medio periodo de un bit a nivel bajo; es valido cualquier valor entre 130 y
480. A debe contener la precompensacion.

CAS MENSAJES: BC6B, 24E1

Activa o desactiva los mensajes de ayuda.
A la entrada, A=0 para activar mensajes 0 A+0 para desactivarlos.

CAS ARRANCA MOTOR: BC6E, 2BBB

Enciende el motor del cassette y espera dos segundos hasta que se
estabilice la velocidad.

A la salida el acarreo estara a uno si el motor empezo a funcionar;
estara a cero en caso de que se pulsara ESC. En cualquier caso,
A contiene el estado interior del motor.

CAS PARA MOTOR: BC71, 2BBF

Desconecta el motor del cassette.
A la salida, A contiene el estado anterior del motor. El acarreo estara a
uno si se realizé la desconexion y a cero si se pulsé ESC.
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CAS RESTAURA MOTOR: BC74, 2BC1

Restaura el estado anterior del motor.
A la entrada, A debe contener el estado previo.
A la salida, el acarreo estara a uno a menos que se pulse ESC.

DCAS ABRE ENTRADA: BC77, 24E5

Abre un fichero de entrada.

Requisitos de entrada: B contiene la longitud del nombre del fichero;
HL contiene la direccion del nombre, y DE contiene la direccion de un
area de 2K que sera el buffer para la carga.

Condiciones de salida: HL contiene la direccion del buffer donde esta
la cabecera del fichero; DE contiene la direccion de los datos segin la
cabecera; BC contiene la longitud del fichero segin la cabecera, y A
contiene el tipo de fichero.

Estas condiciones de salida solo son ciertas si el acarreo estd a uno y el
flag Z a cero. Si se pulso ESCape, el acarreo y Z quedaran a uno. En el
resto de los casos, el acarreo y Z quedaran a cero.

DCAS CIERRA ENTRADA: BC7A. 2550

Cierra un fichero de entrada. A la salida, el acarreo estara a uno si se
realizo la accion.

DCAS ABANDONA ENTRADA: BC7D, 257F

Abandona un fichero de entrada. No hay requisitos.

DCAS LEE CARACTER: BC80, 25A0

Lee un caracter del fichero de entrada.

A la salida, A contiene el codigo del caracter, lo cual queda indicado si
el acarreo (C) esta a uno y el flag de cero (Z) estd a cero. Si se encontro el
final del fichero: Z=0 y C=0. Si se puls6 ESC: C=0y Z=1.

DCAS ENTRADA DIRECTA: BC83 2618

Lee un fichero completo.
A la entrada, HL contiene la direccion donde se almacenara el fichero.
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Condiciones de salida: el fichero se ley6 correctamente, C=1, Z=0y
HL contiene la direccion de entrada segun la cabecera. Si el fichero no
estaba abierto, C=0 y Z=0. Si se pulsé6 ESC, C=0 y Z=1.

DCAS RETORNO: BC86, 2607

Devuelve al fichero de entrada el ultimo caracter leido. No hay requisi-
tos.

DCAS EXAMINA FINAL: BC89, 2603

Comprueba si se ha alcanzado el final del fichero.
A la salida, C=1y Z=0 si ain no se ha llegado al final del fichero;
C=0 y Z=0 si se ha alcanzado; C=0 y Z=1 si se pulso ESC.

DCAS ABRE SALIDA: BC8C, 24FE

Abre un fichero de salida.

Requisitos de entrada: B contiene la longitud del nombre del fichero;
HL la direccion del nombre y DE la direccién de un drea de 2K que actua
como buffer.

Condiciones de salida: Si el fichero ya estaba abierto, C=0; si el
fichero se abre correctamente, C=1, y HL contiene la direccion donde esta
la cabecera.

DCAS CIERRA SALIDA: BCS8F, 256D

Cierra un fichero de salida y lo graba.
A la salida, C=1y Z =0 si se realizé correctamente la operacién; C=0
y Z=0 si el fichero no estaba abierto; C=0 y Z=1 si se puls6 ESC.

DCAS ABANDONA SALIDA: BC92, 2599

Abandona un fichero de salida. No hay requisitos.
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DCAS SALIDA CARACTER: BC95, 25C6

Escribe un caracter en el fichero de salida.

A la entrada, A contiene el caracter a escribir.

A la salida, C=1 y Z=0 si se realiz bien la operacion; C=0y Z=0
si el fichero no estaba abierto; C=0 y Z=1 si se pulso¢ ESC.

DCAS SALIDA DIRECTA: BC98, 2653

Escribe un fichero completo.

Requisitos de entrada: HL contiene la direccion donde estdan los datos
a escribir; DE la longitud de los datos; BC la direccion de entrada (para el
encabezamiento) y A el tipo de fichero (para el encabezamiento).

Condiciones de salida: Si el fichero se escribio, C=1 y Z=0; si el
fichero no estaba abierto, C=0 y Z=0; si se pulsé ESC, entonces C=0 y
Z=1.

DCAS CATALOGA: BC9B, 2692

Lista el contenido de una cinta. A la entrada, DE contiene la direccion
de un buffer de 2 Kbytes para la informacion.

A la salida, el acarreo estard a uno si se realizé bien la operacion.
Ademas, C=0 y Z=0 si habia algun fichero abierto, y C=0, Z=1 si se
produjo error.

CAS ESCRIBE: BC9E, 29AF

Escribe una cadena de caracteres en la cinta.

A la entrada, HL contiene la direccion de los datos a escribir: DE
la longitud de los datos, y A el caracter de sincronismo a escribir al final de la
antegrabacion.

A la salida. el acarreo estara a uno si todo fue bien, pero si el acarreo
esta a cero, entonces ocurriO algin error y A contiene el cédigo del error.

Los codigos de error de escritura son:

0: Se puls6 ESCape.
1: Error de escritura.




CAS LEE: BCA1, 2946

Lee un registro o cadena de la cinta.

A la entrada, HL contiene la direccion donde se guardaran los datos;
DE la longitud de los datos a leer, y A el caracter de sincronismo esperado al
final de la antegrabacion.

A la salida, acarreo a uno si todo fue bien, pero acarreo a cero si hubo
error, y entonces A contiene un codigo de error.

Los codigos de error de lectura son:

0: Se pulsé ESCape.
1: Bit demasiado largo.
2: Comprobacién fallida de CCS.

CAS COMPARA: BCA4, 29C1

Compara una grabaciéon con el contenido de la memoria.
Requisitos de entrada: HL contiene la direccion de los datos a compa-
rar; DE la longitud de los datos, y A el cardcter de sincronismo esperado.
Condiciones de salida: Si la comparacion es correcta, acarreo (C) a
uno; si ocurrié algin error, C=0, y A contiene un codigo de error.
Los codigos de error de comparacion son:

0: Se puls6 ESCape.

1: Bit demasiado largo.

2: Comprobacion fallida de CCS.

3: Los datos de la cinta son diferentes a los de la memoria.

ESPACIO DE TRABAJO PARA EL CASSETTE

CPC6128 CPC464
B118 Flag para CAS mensajes (0 habilita mensa-

jes) B800
B119 Contador de columnas de pantalla (para

los mensajes) B801

Bloque de ficheros de entrada

BI1A Estado del fichero B802
B11B/C Direcciéon del buffer B803/4
B11D/E Puntero del buffer B805/6
B11F/2E Nombre del fichero BB8O7/16
B12F Numero de bloques B817
B130 Flag para EOF (final del fichero) B818&
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CPC6128 CPC464

B131 Tipo de fichero B819
B132/3 Bytes en el buffer B81A/B
B134/5 Direccion de escritura de datos B81C/D
B136 Flag de primer bloque BRIE
B137/8 Longitud de datos B81F/20
B139/A Direccion de ejecucion B821/2
B13B/5D Sin definir B823/46
Bloque de ficheros de salida
BI5SF Estado del fichero B847
B160/1 Direccion del buffer B848/9
B162/3 Puntero del buffer B84A/B
B164/73 Nombre del fichero B84C/5B
B174 Nimero de bloques B85C
B175 Flag para EOF (final del fichero) B85D
B176 Tipo de fichero B8SE
B177/8 Bytes en el buffer B85F/60
B179/A Direccion de lectura de datos B&61/2
B17B Flag de primer bloque B863
B17C/D Longitud de datos B864/5
BI7E/F Direccién de comienzo de ejecucion B866/7
B180O/A3 Sin definir B868/8B
Copia del encabezamiento
B1A4/B3 Nombre del fichero B88C/9B
B1B4 Numero de bloque B8OC
B1B5 Flag de ultimo bloque B&89D
B1B6 Tipo de fichero B89E
BIB7/8 Longitud de datos B8OF/0
BIB9/A Direccion de los datos B8A1/2
BIBB Flag de primer bloque B8A3
BI1BC/D Longitud total de datos B8A4/5
B1BE/F Direccion de comienzo de ejecucion B8A6/7
BICO/E3 Sin definir BSA8/CB
General
BI1E4 Flag para mensajes de ayuda B8CC
BI1E5S Carécter de sincronismo B&CD
BIE6/7 Temporizacién BSCD/F
BIES Temporizacion B&8DO
BI1E9 Precompensacion B&DI
BIEA Velocidad B8D2
BIEB/C Temporizacién B8D3/4
245
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Modo disco (|DISC, |DISC.IN, |DISC.0UT)
En este modo solo activaran la unidad de disco las siguientes rutinas:

BC77 DCAS ABRE ENTRADA

BC7A DCAS CIERRA ENTRADA
BC7D DCAS ABANDONA ENTRADA
BC80 DCAS LEE CARACTER

BC83 DCAS ENTRADA DIRECTA
BC86 DCAS RETORNO

BC89 DCAS EXAMINA FINAL
BC8C DCAS ABRE SALIDA

BC8F DCAS CIERRA SALIDA

BC92 DCAS ABANDONA SALIDA
BC95 DCAS SALIDA CARACTER
BC98 DCAS SALIDA DIRECTA

BC9B DCAS CATALOGA

Todas ellas tienen los mismos requisitos de entrada y las mismas
condiciones de salida expuestas anteriormente para el modo cassette.

El encabezamiento de los ficheros se guarda a partir de la direccion
A752, siendo las direcciones con los contenidos mas importantes las ex-
puestas al final de la descripcion del monitor de la ROM de disco.

Es importante destacar la necesidad de atenerse al formato de los
nombres de ficheros impuesto para disco. Segun esto, al abrir un fichero
desde codigo maquina, ya sea de salida o de entrada, el nombre debe tener
la forma XXXXXXXX.XXX, rellenando con espacios (CHR$(32)) el resto
hasta tener dieciséis caracteres.

Sin embargo, en el buffer de encabezamiento, el punto que separa los
tres Gltimos caracteres se sobreentiende y no aparecera almacenado. El
byte de “tipo de fichero™ se interpreta asi:

Bit 0 Si es 1, el fichero estd protegido.
Bits 1-3 000: BASIC
001: BINARIO

010: Volcado de pantalla
011: ASCII (CP/M)
Bits 4-7 000: No es ASCII
001: ASCII
Resto: No definido



El monitor de sonido

REINICIALIZA SONIDO: BCA7, 1FE9

Inicializa el monitor de sonido, borra todas las colas de sonido y vacia

los registros del generador programable de sonido (PSG).
No hay requisitos.

COLA SONIDO: BCAA, 2114

Intenta anadir un sonido a la cola de sonidos de uno o varios canales.
No lo conseguird si la cola estaba llena.

A la entrada, HL contiene la direccion de un bloque que define un
sonido.

A la salida, el acarreo a uno si el sonido se afiadi6 a la cola y a cero si

la cola estaba llena. Véase capitulo 11 para la interpretacion del bloque de
definicion.

EXAMINA COLA: BCAD, 21CE

Comprueba el estado de un canal, incluido el espacio libre en la cola.
A la entrada, A contiene el bit propio del canal a examinar,

Bit 0 a uno: canal A

Bit 1 a uno: canal B
Bit 2 a uno: canal C

A la salida, A contiene el estado del canal. Véase capitulo 11 para la
interpretacion del estado.

FORMA SUCESO SONIDO: BCBO, 21EB

Actualiza un suceso que se ejecutara cuando la cola de sonido se vacie.
Requisitos de entrada: A contiene el bit propio del canal y HL contie-
ne la direccion de la rutina del suceso asociado.
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PARA SONIDO: BCB6, 2050 s S

Detiene inmediatamente la ejecucion de sonidos.
A la salida, el acarreo estara a uno si habia algun sonido ejecutandose;
acarreo a cero, si no habia ningun sonido.

CONTINUA SONIDO: BCB9, 206B

Permite continuar la ejecucion de los sonidos que la rutina anterior
habia retenido. No hay requisitos.

EJECUTA SONIDO: BCB3, 21AC

Permite la produccion de sonido unicamente a los canales que se
especifiquen.
A la entrada, A contiene los bits propios de los canales que se desea.

ENVOLVENTE VOLUMEN: BCBC, 249E

Define una de las 15 envolventes de volumen programables.

A la entrada, A contiene el nimero de envolvente que se va a definir;
HL contiene la direccion de un bloque que contiene los datos de la
envolvente.

A la salida, el acarreo estara a uno si se definié correctamente, y HL
contiene la direccion del bloque mas 16. Si el nimero de la envolvente es
invalido, acarreo a cero. Véase capitulo 11 para la interpretacion del
bloque de datos de la envolvente.

ENVOLVENTE TONO: BCBF, 249A

Define una de las 15 envolventes de tono programables.

A la entrada, A contiene el numero de envolvente, y HL la direccion del
bloque que contiene los datos de la envolvente.

Las condiciones de salida son las mismas que ENVOLVENTE VO-
LUMEN.

248



DIRECCION ENVOLVENTE: BCC5, 24A6

Obtiene la direccion de un bloque definitorio de envolvente de volu-
men.

A la entrada, A contiene el nimero de la envolvente.

A la salida, el acarreo estara a uno si se encontro el bloque. Entonces,
HL contendra la direccion del bloque, y BC, la longitud de la envolvente.
Si el nimero de la envolvente no es correcto, acarreo a cero.

DIRECCION ENVOLVENTE T: BCC5, 24AB

Obtiene la direccion de un bloque de datos de una envolvente de tono.
Los requisitos de entrada y condiciones de salida son los mismos que
para DIRECCION ENVOLVENTE A.

ESPACIO DE TRABAJO DEL MONITOR DE SONIDO

CPC6128 CPC464
BIEC Flags para nuevas entradas B550
BIED Flags para la retencion de canales activos B551
BI1EE Flags para los canales activos B552
B1EF - Contador del control de interrupciones B553
B1FO Contador de acciones pendientes B554

) BIF1-BIF7 Blogue de sucesos B555-B55B
B1F8§-B236 Buffer del canal A B55C-BS9A
B237-B275 Buffer del canal B B59B-B5D9
B276-B2B4 Buffer del canal C B5DA-B618
B2BS Byte de activacién del PSG B619
B2B6-B3AS Envolventes de volumen B61A-B709
B3A6-B495 Envolventes de tono B70A-B7F9

FORMATO DEL BUFFER DE UN CANAL RELATIVO
A SU DIRECCION

&00 Numero de canal
&01 Bit del canal
} &02 Bit de acordes del canal
&03 Flags de estado del canal
&04 Llamadas para el establecimiento del tono si bit 0=1
&05 Contador 1 de interrupciones
&06 Contador 2 de interrupciones
&07 Llamadas para el establecimiento del volumen si bit 0=1
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&08-&09 Duracion negada (complementada)
&0A-&0B  Direccion de la envolvente de volumen
&0OC Numero de secciones de la envolvente de volumen

&0D-&0E Direccion de la seccion de la envolvente de volumen

L]
L1 e - 8 A K A {
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TABLA DE CARACTER DE CONTROL

0 14EB  Regreso inmediato. Sin accion

1 1335 TXT ESCRIBE CARACTER

2 139B  TXT INHIBE CURSOR USUARIO
3 1286  TXT ACTIVA CURSOR USUARIO
4 0AE9 PNT FIJA MODO

5 1940 GRA ESCRIBE CARACTER

6 1459  TXT ACTIVA VDU

7 14E] COLA SONIDO con HL=14D8§ (pitido)
8 1519 Cursor izquierda

S 151E  Cursor derecha

10 1523 Cursor abajo

11 1528 Cursor arriba

12 154F TXT LIMPIA VENTANA

13 153F  Columna=borde izquierdo ventana
14 12AB  TXT COLOR PAPEL

15 12A6 TXT COLOR PLUMA

16 155E Borrar

17 1599 Limpia ventana a la izquierda del cursor
18 158F  Limpia ventana a la derecha del cursor
19 1578 Limpia ventana encima del cursor
20 1565 Limpia ventana debajo del cursor

21 1452  TXT DESACTIVA VDU

22 14EC  TXT FIJA MODO

23 0C55 PNT MODO GRAFICOS

24 12C6  TXT INVIERTE COLORES
25 150D TXT IMPONE MATRIZ
26 1501 TXT ACTIVA VENTANA

27 I14EB  Regreso inmediato sin accion

28 14F1 PNT IMPONE TINTA

29 14FA  PNT IMPONE BORDE

30 1539  Cursor a esquina superior izquierda
31 1543 POSICIONA CURSOR

14E2
1334
139A
1289
0ACA
1945
1451
14D8
150A
150F
1514
1519
1540
1530
12AE
12A9
154F
158E
1584
156D
1556
144B
14E3
0C49
12C9
1504
14F8
14E2
14E8
14F1
152A
1538
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Load failed, 37-38.
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LLAMADA POR 0OD4F, OD5B Y
0D6D, 75.

Llamadas diversas, 135.
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MC IMPRIME CARACTER, 40, 210.
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211.

MC OFFSET PANTALLA, 42, 69,
211.

MC REGISTRO SONIDO, 43, 142,
211.

Mensajes, 129.
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Monitor de la unidad de disco, 194.

Monitor de sonido, 141, 247.

Monitor de teclado, 111, 233.

NC ANADE SINCRONO BARRI-
DO, 51, 213.

NC ANADE SINCRONO LENTO,
52, 214.

NC ANADE SINCRONO RAPIDO,
51, 213.
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NC BORRA SINCRONO BARRI-
DO, 51.

NC BORRA SINCRONO LENTO,
52, 214.

NC BORRA SINCRONO RAPIDO,
She21l3

NC BORRA SUCESOQ, 53, 212.

NC BUSCA ORDEN, 156.

NC DESINHIBE SUCESOQO, 55, 215.

NC EJECUTA PROGRAMA, 37.

NC EJECUTA SUCESO, 54, 214.

NC IGNORA SUCESQ, 52-53, 214.

NC INHIBE SUCESO, 55, 215.

NC INIC SECUNDARIA, 155.

NC INICIALIZA SUCESO, 49-50,
212.

NC INICIALIZACION, 38.

NC INTRODUCE RSX 154,

NC NUEVO SINCRONO BARRI-
DO, 50, 213.

NC NUEVO SINCRONO RAPIDO,
51, 213.

NC PONE TIEMPO, 56. 215.

NC PRIORIDAD, 54-55, 208, 214.

NC REINICIALIZA NUCLEO, 37-
38.

NC REINICIALIZA SINCRONOS,
53, 212

NC ROM SECUNDARIA, 152, 156.

NC SELECCIONA ROM, 157.

NC SIGUIENTE SUCESO, 54-55,
212-213.

NC SUCESOQ, 50, 212.

NC SUCESO EJECUTADO, 54-55,
214.

NC TIEMPO, 56, 215.

Nucleo, 45.

OBTIENE ESTADO, 157.
OUT(O).C, 192,

Palabras reservadas, 168-170.
PARAR SONIDO, 145, 248.
Parametros de pantalla, 62.
PARPADEO DE COLORES, 72, 74.
PEEK, 14.

Periféricos externos, 16.

Pixel, 70-71.

PNT BASE Y OFFSET, 217.

PNT BORRA PANTALLA, 67-68,
216.

PNT BYTE ANTERIOR, 71, 218.

PNT CODIFICA TINTA, 72, 219.

PNT COMPRIME, 78, 221.

PNT COORDENADA PUNTOS,
70, 218.

PNT DECODIFICA TINTA, 73,
219.

PNT DESPLAZA AREA, 77, 88, 221.

PNT DESPLAZA PANTALLA, 77,
220.

PNT ESCRIBE PIXEL, 79, 81, 222.

PNT EXAMINA MODO, 69, 217.

PNT EXAMINA FLASH, 74, 220.

PNT EXPANDE, 78, 221.

PNT FIJA FLASH, 74, 220.

PNT FIJA MODO, 68, 217.

PNT HORIZONTAL, 80, 222.

PNT IMPONE BASE, 217.

PNT IMPONE BASE RAM, 70.

PNT IMPONE BORDE, 73, 219.

PNT IMPONE OFFSET, 68-69, 217.

PNT IMPONE TINTA, 73, 219.

PNT INICIALIZA, 38, 67, 216.

PNT INVIERTE CARACTER, 77,
88.

PNT INVIERTE COLORES, 220.

PNT LEE PIXEL, 67, 81, 222,

PNT LIMITES PANTALLA, 70,
218.

PNT LIMPIA MODO, 6%.

PNT LINEA ANTERIOR, 71.

PNT LOCALIZA RAM PANTA-
LLA, 69-70, 218.

PNT MODO GRAFICOS, 79, 221.

PNT OBTIENE BORDE, 74, 219.

PNT OBTIENE TINTA, 74, 219.

PNT PIXEL, B8O, 222.

PNT POSICIONA COORDENA-
DAS, 70, 96, 218

PNT REINICIALIZA, 37, 216.

PNT RELLENA BYTE, 76-77, 220.

PNT RELLENA CAJA, 76-220.

PNT REINICIALIZA, 67.

PNT SIGUIENTE BYTE, 71, 76,
218.

PNT SIGUIENTE LINEA, 71, 76,
96, 219.

PNT VERTICAL, 81, 222.

a
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PON TRASLADO, 236.
POP HL, 47.

PRINT, 167, 170.
Programas de soporte, 171.
PSG, 141-142.

RAD, 163.

RAM, 16, 21-24, 35, 37.

RAM de pantalla, 59.

RAM superior, 24.

REINICIALIZA SONIDO. 36, 38.
143-144, 247.

REINICIALIZACION PRINCIPAL,
35.

RESTAURA, 26.

RESTAURA BLOQUE SALTOS, 38.

RESTAURA ROM, 207.

ROM, 13-16, 21-26, 37.

ROM actual, 27, 207.

ROM anterior, 27, 155, 208.

ROM de disco, 191.

ROM inferior, 35.

ROMDIS, 151.

ROMEM, 151.

RST, 23-24, 36.

RST28, 33.

RSTE, 33.

RSX, 193,

Rutinas de acceso a la impresora para
el 6128, 209.

Rutinas de la RAM, 21.

Rutinas de teclado, 113.

Rutinas de texto, 99.

Rutinas del firmware en el 6128, 200.

Rutinas del micleo, 56.

Rutinas especificas del 6128, 191.

Rutinas llamadas por PNT BORRA
PANTALLA, 75.

Rutinas MC, 41.

Rutinas RAM del bloque de saltos,

25.

SALIDA, 55.

Salida de textos, 95.

Salto BC, 22.

Salto HL, 22, 24, 30, 154.
Salto HL lateral, 23, 31.
Salto INF, 193.

Salto ROM inferior, 32, 161.
SELECCIONA FORMATO, 195.

SELECCIONA ROM, 26, 193, 207.
SHIFT, 112.

SIGUIENTE SUCESO, 54,
SIO, 199.

Sistema de pantalla, 59.
Sistema de parpadeo, 74.
Sistema de sucesos, 48.
Sistema operativo, 9.
Software, 43, 151.

Soporte del BASIC, 159.
SPC, 170.

STEP, 170.

STROBE, 40.

Sucesos sincronos, 53.

Tabla de caracteres de control, 98.

Tabla de mascaras, 69.

Tablas de teclas y codigos, 118.

Tablas tecla/codigo, 123.

TCL ASIGNA BUFFER, 116, 235,

TCL CONOCE REPETICION, 120,
238.

TCL CONOCE RETARDO, 120,
238.

TCL ESPERA CARACTER, 234.

TCL ESPERA TECLA, 114, 234

TCL ESTADO JOYSTICK, [18, 236.

TCL EXAMINA ESC, 122, 239.

TCL EXAMINA TECLA, 117

TCL GENERA RUPTURA, 121-122,
238.

TCL IMPONE REPETICION, 120,
237.

TCL IMPONE RETARDO, 120, 238.

TCL INHIBE RUPTURAS, 121, 238.

TCL INICIALIZACION, 113, 233.

TCL LEE CARACTER, 114, 118,
234

TCL LEE TECLA, 114, 234

TCL OBTIENE CONTROL, 119,
237.

TCL OBTIENE MAY, 237.

TCL OBTIENE SHIFT, 119.

TCL PERMITE RUPTURAS, 121,
238.

TCL PONE ESTADO, 236.

TCL PONE EXPANSION, 116, 235.

TCL PONE TRASLADO, 119.

TCL REGRESA CARACTER, 114-
115, 234,
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TCL REINICIALIZACION, 113,
233.

TCL TECLADO LIBRE, 234.

TCL TOMA ESTADO, 118, 235.

TCL TOMA EXPANSION, 117, 235,

TCL TOMA TRASLADO, 119, 237.

TCL TRASLADO CON CON-
TROL, 119, 237.

TCL TRASLADO CON MAY, 236.

TCL TRASLADO CON SHIFT, 119.

Temporizacion lenta, 45, S1.

Temporizacion rapida, 51.

Tintas, 72.

Tipo ROM, 208.

Tipos de ficheros, 136.

TXT ACTIVA VENTANA, 226.

TXT ACTIVA CURSOR SISTEMA,
87, 224.

TXT ACTIVA CURSOR USUARIO,
87, 223.

TXT ACTIVA VDU, 86, 223.

TXT ACTIVA VENTANA, 91.

TXT ADMISION DE GRAFICOS,
100, 228.

TXT CANJEA CAUCES, 93, 226.

TXT CODIGO CARACTER, 95, 97,
228.

TXT COLOR PAPEL, 90, 225.

TXT COLOR PLUMA, 90, 225.

TXT CURSOR, 224.

TXT CURSOR ACTIVADO, 89, 100,
224,

TXT CURSOR ELIMINADO, B89,
100, 224,

TXT ESCRIBE CARACTER, 96-97,
227-228.

TXT EXAMINA CURSOR, 87, 223.

TXT EXAMINA MATRIZ, 94, 227.

TXT EXAMINA MODO, 91, 226.

TXT EXAMINA PAPEL, 90.

TXT EXAMINA PLUMA, 90.

TXT EXAMINA TABLA CON-
TROL, 99.

TXT EXAMINA TABLA MATRI-
CES, 94, 227.

TXT EXAMINA VENTANA, 88, 92,
226.

TXT FIJA COLUMNA, 86, 223.

TXT FIJA FILA, 86, 223.

TXT FIJA MODO, 90, 225.

TXT FIJA TABLA DE MATRICES,
94, 227.

TXT IMPONE MATRIZ, 95, 227.

TXT INHIBE CURSOR SISTEMA,
88, 224.

TXT INHIBE CURSOR USUARIO,
87, 224.

TXT INICIALIZA, 38, 85, 223.

TXT INVIERTE COLORES, 90, 225.-

TXT LEE CAR, 100, 228.

TXT LEE CARACTER, 100.

TXT LIMPIA VENTANA, 92, 226.

TXT PONE CURSOR, 88, 224.

TXT POSICION VALIDA, 89, 225.

TXT QUITA CURSOR, 88, 224.

TXT REINICIALIZA, 85-86, 223.

TXT SALIDA, 97, 228.

TXT SELECCIONA CAUCE, 68, 93,
226.

Unidad de video para graficos 103,
229.

Unidad de video para texto, 85, 223.

USING, 170.

VDU de graficos, 103.
VDU de texto, 63, 82, 229.
Ventanas, 91.

Video Gate Array, 18.

&, 18.
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El sistema operativo de una maquina es el programa que
define su comportamiento y caracteristicas fundamentales.
Conocer su estructura de conocimiento es una labor compleja,
pero imprescindible, para programar aprovechando al maximo
todas las posibilidades del ordenador.

El sistema operativo de los AMSTRAD CPC464 y CPC6128
tiene mas de 250 puntos de entrada a rutinas y funciones.
AMSTRAD. Desensamblado de la ROM y mapa de
memoria contiene la descripcion de la estructura del sistema
operativo, ademas de la explicacion detallada de todas las
rutinas, su posicion, sus parametros, su modo de acceso, etc.

Con la informacion contenida en AMSTRAD. Desensamblado
de la ROM y mapa de memoria podras manejar en
profundidad la pantalla (Texto, Graficos, Color, Ventanas, etc.),
el sonido, el teclado, las unidades de disco y cassette, etc.

También podras conocer el funcionamiento del intérprete
BASIC y de las rutinas de calculo matematico (punto flotante,
funciones matematicas, etc.).

jlntrodlicete en el sistema operativo y haz realidad todo ese
mundo de posibilidades que se te ofrecen!




