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Preface

Now that the initial excitement over the Amiga has died down, people
are discovering that Amiga can also be used for “real” applications as
well as fantastic graphics and sound. Users want more and more
literature about programming the Amiga for these serious applications.
This book shows you how to make use of the many Amiga operating
system functions in your own programs.

This book is not a guide on learning C: It’s a book on advanced C pro-
gramming. If you need a guide for the beginner, please read Abacus’
Amiga C for Beginners before continuing with this book.

Since this book shows you how to program using the C language,
we'll begin with author B. Jennrich demonstrating the actual operation
of a C compiler. Then we'll get to the actual “instructional” part of the
book. You’ll learn what makes type casting and other aspects of the
language necessary. We hope this saves you time and aggravation in
developing larger projects. Maybe you tried C before and spent more
time creating errors and system crashes than working programs. This
book will hopefully give you a better understanding of the language and
what you can accomplish in this language.

The next segment of the book describes the subject of Intuition in
detail. W. Bleek, a specialist in this area, leads you into the depths of
the Intuition user interface. After reading this section you’ll be able to
easily add screens, windows, gadgets, menus and more to your C
programs.

The third section shows you how to develop an Intuition-based text
editor. Peter Schulz, known for his AssemPro assembler software and
the book Amiga 3D Graphic Programming applies your newly-
acquired knowledge of Intuition to a practical project. You’ll learn how
to work with devices and other libraries.

All in all, this book is one which the serious C programmer will
always want to have within reach of his Amiga.

Bleek, Jennrich, Schulz
February 1988

vii
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1. THE C LANGUAGE

1.

The C language

In 1972 Dennis Ritche began work on improving the B language, an
improved version of the typeless BCPL language (Basic Combined
Programming Language.) The result was the C language.

The C language was developed to ease the implementation of the UNIX
operating system on PDP series computers. Dennis Ritche probably
never dreamed that his language would become so popular among per-
sonal computer users.

C’s popularity stems from its nature—an extremely efficient high-level
language. This efficiency is especially important in home computing,.
Home computers contain limited amounts of memory, may require
large amounts of time for program execution and have low clock
frequencies, therefore a compiler should make a program as small and as
fast as possible.

Code created by a C compiler executes quickly and complies into a
compact form. These two factors are very important to the programmer
who wants to write fast-running programs without the hassle of
learning machine language.

In the early days any C source code could be run on any C compiler.
This was another factor favoring C—portability. As time went on,
however, different operating systems required different compilers (and
different operating system interfaces). This made complete compati-
bility almost impossible.

The 68000-based Amiga, Atart ST and MAC contain many crucial
system differences. For example, any Atari ST system routines (GEM,
VDI and AES) must be replaced with the equivalent Amiga routines if
you want an ST source code to run on the Amiga. This requires a
detailed knowledge of both operating systems.

This incompatibility problem becomes worse when you transfer a C
source code from an IBM PC or compatible to the Amiga. IBM
systems use segmented addressing, requiring the use of FAR declara-
tions of variables and functions. In addition, MS-DOS access occurs
almost exclusively through interrupts. This means that the C
programmer needs detailed knowledge of both operating systems when
converting MS-DOS programs to the Amiga.
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1.1

The compilers

Two Amiga C compilers

Let’s leave the compatibility problem for now and turn to the Amiga.
You have a choice of basically two complete C compilers for the
Amiga—Lattice C and Aztec (Manx) C. Dyed-in-the-wool Lattice
programmers swear to the reliability of the Lattice compiler (some parts
of the Amiga operating system were written with the Lattice compiler).
Meanwhile, Aztec programmers love the speed of their compiler.

The earlier versions of the Lattice compiler were considerably better
than the early versions of Aztec C. The Lattice compiler could handle
arrays which occupied more than 65,535 bytes, while Aztec could not.
In addition, problems arose when trying to compile programs written
for Lattice on the Aztec compiler. On the other hand, Aztec programs
always compiled fine with Lattice. Thus programmers had to stick with
the Lattice compiler if they wanted to be able to use their old programs.
The new Aztec version (Version 3.4a) has no problems with Lattice
compatibility, at least that we could find. We tested a number of pro-
grams developed with Lattice and they all compiled successfully with
Aztec (with the help of a compiler option).

Thus we decided to use the new Aztec compiler exclusively in this
book. The programs will require only minor, if any, modifications to
compile with the Lattice C compiler.

1.1.1

The Aztec compiler

Now we come to the Aztec compiler package. The developer’s version
of the package contains four disks. In addition to the compiler, assem-
bler and linker, these disks contain all of the include files and various
libraries which can be linked to compiled source codes and assembler
programs (see Section 2.3). These disks also feature several useful
utility programs which, for example, allow you to turn your own
routines into libraries.

Let’s look at what you need for using the compiler. Later versions of
the compiler may be different than the descriptions presented here,
which are for Version 3.6A. Compilers are continually being updated
and improved upon. On disk “SYS1:” of the package you will find three
subdirectories in addition to a complete Workbench disk, These are
accessed using the CLI:
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bin/
include/
1lib/

The SYS1:bin/ directory contains all the programs necessary for using
the compiler. These include the compiler itself (cc) which creates
assembler source. The assembler (as) which assembles this source and
the linker (1n) which links the object code of the assembled source
with the libraries found in the SYS1:11ib directory.

The sYS1:include directory contains the individual header or include
files which must be included in each C program. These include and
header files access necessary parts of the operating system.

The second disk, “SYS2:” contains assembler include files and
additional libraries which you can link with your programs, as
necessary (see Section 2.3 for more information). This disk also
contains some example programs.

You can start programming in C with only these two disks—the
standard version of the Aztec compiler. But the developer’s version of
the compiler, which adds a few utility programs, makes compilation
much easier.

The third disk “SYS3:” contains various utility programs (¢.g., make,
and more program examples).

Disk “Library Source:”, contains the source code of the assembler
and C calls for the individual operating system routines in compressed
(ARCed) format. These assembler and C files are assembled, compiled
and combined into c¢.1ib and m.1ib, which can and/or must be linked

to your programs,

First we’ll look at the standard (and most cost-effective) version of the
Aztec compiler. This contains just the disks “syS1:” and “SYS2:”,



1. THE C LANGUAGE

Figure 1.1

stack overflow

linker library

AMIGA C FOR ADVANCED PROGRAMMERS

Disk ‘sysa:

(Assembler Include Files)
{Assembler)
(Compiler)
(Linker)
{(Manx Clock)
(Tool for system
variables)
(Date and time)

1lb (Library hangler)

{examples)
ml.lib

sl.lib
m32.1ib (int=32

(Large data)
setdat

c/ (CLI Commands)
devs/ (Devices)
fonts/ (Fonts)
include/ (C Include-Files)
1/ (Hardware-Handler)
1ib/
c.lib
ma.lib

s32.1ib
ml32.1ib(Large data)
s132.1ibint=32 bits)

m.1lib

clipaesr.c crt0.a68
vars.c wbparse.c
_exist.c _main.c
iff (IFF file demos
lint/

manx.c (function definitions)

(Amiga Librarys)
(Ed's Backup)

Startup sequence
.dbint {for Debugger db)
system/

Disk 1 is enough to compile short programs. You may have to write a
startup sequence to inform the compiler where to find the correct files:

;1.1.A.startup-one
stack 10240 sstack should be at least 10K
;or more
copy df0:1ib/c.lib to ram:

;most common library

;in RAM disk
bin/set INCLUDE=df0:include

;where are the include files?
bin/set CLIB=ram:!df0:1ib

;swhere are the libraries?
bin/set CCTEMP=ram:
;where to put the temporary files?
;set time and date
; (important for developer's!)
;start time and memory display

bin/setdat

run bin/mclk

This startup-sequence first increases the stack to 10240 bytes. This is a
preventative measure which should protect you from a “stack overflow”
when developing programs (you will learn another way of preventing
stack overflow later).

Then the startup-sequence copies the linker library (which must be
linked to every C program) to the RAM disk. This speeds up the access
to the linker library during linking. This library isn’t the same as the
graphics.library, for example, which contains the addresses of each
graphic function in the operating system. The libraries which the linker
binds to the C program consist of small machine language segments
which call the operating system routines when the system library is
used.
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But back to the startup-sequence. Next the environment variables of the
compiler are set. bin/set INCLUDE=Adf0:include tells the com-
piler to look in the A£0 : include directory for include files specified

in your C program.

The CLIB variable performs a similar function. This variable specifies
which directory will be searched to find the libraries for linking.
bin/set CLIB = ram:!d£0:1ib tells the linker to look for the
libraries on the RAM disk first. If it cannot find the files there, the
df0:1ib directory is searched next. If multiple directories are to be
searched, the individual directories are separated by “1”.

The environment variable CCTEMP specifies where the temporary
assembly language files are stored. The compiler creates temporary
assembly language source files in the specified directory which are later
combined into a complete source file and assembled by the assembler.

Next the startup-sequence asks for the current date and time. Those with
battery-backed realtime clocks should set the time and date in the startup
sequence in the manner appropriate for your clock.

Those who don’t own a realtime clock should always enter the correct
time and date. You only need to do this when you turn on the computer
or first start the compiler. After a reset you can bypass the time and date
prompts by pressing <Return>, because the time and date remain
somewhat intact on a reset. This only puts the clock behind by a few
seconds.

Finally, the mc1k program is started. This program displays the current
time, the free chip and fast memory in a small window in the CLI
window’s menu line. This is used to check whether the program you are
developing actually releases all the memory it allocates. You can get
more information about allocated and free memory from the utility
program avail (sys3:bin).

After initialization it’s possible to compile small programs with just
one disk drive. But you will need two disk drives to compile larger pro-
grams. Two disk drives allow you to copy the include files and the
linker libraries onto a second disk, for example. You then have to adapt
the startup sequence accordingly:

;1.1.B.startup~-two

stack 10240 ;stack should be at least 10K
;or more

copy dfl:lib/c.lib to ram: ;most common library
;in RAM disk

bin/set INCLUDE=dfl:include
;where are the include files?
bin/set CLIB=ram:!dfl:lib ;where are the libraries?

bin/set CCTEMP=ram: ;where to put the temporary files?
bin/setdat ;set time and date

; (important for developer'sversion!)
run bin/mclk ;start time and memory display
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Now you have enough room on the disk in drive df0:, disk 1, to write
large programs (approx. 30004000 lines).

Another possibility would be to leave the startup sequence intact and
store the programs on the disk in df1:. This depends on the program-
mer’s preferences. Amiga owners using a hard disk will have to alter
their startup sequence accordingly.

1.1.2

The professional version

The professional version of the compiler allows you to create a script
file that can be executed with execute. This allows compiling,
assembling and linking with one line of entry

A very simple script file, which could be named comp, looks like this:

.key file
cc <file>
1n <file>.o0 -1RAM:c

The source file is first passed to the compiler, which automatically calls
the assembler. The assembler then assembles the assembly language
source created by the compiler. The object file created by the assembler
is then linked with c.1ib to form an executable program.

This script file assumes that the compiler (cc), the assembler (as) and
the linker (1n) are contained in the CLI command directory C:
{commands), and can be treated like normal CLI commands. To do this,
copy these files from the SYS1:bin directory to SYS1:c. The path
command may also be used to set the search path, path SYS1:BIN,
The program to be compiled must be in the current directory.

Assuming the name of the script file is comp, then a C program can be
compiled with execute comp c_prog. You can interrupt the
compiler and linker by pressing <Ctrl><C>. If you call the assembler
separately, you can also interrupt script file processing when assem-
bling.

This is because the FAILAT level defaults to 10 after loading the
Workbench. The compiler and linker interrupt the compilation or link
process after <Ctrl><C> with exit(10). This stops the script file
processing because it determined through the exit () command that a
serious “error” occurred. But since the compiler normally calls the
assembler, the command exit(10) goes to the compiler when <Ctrl>
<C> is pressed, so the script file cannot be interrupted when
assembling.
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Another method for interrupting a script file is pressing <Ctrl><D>.
This key combination interrupts the script file without stopping any of
the programs started from the script file. If the compiler starts and you
press <Ctrl><D>, you must wait until the compiler has finished the
processing.

1.1.3

Figure 1.2

The developer’s version

Script files are impractical for developing larger programming projects,
which normally consist of several modules. For example, if you write a
script file which compiles and links all the modules of a program, you
have to wait until all the modules have been compiled and linked, even
if you made a change in only one of the modules.

You can compile the modified module by hand through a direct call to
the compiler, then link it to the other modules “by hand.” But this gets
rather annoying. This is why the developer’s version of the Aztec C
compiler contains the make tool in addition to the sample programs
and libraries.

mx.1lib (FFP functions for 6881 and
FFP for IEE/Manx
mx32.1ib (Int=32 bit)
mx1.1lib (Large Data)
m8132.1ib mx132.1lib (Large Data and Int=32 bit)

bin/ (tools)

make db

examples/ (C examples)

A makefile lets you easily compile large programs consisting of
multiple modules. You do not have to manually compile a modified
module and then link it with the old modules. make handles all this.

You should copy the make utility into the C: subdirectory of the
“sys1:” disk. Be sure you are working with copies and not the original
disks!

Let’s look at the following four modules and create a makefile to
compile them. The makefile must be in the same directory as the
modaules to be compiled and it must be named makefile.:



1. THE C LANGUAGE ' AMIGA C FOR ADVANCED PROGRAMMERS

/***********************************/

/* modl.c */

/***********************************/

funcl ()

{
printf ("Function 1 calls function 3!\n");
func3();

/***********************************/

/* mod2.c */
/***********************************/

func2()
{

}

printf ("Function 2 is called by function 3!\n");

/***********************************/

/* mod3.c */
/***********************************/

func3()

{
printf ("Function 3 calls function 2!\n");
func2():

i

/***********************************/

/* main.c */
/***********************************/

main()

{
printf ("MAIN calls function 1!\n%):
funcl():

}

The makefile shows how the individual files depend on each other.
For example, the first object file depends on the C source file mod1.c.
This is expressed in the make file in the line mod1.0: modl.c, which
says that the commands in the line after mod1.o: modl.c are executed
if mod1.c is older than mod1.o or if mod1.o does not exist.

In order to determine which file is older than another, the time and date
must be set correctly. The startup sequence calls setdat. Since the
date of the last modification of a file is always stored in the file info
block, make can always determine how old a file is.

Back to the makefile. The first line of your makefile looks like
this:

10
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modl.o: modl.c

The next line shows what should be done if mod1l.o is older than
modl.c:

cc modl

If mod1.o is older than modl.c (i.e., if a change was made to modl.c
since the last time it was compiled), then make creates the new object
file mod1.o (modl.o is updated). The command to be executed accord-
ing to a file-to-file relationship (mod1.0: modl.c) must be indented by
at least one character. The makefile which creates the corresponding
object files from the four C sources looks like this:

modl.o: modl.c
cc modl
mod2.0: mod2.c
cc mod2

mod3.0: mod3.c
cc mod3

main.o: main.c
cc main

Now to create the object file for main.c, you only need to call make
main.o. But you can’t use the individual object files if they are not
linked. Therefore you must add the following lines to the make file:

"func: modl.o mod2.0 mod3.o main.o
1n -o func modl.o mod2.0 mod3.o main.o -1RAM:c"

These two lines indicate that the func file, which represents the exe-
cutable program relies on the four object files. If one of these files is
more recent than func, the func file must be relinked. The make
program checks each object file, and if it determines that a modification
has been made to one of them, it creates the new object file from the
modified C source. This keeps the func program up to date after a
make,

Here is the complete makefile which creates the executable function
from the modules listed before with make func:

modl.o: modl.¢
cc modl
mod2.0: mod2.c
cc mod2
mod3.0: mod3.c
cc mod3
main.o: main.c
cc main
func: modl.o mod2.o0 med3.o0 main.o
1n -0 func modl.o mod2.0 mod3.o main.o -1RAM:c¢

These are make’s simplest functions. If you modify the makefile so
that the linker call (the last two lines) are the first two lines, you can

11
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12

perform the make with just make instead of make func. When the
call is simply make, the first command of the makefile executes.

If you want to execute multiple commands after a file-to-file relation-
ship, you must ensure that each command is on a separate line and is
indented by at least one character. In addition, you must pay attention to
the correct calling sequence of commands, whereby you can use any
CLI command (e.g., cd, delete,etc.):

func: modl.o mod2.0 mod3.o0 main.o

1n -o func modl.o mod2.0 mod3.o0 main.o -1RAM:c
delete modl.o

delete mod2.0

see

Another option of make is the macro definition. In your makefile
the string modl.o0 mod2.0 mod3.0 main.o occurs twice. If you
define this at the start of the makefile you only have to write the
string once. This is particularly useful for programs with many
modules:

OBJECT = modl.o mod2.0 mod3.0 main.o

func: $(OBJECT)
1ln -o func $(OBJECT) -1RAM:c

You don’t have to enter the same string repeatedly. If the string doesn’t
fit on one line, you can “extend” the line with the backslash (\):

OBJECT = modl.o mod2.0 mod3.0 mod4.o mod5.0 mod6.o\
mod7.0 mod8.0 mod9.0 modl0.o main.o

Now you can start writing your own C programs using the make
utility.
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1.1.4

The commercial version

For the sake of completeness we will briefly describe the commercial
version of the Aztec compiler. The only difference between this and the
developer’s version is that a fourth disk contains the assembly language
source for all of the functions. Some support functions for operating
devices are written as C procedures.

Most of the machine language calls appear in a form similar to the
following:

movem.l 4(sp), dO ;get parameter from stack
e sreturn address!

move.l #[BasePointer], a6 slibrary base in register
jsr _LVOFunction(a6) ;call function

rts

There are also routines which perform more complex computations and
manipulations with arguments.

A little tip for those of you who are thinking of purchasing the Aztec
compiler: Consider exactly the extent to which you want to program
the operating system, and whether it is necessary to buy the commercial
version for the function sources. Normally the developer’s version will
do everything you want, and the large price differential is something to
seriously consider.

13



1. THE C LANGUAGE AMIGA C FOR ADVANCED PROGRAMMERS

1.2

The compiler in action

Before we describe the operation of the compiler, we should use it a
little and comment on its features.

1.2.1

14

Comparing files

As an introduction to Aztec programming, we will use a program
which compares two files with each other and displays the differences as
well as the positions at which they occur. To do this, the program must
be told which files to compare. This is done through the command line
of the CLI. The arguments of the command line pass to the program as
the arguments of the main () function:

main (arge, argv)
int argc;
char **argvs

(.00}

argc (argument count) contains the number of arguments. It should be
noted that the program name is interpreted as the first argument. If
argc equals 2, then actually only one argument was specified.

You can access the arguments (strings) with the pointer argv. Let’s
take a look at this pointer:

char **argv;

This structure represents a pointer to a pointer of type char. A pointer
to type char is nothing more than a pointer to a string. Because of
this close relationship between pointers and arrays, you can access the
individual parameters as argv[1],argv([2],etc. argv[1] is the
address of the first argument string. argv [0] contains the address of
the program name string. (You can replace char **argv; with char
*argv [];, which verifies array access to the argument strings).

Now let’s test to see if the correct number of arguments have been
passed. In the example you need two arguments (the names of the two
files to be compared). argc must have the value 3 (remember the
program name!). If it doesn’t, a message goes to the user telling him
which arguments must be passed.
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if (argc i1= 3)

{
printf ("USAGE: compare FILEl FILE2 \n"):
exit (10);

}

It would be a better programming style to react to a “?” as an argument,
printing out some instructions and entering the required parameters
direct from the keyboard. Many CLI commands support this option, but
it’s really not worth the effort to add this to our little example program.

The argument strings are available to you in argv [1] and argv [2]
(axrgv = argument values). You can use these strings as arguments to
the C library function £open().

fopen() requires a second argument in addition to the filename to be
opened. This argument specifies how the file is accessed. The function
fopen (name, “r”) opens an existing file for reading, while the
function fopen (name, “w”) creates a new file which can only be
written,

In the example you only need be concerned with existing files:

Filel = fopen (argv([1l],"r"):
File2 = fopen (argv(2],"r"):

Now let’s try to open the two files. But since you can’t be sure that the
user hasn’t made a mistake in specifying the files, or that the files even
exist, you should test to see if the files actually exist:

if (Filel == OL)

{
printf ("%s cannot be opened !!!\n",argv(1]);
Closelt (10);

}

if (File2 == 0L)

{
printf ("%s cannot be opened !!!\n",argv(2]);
Closelt (10);

}

You may wonder why the letter L follows the 0 in the condition
Filel == 0L, This tells the compiler that it should compare the
pointer Filel with a long value. You could also replace this 0L with
{long) 0.

There is another way to ensure that constants are treated as “long
variables™: the +L compiler option. Here you should note that both
constants and int variables convert to 1ong. When using the +L
option you should link the ¢32.1ib to the program, which ensures
that the argument counter (argc) of main(argc, argv) is actually a
long variable.

15
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If you access this counter using c.1ib and the +L option (e.g., i £
(argc == 3)), then four bytes specify the value of this variable instead
of just two. However, this completely invalidates the result because the
two bytes of the previous int variable now become the two high bytes
of the current long variable (+L option). In addition, the pointers to the
strings shift by two bytes.

But back to the real problem: If the file descriptor returned by fopen()
equals zero, then an error occurred in opening the file. The CloseIt()
routine closes the open files, sends a message to the user and exits the
program. A tip: Programs which allocate memory or perform other
operations which must be undone should have a routine which automat-
ically releases everything previously allocated.

If the files were opened properly, you can now compare them. Now
comes the main loop of the program, which compares the two files
byte for byte for similarities or differences.

The next byte is read from each of the files, and these two bytes are
then compared. If the bytes are identical, then the program reads the
next two bytes. If the bytes are different, the two bytes and the position
in the file at which they occurred are displayed.

It is best to go through the two files inside a while loop, which
terminates when one of the two files has been completely read. The
feof() function determines the end of the file, and the next byte of the
file can be read with £getc.

filepos = 0;
while (!feof(Filel) && !feof(File2))
{

Bytel fgetc(Filel):;

Byte2 fgetc(File2);

if (Bytel != Byte2)

printf ("$%08x %02x <> %02x\n", filepos,Bytel,Byte2);

filepos++;

}

In this loop, the two file bytes (Bytel and Byte2) are compared with
each other and if they differ, a message like the following appears on
the screen:

$00000154 $12 <> $3a

In addition to the two different bytes, their location in the file also
appears. This necessitates a counter variable (£ilepos) which con-
tains the number of bytes read, or the read position within the file.

After the comparison, this counter variable increments by one. If both
files still contain data, the comparison continues. But if one of the files
is empty, the loop ends.
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The file attribute which indicates how many bytes the individual files
contain comes from the following program segments:

if (feof (Filel) && !feof(File2)) /* filel is empty */
/* but File2 is not. */
{

printf ("Comparison terminated !!!\n");

printf .("\"%s\" out of data at $%081x\n",argv([l],filepos-1);
while (!feof(File2))
{

fgete (File2);
filepos++;

}
/* read to end of file */
printf ("\"%$s\" out of data at $%081x\n",argv[2], filepos-1);
}

else

if (!feof(Filel) && feof (File2)) /* File2 is empty */
/* but Filel is not. */

{

printf ("Comparison terminated !!!\n");
printf ("\"%s\" out of data at $%08lx\n",argv([2],filepos-
1;
while (!feof(Filel))
{

fgetc (Filel);
filepos++;

}
/* read to end of file */
printf ("\"%s\" out of data at $%08lx\n",argv[1], filepos-1);
}

The two if instructions test which file is empty. The name of the
empty file and its length are then displayed. The other file is read to the
end and for each byte read the £i 1epos counter increments. After the
end of the file has been reached, this filename and the length of the file
are displayed:

Comparison terminated !!!
Filel out of data at $00000170
File2 out of data at $00000200

A few words about the £ilepos counter. In the first while loop, in
which the comparison between the two file bytes is performed,
filepos always increments by one when one of the two files still has
bytes available. But if it detects the end of a file with feo£(), then the
fgetc inside the loop always reads one more byte than is actually
present. This is why when comparing files of different lengths, one
extra byte is “compared” and printed. You must ensure that this “extra
byte” is subtracted from the size of £ilepos printed.

If both files are the same length, this is determined by the following i £
statement.

17
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else
if (feof (Filel) && feof (File2))
printf ("\"%s\" and \"%s\" have the size: $%081x\n",
argv[l],argv([2],filepos-1);

The following output then results:
FILEl and FILE2 have the same size: $00000123

Now you have to close the open files and exit the program. The
CloseIt() routine performs this task:

CloseIt (Error_Code)
int Error_Code;

if (Filel != 0) fclose (Filel);
if (File2 != 0) fclose (File2);
exit (Error_Code);

}

This routine closes the open files (file descriptor != 0) then terminates
the program with exit(). The Error_Code which exit() passes to
the CLI, and can be used to terminate script files.

Here is the complete program, which also defines all of the variables

used:

/*******************************************************/
/* 1.2.1.A. compare *x/
/* COMPARE *x/
/* (c) Bruno Jennrich */
/* *x/
/* *x/

/* This program compares two files with each other. */
/*******************************************************/

#include "stdio.h"

FILE *Filel,. /* File descriptors */
*File2;
long filepos; /* current file position */
unsigned char Bytel, /* byte read */
Byte2;

main (argc, argv)
int argc;
char **argv;
{
if (argc !'= 3)
{

printf ("USAGE: compare FILEl FILE2 \n");
exit (10);
}

Filel = fopen (argv([1l],"r™); /* open files */
File2 = fopen (argv[2],"r");

if (Filel == 0OL) /* file open() error */

18
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{
printf ("$s cannot be opened !!!\n",argv([1]);
Closelt (10);
}
if (File2 == QL) /* file open() error */
{
printf ("$s cannot be opened !!!\n",argv[2]);
CloseIt (10);
}
filepos = 0; /* current file position = 0 */
while (!feof(Filel) && !feof(File2))
{
Bytel = fgetc (Filel); /* read bytes */
Byte2 = fgetc (File2);
if (Bytel != Byte2) /* output difference */

printf ("$%08lx $%02x <> $%02x\n",
filepos,Bytel,Byte2);
filepos++; /* increment file position */
}

if (feof (Filel) && !feof(File2)) /* filel is empty */
/* but File2 is not. */
{

printf ("Comparison terminated !!!\n");
printf ("\"$s\" out of data at $%081x\n",argv[l],filepos-1);
while (!feof(File2))
{
fgetc (File2);
filepos++;
}
/* read to end of file */
printf ("\"$s\" out of data at $%081x\n",argv([2],filepos-1);

}

else

if (!feof(Filel) && feof(File2)) /* File2 is empty */
/* but Filel is not. */

{

printf ("Comparison terminated !!!\n");
printf ("\"$s\" out of data at $%081lx\n",argv[2],filepos-1);
while (!feof(Filel))

fgetc (Filel);
filepos++;
}
/* read to end of file */
printf ("\"%s\" out of data at $%08lx\n",argv(1l],filepos-
1;
}
else
if (feof (Filel) && feof (File2))
printf ("\"$s\" and \"%s\" have the size: %081lx\n",
argv([l],argv(2],filepos-1);

CloseIt (0);

}
CloseIt (Error_Code)
int Error_Code;
{

19
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if (Filel != 0) fclose (Filel);
if (File2 != 0) fclose (File2);
exit (Error_Code);

}

Since this program consists of just one module, it doesn’t make much
sense to create a makefile for it as well. A script file works just as
well:

.key file
cc <file>
1n +Cb <file> -Lram:c

This script file can (and should) be used for all of the programs in
Chapters 1 and 2, if the libraries are in the RAM disk.

The programs created by this script file are usually loaded into the
computer’s chip memory (+Cb). Even if you have more than 512K of
memory, the program usually goes into the lower 512K if that memory
is available.

If you write a program which doesn’t fit in the remaining chip memory
(about 320K on the Amiga 1000), you can link your program without
the +Cb option. However, you must ensure that the structures which
lie below the 512K boundary are stored there (such as memory
assignments for structures with *pointer_to_struct =
AllocMem(sizeof (struct ...),MEMF_CHIP)).

1.2.2

20

File hex dumps

The program above can be easily rewritten so that it outputs a hex
dump of a file. A hex dump is program output which appears in the
following form:

$00000000 $61 $62 $63 $64 $65 $65 $66 $67 $68  abcdefghi
$00000009 $69

The display is the current read position (first column), hexadecimal
notation of the characters read (second column), and the characters read
in ASCII form.

The program must first be modified so that only one file opens. Here
again you must test for the correct number of parameters:

main (argc, argv)
int argc;
char *argv(];
{

if (argc != 2)

{
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printf ("USAGE: dump FILE \n");
exit (10);
}

_File = fopen (argv[1l],"r");

if (_File == 0)

{ .

printf ("\"%$s\" cannot be opened {!!\n",
argv[l]);

CloseIt (10);

}

}

This should be familiar from the last program. What is new is the addi-
tion of a conversion table:

for (i=0;1i<32 ;i++) Conversion_Table[i]

LI O
o 7

for ( 71<128;i++) Conversion_Table[i] = (char)i;
for «( 71<160;i++) Conversion_Table[i] = '.';
for ( 71<256;i++) Conversion_Table[i] = (char)i;

This conversion table displays the bytes read as characters. You can’t
display all of the ASCII codes. For example, ASCII code “12” clears
the screen. To prevent this sort of thing, all of the printable characters
are stored in a table. Unprintable characters (ASCII codes 0-31 and 128-
159) are represented by periods “.” (see your AmigaBASIC handbook,
Appendix A for a list of ASCII characters).

We used four for loops to construct this table. Note that the
initialization of the loop variable i is missing from the last three for
loops. This is unnecessary. After each for loop the loop variable i
has the same value as the variable used in starting the next £or loop.

Now the individual bytes can be read, after setting the file position to 0:
filepos = 0;

while ((ok = BRead()) != 0)
{

printf ("$%081x ",filepos):;

filepos += ok;

for (i=0;i<ok;i++) printf ("$%02x ",Byteli]):;

printf (" ");

if (ok < WIDTH) for ., ;1<WIDTH;i++) printf (" ")

for (i=0;i<ok;i++)
printf ("%c",Conversion_Table[Bytel[i]l);

printf ("\n");

21
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The condition in the while loop ensures that bytes are read from the
file. To do so, the routine BRead is called, which causes either WIDTH
= 12 bytes or the number of bytes remaining in the file to be read (plus
one, because feof() doesn’t become true until one character has been
read past the end).

The variable z contains the number of variables read:

int BRead()
{
int i;
int z;
for (i=0;i<WIDTH;i++)
if (!feof (_File))
{
Byte[i] = fgetc(_File);
z++;
}

return(z);

}

WIDTH is a constant defined at the beginning of the program. It speci-
fies the number of bytes to be displayed per line. The sample output at
the start of this section was created using a WIDTH of 9. When printing
the hex dump to an 80-column CLI window, WIDTH can be set to 12.
This utilizes the entire width of the window.

When the hex dump is displayed, the file position is printed first
(printf ($%081x ,filepos);). Next the file position increments
by the number of bytes read (filepos += ok;). The result of
BRead() is the number of bytes actually read (while ((ok = BRead())
1=0).

After the file position (and some spaces) has been printed, each byte
must be printed in hexadecimal notation. This is done in a £or loop
(for (i=0; i<ok; i++) print£(*$%02x ”,Byte[i]);). Here the
hexadecimal numbers occupy two characters. A leading zero is placed in
front of the numbers “0” through “f”.

If the number of bytes actually read is less than WIDTH, spaces are
printed for the missing bytes (i £ (ok < WIDTH) for (i=0k;
i<WIDTH; i++) print£(* ™);). It can only occur at the end of the
file that fewer than WIDTH characters could be read, but it still looks
unprofessional if the hexadecimal and ASCII characters are not kept in
their respective columns, such as:

$00000000 $12 $23 $10 $07 $06 $07 $c2 $82 $85 seesssses
$00000009 $12 $23 $10 $07 $06 ceecennes

Therefore the £or loop prints as many spaces as would be used by a
hexadecimal number.
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Now you just have to print the bytes as ASCII characters (for (i=0;
i<ok; i++) print£(“%c”,Conversion_Table [Bytel[ill);).
The previously constructed Conversion_Table is indexed by the
previously read bytes. After the ASCII characters have been printed, a
carriage return is printed (print £(“\n”);) so that subsequent output
appears on the next line.

The file must be closed when the while loop exits (all bytes of the
file have been read). The modified version of CloseIt() used in this
program looks like this:

CloselIt (Error_Code)

int Error_Code;

{
if (_File == 0) fclose (_File);
exit (Error_Code);

}

Here is the entire program, again with the definitions of all variables
and arrays:

/*******************************************************/

/* *x/
/* 1.2.2.A. dump.c */
/* DUMP */
/* (¢) Bruno Jennrich */
/* */
/* */
/* This program creates a hex dump of a file. */

/*******************************************************/
#include "stdio.h™

#define WIDTH 12L /* 12 numbers per line */

/* 80-column screen */
FILE * File; /* file descriptor */
long filepos; /* current file position */

unsigned char Byte[WIDTH]: /* buffer for bytes read */
unsigned char Conversion_Table[256];

/* ASCII - printable conversion */
int ok; /* number of bytes read */

int BRead() °
{

int i;

int z = 0;

for (i=0;i<WIDTH;i++)
if (!feof(_File))
{
Byte[i] = fgetc(_File);
z++;

}

return (z);

23
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}

main (argec, argv)
int argc;

char *argv[];
{
int i; /* loop variable
if (argc != 2) /* too few parameters
{
printf (“USAGE: dump FILE \n");
exit (10);
}
_File = fopen (argv[1l],%r"); /* open file
if (_File == Q) /* file open error
{
printf ("\"%s\" cannot be opened !!!\n",argv([1])
Closelt (10);
}

for (i=0;i<32 ;i++) Conversion_Table[i] .

for ( 71<128;i++) Conversion_Table[i] (char)i;

for ( 7i<160;i++) Conversion_Table[i) .Y

for ( 71<256;i++) Conversion_Table[i] = (char)i;
/* Conversion_Table aufbauen

filepos=0; /* current file position equals 0O
while ((ok = BRead()) != 0)
{
printf ("$%081x ", filepos);
/* print current file position
filepos+=0k; /* increment current file position

for (i=0;i<ok;i++) printf ("$%02x ",Byteli]):
/* hexadecimal numbers

if (ok < WIDTH) for (i=ok;i<WIDTH;i++) printf ("
/* "blank numbers"
printf (" "); /* column divider

for (i=0;i<ok;i++) printf
("%c",Conversion_Table[Byte[i]]);
/* "ASCII" representation
printf (™\n"); /* carriage return

AMIGA C FOR ADVANCED PROGRAMMERS

*/
*/

*/
*/

.
[

*/
*/

*/
*/

*/
) ;

*/
*/

*/
*/
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CloselIt (0): /* bye */
}

CloselIt (Error_Code)
int Error_Code;
{
if (_File != 0) fclose (_File); /* if file open */
/* close it */
exit (Error_Code);
}

1.2.3

A monitor

With a few changes, the hexadecimal dump program can also be used as
a machine language monitor. A monitor lets you view the contents of
the Amiga’s memory. The monitor displays the various memory
contents.

To do this you must tell the program the starting and ending addresses
of the area of memory you want to see. This is done again with com-
mand arguments. Two arguments are passed:

main (argc, argv)
int argc;
char **argv;
{
if (argc !'= 3)
{
printf ("USAGE : mon START END \n");
exit (10);

After you have determined that the correct number of arguments have
been passed, you can start converting them. The starting and ending
addresses are specified as ASCII strings, and must be converted to
numbers. We decided to convert the strings to hexadecimal numbers.
Almost every monitor on the market works with hexadecimal numbers,
S0 your monitor will too.

The Aztec compiler offers a routine which converts an ASCII string
into a hex number. The following is our conversion routine:

unsigned char *atoh (String)
char *String;
{

int i;

unsigned char *hex;
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unsigned long factor;

hex = (unsigned char *)O0L;
factor = 1L;

if (strlen (String) <= 8)
for (i=(strlen(String)=-1);i>=0;i--)
{
if ((String([i] >= '0') && (String([i] <= '9'))
{
hex += (String[i] -'0')*factor;
factor *= 0x10;

if (((String[i] & MASK) >= 'A') &&
((string[i] & MASK) <= 'F'))
{
hex += ((String[i] & MASK) - 'A'+0xa) *factor;
factor *= 0x10;
}
}

return (hex);

}

This routine first sets the return value hex to 0 and factor to 1. The
following steps only occur when the string length doesn’t exceed eight
bytes. This is because the address range of four gigabytes, which the
Amiga can theoretically address, is represented by the addresses from 0
to FFFFFFFF. The highest address is therefore FFFFFFFF. As a
string, this number is eight characters long.

If the string passed to the routine has eight or fewer characters, the
main loop of this function executes. In this loop the string is exam-
ined character by character—starting with the last character of the string
and working toward the first.

In this loop, the value 1 is subtracted from the length of the string in
the initialization of the loop variable (for (i=(strlen(String)-
1);i>=0;1i~~)). This is done because the first character of the string is
String[0] and not String[1]. So you don’t have to subtract one
from subsequent accesses to characters within the loop, you do it once
and for all at the initialization of the loop variable.

The loop distinguishes between two cases:
1.  The character of the string is a number (0-9).
2.  The character of the string is a letter (A-F or a-f).

When calculating the result you have to test to see if the current
character is a digit (0-9) or a hex character (0-F).

In the first case the ASCII value of the digit O is subtracted from the
ASCII value of the digit 0. This is done to obtain the numerical value
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which the digit represents. “1 - 0” yields the number 1. “2 - 0” yields
the number 2, etc. These relationships can be easily seen from an
ASCII table. The ASCII code for the digit 0 is 48, the digit 1 is 49, and
50 on, up to the digit 9, which has the ASCII code 57.

This number is multiplied by factor and added to the previous result.
factor is then multiplied by the value “0x10 = 16”. This causes a
place shift.

In the decimal system the number 123 means:

3 ones + 2 tens + 1 hundred

This is similar for hexadecimal numbers, except that the number 16 is
used as the base instead of 10. The hexadecimal number “123” means:

3 ones + 2 sixteens + 1 two-hundred-fifty-sixes
Or written differently:
3 * 0x1 + 2 * 0x10 + 1 * 0x100

factor runs through 0x1, 0x10, 0x100, etc. Now it may be clear
why the string processing goes from back to front. This guarantees that
the last character of the string represents the ones place of the number.
The second-to-last character is in the sixteens place, the third at the
256’s place, etc.

Now we come to the second case. Here you have a hex digit A-F. Since
you do not assume that you use only upper or lowercase, you first have
to convert the character to uppercase. This is done by masking out bit
4. (String[i] & MASK"“ ="String[i] & (255L-32L)) (see ASCII
table). The ASCII value of the letter “A” is subtracted from the hex
digit in order to get the numerical values 0, 1, 2 etc. Since the digit A
corresponds to the value 0xa or 10, you have to add Oxa to this result.
You can continue the calculation as above.

The starting and ending addresses which determine the memory area can
now be calculated with this function:

lowadress = atoh (argv[l]):
highadress = atoh (argv[2]);

You should note that characters which aren’t valid hex digits are
ignored. The string 12$$5 returns the same value as 125.

Now test to see if the starting address is lower than the ending address
of the memory range. The memory is processed in ascending order:

27
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if (lowadress > highadress)

{
printf ("START must be less than END !\n")
exit (10);

}

If the starting address is larger than the ending address, the program
exits immediately. If the starting address is less than the ending address,
then you can use the conversion table from the previous program
example:

for (i=0;i<32 ;i++) Conversion_Table(i]

T T
LI 4

for ( ;1<128;i++) Conversion_Table[i] = (char)i;
for ( 71<160;i++) Conversion_Table[i] = '.';
for ( ;i<256;i++) Conversion_Table[i] = (char)i;

Similar to the way you used £ilepos in the previous programs to
determine the current file position, use pos here to store the value of
the memory location to display. At the start this contains the value of
lowadress:

pos = lowadress;

Now you can start displaying the memory contents. This should be
done in a separate routine because you have to test when the output
should stop.

In the hex dump of a file it wasn’t so hard because the Read() function
would tell you if you could continue to read from the file or not.
Read() also told you how many bytes had to be printed.

You have to calculate the number of characters to display yourself:

width = WIDTH;

while (pos < highadress)
if ((highadress-pos) >= width) Show (WIDTH);
else Show (highadress-pos):;

As long as the value of pos has not reached the address of the highest
memory location to display, bytes are displayed. You also need to check
to see if you have enough bytes to fit in a line (Show(WIDTH)) or
fewer.

If the number of bytes to print is less than the number of bytes which
can be displayed on a line (WIDTH), then only the remaining bytes are
displayed (Show (highadress-pos)).

To test to see if fewer than WIDTH bytes are remaining to be printed,
you must compare the number of bytes to be printed (highadress-
pos) with the number of bytes which can be displayed on a line.
Unfortunately, the Aztec compiler does not understand long constants
(like 12L) in a comparison of long constants (an exception is “==" in
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which long constants are not processed). Long constants are correctly
handled in assignments and as parameters to procedures.

We used a little trick: We assigned the value of the long constant to a
long variable and used this variable in the comparison. The compiler
understands this (you don’t have to use this trick with the +L option
and the ¢32.11b library).

Now on to the routine responsible for printing the bytes on the screen.
It should look familiar to you—we made a few small changes:

Show (ok)
long ok;
{

int 1i;

printf ("$%081x ",pos);

for (i=0;i<ok;i++)
printf("$%02x ", * (pos+i));

if (ok < WIDTH) for ( ;1<WIDTH;i++) printf (" )2
printf (™ ");

for (i=0;i<ok;i++)
printf ("%c",Conversion_Table[*(pos++)];:

printf ("\n");
}

This routine first outputs the address of the first byte to be displayed on
the line. Then each byte is printed in hexadecimal notation. The method
used to make sure that the ASCII versions of the bytes are always
aligned when there are fewer then WIDTH characters to be printed is also
familiar.

The access to pos is something new. This variable (a pointer) is
accessed with *(pos+1). This means: Add the value i to the current
address stored in pos, and return the contents of the memory location
to which this result points.

The same goes for *(pos++). This means: Increment the value of pos
by one and return the contents of the memory location to which this
value points.

The parentheses are necessary in both cases. * has a higher precedence
than ++. If the parentheses were omitted, *pos++ would mean: Get
the contents of the memory location to which pos points and then
increment the value of pos.

Here again is the complete program:
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/**************************************************************/

/* 1.2.3.A.mon.c */
/* */
/* MON */
/* (c) Bruno Jennrich */
/% *x/
/* */
/* This program outputs a memory range 4
/* as a hex dump. *x/

/***********************************************t*i************/

#define WIDTH 12L /* number of bytes to display */
#define MASK (255L-32L) /* for conversion to uppercase */

unsigned char Conversion Table[256];

/* conversion table */

unsigned char *lowadress, /* lowest address to be displayed */

*highadress; /* highest address to be displayed */

unsigned char *pos; /* current address or position */

unsigned char *atoh (String)

/* in memory */

/* digit string to hex */

char *String;

{
int i;
unsigned char *hex; /* result */
unsigned long factor; /* place factor */
hex = (unsigned char *)0L; /* result = 0 */
factor = 1L; /* factor equals 1 (one place) */

if (strlen (String) <= 8) /* more than eight characters */

for (i=(strlen(string)-1);i>=0;i--)

{
if ((String[i] >= '0') && (String[i] <= '9'))
{ /* figures */
hex += (String[i] = '0')*factor;
factor *= 0x10;
}
if (((String[i] & MASK) >= 'A-) &&
((String[i] & MASK) <= 'F'))
{ /* Hex-figures */
hex += ((String[i] & MASK)-'A'+0xa)*factor;
factor *= 0x10;
}
}
return (hex);
}
main (argc, argv)
int argce;
char **argv;
{
int i;
if (argc != 3) /* number of parameters is wrong */
printf ("USAGE: mon START END\n%);
exit (10);
}
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lowadress = atoh (argv(1l]);
highadress = atoh (argv(2]);

/* calculate lowest and */
/* highest addresses */

if (lowadress > highadress) /* error in input */
{

printf ("START must be less than END !!!\n");

exit (10);
}

I-"-
(char)i;
l.l;

(char)i;

for (i=0;i<32 ;i++) Conversion Table[i]
for ( ;i<128;i++) Conversion_Table[i]
for ( ;i<160;i++) Conversion Table[i]
for ( ;i<256;i++) Conversion_Table([i]

[ T

/* build conversion table */

pos = lowadress; /* current position equals */
/*lowest address */

while (pos < highadress) /* output loop */

if ((long) (highadress-pos) >= WIDTH) Show (WIDTH);
else Show ((long) (highadress-pos));

}
Show (ok)
long ok;
{
int i;
printf ("$%08lx “,pos); /* output position
for (i=0;i<ok;i++)
printf ("$%02x ", * (pos+i)); /* output byte as hex
if (ok < WIDTH) for ¢ 2 i<WIDTH; i++)
printf (" "), /* fill space with
/* blanks
printf (" ");
for (i=0;i<ok;i++)
printf ("%c",Conversion_Table[*(pos++)]);
/* bytes as hex
printf("\n"); /* carriage return
}

x/

*/

*/

*/

x/
x/

Note that the contents of the specified ending address are not printed.
mon 100 200 displays the contents of memory locations hex 100 to
up to and including hex 1££.
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2.

Redirection

C Compiler Operations

The compiler, assembler and linker are all common to the two popular
C compiler implementations. We will now look at these three and their
options and take a closer look at the compiler during compilation.

First let’s look at how the compiler is called. It follows this form:
cc [>output_file] [options] prog[.c]

Everything in square brackets is optional. You must specify the name
of the file to be compiled. It doesn’t matter to the compiler if you enter
CcC program.c Or cc program.

The output_file and options arguments can be optionally
specified. The output_£ile is especially useful during program
development. All messages displayed by the compiler (including error
messages) are written to this file. For example, if you enter cc >prt:
program the following is sent to the printer, assuming that no errors
occur in the program:

"Aztec C68K 3.6a 12-18-87 (C) 1982-1987 by Manx Software
Systems, Inc.
Aztec 68000 Assembler 3.6a 12-18-87"

You can also send the messages to a disk file named errors.c and
then read this file with ED (cc >errors.c program).

The ability to send the output to another file or device is called
redirection. It can be used with almost any CLI command, including the
assembler and linker. For example, dir >prt: sends the current
directory to the printer.

When redirecting compiler messages, you should bear in mind that
when five errors (not warnings) have occurred, the compiler asks the
user if he wants to continue compiling. This has the advantage that

error messages don’t scroll quickly off the screen. You can see all of the
error messages, even if there are too many to fit on the screen at a time.

This is unnecessary when sending the messages to the printer or a file.
You should disable this feature using the compiler option -B.

An error message always has the following format:

Listing_of_the line in_which_the_error_occurred
~

program_name.c:error_line: ERROR number: description:
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/* example of error message */

}

~

test.c:23: ERROR 69: missing semicolon

The caret (A) shows where the compiler believes the error occurred. The
compiler doesn’t notice the missing semicolon error, number 69, until
one line later. Since it is an unwritten law that only one function is
written per line (excluding i £ statements where commands only appear
in the “then” segment of the function), this error always occurs one line
later.

Now we come to the compiler options:

-A The assembler doesn’t automatically start when the
compiler is finished.
-Dsymbol [=value]

This option assigns the optional value to the
specified symbol. -DNAME=value is the same as
#define NAME value, while -DNAME causes
the symbol to represent the value 1 (#define
NAME 1).

-Idirectory The include files are read from the specified
directory. If you want to search multiple directories,
you can separate directories with exclamation
points (-Idirl!dir2!dir3).

-0 filename The object file (or the assembler source, if the -A
option is used) is written to the specified file.

-S Warning messages are suppressed (silent option).

-T The lines of C source code are included in the
assembler source as comments. This option only
makes sense with the —A option.

-B This option suppresses the halting of message out-
put after every five messages. When directing error
messages to the printer, for example, it doesn’t
make sense for the compiler to stop after every five
messages to ask you if you want to continue.

-Enumber This option allocates an expression table with
numeric entries. This expression table is used when
the compiler evaluates for loops, switch/case
statements, etc.

~Lnumber This option reserves numeric entries for the local
symbol table. This local symbol table is used for
variable definitions and declarations within func-
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tions or blocks (program segments are enclosed in
curly braces).

This option allocates a case table with numeric
entries. This case table is used when compiling
switch statements.

This option allocates a string table with number
bytes. The string table is used for storing strings
during compilation.

This option suppresses creation of public
.begin in the assembly language file. This is
important when creating multiple modules to
prevent the command jmp Jbegin from being
included in every module.

Creates “large code” (see Section 2.3).
Creates “large data” (see Section 2.3).

This option saves the symbol table created by the
compiler for a program.

This option loads the symbol table previously
saved with +H. This allows you to compile, save
and reload the include files used by a program.
This increases the speed of later compilations
because the include files don’t need recompiling
each time.

This option instructs the compiler to interpret all
int variables and constants as 1ong. Together
with the ¢32.11b library, this configures Aztec C
to compile source codes originally written for
Lattice.

The strings used in the program are written to the
data segment.

Calculations are performed in single precision.
m.1ib must be linked with the object file.

Calculations are performed in double precision.
You must link in ma.1lib or mx.1ib when using
the double precision floating point libraries.

This option enables the 68881 math coprocessor
for calculations. When using this coprocessor,
which must naturally be installed, you must link in
the m8.1ib.
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+m This option checks the stack for overflow. If over-
flow occurs, a runtime error is produced.

-n Debugging information is added to the assembler
source, which is further processed by the assembler.

+P This option is identical to the options +C +D +L.
In addition, the registers D2 and D3 are saved before
each function call. This option requires that the
c132.1ib be linked with the main program.

+r The A4 register can be used as a register variable.
This option requires using the large code and data
model and that the c1.1ib or c132.1ib be
linked with the main program.

Some of these options are self-explanatory, such as the -A option
which you can remember as “minus assembler”, It tells the compiler
not to start the assembler as it usually does.

When the -A option is used, you still have to tell the compiler where
to write the assembly language source file which it normally creates on
the RAM disk (see CCTEMP variable) and deletes later. You must
specify the name of the assembly source file with the =0 option. The
compiler and assembler can then be called separately:

cc -A -0 program.asm program.c
as program.asm

It’s more than just passing additional arguments to cc. You also have
to call the assembler “by hand,” which creates the object file
program.o from program. asm. If you specify only the -0 option
(without -A) when compiling, the object file created by the assembler
(now called by the compiler) has the specified name.

Normally you don’t have to specify the name for the object file because
it automatically has the same root name as the C source file, but with
an extension of .o. If your program is large enough that you have to
conserve every byte of space on the disk, you should remove the object
file after each link with delete. This can be done with the profes-
sional version in the script file or with the developer’s version in the
makefile. This is useful only when you have multiple programs on
the disk, each of which consists of only one module.
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2.1

How a C compiler works

In order to explain the additional compiler options, lets take a closer
look at the compiler itself. We want to see what the compiler does with
a source code, which is really only an ASCII file.

First, the compiler looks for obvious errors. The compiler knows, for
example, that a semicolon must follow each statement. If the compiler
does not find the semicolon after a statement, it displays an error mes-
sage. If the condition is missing in an if statement, the compiler tells
the user. However, the compiler cannot recognize all other errors. These
are the errors which only you as the programmer can determine. These
errors usually manifest themselves in system crashes, or when the
compiled program doesn’t do what you expected it to do. Then the
debugger comes into play (see Section 2.5).

A typical error of this type is exchanging “=" for “==", using “=" in the
condition of an if statement when “==" is intended. Another common
error is accessing a non-existent array element:

int arrayl(4};

This array contains the elements 0, 1, 2 and 3, for a total of four
elements. But if you assign a value to array [4], the “fifth” element,
you may change another program variable, or even cause the program to
crash.

When hunting down these errors, it helps to have a good eye and a feel
for where such errors can hide. Failing good eyes and programming
know-how, the debugger can help.

After the error test comes the translation of statements and expressions
into assembly language. This translation can take place immediately
after checking a statement for errors, or after checking the entire pro-
gram, depending on the compiler.
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Internal organization of variables and
structures

The program translation can begin if the program is free of syntax
errors, etc. Generally a C program consists of variable definitions and
declarations in addition to statements. ‘

Before looking at actual C statements, let’s look at how variables and
structures are compiled:

First the individual variable types must be determined. The C language
recognizes the following scalar types:

int, long, char, short, unsigned char, unsigned int,
unsigned long, float, double and pointers

Structured types are arrays (or vectors), st ructs, enumerated types,
bit fields and unions.

The compiler encodes each type and stores the variable name and its
type code in the global symbol table. It should be pointed out here that
the following symbol tables are for an ideal C compiler and not the
Aztec compiler. But the Aztec compiler works according to the same
principle as the ideal compiler.

int i_wval;
char c_val;

Symbol table:

"i val"/code_int/end_code/"c_val"/code char/end_code

It looks similar for structures. Here you have the name of the structure,
followed by a code (a single byte) for the start of the structure. Then the
variables contained in the structure are listed:

struct nonsense

{
int hello;

char na;
unsigned char good_day;
}:

Symbol table:

"nonsense“/"code_structure_type/"hello"/code_inf/
"na"/code_char/"good_day"/code_unsigned_char/end_code

This is a structure declaration. The individual codes are represented here
with text (e.g., code_char instead of a byte value). The structure
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cannot be used until a suitable variable has been defined (st ruct
nonsense nonsense_structure). This is also possible with
typedef (typedef struct {..} structure_type_name).
Scalar types can also be renamed with typede£:

"typedef unsigned char BYTE"

Symbol table:

"BYTE"/code_type begin/code_unsigned/code_char/end code

The include file exec/types.h contains a number of new types
which are used in almost every include file. They are required for
using include files and must be included before any of the other
include files can be used.

But back to structures. The symbol table for a structure definition looks
like this:

struct nonsense nonsense_structure;

Symbol table:

"nonsense_structure"/code_structure_begin/
"nonsense"/code_structure_type/end_code

You can directly define a nonsense_structure. The structure is
then no longer available for future definitions:

struct

{

int hello;

char na;

unsigned char good_day;
} nonsense_structure;

Symbol table:

"nonsense_structure"/"code_structure_begin/
"hello"/code_int/"na"/code_char/
"good_day"/code_unsigned_char/end_code

A definition of the form struct nonsense_structure name is
no longer allowed here. The declaration of bit fields, arrays, enumerated
types and unions is similar to that of structures:

int digits[6];

Symbol table:

"digits"/code_array/code_int/6/end_code
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ENUMERATED:

enum color = {red, green, blue};

Symbol table:

"color"/code_enum/"red"/0/"green"/1/"blue"/2/end_code

Compiler assigned integer numbers represent the individual enumerated
types in the program. The same effect can be achieved with a set of
#define instructions. Instead of enum color = {red, green,
blue} you could write:

#define red 0O
#define green 1
#define blue 2

int color;

It should be noted that a #defined symbol simply replaces it with the
string which follows it. In the symbol table, the values of #defined
symbols are therefore stored as strings:

Symbol table for defines:

"red"/code_define/"0"/end_code/"green"/code_define/
"1"/end_code/"blue"/code_define/"2"/end code

Caution should be used especially for mathematical expressions:
#define sum a+b
printf("sd %d%, sum, sum*10);

The print £ function first prints the sum of the two variables a+b. If
the second output is supposed to be the sum multiplied by ten, you
will probably be disappointed here. The compiler sees sum*10 and
generates a+b*10, It adds the value of a to ten times the value of b.
You should put the equation in parentheses to avoid this:

#define sum (a+b)

co e

The #ifdef,#ifndef and #endif directives should also be
mentioned in the context of #define. These occur often in include
files and are usually used to ensure that an include file compiles only
once, since otherwise this would lead to errors (redefined symbols, etc.).
Since most include files are built from others, includes often appear
within include files:

/* **%% Include-File **** %/

#ifndef EXEC_TYPES H /* if EXEC_TYPES H is not */
/* defined, */
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#include "exec/types.h" /* then include exec/types.h */
#endif

#ifndef GFX_H /* if GFX_H is not defined, */
#include "graphics/gfx.h" /* then include graphics/gfx.h */
#endif

The compiler can use the symbol table to check to see if a symbol is
defined (#ifdef) or not (#i £ndef). The compiler can then determine
the fate of the statements enclosed in the #1 f... — #endif block. Each
include file defines a symbol at the start with the name
"IncludeFile_H".

Now let’s look at bit fields. These are a new feature added to Aztec
compiler version 3.4a. As the name implies, bit fields provide a way of
organizing individual bits of information. They are declared similarly to
structures:

struct bitfield

{
unsigned 2:; /* bits 0 and 1 */
unsigned 1: a; /* bit 2 */
unsigned 1: b; /* bit 3 */
unsigned 1: c; /* bit 4 */
unsigned 3:; /* bits 5-7 */f

}:

struct bitfield bf;

This declaration creates an eight-bit-wide bit field. You can now access
bits 2, 3 and 4 with bf.a,bf.b and bf.c. You can only set these
variables to O or 1. This is logical, since a single bit can have only one
of two values.

You cannot access bits 0, 1, 5, 6 and 7 because they were not assigned
names. These bits were “skipped” as told by the unsigned 2:; and
unsigned 3:; directives.

The symbol table for bit field declaration and definition above looks
like this:

Symbol table:

"bitfield"/code_type begin/""/code bit0/""/code bitl/
"a"/code bit2/"b"/code_bit3/"c"/code_bit4/""/code_bit5/
"n/code_bit6/""/code_bit7/end_code

Definition:

"bf"/code_structure_start/code_type/"bitfield"/end_code

Now let’s look at the last of the non-scalar data types—the union
union designates a variable which can consist of more than one data

type:
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union number

{
int i;
float £;

}
union number n;

Symbol table:

"number"/code_union_type/"i"/code_int/"f"/code_float/
end_code

Definition:

"n"/code_union_type/"number"/end_code

The variables i and £ occupy the same storage space. Therefore, this
variable can be interpreted as either type.

There are also pointers to the individual variables, structures and arrays,
so we must introduce the code for pointers:

int *pointer;
struct nonsense *sensible;

Symbol table:

"pointer"/code_pointer/"sensible"/code_int/end code/
"sensible"/code pointer/"nonsense"/code_structure_type/
end_code

The symbol table constructed during the compilation is needed when-
ever a variable is accessed. If you want to increment the variable i
(i++), for example, the compiler must know the variable type of i.

Assuming that i isan int object, the compiler then knows that this
variable is 16 bits wide and that it must generate the statement
add.w #1,address_of_i and not add.b #1,address_of_i or
add.l #1,address_of_1i for the assembly language source.

It is similar when accessing the values of structure elements, e.g.,
sensible->hello = 0. The compiler must first find out if
sensible is really a pointer. From the symbol table it learns:
sensible/code_ pointer and knows that sensible is a pointer.
Now it must determine what kind of object sensible points to. If
sensible points to an int variable, than the line sensible-
>hello doesn’t make sense, because int variables don’t contain
additional elements, as do structures.

From the symbol table the compiler discovers that sensible points
to a structure. The “->” is therefore allowed. sensible->hello can
also be replaced with (*sensible).hello, whereby it should be
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noted that the period (.) has higher priority than the star (*) in front of
sensible, which is why the parentheses are necessary.

If you wrote sensible.hello, the compiler would respond with an
error message (incorrect pointer usage).

Now the compiler must check to see if the structure to which
sensible points has an element named hello. It also gets this
information from the symbol table. First sensible points to a
nonsense object, and in the symbol table entry for nonsense the
element hello occurs. Now the compiler just has to check to see if
the assignment of O is allowed to the variable hello of the
nonsense structure, and if so, it must determine what this assign-
ment should look like. After the compiler has determined from the
symbol table entry for nonsense that hello is an int object, it
can produce clr.w address_of_sensible->hello.

During the compilation, the compiler checks the type of each variable
whenever it is accessed. If you try to assign a variable to a variable of a
different type, the compiler produces a warning which tells you that an
illegal type assignment is being performed.

The compiler automatically performs the appropriate type conversions
when assigning standard types like char, int and long. In the
assignment of an int object to a char variable, for example, only the
lower eight bits of the int object are passed to the char variable,
while the missing bits in the assignment of char to 1ong are filled
with zeroes (signs are added as needed).

Type conversion becomes problematical in connection with pointers:

int *Inputil:;
char *string = “"The Amiga is tops!!";

string = Inputl;

The compiler isn’t certain if the programmer knows that he has
assigned two pointers with different types. Therefore, the compiler
displays a warning which warns the user about a potentially incorrect
pointer assignment.

It can be desirable to assign an int pointer to a char pointer, perhaps
to access the high-order byte of the int variable through the int
pointer. This is possible with a char pointer because char objects
are only one byte wide and after st ring++ the pointer st ring
points to the next address.

If you want an assignment like this to occur, you should let the com-
piler know this with the help of a type cast:

string = (char *) input;
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The program segment above illustrates two features beside the cast:
First, a variable is initialized in its definition, and second, strings are
used.

When initializing a variable the location at which the variable definition
rests is important. If the variable was defined outside a function, the
storage space occupied by this variable is assigned with dc.<b/w/1>
value:

/**************************/

/* C code */
/**************************/

char *string = "The Amiga is tops!!";

/**************************/
/* Assembly language */

/**************************/

dseg ;data segment

ds 0 ;reserve 0 bytes

public _String ;global variable
_String: sallocate memory

dc.l .1+0 swith address of string

cseg ;code segment
.1

dc.b 84,104,101, 32,65,109,105,103,97,32,105,115,32,84

dec.b 111, 112,115, 33,33,0 ;ASCII Codes

ds O snull byte

oee
public _main
_main: shere we start

When initializing within a function, things look different:

/**************************/

/* C code */

/**************************/

proc()

{
char *string = "The Amiga is tops!!";

/**************************/

/* Assembly language */
/**************************/

public _proc sprocedure is ‘'global’
_proc:

link a5,#.2 ' sallocate stack storage

movem.l .8,-(sp) ;save registers
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lea .1,a0 ;address of the string -> ad
move.l a0,-4(aS) ;a0 -> variable '_string®

movem.l (sp)+,.8
unlk a5
rts

.2 equ -4

reg

.
w

dc.b 84,104,101, 32,65,109,105,103,97,32,105,115,32,84
dec.b 111, 112,115, 33,33,0
ds O ;null byte

As you see, the strings are in an unusual form. The ASCII codes of the
characters, not the characters themselves, go into the assembler file (see
Section 2.2 for information about the common assembler directives
global, public, dseg and cseg).

Here we should probably explain the width of the individual variables:

Char objects are always one byte wide and therefore have a value range
from -128 to 127 or 0-255, if you use “unsigned char”. Int
variables occupy two bytes with a value range of -32768 to 32767 or 0-
65535. Long objects are four bytes wide with a value range of -
2147483648 to 2147483647 or 0-4294967296. Float variables
contain four bytes and double variables 8 bytes.

Pointers are variables which contain the starting address of a variable or
structure. Because the 68000 can theoretically address four gigabytes,
pointers must have a range of 0 to 4294967296. Therefore a pointer
always occupies four bytes, regardless of what type they point to.

If you want to increment or decrement a pointer to a 1ong object, you
should note that four bytes are added to or subtracted from the old
address. The pointer points to the next 1ong object. The same applies
to pointers to structures. Assuming a structure holds 95 bytes, then
incrementing a pointer to such a structure with <pointer>++ or
<pointer>=<pointer>+ 1 increments the address by 95.

All this time you have assumed that your program only declares and
defines variables outside functions. But you can also define variables
within a function which are available only for that function. Take a
look at the following program:

int i;
main () {...}
prroc()
{
int 1i;
i=...;
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The variable i appears twice. If you access i in any line of the prroc
function, the compiler knows that you mean the i defined within this
routine. The compiler needs a second symbol table to recognize this. If
the compiler wrote the symbol code for the variable i in the global
symbol table, then it is unable to distinguish between the global i
defined before main() and the i in proc().

The local symbol table is used whenever variables are declared and used
within a function. When the function is compiled, the next function can
access the entire memory range of the local symbol table. When a vari-
able is accessed in the routine, the compiler looks for the variable in the
local symbol table first. If the variable could not be found there, then
the compiler searches the global symbol table. When using libraries,
defining the library base pointer inside or outside the function is impor-
tant. For example, if you define the pointer to the Intuition library
(struct IntuitionBase *IntuitionBase) within a function
(e.g-, main(}), then you cannot use the Intuition functions.

They require the variable _IntuitionBase, which can only be made
available for other modules and linker libraries with the assembler
directive global _IntuitionBase,4.If IntuitionBase is
defined within a function, then only stack space is reserved for this
pointer, which cannot be accessed with the label _IntuitionBase.

But back to the local symbol table. Naturally it also needs space in
memory. The compiler automatically allocates 1040 bytes for it. If the
compiler gives you the error message Local table full (Use ~1),
you should follow its advice and increase the memory for the local
symbol table with the -L option. You should note that an entry is 26
bytes long. ~L40 reserves 1040 bytes.

The global symbol table can also be saved—the local symbol table
cannot. This is especially useful when you write programs which use
many include files.

You can separately compile the include file block (which may contain
only include files) and then store the symbol table by using the +H
option (cc +Hcompiler_includes include_block.h)
whereby the include block looks something like:

#include "exec/types.h"
#include “"graphics/gfx.h"

#include "graphics/gels.h"

Afterward you can read this symbol table back in with the +I option
(cc +Icompiled_includes program.c). This saves the time of
reading the individual include files and constructing the symbol table.
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2.1.2

Software organization of variables and
structures

The contents of variables and structures must be stored in memory
locations. The functions request the required memory space from the
system stack if no other storage class (extern, static, auto,
register) is specified for the variable. To do this, the compiler first
uses the symbol table to calculate the number of bytes which must be
reserved.

Since the compiler knows which variables are being used, and it can
find out exactly how much memory is required by each, this calculation
is simple. The compiler also accesses the symbol table extensively
when the sizeo£() instruction is used.

But it can lead to serious problems if the variables require more space
than the stack has available. You can enable the stack checking with the
+m option. Before each routine executes, the routine _st kchk#() is
called, which calls the routine _stkover() if a stack overflow is
detected. On a stack overflow, _stkover() immediately halts the
program and sometimes displays the reset requester (Finish all
disk activity...).

According to the Aztec manual, _stkover() supposedly informs the
user of a stack overflow. Unfortunately it doesn’t always work that
way. Sometimes the guru appears. But you can write your own

stkover() routine. This routine should be written in machine
language so that it can use an alternate stack. It should be noted that
address register a7, which is the stack pointer, points to the highest
address of the alternate stack area, since a stack “grows” down.

When linking this new _stkover() routine, you should note that a
routine by the same name is already stored in the c.1ib. The linker
also has a second machine language routine by the name of

___stkover: available—the first is yours and the second is that from
c.1ib (an underscore precedes the name of the C procedure in assembly
language). The linker uses your routine without the use of a linker
option, however, since it appears before that in c.1ib.

You check for stack overflow only in the development phases.
Programs which have to call _stkchk#() every time they enter a
routine become slower and longer.

Now we come to variable organization in assembly language. Here is a
short C program:
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/*********************/

/* C language

*/

/*********************/

int c;

main ()

{
int j;
j=0;
ceed

}

proc()

{
int i;
c=0;
csed

}

For the sake of simplicity, we are using only int variables here. But
the principle is the same for allocating or reserving memory for struc-

tures, arrays, etc.

Let’s look at the assembly source created by the compiler:

Jits =8
global _¢,2

‘public _main

_main:
link a5, #.2
movem.1l .3,-(sp)

clr.w -2(a5)

A4
movem.l (sp)+,.3

unlnk
rts

a5

equ -2

reg

public _proc
link a5,#.9
movem.l .10,~(sp)
clr.w _¢

.3

.11
movem.1l (sp)+,.10
unlnk a5
rts

.9 equ =2

.10 reg
public .begin
dseg
end

;senseless!?!

stells the assembler to reserve
;two bytes for _c. Same as
;" c: ds.b 2"

;_main is known to all modules
;"%as is _c"

;a5 to -(sp), sp to a5, sp + #.2
sregisters on stack (no register
;list specified!) variable stack
;access variable j

;saved register contents from stack
sback to register
;a5 to sp,-(sp) to a5

;2 bytes for int object

;registers to be saved (list empty)
;'proc' is known to all modules.
;allocate variable stack

;save registers

;c=0

;2 bytes for i
;no registers to be saved

;start of the data segment
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The variable storage for variables in functions comes from the stack,
while the storage for global variables, which are defined outside the
functions, occupies “normal” memory. These declarations look similar
for structures and arrays, except more bytes are reserved. For unions,
sufficient storage is reserved for the largest variant in the union. This
memory space is then accessed when a union element is accessed:

/*********************/

/* C language *x/
/*********************/

union num
{
int i;
float f;
}

union num z;

main()
{
z.f=1.1;
.i=10;

Let’s look at the assembly source created by the compiler:

global _z,4 sreserve bytes for the union
7 (global)
public _main

_main:

link a5, #.2

movem.l .3,-(sp)

move.l #$8ccccddl,_z ;z.f = 1.1 (float
representation);

move.w #10,_2 iz.i=0

movem.l -(sp),.3

unlk aS

rts
.2 equ O ;no local variables
.3 reg

public .begin

dseg

end

When accessing a structure or array element, the offset of the element in

question must be computed in addition to the base address of the struc-
ture or array:
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/*********************/

/* C language */
/*********************/

main ()

{
struct Structure

{
int Elementl;
long Element2;
float Element3;
}

struct Structure s;
struct Structure t;

0;

s.Elementl
s.Element2
s=t;

}

s.Element3;

Let’s look at the assembly source created by the compiler:

public _main
_main:

link a5,#.2

movem.,l .3,-(sp)

clr.w -10(a5) ;s.Elementl = 0

move.l -4(aS5),do0 ;s.Element3 -> dO

jsr Ffix# ;convert float to long
move.l do,-8(a5) +d0 —> s.Element2

lea -10(ab5),a0 ;&s to a0

lea -20(aS5),al ;&t to al

move.l (al)+, (a0)+ ;convert bytes

move.l (al)+, (al)+
move.w (al)+, (a0)+

movem.l (sp)+,.3
unlk a5
rts

.2 equ -20

.3 reg
public .begin
dseg
end

As you can see, this program uses variables of type £1loat. It must
therefore be compiled with the +£i options. When using double
variables, the +££ option must be used. When using the 68881 math
coprocessor you must compile your programs with the +£8 option. In
all three cases math routines are needed which are not in the c.1ib
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library, therefore m.1ib, ma.1lib or mx.1ib must also be linked in
with the object file.

Now we’ll look at the memory classes we mentioned earlier: With the
memory class extern you are informing the compiler that the
variable is found in a different module. The compiler must not reserve
any space for this variable here since this must be done in another
module. If this does not happen, the linker displays an unresolved
reference error.

If you use the extern class in a variable declaration in a function, the
global symbol table searches for the variable. If you want to use a
global variable, you should always specify the storage class extern in
the declaration. This way you always know which variables in the func-
tion are being used; which are local and which are global:

int i;
proc()
{
extern int i; /* access to global i (declaration) */
int j; /* local (auto) j (definition) */

}

The static storage class gives the compiler information about the
type of storage which should be used for the variable. Normally all of
the variables in a function are auto. This means that memory space is
allocated on the stack when the function is entered, and then released
when control leaves it. If you declare a variable static, then the
memory space is taken from the normal program storage. When the
function is left, the value is retained so that you can use the old value
when the function is re-entered. The bss directive of the assembler is
used to assign static storage space. This is similar to the global
directive, except that the storage space for the routine in which the
static variable is defined is valid. This results because the variable is
not accessed by its name, as in global_c,2, but with a normal label
(like .4).

static variables are particularly useful in recursive functions. They
can be used as counters or to quickly pass arguments without having to
pass them to the function every time (see Section 2.1.4).

With the register storage class, a CPU register is used to hold the
value. You can declare any scalar variable type as a register vari-
able. Note that double variables which are declared as register
must have some bytes truncated. double variables are eight bytes
wide, but the address and data registers of the 68000 can hold only four
bytes each.

The registers D0, D1, D2, D3, A2 and A3 can be used by the compiler
for storing values.
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Translating control statements

Let’s look at control statements. They determine the order in which
various routines and commands are processed.

After the error search has produced no (apparent) errors and all variables
and structures have been defined and allocated, the actual compiler
process begins, translating the individual C instructions and function
calls into assembly language. First we’ll compile the control structures
(for,while, switch, if):

nfor (1=0;1i<5;i++) J += 2;",
Compiled, this program segment looks like:

clr.l =4 (a5) ;s 1=0 (intialization of
; ')

.13 add.1l #2,-8(a5) ; j += 2 (loop body)
add.l #1,-4(a5)

crmp #5,-4(a5)
blt .1

i++ (increment)
i<5 (termination condition)
yes, then back to the beginning

N wa %

Once the compiler recognizes this instruction, the initialization of the
variable i is checked. The compiler determines that the variable i is
being set to 0. This is represented by the assembly language instruction
clr.l ~4(a5). It is assumed that the storage space for the variable i is
reserved in —4(a5) (stack storage). The variable j is located at ~8(a5).

After the initialization of the variable i the compiler must then look at
the loop body (3 += 2). The loop condition and incrementing of the
variable i are ignored for the moment. The compiler goes to the state-
ment j += 2. Since this is the first (and only) statement in the loop
body, a label must precede this statement so that you can jump to it.
After the label is set, the actual statement is translated (add.l
#2,8(a5)). Now the compiler takes care of incrementing the variable i
(a)dd.l #1,-4(a5)) and the loop condition (cmp.1 #5,~4 (a5); blt
1),

Here you can see that the linearity of the C commands is retained in
assembly language, only in reverse order.

The while loop compiles in a manner similar to the for loop. In a
while loop, the condition specified immediately after the keyword
while is translated immediately. The loop condition is tested before
the loop body executes. The compiler notes that it must set a label at
the end of the while body so that if the while condition is not ful-
filled, it can jump past the body:
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/*******************/

/* C language *x/
/*******************/

i=0; /* Have to do the
/* initialization ourselves
while (i<5) /* while loop
{
T3 4= 2; /* loop body
i ++4;

Here is the assembly source created by the compiler:
clr.l -4(a5) * i =0;

.13 cmp #5,-4(a5) * i<5

bge .2 * no
add.l #2,-8(a5) * { § += 2;
add.l #1,-4(aS) * i ++4; )
bra .1: *
.23 oo

There is a second type of while loop:

/*********************,
/* C language */

/*********************/

i=20;

do {
J+=2;
i++;

} while (i<5);

*/
*/
*/

*/

back to the start of the loop

In this type of while loop the body executes at least once. The loop

condition is checked after each execution.

Another control structure is the switch statement. It provides a way
of choosing from several alternatives. A typical switch statement

looks like this:

switch (1)
{
case 3:
i++;
break;

case 4:
i--;
break;
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default:
i=0;
break;

}
The compiler turns this into:

move.l -4 (a5),d0 * contents of "i" to dO
bra .4

.6: add.l #1,-4(a5) * case 3: i++;
bra .5 * break;

.7: sub.l #1,-4(a5) * case 4: i=--;
bra .5 * break;

.8: clr.l -4(ah5) * default: i=0;
bra .5

.4: sub.l #3,d0
beq .6
sub.l #1,d0
beq .7
bra .8

S5 ...

First the compiler moves the value of the variable i to data register d0.
Each case portion is then translated, whereby a label is first placed
before each portion and then the individual statements are translated.
The use of the break statements at the close of each case portion
causes a branch to the instruction after the switch,

How is the switch statement processed by the compiler? It first
causes the variable i to be loaded into data register A0 and then the
branch to .4.

When the compiler reads case 3, the value 3 is subtracted from 40
and the result tested for 0. A branch is made if true. In the second case
the value is tested against 4. But instead of loading the value of the
variable i back into d0 and then subtracting 4, the compiler calculates
the difference between the first and second case (3-4). If this difference
is negative, then the difference is subtracted from A0 (sub.1 #1,40). If
the difference is positive, it is added (add.1 #1,d0). Then you can
again test the data register against 0.

If all of the case comparisons fail, the default statements are automat-
ically executed (the default is optional, in which case the switch
statement is simply exited).

But naturally a switch statement is not always as ordered as was
shown above. It may contain more than two cases, and they do not
have to be ordered.
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switch (i)
{

case 1l:
i++;

break;

case 0:

i--;

break:;

case 6:
i=0;

break;

case 2:
i=0;
break;
}

We will ignore the fact that this isn’t exceptionally elegant
programming—the compiler doesn’t mind. What does it do? The
following assembly language code clarifies this:

move.l -4(a5),d0 * contents of 'i' to dO
bra .4
.6: add.l #1,-4(a5) * case 1: i++;
bra .5 * break;
.7: sub.l #1,-4(a5) * case 0: i--;
bra .5 * break;
.8: sub.l #1,-4(a5) * case 6: i--;
bra .5 * break;

*

.9: sub.l #1,-4(a5) case 2: i--;

bra .5 * break;

.10: dc.w .7-.11-2 * case 0: (0)
dc.w .6-.11-2 * case 1: (2)
dc.w .9-.11-2 * case 2: (4)
dc.w .5-.11-2 * default:
dc.w .5-.11-2 * default:
dc.w .5-.11-2 * default:
dc.w .6-.11-2 * case 6: (12)
.4: cmp.l #7,d0
bcc .5 * default
asl.l #1,d0O * do * 2

move.w .10(pc,d0.w),d0
.11:
jmp (pc,dO.w)
S5 aee

This switch statement is translated similar to the first. Only the
individual case selection is handled somewhat differently.
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First the case blocks are translated in the order in which they appear
in the C program. They are then placed in order in the jump table which
contains the addresses (relative to the PC) of all of the case blocks.
The offsets are then sorted according to the order of the cases to which
they point and are stored.

Under normal circumstances you can test a maximum of 100 case
conditions. If you want to test more cases—which seems rather unlikely,
the -Y option allocates more space for additional case conditions.
-Y100 reserves 100 entries for the case conditions. Each entry
consists of four bytes, whereby two bytes are used for the offset and the
other two bytes for the integer number for which the case is tested.

When selecting a case condition the value of the variable i (contained
in d0) is doubled (left-shifted) and used an index into the jump table.
Since this table consists only of offsets which are specified in 16-bit
words, i only has to be doubled instead of quadrupled, as would be
necessary if the table consisted of the absolute addresses of the case
blocks.

Since some cases are not tested (case 3:, case 4:, case 5), the
jump table is filled at these locations with the address of the command
after the switch statement (label .5).

If the cases to be tested are far apart from each other, then they are not
selected with a jump table. This would not be an efficient use of
memory because the default label would appear many times in the jump
table. Therefore the first method is used here—the variable to be tested
is placed in A0 and the various case values are subtracted or added and
do is tested against 0.

Now we come to the simplest control structure: The i£/else
statement. These can be translated linearly, as they are written in C:

if 1 ==1) 1 =0;
else
i++;

In assembly language this looks like:

cmp.l #1,-4(a5) * i == ?

bne .4 * no

clr.l -4(a5) * yes

bra .5 * continue
.4: add.l #1,-4(a5) * else i++;
DS ...

The label poses the only problem when translating the if statement.
The compiler notes which label number it must use after the branch
command, for example, and which label must be placed before a com-
mand.



ABACUS

2.1 How A C COMPILER WORKS

Another problem is the evaluation of mathematical expressions. What
does the compiler do with 1 = (§*5)+20? The compiler starts with the
deepest level of parentheses and works it way up.

To describe this process in detail would be too complex here. If you
aren’t sure which operations have priority over others, you can add more
parentheses. This ensures the portability of your program, even if other
compilers translate mathematical expressions somewhat differently.

Another control statement is the goto statement, although few
structure-conscious C programmers use it:

goto Label;
Label: ...

The assembler source generates a bra or jmp command. The compiler
also must ensure that the label being jumped to is in the same function
as the goto statement.

2.1.4

Function calls

In addition to using control statements and variable assignments, you
can also write your own functions or use existing ones. There are two
types of functions: those which return a value, and those which do not.
Both types let you pass arguments to them. Arguments are passed
through the stack.

func(i, j, k)
int i;
long 3
struct nonsense *k;
{
int 1;
1=0; func (i,k,k)
}

In assembly language, this somewhat senseless recursive function looks
like this:

_func:
link a5.#.2 ;storage for local variables
movem.l .3-(sp) ;registers on stack
move.l 14 (a5),-(sp) ;sparameter k on stack
; for subsequent call
move.l 10(a5),~-(sp) ;j on stack
move.l 8(a5),-(sp) ;1 on stack
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jsr _func
lea 10(sp),sp
movem.l (sp)+,.3

AMIGA C FOR ADVANCED PROGRAMMERS

scall routine
srestore stack
;load registers again

unlnk a5 srelease local storage
rts
.2 equ -2 stwo bytes for int object
.3 reg sregister list
The following figure illustrates how the local variables are placed on
the stack:
[ Parameter K| pointer
14 (aS5) =>
[Parameter J| 1long
10(a5) = o ]
8(a5) = >| Parameter i int
— Jump -
[ Address |
— (jsr) =

1link a5, #.2

; as : as5->-(sp);

a5 = sp;
sp=->sp+#.2

|_Local

«2(a5) =>lyarianla |

(.2 equ -2)

SP ->

movem.1l .6,=(sp)

You can see that the input arguments are accessed with positive
indexing on a5. (e.g., 8(a5)), while negative indexing accesses local

variables (-2(a5)).

When the input arguments are accessed, the old value of register a5,
placed on the stack by the link command, and the return address, placed
on the stack by any JSR, must be skipped. Beyond this, the input
parameters are simply accessed in reverse order on the stack.
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The compiler doesn’t check if the correct number of arguments were
passed to a function.

Let’s assume that a function expects three 1ong variables as input
arguments, but you pass this routine three int values instead. The
three int variables occupy only six stack bytes, while the routine
accesses 12 bytes (3*4 (Long)).

If you now change these parameters (in the above example, k=0 <=>
“clr.l 14(a5)”), which is possible in C, you may end up changing a
return address because when the arguments were passed, only six bytes
were allocated on the stack instead of 12.

Lorrect Parameter Handling
[Parameter k| Pointer
— =
14(a5) =>
Parameter k
— =1 1long 12(a5) =
[Farameter J] 10 (a5) —>[P2raneter 3
10(as) =>[_ ] 8(a5) =>[parameter 1
int
8(a5) => Parameter i | ump
| Address_|
b JUMD (sr)
. Address_] -
| (Jsr) |
— 1 1ink a5,4.2
C ad I
= =4 1link a5,4.2 —
- a5 -
— ] Local
=2(25) =} variable

Local
-2(a5) =>| vyariable

For functions which return a value, you must specify the type of the
return value. This is given immediately before the function name. There
are also functions of type void, which means that they do not return a
value. If you do not explicitly set the return type of a function, the
compiler assumes that it is int.

The type of the function’s return value is stored in the symbol table
just like a variable type:

void Function (eees coep oos)
Symbol table:

"Function"/code_function/code_void
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If a function is in another module or in a library, the type can be
declared with extern like an external variable:

extern struct *MsgPort FindPort():

Symbol table:

"FindPort"/code_external_ function/code_ structure_type/
"MsgPort™"

You can now be sure that the compiler will not “complain” when you
assign the return value of FindPort(), which is a pointer to a
MsgPort structure, to a pointer of type *MsgPort. Basically, the
objects of the pointers don’t matter when doing pointer assignments.
Pointer variables are always four bytes long, so that no conversions
have to be made. There is a second type of pointer, however, the BCPL
or CPTR pointers. These are leftovers from the BCPL language. Their
contents are shifted right by two bits so that they can access only long
words. BCPL pointers occur only as input parameters, and then only
rarely, such as in certain I/O routines.

You can also use extern to assign different return values to functions
in other modules. Let’s say that the routine atol1() is defined in
module 2 and that it actually returns a 1ong value. If you now define
in module 1 that this routine returns a value of int type (extern
int atol()), the compiler won’t be any the wiser because the symbol
table for the second module is not available. Note that this declaration
must take place before the function is used. Even when you write your
own functions of type other than void, you must ensure that they are
defined (or declared before they are used) so that they are entered in the
symbol table.

For functions, the input argument types are irrelevant. There are com-
pilers, however, which check the input parameters for “type purity” so
that errors like those described above don’t occur. The Aztec compiler is
not one of these.
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2.2

The Assembler

After the compiler has created the assembly language source, the
assembler can begin its work. It must create the object file from the
assembly source. Its call is as follows:

as [>output_file] [options] program.asm

The object file consists of executable machine code whenever possible.
Only unresolved external references have to be resolved by the linker.

Let’s look at the following assembler source:

dseg ;data segment
ds 0 sreserve 0 bytes
public _Str ;global variable
_Str:
dec.1l .140 sallocate memory with address of the
cseg ;code segment
dseg ;data segment
.1 de.b 72,97,108108,111,0 ;"Hello"
cseg ;code segment
global _i,2
public _main
_main: ;start here

link a5,#.3
movem.l .4,-(sp)
add.l 1,_str sstri+;
jsr _exit
)
movem.l (sp)+,.4
unlk a5
rts

3eq0

.4 reg
public _exit
public .begin

dseg
end

From this assembly language source the assembler creates relocatible
code. Relocatible means that the program is executable at any location
in memory. It is not restricted to a particular address.

But the assembly language source is not set up such that it creates
relocatible code. Such code uses PC-relative mode addressing (e.g., jmp
$10(pc)). The assembler source contains only instructions with abso-
lute addressing (e.g., jsr_exit).
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During assembly, these absolute instructions are converted to relative
instructions. The directives public and global play arole in this.
They enter the specified labels in the symbol table which contains all of
the global labels in the module.

In the first pass the assembler searches the program for such labels. At
the same time it checks to see if a label in the symbol table corresponds
to something in the source file. This is the case with main, for
example. First this label is placed in the symbol table (public
_main) and then defined (_main:). global_i,2 places the label _i
in the symbol table. The memory storage for these variables is not
made available until the program is linked. The bss directive also
reserves storage for a variable. The label associated with the storage is
not placed in the symbol table, however. Therefore bss is well suited
for declaring static variables within functions.

When an instruction now accesses a memory location specified by a
label, the symbol table is searched to see if this label is defined in the
same module. If this is the case, the offset from the current position to
the label can be calculated for the instruction.

When calculating the offset, it is important to know whether the label
describes a memory location in the code segment or the data segment.
From the first pass through the program the assembler knows how
many bytes the program contains. If an instruction accesses a label in
the data segment, you must take into account the fact that the data
segment is appended to the code segment.

The code and data segments are two distinct areas. If the directive dseg
stands before an instruction in the assemble language source, then all
subsequent data is written into the data segment until a cseg occurs,
marking the start of the code segment.

In the following listing you can clearly see that the code and data
segments are two separate areas. Whenever the directive dseg or cseg
appears, the address in the second column changes (the code segment/
data segment program counter).

Aztec 68000 Assembler 3.4a 1-25-87

1 0000: dseg

2 0000: ds 0

3 0000: public _str

4 0000: str:

5 0000: XXXX XXXX dec.1l .1+0

6 0004: cseg

7 0000: dseg

8 0004: .1

9 0004: 4861 6c6c 6£00 de.b 72,97,108,108, 111,0
10 000a: cseg
11 0000: global _i,2
12 0000z public _main

13 0000: _main:

14 0000: 4e55 0000 link a5,#%.3

15 0004: movem.l .4,-(sp)
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16 0004: 52ad xxxx add.1l #1,_str

17 0008: 4eba xxxx jsr _exit

18 000c: .5

19 000c: movem.l (sp)+,.4
20 000c: 4e5d unlk a5

21 000e: 4e75 rts

22 0010: 0000 0000 .3equ 0

23 0010: 0000 .4 reg

24 0010: public _exit
25 000c: public .begin
26 000c: dseg

27 000a: end

This listing is obtained by using the -1 option of the assembler. Here
you can see the assembler changing absolute addressed commands into
PC-relative instructions. The machine code for jmp_exit would be
$4eb9. In the listing (line 17), the code for jmp_exit is $4eba. This
stands for jsr XXXX(pc). The offset of the _exit routine cannot
been determined yet because this routine is not defined in this module.

The first pass of the assembler creates this listing. This can be seen by
the fact that line 5 is full of x’s. This happens because in the first pass
it isn’t known where the string resides in the data segment. Similarly in
line 16 (add.1 #1, str). Since the start of the data segment has not
yet been determined, the offset to the _st r variable cannot be deter-
mined.

The object file which the compiler creates consists of executable
machine code whenever possible; a header which specifies the size of
the program; the number of labels in the symbol table, etc.; and the
symbol table itself:

Headex
S — |
Lode-Segment

$00 $00 link a5, $0
$04 304 add.1 #1, $0(a5) |
$08 $08 Jsr -exit

$0c $0c unlk asS

$0e $0e rts
Data-Segment

E $10 §00 de.1 314

$14 §$04 "Hello"

slc 30c
Label-table
Code-for-Code-Segment

Address ??7?

w—gm

RESOLVED

Code~for-Code~Segment.

Address 0
"-main®
RESCLVED

Code-for-Extern
Address ?22?
"eexit"”
UNRESOLVED

Code~for-Extern
Addresa 2772
*.begin™
UNRESOLVED
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Let’s look at the listing and the assembly language source. When you
compare the two, it appears that the assembler is not assembling the
instructions movem.1 .4-(sp) (line 15) and movem.1 -(sp),.4 (line
19).

The assembler “optimized away” these instructions because they are
clearly senseless. The instructions are useful only when there are regis-
ters to save. This is only the case when register variables are used,
however.

The assembler also removes branches to the next command:

brs .7
o7 ees

This construction is also useless since the instruction at label .7 would
execute without the branch command. Also, all jsr instructions are
replaced with bsr, if possible, which executes faster.

Other assembler options exist in addition to the -n option:
-0 filename The object code is written to the specified file.

-Idirectory This option tells the compiler which directory to
search for include files.

-L This option produces a listing of the assembly
source. The listing is created in the first pass of the
assembler, in the file <filename>.1st.

-N This option disables object code optimization.

-Snumber This option creates a squeeze table with numeric
entries. An entry is one byte long. The assembler
allocates a default of 1000 bytes (entries) if the
numbe r argument is omitted. The squeeze table is
required for the optimization of the object code.

-V This (Verbose) option prints memory statistics.
-2AP This option deletes the source file after assembly.
-C This option creates “large code” (see Section 2.3).
-D This option creates “large data.”

-Ename [=value]
This option assigns the argument name to
value. This assignment is the equivalent of the
name EQU value. The value argument is
optional, and if not specified, the symbol is
assigned the value 1.
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2.3

The linker

The linker resolves unresolved references in the individual modules. To
do this, the object files (modules) are usually linked to the linker
libraries. The call is as follows:

1n [>output_file] object_file.o [options]

Let’s look at the last example program, which called the _exit
routine. This routine wasn’t defined in the module in which it was
called, however. The _exit definition takes place in the linker library
c.lib. This must be linked to the object file which contains the
_exit call

The linker first reads the object file. It looks at the symbol table. From
the symbol table the compiler learns that _exit is an unresolved
external reference. The linker notes this in a table which lists all of the
unre-solved references. If one of these references is later resolved in a
module, then this is noted in the table.

Now the linker reads each module in order. Up to now, the commands
which called external routines, for example, were not complete. The hex
code for the PC-relative jsr instruction exists, but the offset of the
routine to jump to is unknown. These offsets can be calculated in a
second pass and then entered at the appropriate location.

Let’s look at the following assembler source:

dseg ;data segment

ds 0 ;reserve 0 bytes

public _Str ;global variable
Str:

T de.l .140 ;allocate memory with address of the string
cseg ;code segment
dseg ;data segment

.1 dc.b 72,97,108108,111,0 ;"Hello®
cseg ;code segment
global _i,2
public _main

_main: sstart here

link a5,#.3

movem.1l .4,-(sp)

add.l 1,_str ;str++;
jsr _exit

movem.1l (sp)+,.4

unlk ad

rts

.3equ 0
.4 reg
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public _exit
public .begin

dseg
end

In line 17 you see the instruction jsr_exit. The assembler generated
the hex code $4eba xxxx for this instruction. jsr_exit actually
occupies four bytes. But the assembler uses only the first two bytes—
namely those used for the code for the PC-relative jsr instruction
itself ($4eba). The remaining two bytes, which specify the offset for
this instruction, remain initialized. This initialization is handled by the
linker, which can calculate all of the necessary offsets in a second pass
and enter them in the appropriate locations.

Now we come to a question you are probably asking yourself: When
you link an object file with a linker library, are all of the functions of
the library linked in or just the functions actually used by the object
file? Here the Aztec linker is very economical. It appends to your pro-
gram only the library routines actually used, when linking two object
files, it combines all of the functions.

But here again we have a question: Since you can link c.1ib toa
module with 1n Ofile.o -lram:c as well as 1n Ofile.o
ram:c.lib, and since c.1ib is just an object file which contains
many functions, how are only the needed routines from c.1ib added to
the Ofile and not the entire c.1ib?

The answer is that the linker libraries are not object files in the sense of
the files which are created by the assembler. The linker libraries consist
of a combination of several normal object files. These libraries are orga-
nized in a somewhat different manner. While the symbol table is placed
at the end of the file in normal object files, the table moves to the
beginning of a linker library. Then comes the executable machine code.

If the linker is to link a library to an object file, which is almost
always the case, it recognizes the library by the special code at the
beginning of the file. The linker then reads the library symbol table,
which it uses to immediately resolve external references in the object
file. It also notes which library routines are used.

When the linker has read the symbol table, it then comes to the
executable code of the library. It removes the functions that it noted and
appends them to the normal object files. In the second pass it calculates
all of the necessary offsets and sets them.

The linker is not only responsible for resolving unresolved external
references. It also links startup code to the object file. This is accom-
plished by the assembler directive public .begin. .begin is stored
in the list of unresolved references in the first pass and then appended to
the program later, when linking with c.1ib.
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In addition, the machine language instruction jmp .begin (in PC-
relative form) is created for each module which contains the directive
public .begin. This is necessary only for the first object file to be
linked. This command must be the first one in the program. In the
other modules this command just takes up space (four bytes). Therefore
when you use multiple modules you should make sure that the label
.begin appears only in the first module. You should compile all other
modules with the +b option.

Now we come to the startup code. First it opens the DOS and
MathFFP libraries. Then the startup code determines whether the pro-
gram was started from the Workbench or the CLL

When starting from the Workbench, it must first wait for the startup
message. If this message passes arguments, they are interpreted as a
Lock structure and designate the Locked directory as the current
directory. The Tooltype window opens, if necessary, and defaults to
standard input/output.

When starting from the CLI, the startup code ensures that the program
gets the number of arguments and the address of the argument array.
These are made available by the DOS through the CIS (Command Input
String). The CLI’s startup code prepares the parameters so that they can
be passed through main(argc, argv).

After processing the parameters string, the main routine of the C
program is called. Somewhere in the startup code, which consists partly
of machine language and partly of C code, the callmain(argc,argv)
appears. Directly after this is the C call _exit(0);. This _exit()
ensures that the DOS and MathFFP libraries are closed, that the
memory space allocated in connection with preparing the command
parameters is released and the command _exit() is called. This
_exit() is precisely the routine which your program can call to termi-
nate the program prematurely.

But let’s return to the linker libraries. Since the startup code must
always be linked to a C program, c.1ib must always be part of your
program. There are other libraries, however, such as m.1ib. This
library must always be linked to an object file if floating-point
arithmetic is used. It isn’t enough to simply link this library to the
object file. You must also compile the program with the +££ compiler
option. To use double precision floating point arithmetic, you must
compile the program with the +£1i option and link with the mx.1ib
library. When using the 68881 floating-point coprocessor you must use
m8.1ib and compile the program with +£8.

But even c.1ib and m.1ib are not the only libraries in the compiler
package. If you have ever looked around on the disks, you would have
found a c32.1ib,acl.lib and a c132.1ib. The other libraries also
appears in these forms: m1.1ib, m132.11ib, etc.
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The linker libraries with a 1 in their names must be linked to the object
files when you want to use the “large data” and “large code” memory
model.

2.3.1

“Large data” and “small data”

Now we come to the differences between “large data” and “small data”.
As the name implies, these two memory models refer to the data seg-
ment. In the “small data” model, the data segment can be only 64K in
size. This is because access to the data is performed with an address
register which points to the middle of the data area and through positive
and negative offsets, between 0 and 32768, can only access 64K bytes.
Here the PC-relative addressing with 16-bit offset comes into play.

With the “large data” model, data are accessed by their absolute
addresses. But since it is unknown from the beginning where the pro-
gram resides in memory, all of the instructions which access absolute
memory locations in the data segment must be corrected. This is the
reason that a “large data” program takes longer before it starts to run.
Absolute address access is also slower than PC-relative access to
memory locations. The advantage of the “large model” is that the data
segment can theoretically occupy the entire frec memory.

2.3.2

70

“Large code” and ‘“‘small code”

The models “large code” and “small code” refer to the code segment of
the program. It doesn’t involve the executable code so much as the data
which are also stored in the code segment.

With the “large code” model data can reside in the entire code segment,
even scattered throughout memory. The “small code” model, on the
other hand, allows data to reside only in 32K of the program counter.

If the “small code” program is larger, an address table is created with
absolute addresses through which the outlying memory areas can be
accessed indirectly.

Also, a jump table is used for branches outside this 32K. Correcting
this jump and address table normally takes less time then correcting the
instructions in a “large code” program, which uses absolute addresses
exclusively. With the “small code” model an address register must be
set to the middle point of the data segment, while “large code” accesses
the data segment absolutely. The absolute 32-bit addressing is also
slower than the 16-bit offset addressing.
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If you want to use either “large code” or “large data,” you must compile
and assemble the program with the +C or +D option. In both cases you
must link in a library with an 1 in the name (such as c1.1ib or
c132.1ib).

Now you may be wondering what the “32” means in names like
c32.1iband ¢c132.1ib. This 32 stands for 32-bit integers. The int
variables used in these libraries are 32 bits in length instead of 16.

This is especially important for compatibility between Lattice and
Aztec programs. Lattice programs don’t use 16-bit int variables. The
compiler extends variables and constants to 32 bits. This extension is
not performed by the Aztec compiler when using an int variable as a
function parameter, 16 bits are passed instead of 32. The Amiga library
routines require 32 bits, however, and the arguments may be interpreted
incorrectly, or the system may even crash.

The Aztec compiler can emulate the Lattice compiler when you extend
all int variables and constants to 32 bits. This is accomplished with
the +L compiler option,

The C support functions in ¢32.1ib, ¢132.11b, efc., were compiled
with this +1 option and are useful when compiling Lattice source codes
under Aztec,

Here is a list of the linker options:

-0 filename The executable program is stored as £ilename. If
this option is omitted, the executable program
retains the object file’s name without the extension
of .o,

-Lfilename This option instructs the linker library to be linked
to the object file.

~F filename The linker reads the arguments from the ASCII file
specified here. This is useful if you want to pass a
large number of arguments to the linker.

-7 This option stores the linker symbol table as an
ASCII file. The name of this ASCII file is the
object filename with an extension of . sym. This
ASCII file contains information about the file—in
which the segment code is located. This file
contains “hunks” of executable instructions, system
variables and program variables as well. These
hunks are enclosed in the labels __ Hx_org and
__Hx end, whereby x represents the given hunk
number. In programs which consist of only one
module, the program variables are stored between
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+0[i]

+C[cdb]

+F [cdb]

+A

-C, -Q

+Q

+L
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__H2 organd_ H2_end. The program begins
at__ _HO_org.

This option stores information for the db
debugger. This information includes the labels and
their offsets from the start of the program (see -T
above).

This option prints hunk statistics.

This option instructs the linker to write the subse-
quent object module to the next or specified code
segment.

This option instructs the linker to load the code
segment (+Cc), the data segment (+Cd), or both
segments (+Cb) into chip memory.

This option instructs the linker to load, the code
segment (+Fc), data segment (+Fd) or both (+Fb)
into fast memory.

This option instructs the linker to begin each
object module on a longword address.

These options instruct the linker to store informa-
tion for the source level debugger (not currently
implemented).

This option instructs the linker to suppress the
procedures of the object files being linked.

This option prevents user-written linker library
functions from overwriting the linker library rou-
tine (see stack overflow).

This option instructs the linker to assume that the
following object modules are “true” Amiga linker
libraries. Attempting to link ¢32.1ib under this
option was unsuccessful.
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The +s option instructs the linker to write the
executable code of each object module and the
linker library routines used by the modules into
separate hunks. The +ss option instructs the linker
to write the code into one hunk, providing the code
does not exceed 8K in length (after 8K a new hunk
is used). The +sss option instructs the linker to
use a hunk for each module. You should note that
the linker libraries are combinations of multiple
modules and so each routine used is written in a
separate hunk. Without specifying +s, +ss and
+sss the entire code is written into one hunk.
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The debugger

Theoretically your C program should run correctly. But what do you do
if the program doesn’t run, and you just can’t explain why the program
doesn’t do what you had wanted it to?

The debugger can help you find errors. It monitors executable programs
for runtime errors. There are two basic types of errors:

1. Those which return incorrect results
2. Those which cause a Guru Meditation

With the first type of error, you enter the debug mode of the included
debugger (bin directory of the third disk) with the a1l command. This
command waits until a program has been started from the Workbench or
the CLL

After you have started the program the debugger responds immediately.
It attempts to load a symbol table (Loading syms...). This symbol
table is similar to that which you examined for the compiler. Here the
table must be created by the linker (-W option), which contains all of
the labels used as well as their offsets from the start of the program.
Therefore in the development phase you should link your program with
~W. The final and error-free version of the program should not be linked
with the —W option, especially if you intend to publish the program in
any form. This additional information is very useful for others who
want to know how your program works.

After the symbol table loads, the debugger displays all of the CPU
registers. In addition to the program counter (Pc), status register (Sr)
and condition flags (x, n, z, v, ¢), all of the data and address registers are
also displayed. In addition, the debugger disassembles the first instruc-
tion of the C program, e.g.:

' _HO_org jmp .begin®

As mentioned previously, this instruction (jmp .begin) must be the
first one in every C program, since it handles such tasks as reading the
command parameters.

Now you can disassemble additional instructions of the program by
selecting u (unassemble). You may see instructions like _main link
a5,#-6, etc. You can thank the symbol table created by the linker and
loaded by the debugger that you see the word _main instead of a more
or less meaningless number.
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But being able to see the program doesn’t help much when looking for
errors. Therefore the debugger gives you something called single-step
mode. Each time you select s, the current or previously displayed
instruction executes. The registers are then redisplayed and the next
command is disassembled.

It’s very tedious to have to step through the startup code at the begin-
ning of the program. The startup code cannot be omitted, however,
since it is here that the command parameters are processed and impor-
tant libraries are opened. Therefore you should set a breakpoint at the
routine _main (bs_main (breakpoint set)). The _main routine is
called at the end of .begin.

After setting the breakpoint you can start the program by selecting g
(g0). The program (startup code) executes until a breakpoint is reached.
Since this occurs at _main, you can proceed through the actual
program in the single-step mode, whereby the command parameters
fetched by the startup code are also taken into account.

If during single-stepping you come across a call to _print€£, for
example, you don’t have to worry, you don’t have to go step by step
through this long routine. The t (trace) command executes this routine
and returns to the next instruction in the program.

If you have a copy of the assembler listing augmented by the C
statements as comments (=T compiler option), you can go through the
program step by step, and when you discover an error, you know
exactly which C statement is at fault.

Now to debugging a program which gives you a Finish ALL disk
activity... requester. One possibility would be to debug the
program in the manner just described until you can find the error. Or
you can debug the task in which the error occurs.

Imagine the following example: A program leads to a division by O.
This displays the requester just mentioned, and you can return to normal
operation only by resetting the computer,

But when you start the debugger (through a new CLI) or are in an
already running debugger, you may be able to save the system before a
total crash, and perhaps save important data (by jumping to a routine
which stores the data, for example).

To do this, you must use the ap command (debug post mortem). With
this command you can debug a task after the Finish... requester. You
are asked for the number of the task which you want to debug. It would
probably be useful to have previously used the at command to view
the current system tasks. There you might se¢ a line like:

3: (0000a708) 0 Wait Initial CLI <div>
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If you want to debug the task in which the program div is running,
you must enter the number 3 when you are asked for the task to debug.
ap suggests which task to debug by noting which task just caused an
error. After entering the number the debugger goes to the location in the
selected task (program) in which the error occurred. You can then debug
the program as before.

Two other commands can be useful when debugging: dc and dg. dg
displays the contents of all global variables (display globals), while dc
specifies at which address a given label is found (display code).

Back to task debugging. In addition to the ap method you can also
debug any task in the system, not just those which cause a serious error
(you can debug such tasks with ap). In addition there is the a s
command. Here too, you are asked for the task to be debugged and the
debugger tries to load the symbol table for the task. The program must
be on the disk in the current directory.

But the first disassembled line of the task is:

*£c08b8 rts'

This rts instruction doesn’t belong to the current task itself. It
belongs to an essential part of the task handling mechanism. This
instruction is located in the section of the operating system which
ensures that only one task is running and all other tasks are passive
until one of these tasks is activated by a message from the keyboard,
mouse, disk, etc.

How do you access the task? You just have to enter the g (g0)
command or the s (step) command, and then “click” the task, move or
change the size of a window managed by this task.

There are also tasks which wait for a keypress or something similar.
The important thing about task debugging is to make sure that a
“message” is sent to the task after s. You can execute the task without
hindrance from the debugger with ar (resume).

To get data about the current task, use the ai (information) command
to display information about the task or its task structure. In addition to
the status, you will also see the Trap Allocation and Trap Able mask,
whether the task is part of a process (Process Info) or a CLI structure.
The contents of the most important structure elements are displayed,
whereby the names of the elements can be shortened somewhat (“Rslt”
for “Result”).
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2.5

Tips and tricks

Now that we have explained how the compiler, assembler and linker are
used, how they work, and how to find errors, we want to give you a few
programming tips to get you on your way.

2.5.1

Accessing absolute memory locations

You have probably wondered at one time or another how to access a
specific memory location in C. Remember that pointers store the start-
ing addresses of variables, structures, unions, bit fields, etc. If you can
increment pointers (actually the address to which a pointer points), why
can’t you assign an absolute value to a pointer? The only thing to note
is the type of variable to which a pointer points. For example, if you
want to read a hardware register, the pointer you use should point to
type uword, since all hardware registers occupy two bytes. This allows
you to read the entire word.

An example which can explain access to absolute memory locations is
accessing a CIAA register, which occupies one byte. The address of this
register is Sb£e001. With this register you can read the joystick fire
buttons and the left mouse button. Bit 7 (247 = 0x40) of this register
indicates whether or not the mouse button is being pressed. Note that
this register is active low, meaning that if bit 7 is set, then the mouse
button is not being pressed, while if it is cleared, the button is being
pressed.

/* mouse.c */
#define Register_ Address 0xbfe001;
char *CIAA_Regl; /* access to CIAA register 1 */
main ()
{
CIAA Regl = (char *)Register_ Address;
printf ("™ <mouse button> running... Waiting for left
mouse button !\n");
while ((*CIAA_Regl & 0x40) == 0x40);
printf ("Button pressed !!!\n");
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Dynamic arrays

The second programming example concerns the creation of dynamic
arrays. Let’s say you want to store an arbitrary number of values. The
number of values to be stored is not determined until the program is run
(by the user, for example).

Normally the user is given some restrictions on the use of the program.
Perhaps the maximum number of elements in a given array is limited
to 100. This is not particularly elegant, however. It would be better if
the maximum number of elements were limited only by available
memory. Here again pointers can help us.

First define a pointer to the elements which make up the array:
int *array;

Then check to see how much memory is available with AvailMem().
It depends on the application whether you want this memory in chip
memory (lower 512K) or fast memory.

size = AvailMem(MEMF_CHIP);
Now calculate how many array elements can be stored in this space:

NumElements = size/sizeof (*array);

You can now ask the user how many elements are used (elements).
Then you just have to allocate the memory:

array = AllocMem(sizeof (*array) * elements, MEMF_CHIP);

Now you can access the individual array elements with array [x] and
they are stored in the allocated memory.
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2.5.3 Function tables

Function tables are arrays which store the addresses of individual rou-
tines. Such an array is defined as follows:

void (*functions(4]) ():

This is an array of pointers to functions with the return value void.
After the definition, you just have to assign the address of the individual
functions to the array elements:

/*****************************************************/

/* Table.c */
/* (¢c) Bruno Jennrich */
/* */
/* This program shows you how to */
/* easily program jump tables. */
/* */
/* The functions are stored in an array */
/* which can be accessed with an index variable. */

/*****************************************************/

void (*functions[4])(): /* Functions is a four-element */
/* array of pointers to functions */

/* The functions */

void FunctO()
{
printf ("Function 0 !\n"):

}

void Functl()
{

printf ("Function 1 !\n");

}

void Funct2()

{
printf ("Function 2 !\n");
}

void Funct3()
{

printf ("Function 3 !\n"):
}
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main (argc, argv)

int argc; /* (argument count) */
char **argv; /* (argument values) */
{

int i;

functions({0] = FunctO;
functions[1] Functl;
functions[2] Funct2;
functions[3] = Funct3;

if (argc 1= 2)
{ .
printf (™ Call: < TABLE Number_of_the_function >\n");
exit (0); '
}

i = atoi (argv(l]);
if ((i>=0) && (i<=3)) (*functions[i]) ()¢

else printf ("Number of the_function must be between O\
and 3\n");
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3.

Screens

Windows

Gadgets

Intuition and C

This chhpter concerns programming the Amiga operating system,
especially system programming using Intuition. What do we mean by
system programming? Here are some examples:

* How do I tell my Amiga operating system that I want to use a
certain graphic mode?

e How can I tell the system that the user has made some inputs (with
the mouse or with the keyboard)?

These are two questions which come under the topic “system program-
ming.” There are certainly others, but this chapter answers these ques-
tions precisely.

Intuition is a type of communication (user interface) between you, the
user and the Amiga. By communication we mean any realtime exchange
of information. The keyboard and mouse are the most obvious input
devices—both are included with the computer, but there are certainly
other devices. Output occurs mainly to the video screen. There are also
printers and disks, but Intuition has no control over these devices.

What does Intuition offer? Let’s look at what Intuition can do with
output. When booting with the Workbench disk you immediately see
two output displays offered by Intuition. The first and most important
is the screen, which forms the foundation of every output. An
important example is the Workbench screen, which appears when
booting. It accompanies the user through everything he does, and acts
as the basic output device for many programs.

Output rarely appears only on the screens, since they’re difficult to
implement. To make things easier, you can use windows, the second
output level of Intuition.

Now we come to user input. Gadgets are the simplest input media.
They are found in both screens and windows. The simplest gadgets react
to a single mouse click. Naturally there are more complex types into
which you can enter text, but these involve keyboard access. First we’ll
concentrate on mouse input, then look at keyboard input.

Menus were intended for elementary program-specific functions. They
are also controlled by the mouse, but the emphasis is on text selection,
while the gadgets are generally represented with graphics. There are,
however, exceptions to these rules.
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3.1

Windows

As we mentioned in the introduction to this chapter, windows are the
most important input/output medium.

‘We wanted to present a detailed description of a complete application
you could program in C, then continue to improve upon it throughout
this book. We decided on creating a text editor for C programs.
Therefore this section supplies you with information about
programming fundamental I/O, and selecting what to use from the
many options. You will also see how much Intuition offers to the

programmer.

After listing the various parameters available, we’ll see how to config-
ure one of the windows managed by your program. As a result you will
learn how to make use of the various Intuition commands.

In addition, we’ll write a general window routine which you can use in
your own programs with only a few changes. You should prepare a disk
for this data, since you’ll be using the modules created throughout the
course of this book.

3.1.1

External
features

84

Window parameters and selecting them

You need a number of parameters for creating a window. These param-
eters can control every conceivable aspect of the window. To lead into
this, remember the familiar properties found in the average Workbench
window:

Sizes and positions of every window can be adjusted. You can set the
following values: X position (upper left comer), Y position (upper left
corner), width and height.

If you want to change the size of a window, it is desirable to set
maximum and minimum window sizes. When working with the
Workbench you can generally resize the directory windows as much as
you want. However, requesters displayed on the WorkBench screen can
only be made smaller. As the programmer, you can set the maximum
and minimum sizes with MaxWidth, MaxHeight,MinWidth and
MinHeight.

In addition, you can set the colors used to draw the window border and
the gadgets found within the window, based upon the screen colors. The
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two colors are designated DetailPen and BlockPen. Each window
also has a title line that contains text (again, programmer controlled).

For those not satisfied with the system gadgets offered by and in part
managed by Intuition, you can add more gadgets to a window. This is
how the scroll bars in the directory windows are managed, for example,
because they are not defined as system gadgets. As a programmer you
can construct any gadget you can think of.

The last external property you can specify about a window you have
created is that system gadgets can be included or omitted, depending on
what makes sense for the given application.

Now that we’ve discussed the external parameters of windows, let’s
look at those which you might not recognize by just looking at a
window.

One seldom used option is to redefine the appearance of the checkmark
used to check menu items. You’ve probably heard of programming
Intuition to manage a custom screen for you. Let’s assume that you
have a custom screen and you want to put your new window in it. A
flag tells the operating system that the window is to appear on your
screen and not on the Workbench screen. In addition, Intuition needs to
know on which custom screen the window should appear, since it is
possible to have more than one custom screen open at a time.
Therefore, if you want to open a window on a custom screen, designate
this with a flag and store the pointer to your screen in the window
structure.

The range of applications for which windows are intended is so broad
that more than one type is needed. Therefore, various methods have
been prepared from which programmers can choose one or more types.

Window contents, which may include text as well as graphics, should
be preserved independent of other windows. This should even be the
case when other windows overlay it and cover parts of it. If Intuition
were to simply store the hidden areas temporarily (a process called
buffering), it would involve a great deal of memory. In some cases
buffering may not be necessary. If you know what is in the window and
it is relatively easy to reconstruct, then you can do all this in the
program. The best known examples are the directory windows in the
Workbench. There the system simply redraws the icons after other win-
dows cover them. Workbench restores the graphics without buffering
from Intuition. This takes up much less memory when multiple
windows overlap each other.

You must consider the uses for a window when developiong a program.
There are three basic application needs:

1. Programs where the contents of the windows is completely known
and whose data are stored in a different form. An example of this is
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Table 3.1:
Window
refresh
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windows
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word processing, where the text appears as graphic information on
the screen, and is also stored in the text buffer. For such applica-
tions it’s best to perform the reconstruction yourself. This takes as
little memory as possible away from other programs running at the
same time.

2. Programs unable to reconstruct a damaged portion of a window in a
reasonable amount of time. Here Intuition handles the storage of
the overlapped areas to save work on the program’s part. This prob-
lem often occurs with graphic programs, where the time spent
redrawing the image far outweighs the time involved in buffering
it. You must strike a careful balance between memory usage and
time. Memory usage should be carefully planned on any computer,
even in a computer with 1 meg of RAM.

3. Programs which require more graphic display than is actually
displayable. For this category a completely new method has been
developed. The program displays its graphic in a completely inde-
pendent bit-map, and Intuition uses the desired portion from this
bit-map for the window. Therefore the graphic memory supplies
reference points for reconstructing the window.

Let’s summarize the three modes in a table. The table contains the
names of the flags which must be set for the corresponding mode. Note
that each mode is mutually exclusive of the others.

Refresh Flag Memory usage
Simple SIMPLE_REFRESH None, since Intuition doesn’t
: bother with the window
Supported SMART_REFRESH Corresponds to hidden areas
Complete SUPER_BITMAP The entire graphic in the
window is buffered

Your window doesn’t always have to appear with the familiar border,
title line, gadgets and border lines.

Viewed at its lowest level, a window is just an area on the screen that
separates its contents from other areas present. The border which
Intuition draws merely acts as a visible indicator of the border. If all the
windows on the Workbench were drawn without this border, it would be
very confusing to the user,

However, borderless windows can serve a practical purpose in many
applications. You can prevent the border from being drawn when setting
up a new window by setting the BORDERLESS flag. Just be sure that a
borderless window won’t confuse the user.
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The title of this paragraph refers to a window which no longer has all
the properties of a normal window. It will always be the window
farthest back, and can be overlapped by any other windows. The user
cannot bring this window to the foreground. This window has no front
or back gadgets—only the close gadget is allowed.

You can use this BACKDROP window type as the basis for any
application. This BACKDROP window can hold the background for an
animation program, or can display program status information, or even
hold gadgets for accessing program tools. The BACKDROP property
supports these applications, since a new window cannot be placed
behind it. Intuition manages the BACKDROP window, so further
programming is unnecessary. If you want to use this window type, you
must set the BACKDROP flag.

An interesting combination would be a BORDERLESS-BACKDROP
window, which would be very useful for the examples just mentioned.
But other types can be combined as well.

Earlier we described how to create a window which had no border. Here
we describe the opposite situation. You know that a normal window is
just a rectangular area with a visual border. A few problems result from
this: If you write a drawing program which uses a normal window, you
can easily overwrite the title bar, the gadgets or the border. The window
only prevents you from drawing outside of the window’s border—the
rest of the window is open game.

How do you cure this problem? The simplest way; avoid drawing
outside the window’s inner surface. But let’s be realistic, users don’t
blindly accept the universal programmer’s instruction, “Don’t do it.”
The developers of Intuition created GIMMEZEROZERO mode to solve
this problem. This mode changes some window settings. The window
consists of two fields: One field contains all of the gadgets, the title bar
and the border. The other field is the surface in which the user can draw
without crossing over into gadgets or border art. The name
GIMMEZEROZERO comes from the fact that this inner window always
has the upper left corner coordinates 0,0, regardless of the size and loca-
tion of the window.

This mode requires more memory and processing time. Also, the por-
tion in which the drawing program can operate has different dimensions
from those specified in the window definition. This window type needs
two additional variables which you read to find out the size of the actual
drawing surface. These variables are called GZZHeight and
Gzzwidth. This area lies within the following values:
BorderLeft, BorderTop, BorderRight and BorderLeft.

Since the mouse coordinates of a window always refer to the entire
window area, a GIMMEZEROZERO window can cause certain problems.
Intuition also has relative mouse coordinates to the GIMMEZEROZERO
window: GZZMouseX and GZZMouseY.
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Intuition offers the programmer the ability to manage a much larger
graphic surface than can be displayed on the screen. SUPER_BITMAP
mode displays a window type where you can display part of a bit-map
of almost any size in a window. If you want to see a different section,
the system displays that section. This is useful when scrolling

graphics.

If you want to use this window type, set the SUPER_BITMAP flagin a
program. It’s possible to combine this with GIMMEZEROZERO of
BACKDROP.

Gadgets are fields which can be activated by moving the mouse pointer
onto the gadget and clicking the left mouse button. Intuition offers four
gadgets as a default set. These four system gadgets support functions
which cannot normally be handled by the program. System gadgets also
have a variety of properties. Their positions and appearance are preset;
only the color can be changed. They can always be recognized by the
user in any program, and the user doesn’t have to guess what they
mean. Let’s look at each of them.

The close gadget closes a window. You are familiar with the procedure
from the Workbench: You click on the gadget in the upper left corner of
the window to close the window. The close gadget appears as a box
with a large point in its center.

The drag bar appears as three heavy lines in the title bar of a window.
You can use it to change the position of the window. Move the mouse
pointer onto the drag bar and press and hold the left mouse button. As
long as you hold down the mouse button the window moves with the
mouse pointer.

These gadgets always come as a pair. They change the priority of over-
lapping windows. The front and back gadgets are found in the upper
right corner. The light rectangular surface is the important part: It repre-
sents the current window’s new position.

If a program allows you to change the size of a window, the window
has a sizing gadget in its lower right corner. It depicts two different size

rectangles. Click on it and press and hold the left mouse button. Now

moving the mouse changes the window’s size. The new size can only
be set within the predefined minimum and maximum sizes.

Since the sizing gadget enlarges the border of the window, the area in
which the Intuition gadgets are located, the programmer must also spec-
ify where this border is taken from the actual output window. The right
border or lower border are possibilities, depending on whether you want
to have more rows or more columns in the window. It is also possible
to reserve both areas for Intuition.
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It should be noted that Intuition receives a message from the close
gadget but that Intuition doesn’t close that window. The reaction to the
close gadget depends on the program controlling the window. Just as
the program receives a message when the user wants to close the win-
dow, it also receives a message when the size of the window has been
changed, since this must be taken into account by the program.

3.1.2

How Intuition manages windows

You now know about the basic window parameters. Before you try out
these parameters, you should know the principles used to access
Intuition commands. You might also be interested in internal data
transmission in the Amiga.

3.1.2.1

Accessing the Intuition library

The entire Amiga operating system is made up of system routines
called libraries. A library consists of various routines, which accept
parameters and sometimes return values.

Not all of the libraries are available when the user turns on the
computer. If they are already loaded, a program must still indicate that it
wants to use a certain library, since access requires the use of a pointer.
This is an EXEC command (EXEC is the library which is active
immediately after powering up) which, like all EXEC commands, is
available to every program:

library = OpenLibrary(LibraryName, Version)
DO Al DO

You pass the library’s function (in this case intuition.library)
and version number. Newer library versions may contain functions not
found in older libraries. You can prevent an older version of a library
from being loaded by specifying the version number.

We will use the basic commands, however, since there are already
windows in Intuition. The first lines look like this:

/* OpenIntuition.c, section 3.1.2.1.A */
struct IntuitionBase *IntuitionBase;

void *OpenLibrary();

if (!(IntuitionBase = (struct IntuitionBase *)
Openlibrary("intuition.library", OL)))
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{

printf ("Intuition library not found!\n");
exit (FALSE);

}

The first structure definition introduces a pointer which points to the
Intuition function list. The compiler requires this pointer since all
Intuition access occurs relative to this pointer.

An additional untyped pointer also appears for the OpenLibrary
function. You may want to open more than the Intuition library, in
which case type conversion may cause problems.

The if test first calls the function itself. Then its return value (the
pointer to the Intuition functions) is tested for validity. This value must
be something other than null, in which case it represents the memory
address at which the library begins. A null value indicates an error. If
the i £ condition is true, the program displays a message in the
AmigaDOS window and exits.

Now you need to know how to conclude library access. When you
actually obtain access (and only then) you can simply close the library
again with the EXEC function CloseLibrary():

Closelibrary(LibraryPointer)
-414 Al

In your application this would appear as:

Closelibrary(IntuitionBase);

3.1.2.2
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The NewWindow structure

Now you know how to open and close a library. Let’s look at windows
again. All of the properties discussed at the beginning of this chapter
can be specified when you open or change a window later. A structure is
used to initialize the values for Intuition.

The NewWindow structure listed below contains all of the values
required by Intuition to configure a new window. The structure looks
like this:

/* NewWindow structure */
struct NewWindow

{

0x00 00 SHORT LeftEdge;
0x02 02 SHORT TopEdge;
0x04 04 SHORT Width;
0x06 06 SHORT Height;
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0x08 08 UBYTE DetailPen;

0x09 09 UBYTE BlockPen;

Ox0a 10 ULONG IDCMPFlags;

0x0e 14 ULONG Flags:

0x12 18 struct Gadget *FirstGadget;
0x16 22 struct Image *CheckMark;
Oxla 26 UBYTE *Title;

Oxle 30 struct Screen *Screen;
0x22 34 struct BitMap *BitMap;
0x26 38 SHORT MinWidth;

0x28 40 SHORT MinHeight;

Ox2a 42 USHORT MaxWidth;

Ox2c 44 USHORT MaxHeight;

Ox2e 46 USHORT Type;

0x30 48

}

As you know, a structure consists of a many different variables. You
may wonder why numbers precede each variable name in the variable
declaration. These numbers indicate the offset of each variable from the
start of the structure. This can be helpful when working with the
debugger, or if you are using assembly language. The numbers do not
coincide with the actual C structure declaration,

The first column contains the offsets in hexadecimal notation, and the
second in decimal notation. The last number indicates the total length
of the structure.

All library communication occurs in predefined functions to which you
pass variables (e.g., OpenLibrary and CloseLibrary). Intuition,
like most other libraries, uses structures of its own for various man-
agement purposes.

Here we want to explain the setup of the NewWindow structure. In
addition, we’ll show you two functions which will help you in writing
your own programs later.

The first function comprises everything which must be opened, initial-
ized, allocated or organized at the start of the program. This includes
memory allocation, opening libraries, clearing fields, etc.

The second function comprises everything which must be closed at the
end of the program. If you don’t close a library after you finish with it,
the memory allocated for managing it won’t be returned to the system,

The solution to these programs looks quite simple, one small problem
needs a solution: Something may go wrong during initialization. In
this case you should display an error message and terminate the
program. You cannot forget to close everything which has already been
opened, however. And here is where the problem occurs.
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If you simply jump to the close routine, it might try to close things
which weren’t open in the first place. This guarantees a system crash.
So, let’s write a close function which examines the pointers obtained
during initialization. This function should only close open items, and
leave everything else alone. Let’s look at the two functions:

/***************************************/

/* */
/* 3.1.2.2.B Open_All.c */
/* */
/* Function: Open everything we need */
/* */
/* */
/* Author: Date: Comment ¢ */
/* */
/* Wgb 16.10.1987 Intuition only */
/* */
/***************************************/
Open_All()

{

void *OpenLibrary() ;

if (!(IntuitionBase = (struct IntuitionBase ¥*)
OpenLibrary("intuition.library", OL)))
{
printf ("Intuition library not found!\n%);
Close All():
exit (FALSE) ;
}

}

/***************************************/

/* */
/* 3.1.2.2.C Close_All.c *x/
/* */
/* Function: Close everything opened */
/* */
/* */
/* Author: Date: Comment s */
/* *x/
/* Wgb 16.10.,1987 1Intuition only */
/* */

/**************************************/
Close_All()

{
if (IntuitionBase) Closelibrary(IntuitionBase);
}

The first function should already look familiar to you. The contents of
the second function are almost silly, but the important part is the i £
test. The program would crash without this test if the Intuition library
could not be opened for some reason.
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Both functions look quite simple at the moment, but the basic form
will continually expand as we continue. Enter them carefully and save
them both on your program disk and in a subdirectory created specifi-
cally for storing function blocks. Later, when either of them is required,
we will not present the entire listing, just references to the existing part
and the additions required.

Now you can start writing your first program to open and close a
simple window. Let’s specify the properties for your window:

The position and size of the window don’t matter too much for your
test. Just be sure that the width and height are large enough to fit
gadgets and the window border. We set ours at position 160, 50 with
the dimensions 320, 150. Write the values in a NewWindow variable
called FirstNewWindow:

FirstNewWindow.LeftEdge = 160;
FirstNewWindow.TopEdge = 50;
FirstNewWindow.Width = 320;
FirstNewWindow,.Height = 150;

Since you don’t want to omit the sizing gadget, set the screen dimen-
sions to the maximum. Remember, the minimum shouldn’t be too
small.

FirstNewWindow.LeftEdge = 160;
FirstNewWindow.TopEdge = 50;
FirstNewWindow.Width = 320;
FirstNewWindow.Height = 150;

Since you don’t know how to manage screens on your own yet, use the
Workbench screen. The window type is set and you won’t have to find a
pointer:

FirstNewWindow.Type
FirstNewWindow.Screen

WBENCHSCREEN;
NULL;

For now, we’ll skip menus and custom gadgets:

FirstNewWindow.FirstGadget
FirstNewWindow.CheckMark

NULL;
NULL;

Now let’s get to the graphic details. First you have the window title.
You can pass a pointer to a string ending with a null, or you can pass a
null pointer to indicate an untitled window. If no system gadget is
permitted, then no title bar is displayed.

When using the Aztec compiler a type cast should precede the string
to avoid a warning from the compiler.

FirstNewWindow.Title = (UBYTE *)"System programming test";
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Two interesting and seldom used parameters are the two pen colors.
Depending on the screen, they can accept values from 0 to 31, which
naturally depends on the number of bit-planes. A special value is -1
(0xff), which uses the default screen color values. This assigns all of
the windows in the screen the same colors, allowing global color
changes as well. The example uses Workbench color values, but not the
default values. This makes the new window independent of the
superordinate screen’s parameters, even if they currently contain the
same values.

FirstNewWindow.DetailPen
FirstNewWindow.BlockPen

0;
1;

You can only initialize two more parameters. These two flag parameters
present so many options that we must lay out descriptions of each flag.
They can be divided into six basic groups: Gadget flags, sizing gadget
position, refresh flags, window type flags, mouse flags and miscella-
neous flags.

These flags must be set according to the system gadgets you want in
the window.

WINDOWDRAG Adds a drag bar to the title bar.
WINDOWDEPTH  Adds front and back gadgets.
WINDOWCLOSE  Adds a close gadget readable by the program.
WINDOWSIZING Adds asizing gadget for window size control.

If the sizing gadget is used, two additional flags must be integrated,
because all system gadgets are placed in the window borders. It should
be clear that the first three are placed in the upper border. You have two
options for the sizing gadgets:

SIZEBRIGHT The sizing gadget goes in the right border.
SIZEBOTTOM  The sizing gadget goes in the bottom border.

Window contents can easily be destroyed if the window is overlapped by
another window. Intuition offers various ways of getting around this
problem:

SIMPLE_REFRESH
This refresh status means that Intuition does not do
anything to restore the window. Any reconstruction
must be handled by the program itself.
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Here Intuition buffers every hidden area of the win-
dow and then restores the area when made visible.
This causes problems only when resizing windows.
If you make the window smaller, the eliminated
portions are not buffered and not restored.

This type of refresh uses the most memory. In
some cases you may need to store a large graphic
and display it in a window. This is both a window
type and a refresh mode, in that the window can
always be restored by the information contained in
the bit-map, and it also manages graphics larger
than the display window.

The SMART_REFRESH and SIMPLE_REFRESH
window types require at least some program
cooperation. Intuition loses its way when the
window is resized with SMART REFRESH and for
SIMPLE_REFRESH the overlaid area must be
redrawn. The program receives a message saying
that something must be done. The message port
and how it is used are explained later. If you don’t
want to do anything, then there is no need to send
these messages. This flag tells Intuition that you
don’t want this information.

We have already discussed various window types. Here are the flag
names with brief comments:

BACKDROP

SUPER_BITMAP

BORDERLESS

GIMMEZEROZERO

This window always has lower priority than other
windows. Only one of these windows should exist
per screen,

Although SUPER_BITMAP is also a refresh type,
it also applies as a window type. There is only a
flag.

Intuition does not draw a window border.

Intuition keeps the border and all gadgets separate
from the window’s contents.

These two flags control the status of the mouse.

REMOUSE If you set this flag you get continuous messages
about the mouse’s position.
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RMBTRAP All mouse signals from the right mouse button
convert into signals from the left button. This can be

used when there are no menus present.

This last flag determines whether or not the window is active when
open.
ACTIVATE If this flag is set, the window is active immediately
when it is opened. This is often important since input
is always directed to the active window. This can
cause problems if the user has already entered some-
thing and this flag opens a new window. Use such
windows with caution!

All of these flags are represented as set or cleared bits in the flag entry
of the NewWindow structure. When programming in C you can use
the symbolic names. But for assembly language programmers and those
who want more information, you need the hex values for the flags.
Here’s a table of the flags and their values:

Flag Name Hex Value Gadget group
WINDOWSIZING 0x00000001L System gadgets
WINDOWDRAG 0x00000002L

WINDOWDEPTH 0x00000004L

WINDOWCLOSE 0x00000008L

SIZEBRIGHT 0x00000010L Gadget position
SIZEBBOTTOM 0x00000020L

NOCAREREFRESH 0x00020000L Refresh types
SIMPLE REFRESH 0x00000040L

SMART REFRESH 0x00000000L

SUPER_BITMAP 0x00000080L

BACKDROP 0x00000100L Window types
GIMMEZEROZERO 0x00000400L

BORDERLESS 0x00000800L

REPORTMOUSE 0x00000200L Mouse flags
RMBTRAP 0x00010000L

ACTIVATE 0x00001000L Miscellaneous

This is the definition you will use in your NewWindow structure:

FirstNewWindow.Flags

SMART_REFRESH;

= WINDOWDEPTH | WINDOWSIZING |
WINDOWDRAG | WINDOWCLOSE |

Now that you have some knowledge of the simple flags, we’ll spend a
little time looking at the IDCMP (Intuition Direct Communication
Message Port) flags. First we need a definition of the IDCMP.
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The IDCMP is a very complex data channel which carries information
about all of the areas managed by Intuition. Here we’ll just list them,
since the topic is so comprehensive that we dedicated an entire section
to it (Section 3.6). We include some information about it here because
any interaction with Intuition requires the IDCMP.

You can get information about the following Intuition peripherals:
Windows, gadgets, menus, mouse, keyboard, disk, Preferences, clock.

But since you don’t know anything about this yet, we’ll use a little
trick. Instead of using a close gadget to close the window opened by the
program, we’ll close it after a short time delay. This way you can
bypass using the IDCMP for now:

FirstNewWindow.IDCMPFlags = NULL;

This concludes the structure definition of FirstNewWindow. Take a
look at the program below. It consists of the two functions
Open_All() and Close_A1l1(), the window structure, and a main
function:

/***************************************/

/* */
/* 3.1.2.2.D First_window.c *x/
/* *x/
/* Program: Window local definition */
/* *x/
I* */
/* Author: DAte: Comment ¢ */
/* */
/* Wgb 10/16/1987 first test */
/* window */
/* */

/***************************************/

#include <exec/types.h>
#include <intuition/intuition.h>

struct IntuitionBase *IntuitionBase;
struct Window *FirstWindow;

struct NewWindow FirstNewWindow;

main ()

{

FirstNewWindow.LeftEdge
FirstNewWindow.TopEdge

160;
50;
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FirstNewWindow.Width = 320;
FirstNewWindow.Height = 150;
FirstNewWindow.DetailPen = 0;
FirstNewWindow.BlockPen =1;
FirstNewWindow.IDCMPFlags = NULL;

WINDOWDEPTH | WINDOWSIZING
| WINDOWDRAG | WINDOWCLOSE
| SMART_REFRESH;
FirstNewWindow.FirstGadget= NULL;
FirstNewWindow.CheckMark = NULL;

FirstNewWindow.Title = (UBYTE *)"System test";

FirstNewWindow.Flags

FirstNewWindow.Screen = NULL;
FirstNewWindow.BitMap = NULL;
FirstNewWindow.MinWidth = 100;

FirstNewWindow.MinHeight = 50;

FirstNewWindow.MaxWidth = 640;
FirstNewWindow.MaxHeight = 200;
FirstNewWindow.Type = WBENCHSCREEN;

Open_All();
Delay(180L) ;

Close_All():
}

/**********************i****************

* *
* Function: Open library and window *
* *
* *
* Author: Date: Comment : *
* R *
* Wgb 10/16/1987 *
* ¥*
* *

**************************************/
Open_All()

{
void *OpenLibrary () ;
struct Window *OpenWindow();:

if (!(IntuitionBase = (struct IntuitionBase *)
OpenLibrary("intuition.library", OL)))
{
printf("Intuition library not found!\n"):
Close All():;
exit (FALSE) ;
}

if (! (FirstWindow = (struct Window ¥*)

OpenWindow (§FirstNewWindow) ) )
{
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printf("Window will not open!\n");
Close_All();
exit (FALSE);
}
}

/***************************************
*

Function: Close everything opened

Author: Date: Comment :

Wgb 10/16/1987 Just Intuition

*
*
*
*
*
*
* and window
*

% e sk e %k 3k ek %k sk ok Kk ke 3k ke ok ok 3k sk ke ok ok ok ok %k ok ok ok 3k ok ok ok ke ok ok k¢

SOk %k R % % X X % F

Close_All()

{

if (FirstWindow) CloseWindow (FirstWindow) ;

if (IntuitionBase) CloselLibrary(IntuitionBase);
}

The listing contains a few things that may be unfamiliar to you. First,
the Open_A11() function has been modified to open the window, and
Close_al11() has been correspondingly modified to close the window.

How does a window open once you define a NewWindow structure? It
is very important that the structure be defined before the ma in() func-
tion, otherwise the structure values are not available to the other func-
tions. The OpenWindow simply passes the address of the definition
structure (NewWindow). As the return value you get a pointer to the
window structure which was created based on your data. It also contains
additional management information. OpenLibrary must be checked
to ensure there were no errors (you can’t assume that everything worked
properly with OpenwWindow(})). There are many things that could cause
an error in OpenWindow(), such as running out of memory. The
NewWindow structure can then be erased again. It is only needed for
initialization.

WindowPointer = OpenWindow (NewWindowStructure)
DO -204 A0

Closing the window has also been added to the Close_A11() function.
The structure is similar to what you have seen already. The important
thing is that the window closes first, and then the Intuition library. If
these actions were reversed, the operating system would no longer be
able to find the CloseWindow() function and the program would
crash.

CloseWindow (WindowPointer)
-72 A0
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A time delay appears between Open_A11() and Close_Al1() in the
main program with the Delay() function. This operating system puts
the task of your program into wait status until the specified time has
elapsed (time is specified in “ticks”, 60 ticks per second), since this
program doesn’t have the ability to read the close gadget in order to
close the window again. Instead of the Delay() function you could also
use a for loop to achieve the delay. But this would have slowed down
the multitasking even though you were only waiting.

Let’s look at the start of the program and its comment blocks. Before
the ma in() function you define two structures which you need for your
window. The first is the NewWindow structure under the name
FirstNewWindow. This allocates space for the information which
Intuition requires to set up your window. The second structure is a
pointer to a Window structure. A Window structure contains much
more information than a NewWindow structure, and is linked to other
windows in the screen. The construction of the system which Intuition
sets up and manages looks like this:

“Ground zero” is a screen, generally the Workbench screen. This
Screen structure, explained in the next section, contains a pointer to
the first window in the screen. The Window structure itself has a
pointer to the following windows. If there are several screens, then the
first screen also stores a pointer to the next screen, which can contain
the same window chaining. Here is a figure to clarify the structure*

Screen/Mindow-Linking

N Workbench Custon Custon
Screen Screen Screen
1. Rindon 1. Hindow 1. Nindow
— 2, Window —2, Window — 2. Nindow
= = ~=
—{n., Hindow — 0. Hindow n. Window

The structure definition described above must have access to the
operating system's Intuition functions in order for our new functions to
work. These can only be accessed once the library has been opened. You
must know the address of the library, stored in the pointer
*IntuitionBase.

Finally, we should say something about comments. Comments always
contain information about the author and the creation date. This is the
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date the first lines were written. A new date represents a fundamental
change in the routine. The purpose of the program or function is also
explained in the header.

3.1.2.3

The Window structure

The Wwindow structure stores all of the information needed for Intuition
to manage a window. Here it is:

struct Window

{

0x00 00 struct Window *NextWindow;
0x04 04 SHORT LeftEdge;

0x06 06 SHORT TopEdge:

0x08 08 SHORT Width;

O0x0a 10 SHORT Height;

0x0c 12 SHORT MouseY;

Ox0e 14 SHORT MouseX;

0x10 16 SHORT MinWidth;

0x12 18 SHORT MinHeight;

0x14 20 USHORT MaxWidth;

0x16 22 USHORT MaXHeight;

0x18 24 ULONG Flags;

Oxlc 28 struct Menu *MenuStrip;
0x20 32 UBYTE *Title;

0x24 36 struct Requester *FirstRequest;
0x28 40 struct Requester *DMRequest;
0x2C 44 SHORT RegCount;

Ox2E 46 struct Screen *WScreen;
0x32 50 struct RastPort *RPort;
0x36 54 BYTE BorderLeft;

0x37 55 BYTE BorderTop;

0x38 56 BYTE BorderRight;

0x39 57 BYTE BorderBottom;

O0x3A 58 struct RastPort *BorderRPort;
Ox3E 62 struct Gadget *FirstGadget;
0x42 66 struct Window *Parent

0x46 70 struct Window *Descendant;
Ox4A 74 USHORT *Pointer;

Ox4E 78 BYTE PtrHeight;

Ox4F 79 BYTE PtrWidth;

0x50 80 BYTE XOffset;

0x51 81 BYTE YOffset:;

0x52 82 ULONG IDCMPFlags;

0x56 86 struct MsgPort *UserPort;
0x5A 90 struct MsgPort *WindowPort;
Ox5E 94 struct IntuiMessage *MessageKey:;
0x62 98 UBYTE DetailPen;

0x63 99 UBYTE BlockPen;

0x64 100 struct Image *CheckMark;
0x68 104 UBYTE *ScreenTitle;
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0x6C 108 SHORT GZZMouseX;

Ox6E 110 SHORT GZZMouseY;

0x70 112 SHORT GZZWidth;

0x72 114 SHORT GZZHeight;

0x74 116 UBYTE *ExtData:

0x78 120 BYTE *UserData;

0x7C 124 struct Layer *WLayer;
0x80 128 struct TextFont *IFont;
0x84 132

}:

As with the NewWindow structure, the numbers preceding the structure
element names are the offsets from the start of the structure.

Let’s go through the parameters one by one.

*NextWindow A pointer to the next Window structure in the
screen. This pointer maintains the window chaining
mentioned.

LeftEdge, TopEdge -
Position of the window on the screen, as defined in
NewWindow.

Width,Height Dimensions of the window, as defined in
NewWindow.

MouseX, MouseY
Mouse coordinates, relative to the upper left corner
of the window.

MinWidth,MinHeight
Minimum values as defined in NewWindow.

MaxWidth,MaxHeight
Maximum values as defined in NewWindow.

Flags Flag list, as defined in NewWindow.

*MenuStrip Pointer to the window menu structure (see Section
3.8 for more information). No menus can be set
through NewWindow. This must be done with a

separate function.
*Title Pointer to string containing the window title text.
*FirstRequester
Pointer to the first requester set in this window (see
Section 3.5).

*DMRequest Pointer to double menu requester (see Section
3.54).
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ReqgCount Counter for the requesters opened in this window.
*WScreen Pointer to screen in which this window opened.
*RPort Pointer to the RastPort setup for this window.

BorderLeft, BorderTop, BorderRight, BorderBottom
Border size specifications.

*BorderRPort Pointer to the RastPort for the border (used for
GIMMEZEROZERO windows).

*Firstgadget Pointer to the first gadget in a linked list of all the
gadgets in this window.

*Parent, *Descendent
Chaining previous and next window, to make
opening and closing easier.

*Pointer Pointer to graphic for this window’s mouse pointer
(mouse pointer can be redefined for each window).

PtrHeight,PtrWidth
Mouse pointer size (X value cannot exceed 16).

XOffset,YOffset
Offsets specifying point in the pointer representing
the click point.
IDCMPFlags The flags as defined in NewWindow.
*UserPort Message port for data communication.
*WindowPort  Message port for data communication.

*MessageKey Message port for Intuition reports.

DetailPen,BlockPen
Pen colors as defined in NewWindow.

*CheckMark Pointer to the checkmark defined for the menus.

*ScreenTitle Pointer to the string for the screen title (can only
be set by the function SetWindowTitles()).
See explanation below.

GZZMouseX, GZZMouseY
Mouse coordinates for a GIMMEZEROZERO
window (border is automatically taken into account
and subtracted from the normal value).
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G2ZWidth, GZZHeight
Window size for a GIMMEZEROZERO window.

*ExtData Pointer to external data structures (not used).

*UserData Pointer to a data structure set by the programmer.

*WLayer Pointer to the Layers structure of this window
(RPort->Layer also contains the same value ).

*IFont Pointer to the font used for Intuition text output in
this window.

The Window structure contains some pointers to very important
Intuition and graphic elements. The following figure should clarify the
structure:

Intuition-Window-Linking

Workbench .| Custon Custon
Screen Screen Screen
i Y

=
1, Nindow | MenuStrip
i ‘ ‘ L{ FirstRequester |

4

[

‘ BorderRastPort

2. vindor| ||| S oRemester ]
=Y
n. Hindow

All of these values allow easy access. If you want to know the width of
your GIMME ZEROZERO window, for example, you simply enter the
following in your source code:

width = FirstWindow->GZZWidth;

You can also change a given value. Perhaps you want to use a different
graphic for the checkmark which appears next to selected menu items,
Just enter the following in your source code:

FirstWindow->CheckMark = NewCheckMark;
Later you’ll see the importance of access to window parameters.
Let’s return to the window program. You can see how simple pro-

gramming in Intuition can be. That won’t change in general, but typing
in all that initialization is still a lot of effort. You have to find a
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method to make structure definition easier. We wrote the following

definition:

/* 3.1.2.3.B.1.firstnew_struct */
struct NewWindow FirstNewWindow =

{

160, 50, /* LeftEdge, TopEdge
320, 150, /* Width, Height

o, 1, /* DetailPen, BlockPen
NULL, /* IDCMP Flags
WINDOWDEPTH | /* Flags
WINDOWSIZING |

WINDOWDRAG |

WINDOWCLOSE |

SMART_REFRESH,

NULL, /* First Gadget
NULL, /* CheckMark

(UBYTE *)"“System test",

NULL, /* Screen

NULL, /* BitMap

100, 50, /* Min Width, Height
640, 200, /* Max Width, Height
WBENCHSCREEN, /* Type

}i

“This can be shortened to the bare essentials of information:

/* 3.1.2.3.B.2.short_firstnew */
struct NewWindow FirstNewWindow =

{
1e0, 50, 320, 150, O, 1, NOULL,

WINDOWDEPTH | WINDOWSIZ ING | WINDOWDRAG | WINDOWCIOSE | SMART REFRESH,

NULL, NULL, (UBYTE *)"System test",
NULL, NULL, 100, 50, 640, 200, WBENCHSCREEN
}z

*/
*/
*/

*/

The advantage is clear: you have much less to type in because the
structure name appears only once. It’s up to you whether or not you

want to include the comments.

The structure definition must precede the main() function. This makes
it a global variable available to all functions. If you want to change a
few values you can do so by accessing each element through its name.
Note that when initializing structures in this manner the order dictates
what you are actually initializing. Changing things around can easily

lead to a crash.
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titles

A summary of window functions

Now that we are done with initialization, we can begin to build on what
we have accomplished. You should use the first_window.c
program as the basis for the demonstrations which follow. Keep the
same window parameters you used there. It is easier if you use a global
structure definition as explained above.

You have already seen the first two Intuition functions related to
windows. For opening we used the OpenWindow() function and for
closing we used CloseWindow().

In the programs which follow, make sure that all windows which are
opened are closed again. If a program ends without closing all of the
windows it opened, the pointers to the remaining windows are lost and
they remain lost until the computer is turned off or reset. A screen
containing such windows cannot be closed either.

Let’s take a look at the rest of the window functions. The first is
SetWindowTitles(). This lets you change the title of a window
after it has been configured. To demonstrate this, insert the following
lines into the First_Window. c program:

/* 3.1.2.4.A Setwindowstitle.c /*
/* add after Delay(180L) */

SetWindowTitles (FirstWindow,
"New window title", "The screen has a title now too!");
Delay(180L) ;

As you can probably tell from the text, the window is assigned a new
title. Then the screen gets a title. When you click on a window the
screen title line changes appearance. In most cases the program starts
from the Workbench, and the screen doesn’t have a special title. The
same is true for the CLI. The text “Workbench Screen” is simply placed
in the title line. You as the programmer can choose a different title for
your active window. The format of this command looks like this:

SetWindowTitles (Window, WindowTitle, ScreenTitle);
=276 AQ0 Al A2

Window is the pointer to the structure of the window in question. The
titles are passed as pointers to strings ending in null.

Now that you have seen how it works, you should give some thought
to practical uses for SetWindowTitles(). Let’s imagine a word
processor. Here you probably work on several documents in succession
or at the same time. It’s vitally important that you know which docu-
ment you’re working on at the moment. You’d like the name of the
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document to appear as the title of the word processor window. In addi-
tion, most programmers also add the path. This lets you see the name
and path of the disk currently under access. The only way to give a title
to the screen is to use SetWindowTitles().

If you want to change one title parameter of SetWindowTitles()
without changing the other parameters (e.g., if you want to change the
title of a window without changing the title of the screen), you can pass
-1 as the parameter instead of a pointer. This leaves the appropriate title
unchanged.

1t is also possible to clear the title of either a window or the screen or
both. This is done by passing null to a string instead of a pointer.

The next window handling function first appeared in Version 1.2 of the
Intuition library. The ActivateWindow() function allows the
programmer to activate a window at any time during program
execution. The only argument passed to it is a pointer to the Window
structure, Insert the following lines in the original version of the
FirstWindow.c program (not including the addition of
SetWindowTitles() as entered above):

/* 3.1.2.4.B.activatewindow.c*/
/* place after Delay(180L) */

ActivateWindow (FirstWindow) ;
Delay (180L) ;

Compile the progam and then start it. Click in a different screen or in
some other window as soon as the window appears, and watch what
happens. Now your window is deactivated and after a delay it
automatically reactivates. Here’s the format for Act ivateWindow:

ActivateWindow (Window) ;
-450 AQ

This function is important for input, which occurs only in the active
window. If a program checks to see if a window is active which is not
allowed to be active because no inputs are allowed, it can activate
another window. This prevents the user from entering information in
that window. See Section 3.7 (Reading the IDCMP flags) for a sample
application.

It may also become necessary to change the position of a window.
Perhaps a new window must be opened at the same position as the old
one, but you want the old window to remain visible. You could leave
this up to the user, but it might get aggravating if it happened often. If
you as the programmer know when it is necessary to change the
position of a window, then you can use the MoveWindow() function.
The arguments you pass are the window pointer and two relative values
which specify the movement in the X and Y directions.
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But there is a danger associated with these delta (movement) values. If
you move the window even one pixel outside the screen, the system
crashes. Therefore you must check delta values. To do this we refer to
the information in the window structure, which contains the current
window position. Insert the following into the FirstWindow.c

program:

/* 3.1.2.4.C. movewindow.c */
/* insert after line Delay(180L) */

DeltaX
DeltaY

FirstWindow->LeftEdge;
FirstWindow->TopEdge;

]

MoveWindow (FirstWindow, -1*DeltaX, =1*DeltaY):;
Delay(180L) ;

Before you save the source code for this program remember to declare
the two delta variables as short, to match the window structure.
Access to the Amiga library requires 32 bit integers so be sure to use
the +L option of the Aztec C compiler to compile this program so all
integers are 32 bits long. When the new program is then started, the
newly opened window moves to the upper left comer of the screen after
a short pause.

Here is the format of the new function:

MoveWindow (MyWindow, DeltaX, DeltaY):;
-168 A0 DO D1

A function in a similar category is SizeWindow(). You may want to
change the size or shape of a window from within the program, in cases
when the user doesn’t have the option of changing it himself. Good
programs often give the user a gadget to click on to either reduce or
enlarge the size of a window.

The first example appears below. A program at the end of this section
contains the second example. Add these lines to FirstWindow.c
program:

/* 3.1.2.4.D.sizewindow.c */
/* insert after Delay(180L) */

DeltaX = FirstWindow~>LeftEdge - FirstWindow->MinWidth;
DeltaY = FirstWindow->TopEdge = FirstWindow->MinHeight;

SizeWindow(FirstWindow, ~l1*DeltaX, -1*Deltay¥);
Delay(180L);

Remember to declare the variables as short. Be sure to use the +L
option of the Aztec C compiler to compile this program so all integers
are 32 bits long. This window type requires that you assign values to
the MinWidth and MinHeight variables. Otherwise problems can
arise when you reduce the window to the size of a single pixel. This
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error can occur only if you have not selected a sizing gadget, and did not
have to set the minimum and maximum sizes.

The format is very similar to that of the MoveWindow() function:

SizeWindow (MyWindow, DeltaX, DeltaY);
-288 A0 DO D1

Make sure you don’t use any illegal values for the deltas. The window
may not be made smaller or larger than the screen allows.

WindowLimits() allows you to set the maximum and minimum
sizes of a window after opening the window.

For example, if your program recognizes that it can no longer enlarge a
graphic window due to memory limitations, you can simply update the
maximum size values. The user can then only reduce the window’s size.
The example below, which can again be inserted into
FirstWindow.c program, reads the old maximum values and then
changes the old maximum values to new maximums, after the initial
delay. The window can then be enlarged only up to the new limit.

/* 3.1.2.4.E.windowlimits.c */
/* insert after Delay(180L) */

MinWidth = FirstWindow->MinWidth;
MinHeight = FirstWindow->MinHeight;
NewMaxWidth = 200;

NewMaxHeight= 100;

Success = WindowLimits (FirstWindow, MinWidth, MinHeight,
NewMaxWidth, NewMaxHeight);

Delay(180L);

Before you can try this out, you must declare the limit values as
USHORT and the result value (Success) as BOOL. Be sure to use the
+L option of the Aztec C compiler to compile this program. The
routine returns TRUE if values were all within the allowed limits.

If the maximum values are reset and the window is already larger than
the new limits, the program returns FALSE as the result. Here is the
format of the function call:

Result = WindowLimits (MyWindow, MinWidth, MinHeight,

DO -318 AO DO D1
MaxWidth, MaxHeight);
D2 D3
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A newly opened window is always placed in front of all others. The fact
that one window can cover all the others should be familiar to you from
your daily use of Intuition. The programmer needs to know how to put
a window into the background when it is not currently needed, and then
returns it to the foreground. The user controls this procedure with the
front and back gadgets. There are two corresponding Intuition functions:
WindowToBack() and WindowToFront().

Both functions require just the pointer to the window structure as the
argument. Since you probably have the DOS window open when you
start all of these programs, you can see how these functions work. Add
the following lines to FirstWindow.c program:

/* 3.1.2.4,.F. windowteback_front.c */
/* insert after Delay(180L) */

WindowToBack (FirstWindow) ;
Delay (180L);

WindowToFront (FirstWindow) ;
Delay(180L);

After a short delay the new window goes behind the large AmigaDOS
window then reappears. Here is the format:

WindowToBack (Window) ;
-306 AQ ’

WindowToFront (Window) ;
-312 A0

3.1.3
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Example window application programs

The first part of this section limited us to viewing structures and
window functions which support them. The following sections use
example programs to demonstrate how simple it is to use windows
under Intuition,

At the beginning we will introduce several general examples which can
be used in a variety of applications. Later you’ll find window structures
and program fragments which were developed for the main project of
this book. Many are used in the C program editor that will be developed
later on in this book. If you are interested in this excellent editor, enter
the basic functions found in this section now. In the following
subsections about screens, output, gadgets, etc. you’ll find extensions
to your basic window program together with descriptions. But you’ll
need much more than the whole Intuition chapter to complete an editor.
The third portion of this section contains functions and routines which
deal with various aspects of text editing.
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3.1.3.1

About graphic
programs

All-purpose windows

Each listing here suits a particular range of applications. You can easily
adapt the programs to your own needs by making a few changes to the
arguments.

Let’s assume that the screen to be drawn on has the appropriate color
settings. We’ll use the Workbench colors and screen. Section 3.2 shows
you how to open your own screens,

Since no operating system functions support drawing graphics on a
screen, you have to use windows. The window should resemble a screen
as much as possible: maximum size, completely blank and moveable
up and down.

Your window can use the full size normally occupied by the screen. For
the blank surface, enable the BORDERLESS flag to prevent drawn
borders. If the program opens other windows, you will have problems,
because these windows may be placed behind your drawing window.
You won’t be able to access them because your window has no border
or gadgets. Omitting the front and back gadgets contradicts good
programming sense, nor would it be user-friendly. Simply enable the
BACKDROP flag to have a window with the properties of a screen.
Here’s part of the listing:

/* 3.1.3.1.A. GraphicWindowl.c */

struct NewWindow FirstNewWindow =
{
0, 0, /* LeftEdge, TopEdge  */
640, 200, /* Width, Height */
o, 1, /* DetailPen, BlockPen */
NULL, /* IDCMP Flags *x/
BACKDROP| /* Flags */
BORDERLESS |
SMART_REFRESH,
NULL, /* First Gadget */
NULL, /* CheckMark *x/
NULL, /* Window Title */
NULL, /* Screen */
NULL, /* BitMap */
0, 0, /* Min Width, Height */
0, 0, /* Max Width, Height */
WBENCHSCREEN, /* Type */

}:

You won’t find a complete listing printed here because it’s unnecessary.
Simply use this structure in the First_Window.c program,

Let’s look at the structure values: The position and dimensions corre-
spond to the normal Workbench screen. The window contains no
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gadgets and is defined as BACKDROP and BORDERLESS. The refresh
mode is set to SMART _REFRESH since SUPER_BITMAP is needed
only when graphics are used which are larger than the dimensions of the
window. We did not use a title so the title bar won’t appear. The result
is a completely blank screen which you can use as the drawing surface.

The only problem is the fact that the title bar of the screen may still be
visible. It normally overlaps any BACKDROP window, but you don’t
want it there for a drawing program. You can use ShowTitle(),
which determines whether or not the title bar of the screen is displayed.
As arguments you need a pointer to the screen in question and the set
value. The following main function performs the task when you add
the two functions:

/******************************************/

/* *x/
/* 3.1.3.1.B. GraphicWindow2.c */
/* *f
/* Program: Window for a graphics program */
/* x/
/* *f
/* Author: Date: Comments: *xf
/* *x/
/* Wab 12/06/1987 BACKDROP */
/* JLD 01/06/1988 BORDERLESS */
/* */

/******************************************/

#include <exec/types.h>
#include <intuition/intuition.h>

struct IntuitionBase *IntuitionBase;
struct Window *FirstWindow;
struct IntuiMessage *message;

struct NewWindow FirstNewWindow =
{

0, O, /* LeftEdge, TopEdge */

640, 200, /* Width, Height */

0, 1, /* DetailPen, BlockPen */

NULL, /* IDCMP Flags *x/
/*  WINDOWCLOSE | /* Flags */

BACKDROP |

BORDERLESS |

SMART REFRESH,

NULL, /* First Gadget *x/

NULL, /* CheckMark *x/

NULL, /*Window Title*/

NULL, /* Screen */

NULL, /* BitMap */

0, 0, /* Min Width, Height  */

or 0: /* Max Width, Height */
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WBENCHSCREEN, /* Type
}:

main()

{

Open_All();

ShowTitle (FirstWindow->WScreen, FALSE);
Delay(180L) ;

Close_All();

exit (TRUE) ;
}

/***************************************

* *
* Function: Open library and window  *
* *
* *
* Author: Date: Comment *
* *
* Wgb 10/16/1987 *
* *
* *

**************************************l
Open_All()
{

void *QOpenLibrary() ;
struct Window *OpenWindow();

WINDOWS

*/

if (!(IntuitionBase = (struct IntuitionBase *)

OpenlLibrary("intuition.library", OL)))

{

printf("Intuition library not found!\n"):
Close All():

exit (FALSE) ;

}

if (!(FirstWindow = (struct Window *)
OpenWindow (&§FirstNewWindow)))
{
printf("Window will not open!\n");:
Close_All();
exit (FALSE) ;
}
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/***************************************

* *
* Function: Close everything opened *
* *
* *
* Author: Date: Comment: *
* *
* Wgb 10/16/1987 Just Intuition *
* and window *
* *

**************************************/

Close_All()

{

if (FirstWindow) CloseWindow (FirstWindow) ;
if (IntuitionBase) CloseLibrary(IntuitionBase);
}

The next example illustrates the GIMMEZEROZERO window type. The
program first opens a simple window. This window closes when you
click on the close gadget (you’ll finally get to see how to test gadgets).

/***************************************
* *

* Program: Window GIMMEZEROZERO.C Test*
* *
* *
* Author: Date: Comments: *
* *
* Wgb 10/16//1987 close with *
* JLD 01/09/1989 a Gadget *
*

*
***************************************/

#include <exec/types.h>
#include <intuition/intuition.h>

struct IntuitionBase *IntuitionBase;
struct Window *FirstWindow;
struct IntuiMessage *message;

struct NewWindow FirstNewWindow =

{

160, 50, /* LeftEdge, TopEdge */
320, 150, /* Width, Height */
o, 1, /* DetailPen, BlockPen */
CLOSEWINDOW, /* IDCMP Flags *x/
WINDOWDEPTH | /* Flags */
WINDOWSIZING |

WINDOWDRAG |

WINDOWCLOSE |
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GIMMEZEROZERO |
SMART REFRESH,
NULL, /* First Gadget */
NULL, /* CheckMark */
(UBYTE *)"GIMMEZEROZERO Test",
NULL, /* Screen */
NULL, /* BitMap */
100, 50, /* Min Width, Height */
640, 200, /* Max Width, Height */
WBENCHSCREEN, /* Type */
3

main ()

{
ULONG MessageClass;
USHORT code;

struct Message *GetMsg():
Open_Al1l();

FOREVER
{
if (message = (struct IntuiMessage *)
GetMsg (FirstWindow->UserPort))
{
MessageClass = message->Class;
code = message->Code;
ReplyMsg (message) ;
switch (MessageClass)
{
case CLOSEWINDOW : Close All():
exit (TRUE) ;
break;

/***************************************

* *
* Function: Library and Window open  *
* *
* *
* Author: Date: Comments: *
* *
* Wgb 10/16//1989 *
* *
* *

***************************************/

Open_All()

{
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void *OpenLibrary() ;
struct Window *OpenWindow();

if (!(IntuitionBase = (struct IntuitionBase *)
OpenlLibrary("intuition.library"™, OL)))
{
printf("Intuition Library not found!\n");
Close_All();
exit (FALSE) ;
}

if (!(FirstWindow = (struct Window *)
OpenWindow (&FirstNewWindow)))
{
printf("Window will not open!\n");
Close_All();
exit (FALSE) ;
}

/***************************************
*

Function: Close everthing opened

Wab 10/16/1987 for Intuition
and Window

* % %k ok Ok A %

*
*
*
* Author: Date: Comments:
*
*
*
*

*
***************************************/

Close_All()

{

if (FirstWindow) CloseWindow (FirstWindow) ;

if (IntuitionBase) Closelibrary(IntuitionBase);
}

Before you compile and run the program, lets talk a bit about reading
the system gadgets. In order to get information about the gadget status
you need a Message structure, defined at the beginning of this
program. In addition you need a function to get messages for you. The
GetMsg() function returns a pointer to a message data structure. You
then divide this message into MessageClass, the origin of the
message, and Code. This Code is included in the message, but you
have no use for it yet. In a switch statement you then test to see if the
message is of type CLOSEWINDOW (a symbol defined in one of the
include files) and if so, the window is closed.

This method can be used for much more, but this will be handled in
several sections: Section 3.4 (Gadgets), Section 3.7 (Reading the
IDCMP flags) and Section 3.8.3 (Reading the menus).
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Let's expand the first program by having it display the coordinates of
the mouse in the DOS window from which you started the program. To
read the mouse coordinates you must define two more variables:

SHORT Mx, My;

Both are assigned values in the FOREVER loop before the 1 £ test:

Mx = FirstWindow->MouseX;
My = FirstWindow->MouseY;
And are printed with:

printf("X: %d Y: %d\n", Mx, My):

After you have run the first version of the program, make the following
changes: Add the GIMMEZEROZERO flag to the NewWindow struc-
ture. Then declare the variables Gx and Gy as short and assign them
values after Mx and My as follows:

Gx FirstWindow->GZZMouseX;
Gy FirstWindow->GZZMouseY;

“The printf line must also be expanded:

printf("X: %d ¥: %d ; Gx: %d Gy: %d\n", Mx, My, Gx, Gy):

Now when you run the program you will see the difference between the
normal and GIMMEZEROZERO windows.

Note the amount of free memory space given in the Workbench display
when neither of the programs are running. Then start the first program
and write down the memory display value (you will see this when you
click somewhere on the Workbench surface with the left mouse button).
Then end the first program by clicking on the close gadget. After start-
ing the second program you will notice that it requires more memory
than the first.

3.1.3.2

Editor window

Program routines for text editing

Let's create the windows we could use in the text editor we will create.
First we have to consider what we need to assemble a project like a text
editor.

You’ll need at least three windows for the editor: One for text output,
one for file selection and one for requesters and messages.

The first window allows text output and editing. We’ll call this window
the editor window.
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File selector

Message
window

Structure 3.1:
Editor window
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The second window will be configured as a file selector box. This type
of box lists all filenames in a directory, and lets you select a file using
the mouse. Actually this involves a requester, but we will not be dis-
cussing gadgets and requesters until later. It is only important that you
have the file available so that you can use it.

We will use the last window as a simple window for messages or
requesters. Here again it is important only to have an appropriate file
ready.

‘What properties should the editor window have? It should use a window
the size of the entire screen in order to display as much text as possible.
Thus, the size of the Workbench screen gives us the maximum window
values. You can use any values you like for the minimum, as long as
the sizing gadget is still accessible. Finally, we’re interested in the
various window flags. You should use all the gadgets geared for
maximum user-friendliness. We recommend SMART _REFRESH mode,
since SUPER_BITMAP is overkill, and SIMPLE_REFRESH will only
provide extra work for the program. Here is the window structure for
our editor:

/* 3.1.3.2.A.editor window */
struct NewWindow EditorWindow =

{

0, O, /* LeftEdge, TopEdge */
640, 200, /* Width, Height *xf
o, 1, /* DetailPen, BlockPen */
NULL, /* IDCMP Flags *x/
WINDOWDEPTH | /* Flags *f
WINDOWSIZING |

WINDOWDRAG |

WINDOWCLOSE |

SMART_REFRESH,

NULL, /* First Gadget *x/
NULL, /* CheckMark *f
(UBYTE *)"System programming Editor",

NULL, /* Screen */
NULL, /* BitMap */
100, 50, /* Min Width, Height *f
640, 200, /* Max Width, Height  */
WBENCHSCREEN, /* Type */

}:

The same parameters set for the editor window apply to the file selector
box, except that the file selector box doesn’t take up the entire screen.
We only include the WINDOWDEPTH and WINDOWDRAG gadgets
because WINDOWCLOSE is replaced by another gadget, and sizing
would complicate the whole thing even more. Here is this structure:



ABACUS

Structure 3.2:
File selector
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Message
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/* 3.1.3.2.B.filewindow */
struct NewWindow FileWindow =

{

180, 25, /* LeftEdge, TopEdge */
250, 150, /* Width, Height */
0, 1, /* DetailPen, BlockPen */
NULL, /* IDCMP Flags */
WINDOWDEPTH | /* Flags *x/
WINDOWDRAG |

SMART_REFRESH,

NULL, /* First Gadget *x/
NULL, /* CheckMark *x/
(UBYTE *)"File-Select-Box",

NULL, /* Screen *x/
NULL, /* BitMap *x/
0, 0, /* Min Width, Height  */
0, 0, /* Max Width, Height */
WBENCHSCREEN, /* Type */

}:

The last window which you will always need for the text editor is the
message window. It mainly displays error messages, so it is somewhat
smaller than the file selector box. In addition, it doesn’t contain any
system gadgets since it is read and then confirmed, not moved or
resized. The window structure is rather simple:

/* 3.1.3.2.C.msgwindow */
struct NewWindow MessageWindow =

{

250, 100, /* LeftEdge, TopEdge */
140, 80, /* Width, Height */
0, 1, /* DetailPen, BlockPen */
NULL, /* IDCMP Flags *x/
NULL, /* Flags */
NULL, /* First Gadget */
NULL, /* CheckMark */
NULL,

NULL, /* Screen *x/
NULL, /* BitMap */
0, O, /* Min Width, Height  */
0, O, /* Max Width, Height *x/
WBENCHSCREEN, /* Type */

}:
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3.1.3.3 Window for a new CLI

We still need one more window for an editor program.

Our planning begins with writing a small editor which can be used in
the CLI instead of the old ED program. Naturally, you need a window
for this. What follows is the main function with the window struc-

ture:

Program 3.5:

New CLI
/****************************************/
/* */
/* 3.1.3.3.A. CLIed.c */
/% *x/
/* Program: A new CLI Ed */
/* */
/* */
/* Author: Date: Comments: */
/* */
/* Wgb 10/20//1987 just the window */
/* JLD 01/09/1989 for testing */
/* */

/****************************************/
#include <exec/types.h>

#include <intuition/intuition.h>

struct IntuitionBase *IntuitionBase;

struct Window *FirstWindow;
struct IntuiMessage *message;

struct NewWindow ConsoleWindow =
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0, 0, /* LeftEdge, TopEdge */
640, 101, /* Width, Height *x/
2, 3, /* DetailPen, BlockPen */
CLOSEWINDOW, /* IDCMP Flags */
WINDOWDEPTH | /* Flags */
WINDOWSIZING |

WINDOWDRAG |

WINDOWCLOSE |

ACTIVATE |

SMART REFRESH,

NULL, /* First Gadget */
NULL, /* CheckMark */
(UBYTE *)"Wgb Prod. presents BECKERshell",

NULL, /* Screen */
NULL, /* BitMap *x/
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640, 50, /* Min Width, Height */
640, 200, /* Max Width, Height *x/
WBENCHSCREEN, /* Type *f
3

main()
{

ULONG MessageClass;
USHORT code;

struct Message *GetMsg():
Open_All();

FOREVER
{
if (message = (struct IntuiMessage *)
GetMsg (FirstWindow->UserPort))
{
MessageClass = message->Class;
code = message->Code;
ReplyMsqg (message) ;
switch (MessageClass)
{
case CLOSEWINDOW : Close All();
exit (TRUE) ;
break;

/***************************************

No parameters

* *
* Function: Open .everything *
* *
* *
* Author: Date: Comments: *
* *
* Wgb 10/20/1987 *
* *
* x
*

*
***************************************/

Open_All ()
{
struct Library *Openlibrary():;
struct Window *OpenWindow();

if (!(IntuitionBase = (struct IntuitionBase *)
Openlibrary(*intuition.library"”, OL)))
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{

printf("Intuition library not found!\n");
Close_All():

exit (FALSE) ;

}

if (! (FirstWindow = (struct Window ¥*)
OpenWindow (&§ConsoleWindow)))
{
printf ("Window can't be opened!\n"):
Close_All():
exit (FALSE);
}

/***************************************

* *
* Function: Close everything *
* *
* *
* Author: Date: Comments: *
* *
* Wgb 10/20/1987 *
* *
* No parameters *
* *

***************************************/

Close_All()

{
if (FirstWindow)
CloseWindow (FirstWindow) ;

if (IntuitionBase)

Closelibrary(IntuitionBase) ;

}
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3.2

Screen Fundamentals

The last section described many parameters which affect the appearance
of windows. Screens play an even more important role in graphic
display. Each window parameter depends on the screen to some extent.
Window color, resolution and position can be affected by the screen, and
base their definitions on the context of the screen.

What purpose does the screen serve in Intuition? The screen contains
the essential display parameters. It acts as the background for all visual
output. But output has different uses, and there are many different basic
assumptions. Let’s take two really crude examples:

1) Word processing’s main use for screen output results in text
display. As you can see from any book you only need two colors
for this (one for text and one for background). It is important that
the characters are displayed in high resolution for easy reading.

2) Multi-color graphics need many colors, as the name suggests.
The resolution is important, but some modes don’t place as
much importance on resolution (such as HAM).

These two examples make it clear that different basic properties have to
be available to program. The Amiga goes one step farther here. It
allows the programmer to display several different modes using screens,
where only one might normally be displayed.

Intuition allows any number of these screens with any number of
configuring modes. In principle the procedure is similar to that used for
windows. The following pages explain this in more detail.

3.2.1

Creating custom screens

We use a different method for analyzing screen attributes than we used
for analyzing windows. You may have become familiar with several
types of windows from working with the Workbench. Screens in gen-
eral are more limited in scope, so the Amiga user may assume that the
Workbench screen is all there is. Not so.

As with all operating system routines, structures are used to pass the
required information. Therefore, a NewScreen structure exists for
creating new screens, similar to the NewWindow structure for creating
windows.
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3.2.1.1
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The NewScreen structure

Lets take a look at this NewScreen structure and its individual param-
eters. Here it is:

/* 3.2.1.1.A.newscreen_struct */
struct NewScreen

{

0x00 00 SHORT LeftEdge;

0x02 02 SHORT TopEdge;

0x04 04 SHORT Width;

0x06 06 SHORT Height;

0x08 08 SHORT Depth;

Ox0a 10 UBYTE DetailPen;

0x00 11 UBYTE BlockPeny

0xOc 12 USHORT ViewModes;

0x0e 14 USHORT Type;

0x10 16 struct TextAttr *Font;
0x14 20 UBYTE *DefaultTitle;
0x18 24 struct Gadget *Gadgets;
Oxlc 28 struct BitMap *CustomBitMap:
0x20 32

Y

The first four arguments have similar meanings as in the NewWindow
structure. Left Edge and TopEdge specify the position of the screen
on the monitor. The current versions of Intuition only allow you to
change the vertical position, however. LeftEdge is included for
compatibility with future versions.

Width and Height let you specify the screen width and height in
pixels. You may change the resolution size within limits. For example,
you can create a screen only 100 pixels wide but 300 pixels high in
non-interlace mode. The maximum values for any screen are 720x400
pixels (720X456 PAL).

The Depth setting of a screen appears as a new argument. Here you set
the number of bit-planes allocated for a screen. This determines both the
number of colors that can be displayed at once and the amount of
memory required. We are interested mainly in the number of colors,
calculated according to the formula Colors = 2”*Depth.

Let’s look at the parameters DetailPen and BlockPen. These
determined the colors which Intuition used to draw windows. Carried
over to the screen, they set the colors used by Intuition when drawing
the title bar, the front gadget and back gadget.

It should be noted that only colors allowed by the Depth can be set.
For example, if you set a Depth of three bit-planes, then the
maximum number of colors allowed is eight (numbered zero to seven).
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Table 3.3:
ViewModes

3.2 SCREEN FUNDAMENTALS

Therefore, seven is the highest value for DetailPen or BlockPen.
The same is true for windows, which are completely dependent of the
screen settings.

After the pen colors comes a flag by the name of ViewModes in the
NewScreen structure. This is the most important setting—resolution.

As we mentioned before, different types of programs have different reso-
Iution requirements. Intuition has a maximum resolution of 320 pixels
in the X direction in normal cases. This means that in the rectangular
space of your screen there are 320 horizontal points. These pixels are
relatively wide and can easily be seen by the eye. In higher resolution
the pixel width splits in half, and you have 640 horizontal points.

It’s a similar situation in the vertical direction. Normally this is divided
into 200 rows in the NTSC version of the Amiga (256 in the PAL
version). Here too, you can double the number of lines, but it’s
accomplished in a different manner. The electron beam of the cathode
ray tube writes two sets of information to the screen in alternation, each
set shifting slightly vertically from the other.

Here is a summary of all the possible screen settings:

Flag name Hex value Description

HIRES 0x00008000L Screen with double X resolution
LACE 0x00000004L Screen with double Y resolution
HAM 0x00000800L 4096 color mode

EXTRA_HALFBRITE| 0x00000080L 64 color mode, 5 bit-planes

PFBA 0x00000040L
DUALPF 0x00000400L Dual playfield mode
SPRITES 0x00004000L Sprites can be used

VP_HIDE 0x00002000L

GENLOCK_AUDIO | 0x00000100L
GENLOCK_VIDEO | 0x00000002L Combines video picture into the
graphics through hardware

Before discussing the next value in the structure we would like to
clarify the relationship between Depth and ViewModes. Since the
video chip must manage a large amount of memory for your screens, it
can become overloaded. You shouldn’t be surprised if the video chip
can’t display more than 16 colors in 640 pixel resolution. With 320
pixels it can display the maximum of 32 colors. If you want to use
more colors, you must use the HAM mode instead of the bit-map
method.
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Screen type

Table 3.4:
Screen type

Text insertion
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The next structure value sets the screen type. There are only two types:
the Workbench screen, opened by the system, and the CustomScreen
(user screen).

Associated with these two flags are three others which let you enter
special features. Intuition must organize memory for the bit-maps. You
can do this yourself, however, and set it with another parameter. To
inform Intuition that you have already allocated graphic memory, you
must set the third flag.

The fourth flag enables you to open the new screen behind all others.
This lets you draw a graphic while the screen is hidden without having
to first open the screen and then move it to the background.

The fifth flag disables drawing the system gadgets and the title bar. In
the program you must then ensure that the right mouse button cannot
be used. This can be done by setting a flag. Otherwise the title bar with
the menus would be drawn, but since deleting is disabled, it would not
be removed.

Here is a summary of the two screen types and the five flags just
described:

Flag name Hex value Description

WBENCHSCREEN
CUSTOMSCREEN

0x00000001L
0x0000000FL

Screen type

CUSTOMBITMAP
SCREENBEHIND
SCREENQUIET
SHOWTITLE

0x00000040L
0x00000080L
0x00000100L
0x00000010L

Custom bit-map

Screen opens in the background
No gadgets

(These last two flags set by
Intuition itself)

Screen flashes

BEEPING 0x00000020L

Just like each window, a screen has a title bar containing a text string.
You can set this title through a window. But if no windows are active,
the title bar must remain empty.

The next two parameters allow basic text to be displayed. First, you can
use Font to point to a TextAttr structure, from which you
determine the font used for the screen title and all other Intuition text
displayed in the screen. If you want to use the font which the user
selected with Preferences, use the value null (0) instead of a
pointer here.

The second value is simply a pointer to a string. If you use null here,
no title appears in the title bar.

All we can say about the pointer to the gadget structure is that it was
included in the NewScreen structure for upward compatibility. Unfor-




ABACUS

3.2 SCREEN FUNDAMENTALS

tunately, you can’t add custom gadgets to a screen. You should always
initialize this value as null.

The last pointer normally points to a Bi tMap structure initialized by
the program itself. If you don’t use this function, you should use the
value null here.

3.2.1.2

Program 3.5:
Window on
custom screen

The first screen listing

Before we go through the NewSc reen structure in detail as we did for
the NewWindow structure, you should take a look at the following
listing:

/***************************************/

/* */
/* 3.2.1.2.A customscreen_l.c */
/* */
/* Program: Window on Custom Screen */
/* *x/
/* */
/* Author: Date: Comments: */
/* *x/
/* Wgb 10/16/1987 simple Screen */
/* *x/
/* */

/***************************************/

#include <exec/types.h>
#include <intuition/intuition.h>

struct IntuitionBase *IntuitionBase;
struct Screen *FirstScreen;
struct Window *FirstWindow;
struct IntuiMessage *message;

struct NewScreen FirstNewScreen =

{

0, 0, /* LeftEdge, TopEdge */
640, 200, /* Width, Height */
1, /* Depth *x/
0, 1, /* DetailPen, BlockPen */
HIRES, /* ViewModes */
CUSTOMSCREEN, /* Type */
NULL, /* Font */
(UBYTE *)"Screen Test"™,

NULL, /* Gadgets */
NULL, /* CustomBitMap */
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}:

struct NewWindow FirstNewWindow =
{

160, 50, /* LeftEdge, TopEdge  */
320, 150, /* Width, Height */
0, 1, /* DetailPen, BlockPen */
CLOSEWINDOW, /* IDCMP Flags *x/
WINDOWDEPTH | /* Flags */
WINDOWSIZING |
WINDOWDRAG |
WINDOWCLOSE |
SMART_REFRESH,
NULL, /* First Gadget *x/
NULL, /* CheckMark */
(UBYTE *)"Test Custom-Screen",
NULL, /* Screen */
NULL, /* BitMap */
100, 50, /* Min Width, Height */
640, 200, /* Max Width, Height */
CUSTOMSCREEN, /* Type */
}i

main ()

{
ULONG MessageClass;
USHORT code;

struct Message *GetMsg();
Open_All();

FOREVER
{
if (message = (struct IntuiMessage ¥*)
GetMsg (FirstWindow->UserPort))
{
MessageClass = message->Class;
code = message->Code;
ReplyMsg (message) ;
switch (MessageClass)
{
case CLOSEWINDOW : Close All():
exit (TRUE) ;
break;
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/***********************************************

*

*
*
*
*
*
*
*
*

***********************************************/

Function: Open library, screen and window

Author: Date: Comments:

Wab 10/16/1987

Open_Al1l()

*

{

void *OpenLibrary () :
struct Window *OpenWindow() ;
struct Screen *OpenScreen():;

if (!(IntuitionBase = (struct IntuitionBase *)
Openlibrary("intuition.library", OL)))

{

printf("Intuition library cannot be found!\n");

Close All():
exit (FALSE) ;
}

if (!(FirstScreen = (struct Screen ¥%)
OpenScreen (§FirstNewScreen)))
{
printf("Screen cannot be opened!\n");
Close_All():
exit (FALSE);
}

FirstNewWindow.Screen = FirstScreen;

if (! (FirstWindow = (struct Window *)
OpenWindow (§FirstNewWindow) ) )
{
printf ("Window cannot be opened!\n"):
Close_All():
exit (FALSE) ;

}

}
/***************************************
*
Function: Close everything opened  *
*
*
Author: Date: Comments: *
J— *
Wgb 10/16/1987 Window, screen *
and intuition *
*

*
*
*
*
*
*
*
*

***************************************/

* % ok Ok % X O %

*
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How it works

Close_All()
{
if (FirstWindow) CloseWindow (FirstWindow) ;
if (FirstScreen) CloseScreen (FirstScreen) ;

if (IntuitionBase) CloseLibrary(IntuitionBase);
}

You should be familiar with the structure of this listing. After the gen-
eral pointer and structure definitions comes the main function which
calls the OpenA11() function, then branches to a loop which waits
until you click on the close gadget. The Closeal1() function ends the
program. Let’s look at the four main sections:

Among the pointers we find one for screen structure. It places the
window later. First you need the NewScreen structure, which opens a
simple screen which has the same properties as the Workbench screen,
with the exception that you request only two colors (i.e., one bit-
plane).

You should recognize the main program since we explained how to
read the close gadget at the end of the last section,

The Open_A11() function includes a screen opening routine. The order
of opening is as follows: Library (no library, no OpenScreen() func-
tion), screen, window. A pointer to the custom screen appears in the
window.

The Close_A11() function closes the window first, then the screen,
then the library. Everything occurs in the reverse of the order of the
opening process.

If you like, you can change one or two of the arguments of the
NewWindow or NewScreen structure. Don’t make too many changes
at once though, since it’s easy to overlook an error.

3.2.1.3
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The Screen structure

After this programming interlude, let’s return to the Screen structure
set up by Intuition. It contains many values, pointers and flags. Here is
the structure, complete with offsets:

/* 3.2.1.3.A. screenstructure */
struct Screen

{

0x00 00 struct Screen *NextScreen;
0x04 04 struct Window *FirstWindow;
0x08 08 SHORT LeftEdge;

0xOA 10 SHORT TopEdge;
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0x0C
Ox0E
0x10
0x12
0x14
0x16
0x1A
Ox1E
Ox1F
0x20
0x21
0x22
0x23
0x24
0x25
0x26
0x27
0x2B

0x53

12
14
16
18
20
22
26
30
31
32
33
34
35
36
37
38
39
43
{
0x00
0x04
0x08
0x0C
0x10
0x14
0x18
Ox1A
0x1C
Ox1E
0x20
0x22
0x23
0x24
0x28
}2
83
{
0x00
0x04
0x08
0x0C
0x10
0x14
0x18
0x19
0x1A
0x1B
0x1C
0x1D
Ox1E
Ox1F

- 0x20

0x22
0x24
0x26
0x28

3.2 SCREEN FUNDAMENTALS

SHORT Width;

SHORT Height;

SHORT MouseY;

SHORT MouseX;

USHORT Flags;:

UBYTE *Title;

UBYTE *DefaultTitle;
BYTE BarHeight;

BYTE BarVBorder;

BYTE BarHBorder;

BYTE MenuVBorder:;

BYTE MenuHBorder;

BYTE WBorTop;

BYTE WBorleft;

BYTE WBorRight;

BYTE WBorBottom;
struct TextAttr *Font;
struct ViewPort ViewPort;

00 struct ViewPort *Next:

04 struct ColorMap *ColorMap;
08 struct CopList *Dsplns;
12 struct CopList *SprIns;
16 struct CopList *ClrlIns;
20 struct UCoplist *UCoplns;
24 SHORT DWidth;

26 SHORT DHeight;

28 SHORT DxOffset;

30 SHORT DyOffset;

32 UWORD Modes;

34 UBYTE SpritePriorities;
35 UBYTE reserved;

36 struct RasInfo *RasInfo;
40

struct RastPort RastPort;

00 struct Layer *Layer;

04 struct BitMap *BitMap;:

08 USHORT *AreaPtrn;

12 struct TmpRas *TmpRas;

16 struct AreaInfo *Arealnfo;
20 struct GelsInfo *GelsInfo;
24 UBYTE Mask;

25 BYTE FgPen;

26 BYTE BgPen;

27 BYTE AOlPen;

28 BYTE DrawMode;

29 BYTE AreaPtSz;

30 BYTE linpatcnt;

31 BYTE dummy;

32 'USHORT Flags;

34 USHORT LinePtrn;

36 SHORT cp_x;

38 SHORT cp_ys

40 UBYTE minterms([8];

131



3. INTUITION AND C

0x30
0x32
0x34
0x38
0x39
Ox3A
0x3C
Ox3E
0x40
0x42
0x46
0x4E
0x5C
0x64
}:
0xB7 183
{
0x00
0x02
0x04
0x05
0x06
0x08
0x28
}:
OxDF 223
{
0x00
0x04
0x08
0x0C
0x18
0x3C
Ox4A
Ox4E
0x50
0x51
0x52
0x54
0x58
0x5C
}:
0x13B 315
0x13F 319
0x140 320
0x141 321
0x143 323
0x147 327
0x14B 331
0x14F 335
}:
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48 SHORT PenWidth;

50 SHORT PenHeight;

52 struct TextFont *Font;
56 UBYTE AlgoStyle;

57 UBYTE TxFlags;

58 UWORD TxHeight;

60 UWORD TxWidth;

62 UWORD TxBaseline;

64 WORD TxSpacing;

66 APTR *RP_User;

70 ULONG longreserved[2];
78 UWORD wordreserved([7];
92 UBYTE reserved([8];

100

struct BitMap BitMap;

00 UWORD BytesPerRow;
02 UWORD Rows;

04 UBYTE Flags:

05 UBYTE Depth;

06 UWORD pad;

08 PLANEPTR Planes(8];
40

struct Layer Info LayerInfo;

00 struct Layer *top layer;

04 struct Layer *check_lp;

08 struct Layer *obs;

12 struct MinList FreeClipRects;
24 struct SignalSemaphore Lock;
60 struct List gs_Head;

74 LONG longreserved;

78 UWORD Flags;

80 BYTE fatten_count;

81 BYTE LockLayersCount;

82 UWORD LayerInfo_extra_size;
84 WORD *blitbuff;

88 struct LayerInfo_extra *LayerInfo_extra;
92

struct Gadget *FirstGadget;
UBYTE DetailPen

UBYTE BlockPen;

USHORT SaveColor0;

struct Layer *Barlayer;
UBYTE *ExtData;

UBYTE *UserData;

*NextScreen Like the windows, all open screens are linked to-
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gether. The link pointer resides in this variable.
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*FirstWindow
Each screen contains the pointer of the first window
opened. The windows are then linked together.

LeftEdge, TopEdge,Width and Height
These four values were explained in conjunction with
the NewScreen structure above.

MouseX, MouseY
As with the windows, these variables contain the
mouse coordinates relative to your screen.

Flags This value is initialized as in the NewScreen struc-
ture, with two additional flags:

SHOWTITLE  This flag is set when the title bar is displayed with

ShowTitle().

BEEPING This flag is set when the screen flashes with
DisplayBeep().

*Title As with the windows, this is a pointer to the title
text string.

*DefaultTitle

This pointer comes into play when a window is
opened without a specific title. Intuition then uses the
DefaultTitle.

The following nine variables of the Screen structure apply to all
windows in the screen as well as the screen itself:

BarHeight  Title bar height, measured in screen lines.
BarVBorder Vertical border width.

BarHBorder Horizontal border width.

MenuVBorder Vertical menu border width.
MenuHBorder Horizontal menu border width.
WBorTop Top window border width.

WBorLeft Left window border width.

WBorRight  Right window border width.
WBorBottom Bottom window border width.

*Font Pointer to the default font to be used by Intuition.
Initialized by the NewScreen structure.
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ViewPort This structure contains information about the display
needed for the Copper, the video chip.

RastPort This structure manages the screen and contains all
information required for drawing on the screen.

BitMap This structure contains more precise information
about the bit-map. It also contains pointers to each
bit-map.

LayerInfo  Layers are the basis of the window management. This
information structure is the beginning.

*FirstGadget
Pseudo-pointer to the screen custom gadgets (not
implemented).

DetailPen,BlockPen
The two drawing pens, as explained for NewScreen
and NewWindow.

SaveColor() Since the background color changes when a screen
flashes, this location acts as a buffer for color 0.

*BarLayer  This pointer points to the layer (graphic storage area)
in which the title bar of the screen is stored.

*ExtData Pointer to external data which can be added.

*UserData  Pointer to data managed by the user.

3.2.1.4
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The screen functions

As you learned in the example programs, there are also open and close
functions for screens, called OpenScreen() and a CloseScreen().
The arguments are also similar: the pointer to the NewScreen struc-
ture for the former, and the structure pointer returned by Intuition for
the latter,

As you may have guessed, the user has quite a number of screen func-
tions available for him/her. Let’s take a look at them.

For instance, Intuition functions support clicking on the front and back
gadgets. With ScreenToFront() and ScreenToBack() you can
move any screen to which you have the pointer to the foreground or
background. To demonstrate this, remove the gadget test from the
screen example program listed above. The main function should then
look like this:
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main ()

{
Open_All();
Delay(180L) ;

Close All():
exit (TRUE) ;
}

The Delay() line must also be inserted so that you notice that
something is happening when the new screen opens. Add all of the
extensions after the Delay(180L); line unless told otherwise. First an
example of ScreenToBack() and ScreenToFront():

ScreenToBack (FirstScreen) ;
Delay (180L);
ScreenToFront (FirstScreen) ;

This very simple example moves the screen to the background and the
foreground after a short delay, but it shows you how to use the
functions. Here is the general syntax with the arguments, registers and
function offset:

ScreenToBack (Screen) ;
=246 ao

ScreenToFront (Screen) ;
-252 AO

The same possibilities which can be used for a custom screen can also
be used for the Workbench screen, of course. Normally the problem is
that you don’t have a pointer to the Workbench screen. Another
function does this without using pointers:

WBenchToBack() ;
-336

WBenchToFront () ;
-342

Insert these three lines:

WBenchToFront () ;
Delay(180L);
WBenchToBack() ;

You may be familiar with the following situation in BASIC: You try
to move out of the text area with the cursor in the editor and the screen
flashes and beeps. Intuition sends this flash as a warning. The follow-
ing routine produces five warning signals in a row:
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No
WorkBench
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for (i=1; i<6; i++)
{
for (j=0; j<10000; j++);
DisplayBeep(FirstScreen) ;
}

To start the new program, first declare the two loop variables i and j
as int. The program then flashes the new custom screen five times.

If you want to flash all of the screens (e.g., if you don’t know what
screen is currently in the foreground), then null can be used as the
pointer to tell Intuition that it should flash all of the screens:

DisplayBeep (NULL) ;
Here is the format of the function call:

DisplayBeep (Screen) ;
-96 A0

Many applications may run out of graphic memory very quickly. This
cannot be corrected by expanding the memory because the chip RAM
area cannot be expanded beyond 512K.

The Amiga developers decided that a program would not need the Work-
bench screen if it opened a screen of its own. In these cases you can
close the Workbench screen. The only condition: No other programs
can be running which display data on a window in the Workbench
screen. If this condition is met, Intuition lets you close the Workbench
window with CloseWorkBench().

How can you start a program without using the Workbench? Unfortu-
nately you cannot start your program from the CLI window because the
CLlI is an independent program which outputs to the Workbench screen.
Therefore we will give the program an icon so that it can be called by
double-clicking on the icon.

Add the following lines to CustomScreenl . c program and save it
to disk as CloseBench. c. Compile the new program, and remember
to link it with st artup.o. (You may have to compile startup.h).
At the end of the Open_A11() function after opening the window add:

CloseWorkBench() ;

At the start of the Close_A11() function add:

OpenWorkBench () ;

Next copy the CLT.INFO icon to CloseBench.INFO. Close all
programs that you started from the workbench, the CLI is a running
program, and start the CloseBench program. When you pull the
screen down you will notice that there is no longer a Workbench screen
behind it.
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Each screen whose title bar is not hidden by a BACKDROP window can
be moved vertically by the user. As with windows, an Intuition
function allows screens to be moved. This is no problem with
MoveScreen() and the corresponding delta values.

We have prepared two lines which move the screen back up if you
move it down. Insert the following lines in CustomScreenl.c
program in the FOREVER loop before the message test:

if (FirstScreen->TopEdge != 0)
MoveScreen (FirstScreen, OL, -1L);

The general format of MoveScreen() is:

MoveScreen (Screen, DeltaX, DeltaY):;
-162 A0 DO D1

Since the ShowTitle() function was explained in the window section,
just two functions remain which deal with screens. The first is
GetScreenData(), which returns a summary of screen data.

All of the values could be read through a simple structure access, but
then you don’t get a summary at a particular time because all of the
parameters could change as you read them. Therefore you set up a buffer
for this function in which the data are stored. Then you call the function
and all of the arguments transfer to your buffer. This is especially
useful if you want information about the Workbench screen. Since you
can specify the type of the window with a flag, it is easy to set the
Workbench type. This allows you to easily acquire normally inaccessi-
ble data. Since an example is rather difficult to formulate, here is the
syntax:

Success = GetScreenData(Buffer, Size, Type, Screen);
DO -426 AQ DO D1 Al

MakeScreen() lets you manipulate a screecn managed by Intuition.
After calling MakeScreen() and passing it a screen pointer, it waits
until Intuition View is no longer needed, performs its task using
MakeVPort() and releases Intuition View.

Here’s the format of MakeScreen():

MakeScreen (Screen) ;
-378 A0

These are all the Intuition functions which control screens. We hope the

~ examples helped you understand the functions.
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3.2.2

Examples of using screens

In conclusion we would like to present some short programs and
extended the program sections which you can use in your existing
programs. You'll find that some of these program excerpts are intended
for the “big editor project” later on in this book.

Unfortunately, we don’t have all that many examples. This is because
screens are required only for special applications.

3.2.2.1

Structure 3.3:
Super screen
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General examples

In this section we present two screen examples in the subject of graphic
programs. These examples may give you some ideas for your own
programming,

First is a super-high-resolution screen with just one bit-plane. Super-
high-resolution means a resolution of 640x400 pixels on an NTSC
monitor (or 640x512 on a PAL monitor). We chose just one bit-plane
because we use enough memory in the higher resolution. You must
remember that you only have 512K of graphic memory available
(CHIP_MEMORY).

/* 3.2.2.1.A. superscreen struct */

struct NewScreen SuperScreen =

{

0, O, /* LeftEdge, TopEdge */
640, 400, /* Width, Height */
1, /* Depth */
0, 1, /* DetailPen, BlockPen */
HIRES | /* ViewModes */
LACE,

CUSTOMSCREEN | /* Type */
SCREENQUIET,

NULL, /* Font */
NULL,

NULL, /* Gadgets */
NULL, /* CustomBitMap */

}z

This mode is suited for digitized pictures and for super hi-res graphics.
Here is the complete example program:
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/***************************************

*

*
*
*
*
*
*
*
*

***************************************/

Program: Superscreen.c

Author: Date:

Comments:

Waob 10/16/87

one Screen

#include <exec/types.h>
#include <intuition/intuition.h>

struct IntuitionBase *IntuitionBase;
struct Screen
struct Window

struct IntuiMessage

*FirstScreen;
*FirstWindow;
*message;

struct NewScreen SuperScreen =

{

0, O,

640, 400,

1,

o, 1,

HIRES {
LACE,
CUSTOMSCREEN |
SCREENQUIET,
NULL,

NULL,

NULL,

NULL,

}:

/* LeftEdge, TopEdge

* % Ok % % ¥ ¥

*

/* Width, Height

/* Depth

/* DetailPen, BlockPen

/* ViewModes
/* Type
/* Font

/* Gadgets

/* CustomBitMap

struct NewWindow FirstNewWindow =

{

160, 50,

320, 150,

o, 1,
CLOSEWINDOW,
WINDOWDEPTH |
WINDOWSIZING |
WINDOWDRAG |
WINDOWCLOSE |
SMART_REFRESH,
NULL,

NULL,

/* LeftEdge, TopEdge
/* Width, Height
/* DetailPen, BlockPen

/* IDCMP Flags
/* Flags

/* First Gadget

/* CheckMark

(UBYTE *)"Test Custom-Screen",

NULL,
NULL,

/* Screen
/* BitMap

*/
*/
*/
*/

*/
*/

*/
*/

*/
*/
*/
*/
*/
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100, 50, /* Min Width, Height */
640, 150, /* Max Width, Height */
CUSTOMSCREEN, /* Type */
}s

main ()

{
Open_All();

Delay (180L);
Close_All();

exit (TRUE) ;
}

/***********************************************

* *
* Function: Library, Screen and Window open *
* *
%* %*

***********************************************/

Open_All()
{
void *OpenLibrary() ;
struct Window *OpenWindow();
struct Screen *OpenScreen();

if (!(IntuitionBase = (struct IntuitionBase *)
Openlibrary("intuition.library", OL)))
{
printf("Intuition Library not found!\n");
Close_All():;
exit (FALSE) ;
}

if (! (FirstScreen = (struct Screen *)
OpenScreen (&SuperScreen)) )
{
printf ("Screen not opened, no page!\n");
Close_All();
exit (FALSE) ;
}

FirstNewWindow.Screen = FirstScreen;

if (! (FirstWindow = (struct Window *)
OpenWindow (&§FirstNewWindow)))

{
printf("Window will not open!\n");

Close_All();
exit (FALSE) ;
}
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Partial screens

Structure 3.4:
Utility screen
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/***************************************

* *
* Function: Close everything opened  *
* *
* *

***************************************/

Close_All()
{
if (FirstWindow) CloseWindow (FirstWindow) ;
if (FirstScreen) CloseScreen(FirstScreen);
if (IntuitionBase) Closelibrary(IntuitionBase) ;

}

In the second example we want to show you that you don’t have to use
the full resolution. An interlace screen can also be initialized with 200
lines. It then takes up only half the monitor. It should be mentioned
that any other screen used along with an interlace screen also flickers.

/* 3.2,2.1.B. screen util */
struct NewScreen Utility =

{ .
0, 150, /* LeftEdge, TopEdge */

640, 50, /* Width, Height *x/
2, /* Depth */
2, 1, /* DetailPen, BlockPen */
HIRES, /* ViewModes *x/
CUSTOMSCREEN, /* Type */
NULL, /* Font */
(UBYTE *)"Utility-Screen",

NULL, /* Gadgets */
NULL, /* CustomBitMap */

}:

The structure presented here opens a screen in the lower 50 lines of the
Workbench screen. You might want to open a BORDERLESS window
here in which you could place gadgets for calling up various utility
functions. Be sure to adjust your window size so it fits on the screen.

3.2.2.2

Program sections for the text editor

You may want to use your C source code editor while the compiler is
running, or you may want it removed completely from the screen if, for
example, there are too many windows open on the Workbench and the
processing time takes too long. In that case, it’s a good idea for a new
program to open a new screen. Then you can exit the program and work
on the Workbench undisturbed.

The structure presented here is configured especially for text editing. It
uses only one bit-plane to use as little memory as possible. This is
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enough, since text doesn’t rely heavily on colors. High-resolution
makes the text easily readable.

Structure 3.5: /* 3.2.2.2.A. edscreen */
Editor screen struct NewScreen EditorScreen =

{

0, O, /* LeftEdge, TopEdge */
640, 200, /* Width, Height */
1, /* Depth */
1, O, /* DetailPen, BlockPen */
HIRES, /* ViewModes */
CUSTOMSCREEN, /* Type */
NULL, /* Font *x/
(UBYTE *)"Abacus C Editor Screen",

NULL, /* Gadgets *x/
NULL, /* CustomBitMap */

}s
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3.3

Output

After having completed the first two sections of this chapter, you now
know almost every capability of Intuition screens and windows; how
they open and close; and how other functions interact with them.

But what use is a screen or window that appears on the screen and does
nothing? Except, perhaps, letting the user move it up or down.

At the beginning of this book we mentioned that windows are the basis
for all input and output. The screens simply exist to subdivide areas and
specify default properties of the windows. You know how to set up
screens and windows, but how do you control input and output? This
section discusses the subject of output.

The Amiga offers two types of output. The first type comes from the
output functions found in graphics.library. These are the basis
for all of the screen output functions. The second type is supported by
intuition.library. It offers only three output functions, but they
are flexible enough that all other elements can be constructed from
them. All user elements such as gadgets, requesters, and menus use the
three graphic functions supplied by Intuition.

You see how important it is to explore these functions. Later you will
see how easy it is to construct the most complex objects using the
building block system of Intuition.

In addition, you’ll get to use the windows for a real application.

3.3.1

Text output

We’ll go through the individual output options step by step. Let’s look
at text output first, since it’s the most important form of communica-
tion with the user.

When starting out, it is important to know the parameters your text can
have. They are easy to understand.
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3.3.1.1

JAM1

JAM2

INVERSEVID

COMPLEMENT

Position, color, character mode

About the position: You must determine the exact pixel at which your
text is written relative to your window. In addition, you can set the
color used for the background and foreground (the text lines
themselves). Here you access a certain number of color pens which the
screen offers you. Pen number -1 (OxFF) plays a special role. This
number represents the window’s default color.

As you are probably aware, the operating system has various modes
available for producing output.

The first mode takes into account what is drawn but not the
background. This displays the text lines only, without disturbing the
background. This mode is called JAM1 because color 1 is “jammed”
into the graphic.

In the second mode Intuition displays both the characters and the back-
ground. This mode is called JAM2 because both colors are drawn.

The third mode is similar to the second except that colors are
exchanged. You need INVERSEVID for the default colors, however,
which are designated with -1 (OxFF) and cannot be simply exchanged.

Mode number four, COMPLEMENT, is similar to one except that the
background is drawn correspondingly. Set points are erased and erased
points are set.

Here are the four modes:
Table 3.5: Drawing mode Description
DrawModes JAM1 Only pen 1 used
JAM2 Both pens used
INVERSEVID Like J2M2, with pens exchanged
COMPLEMENT Like JAM1, set points cleared, cleared set
With the last text parameter you can specify a character font as a
TextAttr structure.
3.3.1.2 The IntuiText structure
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As usual, the Intuition parameters are stored in a structure, which looks
like this:
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/* 3.3.1.2.A. intuitext_struct */
struct IntuiText

{

0x00 00 UBYTE FrontPen;

0x01 01 UBYTE BackPen;

0x02 02 UBYTE DrawMode;

0x03 03 SHORT LeftEdge;

0x05 05 SHORT TopEdge;

0x07 07 struct TextAttr *ITextFont;
OxOB 11 UBYTE *IText;

OxOF 15 struct IntuiText *NextText;
0x13 19

}:

The last two elements of the structure need some explaination. IText
represents a pointer to a string terminated by null. With the pointer
NextText, the system makes it possible to link several such
IntuiText structures together into a chain. The advantage of this lies
in the call to produce the output. This capability means that you aren’t
limited to a single line or color setting per call. This allows maximum
flexibility with just one function call.

3.3.1.3

Fonts and type styles

Any of the fonts on the Workbench disk can be used, but Intuition
offers another option.

A default font can be set for any window. If you want to use this font

(generally set in Preferences), then you just use null instead of a
pointer.

You can also access a custom font through the diskfont.library.
You should usually use the two ROM fonts, however, to retain
readability and consistency. These fonts are always accessible and have
uniform dimensions,

To select the two ROM fonts you first need the Text Att r structure,
which defines both the font and its style. This structure looks like this:

/* 3.3.1.3.A. textattributes */
struct TextAttr

{

0x00 00 STRPTR ta_Name;

0x04 04 UWORD ta YSize;

0x06 06 UBYTE ta Style;

0x07 07 UBYTE ta_Flags;

0x08 08

}i
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ta_Name contains a pointer to a string which states the font name. If
you want to use the ROM fonts, insert topaz.font. Make sure that
the font name is entirely in lowercase letters or the operating system
will not recognize it. If you have opened other fonts with the
diskfont.library, you can access them as well.

With the next value you set the height of the font in pixels. This
determines the size of the font and also the number of characters per
line. ROM fonts have two sizes:

Table 3.6: Font size Characters Height
Standard fonts [Topaz SIXTY Sixty At 640 pixels = 9 pixels
TOPAZ EIGHTY Eighty At 640 pixels = 8 pixels.

The next element in the TextAttr structure, ta_Style, allows you
to set something called the soft-style. This lets you change the appear-
ance of a normal font by applying certain functions to it. Using this
you can implement underlining, italics, boldface and extended charac-
ters. The following flags are available and can be freely combined:

Table 3.7: Flag name Hex value Meaning
Type styles [Fs NORMAL 0x00 No effect
FSF_ITALIC 0x04 Italic
FSF_BOLD 0x02 Boldface
FSF_UNDERLINED 0x01 Underline
FSF_EXTENDED 0x08 Extended characters

In the last value of the structure you use flags to specify additional
information about your character set. These flags are called font prefer-
ence flags. We are interested in just two of these flags—the two which
indicate from where Intuition should get the font. You can use ROM
fonts or disk fonts. Since topaz.font is in ROM, you set the corre-

sponding flag:
Table 3.8: Flag name Hex value Meaning
Font type FPF_ROMFONT 0x01 Get font from ROM
FPF_DISKFONT 0x02 Get font from disk
FPF_REVPATH 0x04
FPF_TALLDOT 0x08
FPF_WIDEDOT 0x10
FPF_PROPORTIONAL 0x20
FPF_DESIGNED 0x40
FPF REMOVED 0x80

To use topaz.font with a line length of 80 characters and normal
appearance, the structure would look like this:

/*3.3.1.3.B. testfont */
struct TextAttr TestFont =
{
(STRPTR) "topaz.font",
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TOPAZ_EIGHTY,
FS_NORMAL,
FPF_ROMFONT
}i

3.3.1.4

PrintIText

Now that you’ve seen the individual parameters, it’s time to work with
the IntuiText structure.

The PrintIText function is required for displaying the
IntuiText. In addition, you need an argument from the window in
which the output appears. Your argument is the RastPort, without
this it is impossible to perform any output.

You can do this with the following definition and assignment:

struct RastPort *MyWindowRastPort;
MyWindowRastPort = MyWindow->RPort;

Now you need an appropriate IntuiText structure to start output.
We’ve written one for you:

/* 3.3.1.4.A.firsttext */
struct IntuiText FirstText =

{

i, o, /* FrontPen, BackPen */
JAM2, /* DrawMode */
15, O, /* LeftEdge, TopEdge */
NULL, /* Font (Standard) */
(UBYTE *) "System programming on the Amiga!",

NULL /* NextText */

}:

Insert this definition in the Customscreenl.c program. Remember
that this definition must precede the ma in() function.

RastPort can be determined in the main() function after
Open_A11() finishes with the assignment statement given above.

You are almost ready to call Print IText(). All you need yet are
coordinates.

147



3. INTUITION AND C AMIGA C FOR ADVANCED PROGRAMMERS

You may wonder why you need them. Take a look at the following
graphic:

PrintIText()0ffset-Demo
8 . .5 . 18|

g ' ==
] Ofttset of window from function (S6L, S8L)
58/ e
] Ls Hello, this Is a test.
1600]
1 Relative position of structure (20, 20)
Figure 3.3 m

When you call the Print IText() function, you determine the point
relative to the RastPort to which all other parameters in the struc-
tures refer. This point becomes the origin. The position specified in the
IntuiText structure then relates to this. Insert the following line in
your Customscreenl.c program:

PrintIText (MyWindowRastPort, FirstText, 10L, 20L);:

Note: Be sure to specify the offsets of Print IText() as long values or the
Aztec C compiler may have problems. Here is the complete listing:

/***************************************
*

*
* Program: PrintIText.c *
%* *
* *
* Author: Date: Commentss *
* *
* Wgb 10/16/1987 PrintIText Test *
* Window *
*

*
***************************************/

#include <exec/types.h>
#include <intuition/intuition.h>

struct IntuitionBase *IntuitionBase;
struct Window *FirstWindow;

struct NewWindow FirstNewWindow =
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{

160, 50,

320, 150,

0, 1,

NULL,
WINDOWDEPTH |
WINDOWSIZING |
WINDOWDRAG |
WINDOWCLOSE |
SMART_REFRESH,
NULL,

NULL,

/* LeftEdge, TopEdge
/* Width, Height

/* DetailPen, BlockPen
/* IDCMP Flags

/* Flags

/* First Gadget
/* CheckMark

(UBYTE *)"System programimg test",

NULL,

NULL,

100, 50,

640, 200,
WBENCHSCREEN,
}s

{

1, O,
JaM2,
15, O,
NULL,

/* Screen

/* BitMap

/* Min Width, Height
/* Max Width, Height
/* Typ

struct IntuiText FirstText =

/* FrontPen, BackPen
/* DrawMode

/* LeftEdge, TopEdge
/* Font (Standard)

33 Ourrur

*/
*/
*/
*/
*/

*/
*/
*/
*/

(UBYTE *) "System programing on the Amiga!",

NULL
}s

main ()

{

/* NextText

struct RastPort *MyWindowsRastPort;

Open_All{();

MyWindowsRastPort = FirstWindow->RPort:

*/

PrintIText (MyWindowsRastPort, &FirstText, 10L, 20L):

Delay(180L);

Close_All();
}

/***************************************

*

* Function: Library and Window open  *

*

Open_All()

*

***************************************/
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Linked text
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{
void *OpenLibrary() ;
struct Window *OpenWindow():

if (!(IntuitionBase = (struct IntuitionBase *)
OpenLibrary ("intuition.library™, OL)))
{
printf ("Intuition Library not found!\n"):;
Close_All();
exit (FALSE) ;
}

if (!{(FirstWindow = (struct Window *)
OpenWindow (&FirstNewWindow)))
{
printf("Window will not open!\n™):
Close_All();
exit (FALSE) ;
}

/***************************************

* *
* Function: Close All *
* *
* *

303k 3k e e deok ok ok ok ok ok ok ok ok ok ok ok ok ok ok ko ok ok ok ok ok ok ok ok
Close_All()

{
if (FirstWindow) CloseWindow (FirstWindow) ;

if (IntuitionBase) Closelibrary(IntuitionBase) ;
}

Print IText format:

PrintIText (RastPort, IText, LeftOffset, TopOffset);
=216 AO Al DO D1

To round everything out, here is an example of a linked IntuiText
structure, which you can print by calling Print IText as above. The
system takes care of whether or not multiple strings exist, and displays
everything correctly. Note that when defining these structures in this
manner the last text in the list must be defined first.

struct IntuiText FourthText =
{

1, O, /* FrontPen, BackPen */
JAM2, /* DrawMode * /
15, 20, /* LeftEdge, TopEdge */
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Figure 3.4

33 Ourrur
NULL, /* Font (Standard) */
(UBYTE *) "This text is an example ",
NULL /* NextText */
¥
struct IntuiText ThirdText =
{
o, 1, /* FrontPen, BackPen */
JAM2Z, “/* DrawMode */
15, 30, /* LeftEdge, TopEdge */
NULL, /* Font (Standard) */
(UBYTE *) "of linking ",
&FourthText /* NextText */
};
struct IntuiText SecondText =
{
2, 0, /* FrontPen, BackPen */
JAM2, /* DrawMode */
15, 40, /* LeftEdge, TopEdge */
NULL, /* Font (Standard) */
(UBYTE *) "multiple strings ",
&ThirdText /* NextText *x/
3
struct IntuiText FirstText =
{
3, 0, /* FrontPen, BackPen */
JAM2, /* DrawMode */
15, 50, /* LeftEdge, TopEdge */
NULL, /* Font (Standard) */
(UBYTE *) "with IntuiText.",
&SecondText /* NextText */
}i
IntuiText structure
UBYTE: UBYTE: TUBYTE:
Fm FrontPen | FrontPen FrontPen ~
UBYTE: UBYTE: UBYTE:
BackPen BackPen BackPen
UBTYE: UBTYE: UBTYE:
Drastiode Drasdfode [Dramiode |
SHORT: SHORT: SHORT:
| LeftEdge LeftEdge LeftEdge
SHORT: SHORT: SHORT:
TopEdge TopEdge TopEdge
srtuct TextAttr: srtuct TextAttr: srtuct TextAttr:
¥ITextAttr #ITextAttr #ITextAttr
UBYTE: UBYTE: UBYTE:
*IText J ¥IText ¥IText
struct IntuiText struct IntuiText| | [struct IntuiText| |
¥HextText Hextlext | |¥NextText
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3.3.2

Drawing lines

The second output element which Intuition supports is line output.
You may be familiar with the importance of these lines if you have
ever seen a Workbench requester. Each gadget has a double border sur-
rounding it. The scroll bars in the directory windows are also framed
with a box made up of these lines.

First we’ll examine the parameters in the Border structure so that you
can draw simple lines.

3.3.2.1

Color, position, etc.

As with the IntuiText structure, the Border structure can be used
to establish the starting position of the first line to be drawn. As you
saw with Print IText(), an offset is used as the relative origin for
the position specified in the function call.

FrontPen and BackPen can also be set, although BackPen is not
used (a line really doesn’t have a defined background). For this same
reason you can’t use all four modes provided for DrawMode. Only
JAM1 and INVERSVID make sense because the other two refer to the
second color (again, an unused color in this case).

3.3.2.2
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The Border structure

Let’s look at the Border structure before going on to the parameters:

/* 3.3.2.2.A. borderstruct */
struct Border

{

0x00 00 SHORT LeftEdge

0x02 02 SHORT TopEdge;

0x04 04 UBYTE FrontPen

0x05 05 UBYTE BackPen;

0x06 06 UBYTE DrawMode;
0x07 07 BYTE Count;

0x08 08 SHORT *XY;

0x0C 12 struct Border *NextBorder:
0x10 16

}i
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33 OurrutT

Unlike the IntuiText structure, no definition of a font exists for the
border. But you need a value which tells the types of corer points your
sequence of lines will have.

Correspondingly you also have a pointer to tables of coordinate pairs
instead of a string. Count specifies the number of pairs in this table.

As with texts, multiple border structures can be linked together to
perform tasks like change line colors.

3.3.2.3

Figure 3.5

Coordinate table for line drawing

The number of coordinate pairs in the table is stored in the structure in
the variable Count. You have to supply a pointer to the first element.

A coordinate table consists of short value pairs; one value for the X
position and one for the Y position. These values are viewed as offsets
from LeftEdge and TopEdge, which you initialized in the Border
structure.

To complicate matters, we should mention that these coordinates are
just offsets to the coordinates of the DrawBorder() function. The
following graphic makes this clear:

DrawBorder () -0ffset-Demo
8 50 160 158 200

..... P i PR PG
1.4

orasordero -Tes 1=

Offset of window from function (S8L, SBL)
(160, 60) (230, 69)
4 !

sa< [ ]

] T
168 I (238, 38)

Relative position of structure (58, 18)

A coordinate table could look like this:

SHORT TestValues[] =
{

0, O,
50, O,
50, 12,
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0, 12,

This table describes a rectangular box with a width of 50 pixels and a
height of 12 pixels. Note that you need five values for a box with four
corners: The start value and the four destination values for the lines.

3.3.2.4

154

DrawBorder function

Now that we’ve taken stock of the situation, let’s take advantage of
Intuition’s command for drawing borders. To do this you need a com-
pletely defined Border structure and a coordinate table:

/* 3.3.2.4.A. testborderstruct */
struct Border TestBorder =

{

50, 20,

2, O,

JAM1,

5,
&TestValues,
NULL
}i

Let’s use the table printed above as the coordinates. In addition, you
need the RastPort and the offsets for the function:

struct RastPort *MyWindowRastPort;
MyWindowRastPort = MyWindow->RPort;

DrawBorder (MyWindowRastPort, TestBorder, 10L, 10L):

Add the Border structure, the coordinate table, the RastPort and
the function call to CustomScrteen.C program. After starting the
modified program, a small box appears in the window. Here is the
complete program;

/***************************************

* *
* Program: DrawBorder.ec *
*x *x
* *
* Author: ~ Date: Comments: *
* *
* Wgb 10/16/1987 Border box *
* in Window *
* *

***************************************/
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3.3 OuTtruT

#include <exec/types.h>
#include <intuition/intuition.h>

struct IntuitionBase *IntuitionBase;
struct Window *FirstWindow;

struct NewWindow FirstNewWindow =
{

160, 50, /* LeftEdge, TopEdge */
320, 150, /* Width, Height */
0, 1, /* DetailPen, BlockPen */
NULL, /* IDCMP Flags */
WINDOWDEPTH | /* Flags */
WINDOWSIZING |

WINDOWDRAG |

WINDOWCLOSE |

SMART_REFRESH,

NULL, /* First Gadget */
NULL, /* CheckMark */
(UBYTE *)"System programing test",

NULL<ns1:XMLFault xmlns:ns1="http://cxf.apache.org/bindings/xformat"><ns1:faultstring xmlns:ns1="http://cxf.apache.org/bindings/xformat">java.lang.OutOfMemoryError: Java heap space</ns1:faultstring></ns1:XMLFault>