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Vorwort

Vorwort

Der Amiga ist aufgrund seines erschwinglichen Preises und
seiner bestechenden Grafik- und Soundfdhigkeiten in kiirze-
ster Zeit sehr bekannt geworden. Dies veranlafSite viele
Interessenten, sich mit der Programmierung des Amiga zu
beschidftigen. Man koénnte auf die =zahlreichen hoheren
Programmiersprachen zuriickgreifen, doch der umfangreiche
Wortschatz des MC68000 ermdglicht es, auch in Assembler
komfortabel zu programmieren.

Vergleicht man den MC68000-Prozessor mit anderen bekannten
Typen, wie dem 6502 (der im C-64 seinen Dienst tut) oder dem
8088-Reihe von Intel, so stellt man fest, daB der Amiga-
Prozessor wesentlich mehr Modglichkeiten Dbietet. Beim
Vergleich mit dem 6502 wird das kaum verwundern, doch sogar
die Intel-Prozessoren k&nnen sich vom MC68000 noch eine
Scheibe abschneiden.

Wer Assembler programmieren mdchte, muB nicht nur die
Sprache selber, also die Befehle und Anwendungsvorschriften
(Syntax) des MC68000 kennen, sondern sich auch mit dem
System des Proszessors auskennen. Die Sprache selber wird in
diesem Buch in den ersten drei Kapiteln behandelt. Fast
alles, was Sie dort 1lernen, koénnen Sie auch auf andere
Systemen anwenden, die den MC68000 besitzen.

Der Abschnitt Systemprogrammierung wird den weitaus grdfSeren
Teil des Buches (Kapitel 4-12) einnehmen. Er ist Amiga-spe-
zifisch, die dort erworbenen Kenntnisse sind also nur auf
dem Amiga einsetzbar.

Die ersten drei Kapitel sollen beim Einstieg in Assembler
helfen. Hierzu werden die Grundbegriffe erkldrt, und es wird
auf substantielle Routinen bei Schleifenkonstruktionen ein-
gegangen. Vom vierten bis achten Kapitel erhdlt man Einsicht
in die fiinf wichtigsten Libraries des Amiga. Das Kapitel 9
beschaftigt sich mit der Konstruktion von eigenen Libraries.

Kapitel (10) behandelt die Devices, die beim BAmiga eine
vergleichbare Stellung wie die Libraries einnehmen. Es wird
auf die wichtigsten vier Devices eingegangen und anhand von
zahlreichen Beispielprogrammen deren Anwendung demonstriert.
In Kapitel 11 wird die Konstruktion eines eigenen Devices
dokumentiert.

Zum SchluB wird in Kapitel 12 die Programmierung der DOS-
Library und der Aufbau des AmigaDOS vertieft.

Auf den letzten Seiten finden sich zahlreiche Anhdnge, in

denen alle wichtigen Informationen 2zusammengefaBt sind. Sie
sollen dieses Buch auch als Nachschlagewerk nutzbar machen.
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Vorwort

Bevor wir loslegen, méchten wir noch folgenden Personen dan-
en: dem Techniklehrer Herrn Knut Reinhardt vom St&dtischen
Gymnasium Rheinbach fiir die zur Verfilgung gestellten Compu-
ter, Thorsten Jansen (die Thorsten-Post) filir immer (nicht
immer, aber immer &fter) plinktliche Uberlieferung unserer
Disketten, und allen anderen, die zur Entstehung dieses Bu-
ches beigetragen haben.

Viel SpaB beim Lesen und Programmieren wiinschen Ihnen

Ronald Webers Frank Zavelberg
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Kapitel 1

1.1 Was ist Assembler?

Dieses Kapitel soll Ihnen Grundsdtzliches iiber den Assembler
vermitteln. Unrecht haben nimlich mit Sicherheit die Leute,
die behaupten, Assembler sei eine Sprache nur fiir
Programmier-Profis. Auch in Assembler wird nur mit Wasser
gekocht, und man kann sie lernen wie jede andere
Programmiersprache.

Damit kommen wir zu der Frage, was denn die Besonderheiten
von Assembler und die Unterschiede zwischen den
Programmiersprachen sind.

1.1.1 Unterschiede Assembler-Hochsprachen

Vielleicht haben Sie schon Erfahrung in Sprachen wie BASIC
oder PASCAIL. Diese, wie auch die meisten anderen Sprachen,
nennt man "Hochsprachen". Eine solche Hochsprache zeichnet
aus, daB viele "einfache" Befehle im Computer letztendlich
ziemlich komplexe Vorgdnge ausldsen. Der PRINT-Befehl in
BASIC beispielsweise, ist von der internen Ausfiihrung her
recht kompliziert: Der auszugebende Text muB anhand des
eingestellten Zeichensatzes in Grafikpunkte umgerechnet
werden und dann an der richtigen Stelle in den Teil des
Speichers geschrieben werden, der vom Computer auf dem
Bildschirm dargestellt wird. Also eine ganze Menge Arbeit,
die der BASIC-Interpreter fiir den Programmierer unsichtbar
leistet.

Wenn wir uns nun auf die Stufe der Assembler-Programmierung
begeben, miissen wir flir alle diese Dinge, die uns BASIC
schon zur Verfiligung stellt, selbst sorgen. Das heiBt natlr-
lich nicht, daB Sie im Falle der Textausgabe selbst die
richtigen Grafikpunkte auf dem Bildschirm ausrechnen missen,
dafiir stellt der Computer vorgefertigte Programmteile
(genannt "Routinen") zur Verfligung. Aber Sie missen z.B. die
Positionen der Texte auf dem Bildschirm etc. selbst iliberwa-
chen.

1.1.2 Von Assembler zur Maschinensprache

Wie in Hochsprachen gibt es auch in Assembler viele Befehle.
Der wohl am hiufigsten gebrauchte Befehl in Assembler ist
der MOVE-(Verschiebe-)Befehl. Wenn man z.B. schreibt

move 2,4

verschiebt der Computer das, was an der Stelle 2 im Speicher
steht, an die Stelle 4. :
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Nun gibt es da aber ein kleines Problem: Der Computer ist
dumm. Er ist so dumm, daB er nur die Ziffern 0 und 1 kennt.
Das kommt daher, daB ein Computer auf einem System von
Schaltkreisen basiert, die nur zwei Zustdnde annehmen k&n-
nen: Strom flieBt oder Strom flieBt nicht, also 0 oder 1.
Dies bezeichnet man als "Dualsystem". Zahlen dieses Systems
kann man auch in andere Systeme, z.B. in unser "normales"
Zehner-(Dezimal-) System umrechnen. Wie das geht, werden wir
spdter noch sehen.

Jedem Assembler-Befehl wird eine Nummer 2zugeordnet. Angenom-
men, der MOVE-Befehl h&tte die (Dual-)Nummer 1111, dann s&he
unser Befehl von vorhin so aus:

1111 (die Nummer des Befehls)
0010 (Dualzahl fir 2)
0100 (Dualzahl fir 4)

Man kann sich also ein Assembler-Programm auf der untersten
Stufe als lange Kette aus Nullen und Einsen denken:

111100100100 ...

Diese Darstellung des Programmes nennt man Maschinensprache.
Man darf also Maschinensprache nicht mit Assembler verwech-
seln.

Natlirlich wdre es #duBerst unpraktisch, ein Programm direkt
in Maschinensprache 2zu schreiben. Wie gesagt stellt diese
010101-Folge die flir den Computer {ibersetzte, direkt
verstédndliche Form eines Assembler-Programms dar. Wir werden
unsere Programme selbstverstdndlich in der "Befehlsform"
(move 2,4) schreiben, die Ubersetzung in den 0101-Code
tibernimmt ein entsprechendes Programm (das giinstigerweise
auch "Assembler" heifit).

1.2 Wann und warum Assembler?

Sprachen wie BASIC, so einfach sie auch zu programmieren
sein mdgen, haben einen ganz entscheidenden Nachteil: Es
sind sog. Interpretersprachen, d.h. jeder Befehl, den Sie
schreiben, muB wdhrend der Programmausfiihrung interpretiert,
also in Maschinensprache {iibersetzt werden, da der Computer
nur diese direkt versteht. Wenn also in einer Schleife ein
Befehl 100 mal ausgefiihrt wird, muB er auch 100 mal {iiber-
setzt werden. Diesen Nachteil Kkennt Assembler nicht. Hier
sind die Befehle quasi schon iibersetzt, was einen enormen
Geschwindigkeitsunterschied ausmachen kann.

Es gibt noch eine andere Art von Programmiersprachen: die
sog. Compilersprachen. Hier schreibt man auch ein Quellpro-
gramm, &hnlich wie in BASIC, nur wird dieses nicht w&hrend
der Laufzeit libersetzt, sondern es wird compiliert, d.h. das
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Quellprogramm in der Hochsprache wird vor der ersten Benut-
zung einmal in ein Maschinenprogramm fibersetzt. Damit wird
natiirlich eine Geschwindigkeitssteigerung erreicht, aber ein
Compiler muB ziemlich allgemein gehaltene Ubersetzungs-
Verfahren verwenden, wo hingegen ein Assemblerprogrammierer
seine Programme den jeweiligen Aufgaben genau anpassen kann.

Dariiber hinaus bietet Assembler noch einen weiteren Vorteil:
Hochsprachen konnen, da sie im Prinzip nicht an einen be-
stimmten Computer gebunden sind, nicht vollkommen auf die
Mdglichkeiten des jeweiligen Systems eingehen. Assembler
hingegen, befindet sich sozusagen "direkt an der Quelle". In
Assembler stehen TIhnen alle Mdglichkeiten des Computers
offen - Sie miissen sie nur zu nutzen wissen (und dafilir ist
ja dieses Buch da).

Man kann also sagen, daf Assembler immer dann eingesetzt
werden sollte, wenn es um zeitkritische Probleme oder um
volle Ausnutzung der Mdglichkeiten geht. Selten werden kom-
plette Programme wie Textverarbeitungen o.A. in Assembler
geschrieben. Meist greift man auf die Moglichkeit zuriick,
Assembler und Hochsprache zu mischen, wodurch die Vorteile
beider Sprachen verbunden werden k&nnen.

1.3 Was wird zur Assemblerprogrammierung benttigt?

Die bekanntesten Assembler-Pakete fiir den Amiga sind der
Devpac und der Seka. Dieser Kurs ist auf den Devpac ausge-
richtet, die Programme kdnnen jedoch auch problemlos auf den
seka oder andere Assembler umgeschrieben werden, da sie sich
nur bei einigen wenigen Spezial-Befehlen unterscheiden.
Sollten bei bestimmten Befehlen Probleme auftauchen, wird
Thnen ein Blick ins Handbuch des Assemblers bestimmt
weiterhelfen. Im folgenden wollen wir die Funktion der
einzelnen Teile, die zu einem Assembler gehdren, kurz
beschreiben. Wir werden hier allerdings auf eine genaue
Anleitung, wie ein Assemblerprogramm einzugeben und 2zu
{ibersetzen ist, verzichten. Dieser Ablauf ist n&@mlich bei
jedem Assembler anders, und wird ausfiihrlich im zugeh&rigen
Handbuch beschrieben.

1.3.1 Der Editor

Der Editor dient zur Eingabe und Uberarbeitung Ihres Pro-
grammes. Viele Assemblerpakete (wie z.B. der Devpac und der
Seka) besitzen einen integrierten Editor. Falls Ihr As-
sembler keinen besitzt oder er Ihnen zu schlecht erscheint,
kénnen Sie auch jeden anderen Editor, der Texte im ASCII-
Format (d.h. reinen Text, ohne Kommandos wie Fett, Rursiv
usw.) abspeichern kann, verwenden.
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Der Editor sollte iiber Funktionen zum Bewegen und Kopieren
von Bldcken verfiigen, da Sie Ihre Programme mdglicherweise
des 6fteren umgestalten oder umordnen miissen. Auch wdre eine
Goto-Zeile-Funktion von Nutzen, da der Assembler Fehlermel-
dungen in der Regel mit Zeilennummer ausgibt, ein Assembler-
programm aber ohne Zeilennummern eingegeben wird.

Wenn Sie einen nicht-Assembler-integrierten Editor benutzen,
missen Sie das Programm abspeichern und dem Assembler (siehe
ndchster Abschnitt) den Dateinamen mitteilen.

1.3.2 Der Assembler

Dieses Programm, das sinnigerweise genauso heiBt wie die
Programmiersprache, ist fiir die Ubersetzung Ihres Programms,
des Quelltextes (auch Sourcecode genannt), zustédndig. Der
Assembler erzeugt entweder die lauffsdhige Version Ihres Pro-
gramms auf Diskette oder er ist (wie der Devpac und Seka) in
der Lage, direkt in den Speicher zu assemblieren. Letzteres
hat den Vorteil, daB das Programm schnell =zum Austesten
bereit ist und erst abgespeichert werden muB, wenn alles
funktioniert.

Die meisten Assembler bieten eine Funktion, die sich
"Include" nennt. Das bedeutet, es k&nnen andere, auf Dis-
kette befindliche, Quelltext-Teile wdhrend der Assemblierung
per Befehl in einen Programmtext eingebunden werden. Der
Seka kennt diesen Befehl nicht, aber er kann iiber das R-Kom-
mando Textteile (vor der Assemblierung) dazuladen. Zu diesem
und anderen Features werden wir in sp&teren Kapiteln noch
kommen .

1.3.3 Der Debugger

Vielleicht gehdren Sie zu den Gliicklichen, deren Programme
immer auf Anhieb funktionieren, dann werden Sie einen Debug-
ger kaum brauchen. Falls nicht, kann er Ihnen bei der
Fehlersuche recht hilfreich sein. Der Ausdruck "Bug" steht
im Programmiererslang fiir einen Programmfehler. “Debugging"
bedeutet demnach die Entfernung von Fehlern.

Dabei widre es manchmal giinstig zu wissen, was ein Programm
an bestimmten Stellen denn genau macht. Sprich, man miiBte
sich wdhrend des Programmlaufs Variablen ansehen k&nnen u.&.
Genau dafilir ist ein Debugger da. Er arbeitet das Programm im
"Einzelschrittverfahren" (Trace-Modus) ab, so daB Sie nach
jedem Befehl die Mdglichkeit haben, Speicherstellen zu iiber-
priifen oder das Programm (geringfiigig) zu &ndern.
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1.4 Der Aufbau eines Computers

Zunidchst miissen wir etwas {iber den Aufbau des Amiga
erfahren. Speziell die Assemblersprache erfordert recht gute
Kenntnisse des Systems, die man sich aber zum groSen Teil
auch widhrend der Laufbahn als Programmierer aneignen wird
(Ubung macht ja bekanntlich den Meister).

1.4.1 Der Speicher - Platz fiir Programme

Der Speicher 1&Bt sich als lange Reihe von Zellen ansehen
(beim Amiga bis zu 10 Millionen). Er ist in zwei groBe Be-
reiche aufgeteilt: Das RAM (Random Access Memory), den Spei-
cher mit wahlfreiem Zugriff, den man also lesen und be-
schreiben kann, und das ROM (Read Only Memory), das nur ge-
lesen werden kann. AuBerdem geht der Inhalt des RAM verlo-
ren, wenn Sie den Computer ausschalten, der des ROM aber
bleibt permanent gespeichert. In letzterem liegen daher die
Programmteile, die dafilir sorgen, daB der Amiga beim Ein-
schalten {iberhaupt etwas tun kann (das sog. Betriebssystem).

In jede dieser Zellen kann man eine Zahl zwischen 0 und 255
abspeichern. Wie wir gesehen haben, stellt ein Maschinenpro-
gramm auch nur eine Folge von Zahlen dar, weshalb es sich
problemlos im Speicher ablegen 1&Bt. Jede Zelle erhdlt wei-
terhin eine Nummer, eine Adresse, die zum Zugriff auf sie
benutzt wird.

1.4.2 Die CPU, das Herz des Computers

Die CPU (Central Processing Unit - Zentrale Steuereinheit),
beim Amiga ein MC68000-Chip, ist gleichsam das Herz eines
Computers. Sie ist es letztendlich, die unsere Programme
ausfiihrt. Sie kann rechnen, vergleichen, anhand der Verglei-
che Entscheidungen féllen usw. Dabei bedient sie sich eines
Verfahrens, das "Fetch and Execute" (Holen und Ausfiihren)
genannt wird. Das bedeutet, die CPU holt sich einen Befehl
aus dem Speicher, filhrt ihn aus, geht dann zum ndchsten,
holt ihn usw. Ein spezielles Register in der CPU, genannt PC
(Program Counter - Programmzdhler), enthdlt immer die
Adresse, auf welche die CPU gerade =zugreift. Nach jedem
Befehl wird der PC erhsht. Damit ist auch klar, wie GOTO in
Assembler realisiert wird: der PC wird mit der
anzuspringenden Adresse geladen, und schon lduft das
Programm dort weiter.

Die MC68000-CPU kennt zwei Betriebsarten: Den User- und den
Supervisor-Modus. Im Supervisor-Modus (das bedeutet Uberwa-
cher-Modus) ist die Benutzung sémtlicher Befehle erlaubt,
wiahrend im User-Modus einige Befehle, die bei unbedachter
Anwendung schnell zum Systemabsturz flihren k6nnen, verboten
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sind. AuBerdem benutzt die CPU getrennte Stackpointer (kommt
spdter noch) filir User- und Supervisor-Modus.

1.4.3 Der Bus - Verbindung zwischen CPU und Speicher

Nun kommt ein weiterer Bestandteil des Computersystems ins
Spiel: der Bus. Es gibt einen Daten- und einen Adrefbus.
Wenn die CPU ein Programm ausfithren soll, muB sie Daten aus
dem Speicher auslesen. Das tut sie, indem Sie die Adresse
der gewiinschten Speicherstelle auf den AdrefSbus legt. Ein
weiterer Baustein, die MMU (Memory Management Unit - Spei-
cherverwaltungs-Einheit), sorgt aufgrund dieser Adresse da-
fiir, daB der richtige RAM-Chip angesprochen wird. Der Inhalt
der adressierten Speicherstelle gelangt dann iiber den Daten-
bus zuriick zur CPU.

Analog verhdlt es sich, wenn die CPU in den Speicher
schreibt. Sie legt die zu schreibende Zahl auf den Datenbus
und die Adresse der Speicherstelle auf den Adresbus, sagt
der MMU, daB geschrieben werden soll, und schon l&duft die
Sache (meistens).

Es gibt dabei natiirlich ein paar Einschra@nkungen. Greift
z.B. die CPU auf eine Adresse zu, der gar keine Speicher-
stelle entspricht, oder will sie einen Befehl an einer unge-
raden Adresse ausfiihren, wird bestimmt der Guru wieder mal
zuschlagen.

1.5 Die verschiedenen Zahlensysteme

Das Zahlensystem, das wir fiir gewShnlich benutzen
(Zehnersystem), ist filir den Gebrauch in einem Computer recht
unpraktisch. Warum das so 1ist und welche Zahlensysteme
stattdessen verwendet werden, erfahren Sie in diesem Ab-
schnitt.

1.5.1 Bits und Bytes

Keine Sorge, dies ist keine Bier-Schleichwerbung. Als Bit
bezeichnet man die kleinste von einem Computer darstellbare
Informationseinheit. Ein Bit kann nur zwei Werte annehmen: 0
oder 1. Es stellt also quasi den Zustand eines Computer-—
Schaltkreiselements (Strom flieBt oder Strom flieBt nicht)
dar. Acht solcher Bits werden zu einem Byte zusammengefaSt.
Das Byte bildet dann die Grundlage des Speichersystems: Jede
Speicherzelle ist genau ein Byte (oder acht Bit) groB. In
einem Byte lassen sich also Werte zwischen 00000000 und
11111111 darstellen. Diesen Zahlen entsprechen die Zahlen 0
und 255 im Dezimalsystem.
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1.5.2 Das Dualsystem

Die Bezeichnung "Zehnersystem" riihrt von der Basis dieses
Zahlensystems her: Jede Stelle einer Dezimalzahl hat eine um
das zehnfache hdhere Wertigkeit als die Stelle rechts dane-
ben. Nun kann man im Prinzip jede beliebige Zahl als Basis
fiir ein 2Zahlensystem annehmen. Im Dualsystem (oder auch
"Bindrsystem") ist dies die Zahl 2, d.h. jede Stelle hat
gegeniiber der Stelle rechts daneben die doppelte wWertigkeit.
Vorkommen k&dnnen in einer Dualzahl nur die Ziffern 0 und 1,
genauso wie im Zehnersystem die ziffern 0 bis 9 vorkommen.

Fiir eine Umrechnung von dual in dezimal betrachtet man am
besten die Wertigkeiten der einzelen Dualstellen. Sie betra-
gen namlich oBinarstelle, yobei die Stelle von 0 ab gezdhlt
wird. Ein Beispiel:

[Ai 0 1 1 0 0 1 1 J Wertigkeiten:

| L (= 270)
2 (= 271)

4 (= 272)

8 (= 273)

16 (= 274)

32 (= 275)

64 (= 276)

128 (= 277)

Die Wertigkeiten der Stellen mit Dual-1 zdhlt man zusammen:
128+32+16+2+1 = 179. Der Dualzahl 10110011 entspricht also
dezimal 179.

Nun ist auch klar, warum ein Byte (8 Bit) Werte zwischen 0
und 255 annehmen kann: ein Byte kann hoéchstens die Dualzahl
11111111 enthalten (alle 8 Bits auf 1), was dezimal
128+64+32+16+8+4+2+1 = 255 ist.

Nun wdre es aber ziemlich unpraktisch, alle Zahlen, die man
im beim Programmieren braucht, in dualer Schreibweise an-
zugeben, z.B. wdre die Zahl 3500 in dual 110110101100. Daher
benutzt man im allgemeinen ein anderes Zahlensystem, das in

recht engem Zusammenhang zu dem dualen steht:

1.5.3 Das Hexadezimalsystem

tgexadezimal" steht fiir die Zahl 16, also ist die Basis die-
ses Systems die 16. Das bedeutet, jede Ziffer hat eine um
das 16-fache hdhere Wertigkeit als die ZzZiffer rechts von
ihr, und es kommen Ziffern von 0 bis 15 vor. Da es aber nur
die Zahlzeichen 0 bis 9 gibt, benutzt man im Hexadezimalsy-
stem die Buchstaben A bis F als Ersatz fiir 10 bis 15. Die
Unmrechnung erfolgt analog zum Dualsystem (die Stellenwertig-
keit betrdgt hier 1eHexstelle).
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0 D A [ Wertigkeiten:
I 1 (167°0)

16 (16°1)

256 (16°2)

4096 (1673)

Man rechnet: 0*4096+13*256+10*16+12 = 3500 (D steht fiir 13,
A fiir 10 usw.). Die Zahl 3500 1&Bt sich in hexadezimal also
als ODAC (oder einfach DAC) schreiben, widhrend wir in dual
110110101100 schreiben muBten.

Der Zusammenhang zwischen hex und dual ist folgender: Je-
weils vier Dualstellen stehen fiir eine Hex-Stelle. Beispiel:
Die Dualzahl 11000101, also dezimal 197, teilt man in zwei
Vierergruppen auf. Mit Wertigkeitstabelle sieht das dann so
aus:

=N
—_—~
NN
> >
w
~—
—~—
[\%]

y
o
~—

O RN
~

[ IS
—~

N NN

Getrennt ergeben die beiden Vierergruppen die Dezimalwerte
12 und 5. Fiir 12 schreibt man in hex C, somit heiBt die Hex-
Zahl C5. Fix umgerechnet ergibt das 12*16+5 = 197, das
entspricht dem selben Wert wie die Dualzahl. Eine Zahl aus
vier Dualstellen, also ein halbes Byte, nennt man iibrigens
"Nibble".

1.5.4 Das Oktalsystem

Ein weiteres Zahlensystem, das erwdhnt werden soll, obwohl
es fast nie zum Einsatz kommt, ist das Oktalsystem. Die Ba-
sis dieses Systems ist die 8, Aufbau und Umrechnung von
Oktalzahlen sind analog zu den sonstigen Systemen.

1.5.5 Kennzeichnung der Zahlensysteme
In Assembler (und auch in vielen anderen Sprachen) hat es
sich beil Benutzung von Zahlen eingebiirgert, als Kennzeich-

nung des fir die Zahl verwendeten Systems bestimmte Zeichen
vor die Zahl zu setzen, und zwar:
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Zahlensystem Zeichen Beispiel
Hexadezimal $ SODAC
Dual (Bin&r) % %$10110011
Dezimal 179
Oktal & &263

Bild 1.1: Die Kennzeichen der Zahlensysteme

1.5.6 Datentypen: Bytes, Worte und Langworte

Wie schon gesagt, ist jede Speicherstelle ein Byte gro3,
kann also Zahlen von 0 bis 255 enthalten. Fiir die meisten
Zwecke diirfte dieser Zahlenbereich wohl nicht ausreichen,
daher gibt es noch zwei weitere "Gr&Benordnungen": Zum einen
das "Wort" (Word), das aus zwei Bytes besteht. Darin lassen
sich dann schon Zahlen von 0 bis 65535 speichern. Die dritte
stufe ist das "Langwort" (Longword), dieses ist vier Bytes
groB und kann Zahlen von 0 bis 4294967295 speichern (was
wohl fiir so ziemlich alle Zwecke ausreichen diirfte). Diese
drei Stufen werden "Datentypen" genannt.

Vielleicht kennen Sie den Begriff des Datentyps schon von
der Programmiersprache C her. Wenn Sie jetzt geschockt sind,
weil Sie glauben, daB Sie (wie in C) mit einer Riesenmenge
an Datentypen konfrontiert werden, konnen Sie beruhigt sein:
In Assembler gibt es nur die drei Typen Byte, Wort und Lang-
wort.

Wenn ein Wort oder Langwort im Speicher abgelegt werden
soll, werden dafiir einfach 2 bzw. 4 Bytes benutzt. Das hat
zur Folge, daB Worte und Langworte, genau wie Assemblerbe-
fehle, nur an geraden Adressen beginnen diirfen, ansonsten
reist der Amiga wieder mal nach Indien (Guru).

Die Unterscheidung dieser drei DatengrtBen ist in Assembler
sehr wichtig. Bei fast allen Befehlen, die mit Daten umge-
hen, muB angegeben werden, auf welche Gr&BSe sie sich bezie-
hen. Fiir Adressen miissen beim Amiga (fast) immer Langworte
verwendet werden.

1.5.7 Der ASCII-Code - jedem Zeichen eine Zahl

Das Thema ASCII-Code paBt eigentlich nicht so ganz in das
Kapitel "Zahlensysteme", denn es handelt sich dabei um kein
solches. Aber der ASCII-Code ist eine grundlegende Sache und
einem Zahlensystem recht &hnlich, weshalb wir ihn hier be-
sprechen wollen.

Die Abkiirzung ASCII steht fiir "American Standard Code for
Information Interchange", also "Amerikanischer Standard-Code
fiir Informationsaustausch". Es handelt sich dabei um eine
einheitliche Darstellungsmethode von Zeichen und Steuerco-
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des, die auf jedem Computersystem gleich ist (bzw. sein
sollte). Die ASCII-Codierung hat nichts mit Chiffrierung von
Texten zu ‘tun. Vielmehr wird jedem auf dem Bildschirm dar-
stellbaren oder ausfiihrbaren Zeichen eine Zahl =zugeordnet.
Diese Zahl liegt zwischen 0 und 255, womit 256 verschiedene
Codes mbglich sind.

Die ersten 32 Codes (also 0 bis 31) sind sog. "Steuercodes",
d.h. sie stellen kein druckbares Zeichen wie einen Buchsta-
ben oder eine Zahl dar, sondern sie l&sen, wenn sie ausgege-
ben werden, bestimmte Sonderfunktionen aus. Der Code 10 z.B.
18Rt den Cursor in die n&chste Zeile springen (wie ein Druck
auf die Return-Taste), 12 18scht den Bildschirm, 8 fiihrt
einen Riickschritt aus (wie die Backspace-Taste) und 9 steht
fiir die Tabulator-Taste.

Ab Code Nr. 32 beginnen die druckbaren Zeichen. 32 ist die
Leertaste, 33 das '!'-Zeichen, 34 das Anfiihrungszeichen, 35
das Doppelkreuz ('#') usw. Von 48 bis 58 liegen die Zahlen 0
bis 9. Von 65 bis 90 die GroBbuchstaben und von 97 bis 122
die Kleinbuchstaben. Ab 127 beginnen die Sonderzeichen, die
allerdings von System zu System verschieden sein k&nnen (mit
dem "Standard-Code" war's wohl doch nicht so ganz).

Diese Beispiele sollen Ihnen nur klarmachen, wie die ASCII-
Codierung funktioniert. Im Anhang finden Sie eine komplette
Tabelle aller ASCII-Zeichen. Wenn Sie von nun an den Begriff
"ASCII" lesen, wissen Sie, was gemeint ist.
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2.1 Der Registersatz des MC68000

Bis jetzt haben wir nur davon gesprochen, daB es einen Spei-
cher gibt, in dem Daten abgelegt werden kdnnen. Die Amiga-
CPU stellt uns aber neben dem grofSen Hauptspeicher noch
einen kleineren, speziellen "Arbeitsspeicher" zur Verfiligung.
Dieser Speicher liegt direkt auf dem CPU-Chip, weshalb es
keine Zeitverzdgerung durch Benutzung des Bus-Systems gibt.
Er ist, im Gegensatz zum Hauptspeicher, in Langworte (4 By-
tes) aufgeteilt. Jedes dieser Langworte nennt man ein
"Register".

31 15 7 0

__Datenregister

__Adrefiregister

Programmz&hler
| pc

Statusreg

C__ "1 sr

Bild 2.1: Der Registersatz des MC68000

Die Zahlen 0-31 iiber den K&sten stellen die Bitnummern dar.
Die senkrechten Unterteilungen sollen verdeutlichen, daB man
diese Register als Byte, Wort oder Langwort ansprechen kann.

Speicherstellen werden, wie wir wissen, {liber ihre Adressen

angesprochen. Bei den Registern verwendet man zur "Anrede"
stattdessen ihre Namen (dO, dl, usw.).
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Die CPU verfiigt, wie Sie aus dem Bild 2.1 ersehen koénnen,
iber 8 Datenregister (die als Byte, Wort oder Langwort ange-
sprochen werden Kkoénnen), 8 AdreBregister (nur Wort oder
Langwort), den PC (immer Langwort) und das Statusregister.

Das AdreBregister A7, der Stackpointer (siehe n&chster Ab-
schnitt), ist quasi "zweigeteilt". A7 ist der Stackpointer
fiir den User-Modus und A7' der filir den Supervisor-Modus. Das
heiBt aber nicht, daB Sie nach Belieben A7 und A7' in Ihren
Programmen benutzen kdnnen. Die Aufteilung soll nur verdeut-
lichen, daB im User- und Supervisor-Modus getrennte Stack-
pointer benutzt werden.

2.1.1 Das Statusregister

Dieses ein Wort breite Register ist aufgeteilt in das User-
Byte und das System-Byte. Die Bits dieses Registers werden
auch "Flags" genannt. Ein Flag ist eine Art Schalter, der
nur zwel Zustdnde annehmen kann (also wie ein Bit). Man sagt
auch, ein Flag ist gesetzt (steht auf 1) oder geldscht
(nicht gesetzt, steht auf 0). Die Bedeutung der Flags ist
folgende:

< System-Byte > < User-Byte >

1
5_4_.3_2_1_.0_9.8___7_6_5_4_3_2_1_0
rT/S//III ///XNZVC—|

Trace ] [_E Carry
Supervisor Overflow

Interrupt Zero
/ Unbenutzt Negative
Extended

Bild 2.2: Das Statusregister und die Flags

Das System-Byte enthdlt die drei System-Flags T, S und I.
Diese kOnnen wir nicht so ohne weiteres &ndern (das geht nur
im Supervisor-Modus). Interessanter ist fiir uns das User-
Byte, genannt "Condition Code Register" (CCR, bedeutet
"Bedingungscode-Register"). Fast alle Assembler-Befehle be-
einflussen ndmlich die Flags des CCR, oder besser, die Flags
werden gemdB dem Ergebnis des Befehls gesetzt (oder ge-
l6scht)}. Beispiel: Wenn eine Operation den Wert 0 liefert
(z.B. eine Subtraktion, oder auch ein MOVE-Befehl, der den
Wert 0 bewegt), wird das Z-Flag (2 steht flir Zero, also
Null) gesetzt. Lieferte sie einen Wert ungleich 0, wird das
Z-Flag geldscht.

Analog arbeiten auch die Ubrigen Flags. Das C-Flag (C fiir

Carry, das bedeutet Ubertrag) wird gesetzt, wenn eine
Rechen-Operation einen Bereichsiiber- oder -unterlauf
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verursachte, und geldscht, falls dies nicht passierte. Das
N-Flag (Negative) arbeitet im Zusammenhang mit positiven und
negativen Rechenergebnissen, das V-Flag (Overflow) wird bei
Uberschreitung des Wertebereichs gesetzt, und das X-Flag
(Extended, Erweiterung) wird von bestimmten Befehlen als
"Bit-Zwischenspeicher" benutzt.

Die Flags spielen eine groBe Rolle bei Vergleichen und be-
dingten Spriingen, daher werden sie im Abschnitt iiber die
Programmsteuer-Befehle (2.5.4) ndher behandelt.

2.1.2 Typenangabe bei Assembler-Befehlen

Da der Amiga wissen muB, auf welchen Datentyp sich Ihre Be-
fehle beziehen, ist es wichtig, an den Befehl die Typenan-
gabe anzuhdngen. Will man z.B. den Inhalt des Datenregisters
DO an die Speicherstelle 1000 kopieren, schreibt man:

move.b  d0,1000 oder
move.w  d0,1000 oder
move.l  d0,1000

Der MOVE-Befehl mit .b (Byte) kopiert nur die Bits 0-7, also
das unterste Byte des Registers, .w (Wort) kopiert die Bits
0-15, .1 (Langwort) das ganze Register. Wie schon erwdhnt,
belegt ein Wort 2 Bytes im Speicher und ein Langwort 4. Wenn
in d3 also das hex-Langwort $12345678 stilinde, wiirde im Falle
.b der Wert $78 in die Speicherstelle 1000 geschrieben, bei
.w $56 in 1000 und $78 in 1001, bei .1 $12 in 1000, $34 in
1001, $56 in 1002 und $78 in 1003. Es ist wichtig, daB Sie
beim Moven (und bei &hnlichen Operationen) immer den
richtigen Datentyp angeben, sonst koénnten Sie schnell
wichtige Daten im Speicher iiberschreiben.

Die Unterteilung in Daten- und AdreBregister diirfen Sie
nicht allzu eng sehen. Sie k&dnnen durchaus auch Daten in
AdreBregistern speichern und umgekehrt. Es gibt aber be-
stimmte Befehle (z.B. Multiplikation), die nur auf Datenre-
gister angewendet werden diirfen, und bestimmte andere Be-
fehle (oder Befehlsschreibweisen), die nur mit AdreBregi-
stern zuldssig sind. AuBerdem sollten Sie beachten, daB der
Datentyp Byte in AdreBregistern nicht méglich ist. Die Ein-
haltung dieser Regeln {iberwacht aber normalerweise sowieso
der Assembler (das Ubersetzungsprogramm).

2.2 Sinn und Zweck des Stacks

Es kommt sehr hdufig vor, daB der ProgrammfluB eines
Assemblerprogramms unterbrochen, ein anderer Programmteil
ausgefiihrt und anschlieBend wieder zur Unterbrechungsstelle
zurilickgekehrt wird. Dies bezeichnetm man als "Ausfiihrung von
Unterprogrammen" oder "Sub-Routinen". Ein Anwendungsbeispiel
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wdre eine Routine, die einen Text zentriert auf dem BRild-
schirm ausgibt. 2Zu diesem Zweck muB man aus der Linge des
Textes seine Horizontal-Startposition in der Zeile ausrech-
nen. Anstatt nun an jeder bendtigten Stelle im Programm die
komplette Berechnungsroutine einzusetzen, schreibt man diese
nur einmal, eben als Unter-Programm, und 1&B8t sie von den
entsprechenden Stellen im Hauptprogramm aufrufen. Die Para-
meter (Ldnge des Textes, Zeiger auf den Text selber) k&énnte
man in Registern ablegen und sie vom Unterprogramm auswerten
lassen.

Damit der Computer aber vom Unterprogramm wieder ins Haupt-
programm zuriickfindet, muB er sich natiirlich merken, an wel-
cher Stelle es unterbrochen wurde. Zu diesem Zweck dient der
Stack (zu Deutsch Stapel). Eigentlich ist der Stack nur ein
ganz gewdhnliches Stiick des Speichers, erst durch seine
Benutzung als Stack wird er zu etwas Besonderem.

Die Bezeichnung Stapel kommt dabei nicht von ungefdhr: Man
kann auf dem Stack, wie auf einem Papierstapel, Daten (oder
auch Adressen) ablegen und sie spater wieder herunternehmen.
Das geht allerdings immer nur "von oben", man kann also nur
das herunternehmen, was man als letztes draufgelegt hat. In
der Fachsprache nennt sich das LIFO-Prinzip (LIFO = Last In
- First oOut). Wie wird nun der Stack beim Amiga realisiert?

Das AdreBregister a7 spielt in diesem Zusammenhang eine
wichtige Rolle: Es ist der "Stackpointer", also der Stapel-
zeiger. Uber ihn kann man den Platz des Stapels, der als
ndchstes belegt werden soll, in Erfahrung bringen, denn er
zeigt immer auf den Platz, der als letztes belegt worden
ist. Das klingt vielleicht ein biBchen kompliziert, leuchtet
aber ein, wenn man weiB, was beim "Ablegen auf dem Stack"
eigentlich passiert. Sagen wir zum Beispiel "Lege das Daten-
register do auf den Stack", heiBt das fiir den Computer:

1. Erniedrige den Stackpointer
2. Schreibe d0 auf die Adresse, auf die der Stackpointer
jetzt zeigt.

Wenn nun weitere Daten auf den Stack sollen, wird wieder der
Stackpointer erniedrigt und anschlieBend werden die Daten
geschrieben. Auf diese Weise kann man beliebig viele Daten
auf den Stack schreiben (jedenfalls solange der
Speicherplatz reicht) ohne vorhergehende Daten zu
iberschreiben. Wenn wir nun unsere Daten wieder vom Stack
holen m&chte (z.B. nach d0), passiert folgendes:

1. Schreibe den 1Inhalt der Speicherstelle, auf die der

Stackpointer zeigt, nach do.
2. Erhdhe den Stackpointer
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Damit haben wir unsere Daten wieder, und der Platz, den sie
vorher auf dem Stack einnahmen, ist wieder "frei" (durch die
Erhdhung des Stackpointers).

Da der Stackpointer vor dem Ablegen erniedrigt und nach dem
Herunternehmen erhdht wird, zeigt er immer auf das, was als
letztes auf den Stack gelegt wurde. RuBerdem wéchst er quasi
"yon oben nach unten", d.h. von den htheren zu den niedrige-
ren Speicherstellen. Das ist wichtig zu wissen, wenn wir uns
den Inhalt des Stacks anschauen wollen, ohne etwas herunter-
zunehmen (wir also den Papierstapel in der Mitte durchwiihlen
wollen). Wir kdnnten z.B. sagen: Schreibe das, was an Stack-
pointerposition+2 steht, nach do. Damit haben wir uns den
drittletzten Wert auf dem Stack geholt, ohne ihn vom Stack
zu 16schen. Holen UND Léschen ist nur von oben mdglich.

Unterprogrammaufrufe laufen &hnlich wie die Datenspeicherung
ab. Der Befehl "Springe Unterprogramm an Adresse 1000 an"
bewirkt folgendes:

1. Erniedrige den Stackpointer

5. Schreibe die Adresse des Befehls nach dem Sprungbefehl in
den Speicher (dahin, wo der Stackpointer jetzt hinzeigt).

3. Lade den PC mit der Adresse 1000 (das Programm l&uft dann
dort weiter).

Beim Ende des Unterprogramms (Riicksprung) passiert das:

1. Hole den Inhalt der Speicherstelle, auf die der Stack-
pointer zeigt.

2. Erhdhe den Stackpointer.

3. springe zu der geholten Adresse.

Aauf diese Weise lassen sich Unterprogrammaufrufe auch pro-
blemlos schachteln, dann wird der Stack bei jedem Aufruf um
eins gréBer und bei jedem Rlicksprung wieder um eins kleiner.

AuBer zur Speicherung von Riicksprungadressen dient der Stack
oft auch zur Parameteriibergabe, insbesondere beim Einbau von
Assemblerroutinen in Hochsprachen-Programme. Das kdnnte so
aussehen: Das Hauptprogramm legt zuerst die Return-Adresse
auf den Stack und anschlieBend die Parameter. Dann wird
verzweigt. Das Unterprogramm holt sich die Parameter vom
Stack, 1&Bt die Return-Adresse aber drauf. Beim Riicksprung
ist spiter nur noch die Return-Adresse auf dem Stack, die
automatisch richtig genutzt wird.

Wie gesagt ist beim Amiga das AdreBregister a7 der Stack-
pointer. Daher wird es auch oft sp genannt. Sie diirfen es in
Thren Programmen keinesfalls einfach so verdndern (zur Spei-
cherung von Adressen o.4.).
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2.3 Einfiihrung in die Adressierungsarten

Ein wichtiges Kriterium fiir die Leistungsfdhigkeit einer CPU
ist (neben dem Register- und Befehlssatz) die Anzahl ver-
schiedener Adressierungsarten. In dieser Hinsicht gehdrt der
MC68000 zu den besten CPUs, seine vielfdltigen M&Sglichkeiten
auf diesem Gebiet lassen kaum Wiinsche offen. Aber zunichst
wird Sie wohl interessieren, was Adressierungsarten iiber-
haupt sind.

Wenn wir ein AdreBregister ansprechen wollen, kénnen wir
schreiben:

move.l ao0,al

Damit wird der Inhalt von a0 direkt nach al kopiert. Das
wdre schon die erste Adressierungsart: Register direkt. Das
geht natiirlich genausogut mit Datenregistern:

move.l do,d1

Dieser Befehl kopiert d0 nach dl. Wenn wir jetzt aber
schreiben

move.l (a0),(al)

sind nicht die Register direkt gemeint, sondern die Werte,
die in den Registern stehen, werden als Adressen
(Speicherstellen) angesehen. Auf die Inhalte dieser Spei-
cherstellen bezieht sich dann der Befehl. Steht z.B. in a0
eine 1000 und in al eine 2000, wird durch den MOVE-Befehl
der Inhalt von Adresse 1000 in die Adresse 2000 kopiert.
Diese Adressierungsart nennt sich "AdreBregister indirekt",
abgeklirzt ARI. Sie ist, wie der Name schon sagt, AdreBregi-
stern vorbehalten.

Gehen wir noch einen Schritt weiter: Angenommen, wir haben
in a0 die Anfangsadresse einer Tabelle stehen, die wir im
Speicher angelegt haben, und mdchten nun Byte fiir Byte der
Tabelle bearbeiten. Man kénnte nun mittels

move.b  (a0),do

das erste Tabellen-Byte zur Bearbeitung nach do0 kopieren und
dann a0 mit einem weiteren Befehl um eins erhdhen. Schéner
ist es aber, diese Erhdhung automatisch durchfiihren zu las-
sen:

move.b  (ad)+,do
Damit wird die Speicherstelle, auf die a0 zeigt, nach do0 ko-
piert, und a0 dann automatisch um 1 erhdht. Praktisch,

nicht? Aber es kommt noch besser: Ein Wort belegt bekannt-
lich 2 Byte, ein Langwort 4. Bei Abarbeitung einer Wort-Ta-
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belle miilte der Zeiger also jedesmal um 2 erhSht werden. Und
das wird er auch:

move.w  (a0)+,do

Dieser Befehl holt das Wort nach d0 und erhSht ao dann um 2.
Fbenso wiirde ein move.l das Register um 4 erhGhen. Diese
Adressierungsart nennt sich "ARI mit Postinkrement”.

Eine andere Variante des ARI ist "ARI mit Predekrement":
move.b do,-(a0)

Hier wird a0 also zuerst erniedrigt und dann do0 in die be-
treffende Speicherstelle kopiert. Wenn Sie nun an den Ab-
schnitt iiber den Stack denken, f&llt vielleicht langsam der
Croschen: Mit dieser Adressierungsart ist es kein Problem,
Daten auf den Stack zu legen und wieder herunterzunehmen.
Beim Ablegen sollte der Stackpointer erniedrigt werden und
dann das Abzulegende dahin geschrieben werden, wohin der
Stackpointer zeigt. Das tut genau diese Adressierungsart:

move.l do0,-(sp)

wiirde demnach do0 auf den Stack bringen (wo es vier Bytes be-
legt), und

move.l  (sp)+,do

wiirde es zuriickholen (mit "L&schung" vom Stack). Anstatt sp
hitten wir natiirlich auch a7 schreiben k&nnen.

2.4 Adressierungsarten komplett

Als nédchstes folgt eine Auflistung aller 12 Adressierungsar-
ten des MC68000, natiirlich mit Erklérung.

Adressierungsart Abkiirzung  Beispiel
Datenregister direkt Dn move.l do0,d1
AdreBregister direkt An move.l a0,al
AdreBregister indirekt (ARI) (An) move.l (a0),(al)
ARI mit Postinkrement (An)+ move.l (a7)+,do
ARI mit Predekrement -(An) move.1l do,-(a?7)
ARI mit Adrefdistanz d16(An) move.l 2(a7),do
wie vor plus Index ds{An,Rn) move.l 0(a0,d0),dl
Absolut kurz $XXXX move.l $1000,d0
Absolut lang $xoooooaex move.l $£c0004,do
Konstante #x move.l #1,do
pPC-Relativ + Adrefidistanz d16(PC) move.l 20(pc),d0 .
wie vor plus Index ds(pc,Rn) move.l 0(pc,do},dl

Bild 2.3: Die Adressierungsarten des MC68000
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2.4.1 Register direkt

Ein Daten- oder Adrefregister wird direkt angesprochen.
move.l do,d1
move.l a0,al

2.4.2 AdreBregister indirekt (ARI)

Der Inhalt eines BAdreBregisters wird als Speicherstelle an-
gesehen, auf die dann der Befehl ausgefiihrt wird.

move.l  do0,(a0)
Der Inhalt von d0 wird an die Speicherstelle kopiert, die in
a0 steht.
2.4.3 ARI mit Postinkrement

Siehe ARI, nur wird hier das Adrefregister nach dem Zugriff
erhéht, und zwar je nach Datentyp um 1, 2 oder 4.

move.b  do0,(a0)+ ; Erhdhung um 1
move.w do,(al)+ ; Erhdhung um 2
move.l do0,(al)+ ; Erhdhung um 4

2.4.4 ARI mit Predekrement

Wie vorher, aber hier wird vor dem Zugriff erniedrigt.

move.b  do,-(a0) ; Erniedrigung um 1
move.w do0,-(a0) ; Erniedrigung um 2
move.l d0,-(a0) ; Erniedrigung um 4

2.4.5 ARI mit AdreBdistanz

Hier wird zum Inhalt des AdreBregisters noch eine konstante
Zahl, die AdreBdistanz (oft auch "Offset" genannt), hinzuad-
diert (bzw. abgezogen). Diese Zahl darf zwischen +32767 und
-32768 liegen. Die Summe aus Distanz und Registerinhalt ist
die Adresse, auf die sich der Befehl bezieht.

move.l  do0,-20(a0)
Steht in a0 eine 100, wird do0 also nach 80 kopiert. Dies ist

eine Adressierungsart, die beim Umgang mit dem Amiga-Be-
triebssystem recht h&ufig benutzt wird.
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2.4.6 ARI mit AdreBdistanz und Index

Neben der AdreBdistanz (der konstanten Zahl) wird nun noch
ein weiteres, frei wihlbares Register zum Inhalt des AdreB-
registers hinzuaddiert. Die Distanz darf jetzt nur noch im
Bereich von +127 bis -128 liegen. Der Datentyp des zweiten
Registers ist (unabhdngig vom Typ des Adrefiregisters) frei
wdhlbar (bei einem zweiten AdreBregister aber natiirlich nur
Wort oder Langwort).

move.l do,10(a0,dl)

Steht in a0 eine 1000 und in d1 eine 20, wird sich der Be-
feh]l auf die Adresse 1030 beziehen. Denkbar wdre auch:

move.l do0,10(a0,dl.w)

Das kann man schreiben, wenn das Register dl nicht komplett
(als Langwort), sondern nur als Wort in die Rechnung einge-
hen soll (wenn es also nur Werte zwischen +32767 und -32768
speichern soll).

Diese Adressierungsart ist sehr niitzlich beim Abarbeiten von
Tabellen. Im AdreBregister steht dann die Anfangs-(Basis-)
Adresse der Tabelle und im zweiten Register die Platznummer.
oft wird die AdreBfdistanz dabei nicht gebraucht, weshalb man
folgendes schreibt:

move.l d0,0(a0,dl.w)

Die AdreRdistanz ist 0, also gehen nur Basisadresse und
Platznummer (Index) in die Rechnung ein.

2.4.7 Absolute Adressierung

gur BAbwechslung eine einfache Adressierungsart: Hier wird
eine Speicherstelle direkt angesprochen:

move.l  1000,2000

Der Inhalt von Adresse 1000 wird nach 2000 kopiert. Beachten
Sie, daB sich Wort- und Langwort-Befehle nur auf gerade
Adressen beziehen diirfen (Guru-Gefahr)!

Bei der absoluten Adressierung wird zwischen einer Kurz- und
einer Lang-Version unterschieden. Kurz bedeutet, daB die
AdreBangabe nur ein Wort breit ist, d.h. die Adresse darf
nur zwischen 0 und 65535 liegen. Bei Lang ist die Adresse
ein Langwort, kann also im kompletten AdreBbereich liegen.
Die Kurz-Version der absoluten Adressierung hat den Vorteil,
daB zur Speicherung der Adresse nur zwei Bytes bendtigt wer-
den (im Gegensatz zu 4 Bytes bei Lang). .

Normalerweise wihlt der Assembler automatisch die Kurz-Ver-
sion, wenn dies méglich ist. Sie konnen dariiber aber auch
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selbst bestimmen, indem Sie .w oder .1 an die Adresse anhdn-
gen:

move. 1 2000.w,100000.1

Die Adresse 2000 liegt im Wort-Bereich, daher kann sie als
Wort-Adresse assembliert werden. Die 100000 liegt aber au-
Berhalb dieses Bereiches, muB also Lang sein.

2.4.8 Konstanten-Adressierung

Die wohl einfachste Adressierungsart. Um eine Zahl als Kon-
stante anzusprechen, schreiben Sie einfach ein '#' vor die
Zahl.

move.l  #1,do

Schreibt die Zahl 1 ins Datenregister d0. Achten Sie darauf,
daB Sie nicht die Adressierungsarten "Absolute Adresse" und
"Konstante" verwechseln!

2.4.9 PC-relative Adressierung

Um den Sinn dieser recht interessanten Adressierungsart zu
verstehen, miissen Sie vorab etwas wissen: Ein Programm fiir
den Amiga, der ja bekanntlich ein Multitasking-Computer ist,
darf nicht an eine bestimmte Position im Speicher gebunden
sein, denn dort kdnnte ja schon ein anderes Programm stehen.
Das Programm muB "lageunabhdngig" (position independent)
sein, darf also keine festen Adressen enthalten. Es gibt nun
mehrere M6glichkeiten, das zu erreichen.

Die erste Mdglichkeit wird (fast) immer, fiir Sie unsichtbar,
vom Assembler benutzt: An das fertige Programm wird eine Ta-
belle mit allen verwendeten absoluten Adressen angefiigt. Das
Betriebssystem sorgt nun dafiir, daB beim Laden des Programms
an eine bestimmte Speicherposition die absoluten Adressen im
Programm anhand der Tabelle umgerechnet werden.

Wenn Sie aber selbst fiir die Lageunabhdngigkeit sorgen wol-
len (oder manchmal miissen), k&nnen Sie die Adressierungsart
PC-relativ verwenden. Dabei wird die Adresse aus dem aktuel-
len PC-Stand plus (oder minus) einer AdreBdistanz berechnet.
Dann ist es egal, an welcher Stelle das Programm im Speicher
steht, da sich der Abstand adressierender Befehl - adres-
sierte Speicherstelle ja nicht &ndert. Das gilt natiirlich
nur flir Adressen, die im Bereich des Programms liegen, wes-
halb PC-relativ nur innerhalb des Programm-AdreBbereichs be-
nutzt werden darf. Die AdreBdistanz kann, wie bei ARI ohne
Index, zwischen +32767 und -32768 liegen.

move.l  20(pc),do
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Dieser Befehl holt den Inhalt von pc+20 nach do.

2.4.10 PC-relative Adressierung mit Index

Die PC-relative Adressierungsart gibt's auch noch mit Index.
Es gelten die selben Regeln wie fiir "ARI mit AdreBdistanz
und Index", nur ist hier der aktuelle PC-Stand die Basi-
sadresse.

move.l  20(pc,dl.w),do

Holt den Inhalt der Speicherstelle "PC-Stand plus 20 plus
Inhalt von dl als Wort" nach do.

2.5 Die Assembler-Befehle

Der einzige Assembler-Befehl, den wir bisher benutzt haben,
ist der MOVE-Befehl. Sicher brennen Sie schon darauf, zu er-
fahren, was der MC68000 noch so alles zu bieten hat (und das
ist wirklich eine ganze Menge). In diesem Abschnitt werden
daher die wichtigsten Befehle vorgestellt. Manche Befehle
erfordern allerdings recht umfangreiche Erkldrungen, daher
werden diese erst in spidteren Kapiteln ausfiihrlich beschrie-
ben.

Man k&nnte zwar auch so vorgehen, neue Kommandos erst dann
zu erkldren, wenn sie zum ersten mal verwendet werden. Wir
halten es aber fiir sinnvoller, Ihnen zuerst einen Uberblick
zu geben, damit sie nicht wie der Ochs vorm Berg stehen,
wenn ein neuer Befehl in einem Listing auftritt.

2.5.1 Typen von Assembler-Befehlen
Grob gesehen gibt es drei Typen von Assembler-Befehlen: Be-
fehle ohne Operanden, mit einem oder mit zwei Operanden. Ein
Beispiel fiir einen Befehl ohne Operanden ist:

rts ; Return from Subroutine
Dieser Befehl verl&Bt ein Unterprogramm. Um ihn ausfiihren zu
kénnen, braucht die CPU nichts weiter zu wissen (die Riick-
sprungadresse liegt ja auf dem Stack). Bei dem Befehl

clr.l do ; Clear = Losche
dagegen muB der Prozessor wissen, was er denn 1ldschen soll,
mit anderen Worten, er braucht einen Operanden (ein Objekt,

auf das sich der Befehl bezieht). In diesem Fall ist do0 der
Operand. Bei einem Befehl wie
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move.l do,d1 ; Quelle und Ziel bendtigt

werden sogar zwel Operanden gebraucht - die CPU muB ja wis-
sen, von wo nach wo bewegt werden soll.

Im Zusammenhang mit den Adressierungsarten, die wir vorhin
kennengelernt haben, ist es wichtig zu wissen, daB es fiir
jeden Befehl bestimmte Vorschriften gibt, welche Adressie-
rungsarten jeweils filir Quell- und (ggf.) Zieloperand zulds-
sig sind. Zu diesem Thema gibt es eine Tabelle im Anhang,
aber auch der Assembler wacht in der Regel ilber die Einhal-
tung der Adressierungsregeln.

In den nun folgenden tabellarischen Auflistungen der Befehle
werden folgende Abkilirzungen benutzt:

Dn - beliebiges Datenregister

An - beliebiges AdreBregister

Rn - beliebiges Daten- oder AdreRregister

#k - Konstante

d - AdreBdistanz

ea - Daten-, AdreBregister oder Speicherstelle

"Ea" kann fiir ein Datenregister, ein AdreBregister oder eine
"Effektive Adresse" stehen. Letzteres bedeutet einfach eine
Adresse im Speicher. Diese kann durch absolute Adressierung,
ARI (Adresse steht in einem AdreRregister), ARI mit Prede-
krement, ARI mit Offset (Adresse berechnet sich aus Registe-
r-Inhalt plus Konstante) usw. entstanden sein.

Es folgt jeweils zuerst eine kurze Einflihrung der generellen
Bedeutung einer Befehlsgruppe, dann eine Tabelle mit den
wichtigsten Befehlen einer Gruppe mit Kommentaren und, wenn
nétig, noch einige Anmerkungen.

2.5.2 Transfer-Befehle

Sie dienen dazu, Daten "von irgendwo nach irgendwo anders"
zu transportieren. Tatsdchlich stehen bei den Transfer-Be-
fehlen so ziemlich alle Méglichkeiten (Wahl der Adressie-
rungsart, der Quelle und des Ziels) offen. Diese Befehlsart
wird man wohl am hdufigsten in einem Assembler-Listing fin-
den.

Wichtig zu wissen ist ibrigens, daB die MOVE-Befehle eigent-
lich COPY heiBen miiBten, da sie streng genommen Kopier-Be-
fehle sind. Die Quelle wird 1lediglich ins Ziel kopiert,
bleibt selbst aber unverindert.

41



Kapitel 2

Befehl Bedeutung Beispiele

CLR ea Losche clr do
clr 1000
clr (ao0)

- Nicht fiir AdreBregister direkt

EXG Rn,Rn Vertausche Register exg do,d1
exg do,al
exg af,al

- Nur fiir Register erlaubt

LEA ea,An Lade eff. Adresse in An lea 10(a0),al
lea 20(pc),al
- Rechnet eff. Rdresse aus und schreibt sie in An.

MOVE ea,ea Kopiere Daten move do0,dl
move (a0)+,1000
move #5,-(al)

- BAls Ziel ist AdreBregister direkt nicht erlaubt

MOVEA ea,An Kopiere Adresse movea 1000,a0
movea #10,al
movea 10(a0),al

- giel darf hier nur AdreBregister direkt sein

MOVEQ #k,Dn Lade Dn "quick" moveq #1,d0

- k darf nur zwischen +127 und -128 liegen

MOVEM RL,ea Kopiere Reg.liste movem d0/a0,-(sp)
MOVEM ea,RL movem (sp)+,d0/a0

- Siehe Anmerkungen

SWAP Dn Vertausche Worte von Dn swap do
- Vertauscht Bits 0-15 mit Bits 16-31

Normalerweise brauchen Sie nicht zwischen MOVE und MOVEA zu
unterscheiden. Der Assembler nimmt automatisch den richtigen
Befehl, je nachdem, ob Sie als Ziel ein AdrefBregister oder
etwas anderes angeben.

Der MOVEQ-Befehl 1&Bt als Ziel nur Datenregister zu. Wenn
Sie also ein solches mit einer Zahl zwischen +127 und -128
belegen wollen, sollten Sie MOVEQ anstatt MOVE benutzen, da
dieser schneller ausgefilhrt wird und weniger Speicher
braucht.

SWAP wirkt immer auf ein Datenregister als Langwort. Das
obere und untere Wort des Registers werden vertauscht.

Der MOVEM-Befehl eignet sich sehr gut zum Sichern von Regi-

stern auf dem Stack. Man kann ihn sich als Zusammenfassung
mehrerer MOVE-Befehle denken: Anstatt
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move.l doO,-(sp)
move.l d1,-(sp)
move.l d2,-(sp)
move.l d5,-(sp)

kdénnen wir auch schreiben:

movem.l d0-d2/d5,-(sp)
Es sind beliebige Kombinationen aus Daten- und AdreBregi-
stern erlaubt, und auch '-' (Bereiche) und '/' (einzelne Re-
gister) konnen beliebig kombiniert werden. Beispiele:

movem.l do-d7/a0-a6,-(sp)

sichert aller Register auf dem Stack (auBer a7, denn dieses
ist ja der Stackpointer selber). Noch ein Beispiel:

movem.l do0-d2/a0/a2/a4-a6,-(sp)

Der LEA-Befehl bestimmt lediglich eine Adresse und schreibt
sie in ein AdreBregister. Die Adresse Kkann sich je nach
Adressierungsart aus absoluter Adresse, AdreBregisterinhalt,
Adrefregisterinhalt plus AdreBdistanz usw. zusammensetzen.

2.5.3 Rechen-Befehle

Sie umfassen die vier Grundrechenarten und das Negieren
(Vorzeichenwechsel). Als "Rechen-Richtung" gilt allgemein:
Zieloperand verkniipft mit Quelloperand, Ergebnis in den
Zieloperanden. Beispiel:

sub.1 do,d1

zieht d0 von dl ab (also di minus do) und speichert das Er-
gebnis in di.

Befehl Bedeutung Beispiele

ADD ea,ea Addiere add #1,do
add do,1000
- Als Ziel ist Adrefregister nicht erlaubt

ADDA ea,An Addiere Adresse adda $1,a0
adda do,a0
adda 1000,a0

- Ziel darf hier nur AdreBregister sein

ADDQ #k,ea  Addiere Konstante "quick" addq #1,do
addg #1,1000
~ k darf nur zwischen 0 und 8 liegen
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SUB ea,ea Subtrahiere sub #1,d0
sub do,1000
- Als Ziel ist AdreBregister nicht erlaubt

SUBA ea,An Subtrahiere Adresse suba #1,a0
suba do,a0
suba 1000,a0

- giel darf hier nur AdreBregister sein

SUBQ #k,ea  Subtrahiere Konstante "quick" subq #1,d0
subg #1,1000
- k darf nur zwischen 0 und 8 liegen

DIVS ea,Dn Dividiere Wort mit Vorzeichen divs #5,d0
divs (ao0),do
- Ergebnis kommt ins untere Wort von Dn, der Rest ins obere

DIVU ea,Dn Dividiere Wort ohne Vorzeichen divu #5,d0
divu (a0),do
- Ergebnis kommt ins untere Wort von Dn, der Rest ins obere

MULS ea,Dn  Multipliziere mit Vorzeichen muls #5,d0
muls (a0),do

MULU ea,Dn  Multipliziere ohne Vorzeichen mulu #5,d0
mulu (a0),do

NEG ea Negiere (ea=0-ea) neg do
neg (aol)
- Nicht fiir AdreBregister

ADDQ und SUBQ diirfen, im Gegensatz zu MOVEQ, auch auf Adref-
register oder Speicheradressen angewandt werden. Die Kon-
stante darf aber nur noch zwischen 0 und 8 liegen.

Die Divisions-Befehle schreiben das Ergebnis in das untere
Wort des Langwort-Datenregisters (Bits 0-15) und den Rest in
das obere (Bits 16-31). Zzum Transport des Rests ins untere
Wort ist der SWAP-Befehl gut geeignet.

computer-interne Darstellung negativer Zahlen

An dieser Stelle ein kleiner Einschub: Speziell im Zusammen-
hang mit den Rechenbefehlen ist es interessant zu wissen,
wie negative Zahlen computer-intern dargestellt werden.

Der Computer verwendet kein gesondertes Zeichen zur Darstel-
lung negativer Zahlen, wie wir das beim Rechnen fiir gew&hn-
lich tun. Statt dessen erkldrt er einfach das héchste Bit
einer Zahl, die negative Werte annehmen kdénnen soll, zum
"Vorzeichenbit". Wenn dieses Bit gesetzt ist, gilt die Zahl
als negativ, ansonsten als positiv. Dabei ist natiirlich der
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Datentyp (Byte, Wort oder Langwort) der Zahl wichtig, da ja
festgelegt werden mufB, welches Bit nun das hochste ist.

Man konnte nun annehmen, daB die (Byte-)Zahl -3 vom Computer
bindr als %10000011 dargestellt wird, also einfach als
bindre 3 mit zus&dtzlich gesetztem hdchstem Bit. Dem ist aber
nicht so! Der Computer verwendet stattdessen ein Verfahren,
daB sich "Zweier-Komplement-Darstellung" nennt. Hinter die-
sem kompliziert klingenden Namen steckt folgendes System:

Soll eine Zahl negativ sein, so nimmt der Computer zundchst
einmal die positive Form dieser Zahl in der Bindrdarstel-
lung. Fiir unsere -3 wdre das also %00000011. Nun wird diese
Zahl komplementiert, d.h. alle Bits werden in ihr Gegenteil
verkehrt. Aus %00000011 wird demnach %11111100. Damit haben
wir schon die Bedingung, daf das hochste Bit gesetzt sein
muB, erfiillt. Nun wird zu der 2Zahl noch eine bindr-1 hin-
zuaddiert. Das bringt, wie wir gleich sehen werden, Vorteile
beim internen Rechnen. Aus %11111100 wird dann also
$11111101. Das ist die interne Darstellung der Zahl -3 (als
Byte).

Die Verwendung negativer Zahlen bringt eine Einschré@nkung im
Zahlenbereich mit sich: Ein Byte kann normalerweise Werte
von 0 bis 255 annehmen. Bei einem Byte, das auch negativ
sein kann, geht das héchste Bit flir die Zahl selbst verlo-
ren, es sind also nur noch Werte von 0 bis 127 mdglich. Bei
den weiteren 128 Werten ist das héchste Bit gesetzt, sie re-
prédsentieren also die Zahlen -128 bis -1. Der Wertebereich
des Datentyps wird bei Verwendung negativer Zahlen also in
positive Zahlen (einschlieBlich 0) und negative Zahlen auf-
geteilt. Ein Wort (gewbhnlich 0-65535) kann Werte von O0-
32767 und -32768 bis ~1 annehmen.

Nun ein Rechenbeispiel in der computer-internen Darstellung.
Die Subtraktion kann man als Addition mit umgekehrtem Vor-
zeichen ansehen: 50 - 29 entspricht 50 + (-29). Die Darstel~
lung im Zweierkomplement fiihrt zu folgender Bindr-Rechnung:

Dez-Zahl Bindr-Zahl Zweier-Komplement
50 00110010 00110010

- 29 - 00011101 + 11100011

21 00010101 100010101

Ubertrag wird nicht beachtet

Der Ubertrag im Zweierkomplement-Ergebnis wird nicht beach-
tet. Die restliche Bin&rzahl ergibt in dezimal genau die 21.
Das Rechnen mit negativen Zahlen wird auf diese Weise recht
einfach. Nun noch ein Beispiel, bei dem das Ergebnis negativ
ist:
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Dez-Zahl Bindr-Zahl Zwelier-Komplement
23 00010111 00010111

- 37 - 00100101 + 11011011

- 14 11110010 11110010

Vorzeichen-Bit gesetzt

Das Vorzeichen-Bit im Ergebnis ist gesetzt, es handelt sich
hierbei also um eine negative Zahl im Zweier-Komplement. Zur
Riickumwandlung zieht man zundchst eine 1 ab (aus %11110010
wird $%11110001) und komplementiert dann (aus %11110001 wird
%00001110). Das Ergebnis ist die 14.

Die Zweierkomplement-Darstellung vereinfacht also das Rech-
nen mit Zahlen fiir den Computer stark. Er kann positive und
negative Zahlen nach dem selben Verfahren addieren und sub-
trahieren, wobei ein eventueller Ubertrag, der den Wertebe-
reich iiberschreitet, einfach ignoriert wird.

2.5.4 Programmsteuer-Befehle
Zu dieser Gruppe =zdhlen alle Verzweige-Befehle sowie die

Vergleichs-Befehle und einige "“Sonderlinge", die sich sonst
nirgendwo einordnen lassen.

Befehl Bedeutung Beispiele

BRA Label Verzweige zu Label bra markel
- PC-relativer Sprung

BSR Label Verzweige zu Unterprg. bsr uprgl

- PC-relativer Sprung

Bcc Label Verzw., wenn cc erfiillt beq markel
bne marke2

- Siehe Anmerkungen

CMP ea,Dn Vergleiche mit Datenregister cmp #1,d0
cmp (a0),do
- Siehe Anmerkungen

CMPA ea,An Vergleiche mit AdreBregister cmp #1,a0
cmp (a0),al

CMPI #k,ea Vergleiche Konstante mit ea cmp #1,1000
cmp #1,d0
cop #1,al

TST ea Vergleiche mit 0 tst do
tst (a0d)
- Entspricht CMP #0,ea

46



Programmier-Grundlagen

BTST Dn,ea Teste Bit Dn o. #k von ea btst do,1000
BTST #k,ea btst #1,1000
- Siehe Anmerkungen

DBcc Dn,Label Schleife mit Abbruchsbed. dbra d1,markeil
dbeq d2,marke2
- Siehe Anmerkungen

JMP ea Verzweige Absolut jmp $fco0d2
jmp (a0)

JSR ea Verzweige zu Unterprg. jsr -198(a6)
jsr (a0)

RTS Riicksprung aus Unterprg. rts

NOP No Operation - tue nichts nop

- Niitzlich als Fiillbefehl beim Debuggen

Die Branch-Sprungbefehle (BRA, BSR, BCC usw.) sind PC-rela-
tiv, d.h. sie springen nicht zu einer absoluten Adresse,
sondern erhohen oder erniedrigen den PC um den entsprechen-
den Wert. Das hat zur Folge, daB die Sprungdistanz hdchstens
32767 Bytes vorwdrts oder 32768 Bytes rilickwdrts betragen
darf. Durch die (alleinige) Verwendung solcher Sprungbefehle
bleibt Ihr Programm positionsunabhdngig. Die Jump-Sprungbe-
fehle (JMP, JSR) dagegen arbeiten mit absoluten Adressen.

Nun kommen wir zur Realisierung von Abfragen und bedingten
Springen in Assembler. Dafiir sind die CMP-, TST- und BTST-
Befehle (Abfrage) und die Befehle BCC und DBCC zustdndig.

2.5.5 Vergleichs~Befehle

Im Abschnitt {iber das Registermodell haben wir schon etwas
liber das Statusregister und die Flags erfahren. Dieses Wis-
sen kommt nun zur Anwendung.

Der Haupt-Vergleichsbefehl ist der CMP-Befehl. Dieser fiihrt
im Grunde eine normale Subtraktion durch, schreibt das Er-
gebnis allerdings nirgendwo hin, sondern setzt nur die ent-
sprechenden Flags. Die Abfrage "vergleiche d0 und d1" hieBe
dann also:

cmp. 1 do,d1

Dabei wird dl1 minus d0 gerechnet. Wenn d0 gleich di1 ist,
kommt bei der Subtraktion 0 heraus, das Z-Flag wird also ge-
setzt und kann im weiteren Verlauf ausgewertet werden. War
dl kleiner als d0, wird das Ergebnis negativ und das N-Flag
gesetzt.
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Genau wie bei den SUB-Befehlen wird hier der Quell-Operand
vom Ziel-Operanden abgezogen. "Vergleiche do0 mit 5" miBte
also heiBen:

cmp. 1l #5,d0

Eine Kurzform des Befehls "Vergleiche mit 0" ist der TST-Be-
fehl. Um zu testen, ob do0 auf 0 steht, ist also folgendes
moglich:

tst.l do
Das entspricht
cmp. 1 #0,do

Um ein einzelnes Bit zu testen, verwendet man den BTST-Be-
fehl. Um 2zu priifen, ob das 5. Bit von d0 auf 0 steht,
schreibe ich:

btst #5,do

Bedingte Spriinge

Jetzt wissen wir, daB die Flags immer entsprechend dem Er-
gebnis des letzten Vergleichs-Befehls gesetzt sind. Um nun
in Abh&ngigkeit von den Flagzustdnden zu verzweigen, benut-
zen wir den BCC-Befehl. Das CC steht filir "Condition Code",
also Bedingungscode.

Kirzel Bedeutung Flag-Abfrage
cc Carry Clear (Kein Ubertrag) c
cs Carry Set (Ubertrag) c
EQ Equal (Gleich) Z
GE Greater or Equal (>=) nv + NV
GT Greater Than (>) nvz + NVz
HI Higher (>) cz
LE Less or Equal (<=) Z + Nv + nV
LS Less or Same (<=) C+ 2
LT Less Than (<) Nv + nv
MI Minus (Kleiner 0) N
NE Not Equal (Ungleich) z
PL Plus (GroBer 0) n
vC overflow Clear (Kein Uberlauf) v
vs overflow Set (Uberlauf) v

Bild 2.4: Die Condition Codes

Fiir uns als angehende Programmierer sind eigentlich nur die
Kiirzel und ihre Bedeutungen wichtig. Die Flag-Abfragen, also
die Angaben, welche Flags beim Test worauf gepriift werden,
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sind nur der Vollstadndigkeit halber (und 2zum Nachschlagen
fiir fortgeschrittenen Programmierer) aufgefiihrt. Ein groBer
Buchstabe ‘bedeutet hier, daB das entsprechende Flag auf
‘gesetzt! getestet wird, bei einem kleinen wird auf 'nicht
gesetzt' gepriift. Stehen mehrere Buchstaben direkt hinter-
einander, werden alle diese Flags getestet. Das '+' bedeutet
'‘oder' (Boolesche Algebra) und steht fiir Alternativen beim
Test. Die Flag-Abfrage fiir 'Greater Than' (nvz + NVz) bedeu-
tet also, daB entweder das N-, Z- und V-Flag geldscht oder
das N- und V-Flag gesetzt und das Z-Flag geldscht sein muB.

Der Code "EQ" (steht fiir "Equal") priift z.B, ob die Operan-
den des letzten Vergleichs gleichwertig waren. Effektiv wird
gepriift, ob die CMP-Subtraktion 0 ergab, das Z-Flag also ge-
setzt ist.

Nun konnen wir fiir unseren bedingten Sprung den Bedin-
gungscode auswdhlen, den wir brauchen. Wollen wir z.B. zur
Marke 'markel' springen, wenn der letzte Vergleich ergeben
hat, daB die beiden Operanden ungleich waren, schreiben wir:

bne markel

"BNE" bedeutet "Branch if Not Equal" - Verzweige, wenn nicht
gleich. Ein weiteres Beispiel:

bgt marke2

Es wird verzweigt, wenn der Zieloperand des letzten Ver-
gleichs groBer war als der Quelloperand.

IF-Abfragen in Assembler

Da sich die BCC-Befehle auf den Zustand der Flags beziehen
und diese durch fast alle Assembler-Befehle verdndert wer-
den, ist es wichtig, die zusammengeh&rigen Vergleichs- und
Sprungbefehle auch direkt hintereinander zu schreiben. An-
sonsten, wenn noch andere Befehle dazwischen kommen, kénnten
sich die Flags ja schon wieder verdndert haben und beim
Sprungbefehl dann nicht mehr das Ergebnis des Vergleichs,
sondern irgendeines anderen Befehls darstellen. Daher be-
steht eine Assembler-IF-Abfrage immer aus zwei Befehlen: dem
CMP (oder Vergleichbarem) und dem BCC. Einige

Beispiele:

cmp.1 #5,d0
beq markel

Wenn d0 gleich 5 ist, wird zu 'markel' verzweigt.

cmp. 1 d2,d3
bgt marke2

Wenn d3 groBer als d2 ist, wird zu 'marke2' verzweigt.
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tst.1 d1
bne marke3

Es wird zu 'marke3' verzweigt, wenn dl ungleich 0 ist.

Sehr wichtig ist hier, ebenso wie bei den Rechen-Befehlen,
daB ein Vergleich immer in der Form "Ziel minus Quelle"
durchgefiihrt wird. AuBerdem miissen Sie im Hinterkopf behal-
ten, daB die Verzweige-Befehle immer aufgrund der Flags rea-
gieren. Welche Flags dabei wie genau getestet werden, ist
fiir uns unwichtig, wir missen nur den richtigen Condition
Code auswdhlen.

Die Sonderform der bedingten Verzweigung, der DBCC-Befehl,
dient der Programmierung von Schleifen. Mit ihm werden wir
uns im 3. Kapitel eingehend beschéftigen.

2.5.6 Logische Befehle

Um die Bedeutung dieser Befehlsgruppe verstehen zu konnen,
miissen wir erst einen kleinen Abstecher in die Boolesche Al-
gebra machen. Das klingt jetzt vielleicht ein biBSchen sehr
nach Schulmathematik, aber so schlimm ist es gar nicht. Die
Boolesche Algebra, eingefiilhrt von einem gewissen Herrn
Boole, befaBt sich mit bestimmten Regeln zur Verkniipfung von
Bin&rzahlen.

Bei den booleschen Funktionen handelt es sich um Rechenope-
rationen, &hnlich wie Addition, Subtraktion usw. Ebenso, wie
man z.B. 13 + 7 = 20 schreiben kann, koénnte eine Gleichung
mit boolescher Funktion lauten:

13 AND 9 =5

Wie kommt dieses seltsame Ergebnis nun zustande? Wie gesagt,
beziehen sich boolesche Funktionen, wie die AND-Funktion,
auf Bindrzahlen. Man miiBte also 13 und 7 erstmal in die
bindre Schreibweise ilibertragen:

13 = %1101 7 = %0111

Erinnern Sie sich? Das '$'-Zeichen war die Kennzeichnung fiir
Bindrzahlen, so wie das '$'-Zeichen filir Hex-Zahlen.

Mit der AND-Funktion, auch "AND-Verkniipfung" genannt, hat es
folgendes auf sich: Die beiden Zahlen werden Bit fiir Bit
verglichen. Das entsprechende Bit in der Ergebniszahl ist
nur dann 1, wenn die Bits beider Eingangszahlen an dieser
Stelle ebenfalls 1 waren. Beispiel:

13 % 1101
AND 7 % 0111
Ergebnis % 0101 =5
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Daher kommt also die 5. Sie diirfen AND nicht mit plus ver-
wechseln. Neben der AND-Verknilipfung gibt es noch einige an-
dere. Die OR-Verkniipfung z.B. liefert 1, wenn eins der bei-
den Eingangsbits oder beide 1 waren.

Die booleschen Funktionen stellt man gewdhnlich anhand von
"Wahrheitstabellen" dar. Dieser Ausdruck kommt daher, daB
ein 0-Bit auch als "logisch falsch" und ein 1-Bit als
"logisch wahr" bezeichnet wird. In einer solchen Tabelle
stellen die Zeilen und Spalten die Eingangsbits dar, und das
Ergebnis ist im "Innenraum" der Tabelle abzulesen. Hier nun
die Wahrheitstabellen der vier wichtigsten logischen Ver-
kniipfungen:

AND 0 1 OR 0 1
0 0 0 0 0 1

1 0 1 1 1 1
Nor | o | 1 EOR 0 1
| 1 | o 0 0 1

1 1 0

Bild 2.5: Die Wahrheitstabellen fiir AND, OR, NOT und EOR

Die NOT-Verknilipfung hat nur einen Eingangswert und dreht
alle Bits dieses Wertes um. Beispiel:

NOT 11000110 (=198) = 00111001 (=57)
Die EOR-Verknipfung (Exklusiv-OR) unterscheidet sich dadurch
von OR, daB sie eine 0 liefert, wenn beide Eingangsbits ge-
setzt sind. OR liefert hier eine 1.
Es gibt noch zwei weitere logische Verkniipfungen, die Impli-
kation (IMP) und die HAquivalenz (EQV). Diese werden jedoch
nicht durch MC68000-Befehle abgedeckt und werden auch so gut
wie nie gebraucht.
So vorbereitet konnen wir uns nun an die Tabelle mit den lo-
gischen Befehlen des MC68000 wagen. Wie schon fiir die Re-
chenbefehle gilt hier:

and.l do,d1

bedeutet: d1 AND d0, speichern in di.
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Befehl Bedeutung Beispiele

AND ea,ea Logische UND-Verkniipfung and #1,d0
and do, (a0)
and 1000,d0

ANDI #k,ea Logisch UND mit Konstante and $2,d0
and #4,(a0)
EOR ea,ea Logische EOR-Verkniipfung eor #1,d0
eor do,(a0)
eor 1000,d0
EORI #k,ea Logisch EOR mit Konstante eor #2,d0
eor #4,(a0)
NOT ea Logische NOT-Verkniipfung not do
not 1000
- Entspricht nicht neg!
OR ea,ea Logische OR-Verkniipfung or #1,d0
or do0,(a0)
or 1000,d0
ORI #k,ea Logisch OR mit Konstante or #2,do
or #4,(a0)

Der NOT-Befehl entspricht nicht, wie man vielleicht meinen
kénnte, dem NEG-Befehl. NEG bildet das Zweierkomplement der
Zahl, wdhrend NOT lediglich alle Bits umkehrt.

2.5.7 Bit-Befehle

Diese Befehle dienen der Bearbeitung von Zahlen auf Bindr-
Ebene. Sie umfassen Schiebe-, Rotations- und Setz/Ldsch-Be-
fehle.

Die Schiebe- und Rotationsbefehle gibt es mit einem und zwei
Parametern. Bei der Ein-Parameter-Form wird die Zahl im
Zieloperanden immer um ein Bit geschoben, bei zwei Parame-
tern gibt die Quelle an, um wieviel Bits die Zahl im Ziel
geschoben werden soll. Die Zwei-Parameter-Form eriaubt aber
nur Datenregister als Ziel.

Befehl Bedeutung Beispiele
ASL Dn,Dn Arithm. Linksschieben asl do,d1
ASL #k,Dn asl #2,d1
ASL ea asl 1000

- Siehe Anmerkungen
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ASR Dn,Dn BArithm. Rechtsschieben asr do,dl
ASR #k,Dn i asr #2,d1
ASR ea asr 1000

- Siehe Anmerkungen

BCHG Dn,ea BAndere Bit Dn o. #k von ea bchg do,1000
BCHG #k,ea bchg #5,1000
- Alter Zustand des Bits kommt ins Z-Flag

BCLR Dn,ea Losche Bit Dn o. #k von ea bclr do,1000
BCLR #k,ea bcir #5,1000
- Alter Zustand des Bits kommt ins Z-Flag

BSET Dn,ea Setze Bit Dn o. #k von ea beclr do,1000
BSET #k,ea bset #5,1000
- Alter Zustand des Bits kommt ins Z-Flag

LSL Dn,Dn Logisch Linksschieben 1sl do,dt
LSL #k,Dn 1sl #2,d1
LSL ea 1s1 1000

- Siehe Anmerkungen

LSR Dn,Dn Logisch Rechtsschieben 1sr do,d1
LSR #k,Dn lsr #2,d1
LSR ea lsr 1000

- Siehe Anmerkungen

ROL Dn,Dn Linksrotieren rol do,d1
ROL #k,Dn rol $#2,d1
ROL ea rol 1000

- Siehe Anmerkungen

ROR Dn,Dn Rechtsrotieren ror d0,d1
ROR #k,Dn ror #2,d1
ROR ea ror 1000

- Siehe Anmerkungen

Nun zu den zwel Untergruppen der Bitbefehle:

Schiebe- und Rotationsbefehle

Hier werden sdmtliche Bits einer Bindrzahl um eine festge-~
legte Anzahl Stellen nach links oder rechts geschoben.

Bei den Rotationsbefehlen wird das Bit, das 1links oder
rechts herausf&llt, an der anderen Seite wieder eingespeist.
Beispiel: Die Bin&drzahl %11001010 soll nach links rotiert
werden:
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Die Schiebe-Befehlen verhalten sich etwas anders. Man unter-
scheidet hier zwischen arithmetischem und logischem Schie-
ben. Ein Unterschied tritt aber nur beim Rechtsschieben auf,
daher betrachten wir zundchst das Linksschieben. Hierbeil
wird das 1links herausgeschobene Bit nicht wieder einge-
speist, es wird aber ins C- und X-Flag eingetragen. Rechts
wird ein 0-Bit nachgeschoben. Beispiel: Die Bindrzahl
210101001 wird arithmetisch oder logisch nach links gescho-
ben:

C/X-Flag

| 0 | [71 0o 1 0 1 0 0 1 l

c/X-Flag

Y e e ]
|

Cc/X-Flag

‘ 1 01 0 1 0 0 1 O

Mit dem ASL-Befehl 1&Bt sich {ibrigens eine Multiplikation um
2, 4, 8 usw. (also mit 2er-Potenzen) sehr viel schneller er-
ledigen als mit dem MULU-Befehl. Genauso, wie im Zehnersy-
stem eine Verschiebung nach 1links einer Multiplikation mit
10, 100, 1000 usw. entspricht, bewirkt die Verschiebung ei-
ner Bindrzahl nach links eine Multiplikation mit 2, 4, 8
usw. Anstatt

mulu #4,do

schreibt man also besser
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asl #2,d0

Nun zum Unterschied zwischen arithmetischem und logischem
Rechtsschieben. Das logische Rechtsschieben lduft analog zum
Linksschieben (herausfallendes Bit ins C- und X-Flag, 0-Bit
nachschieben). Beim arithmetischen Rechtsschieben wird auch
das herausfallende Bit ins C- und X-Flag eingetragen. Es
wird aber kein 0-Bit nachgeschoben, sondern das frithere Bit
bleibt, obwohl es nach rechts geschoben wurde, auch an sei-
ner alten Position erhalten. Es wird also qguasi eine Stelle
nach rechts "kopiert". Ein Beispiel: Die Bin&rzahl %11001001
wird arithmetisch nach rechts geschoben:

C/X~Flag
|j1001101] 0
___________________________ >

C/X-Flag
(2110031 of [i|—r—0 ]
|
L]

C/X-Flag

' 1 1 1 0 0 1 1 o | 1

Bitmanipulations-Befehle

Diese Gruppe umfaBt die Befehle "Bit setzen" (BSET), "Bit
16schen" (BCLR) und "Bit wechseln" (BCHG). Letzterer macht
aus einem gesetzten Bit ein geldschtes und umgekehrt. ZzZiel
kann entweder ein Datenregister oder eine Adresse im RAM
sein, die Quelle gibt die Nummer des zu bearbeitenden Bits
an. Falls das Ziel im RAM liegt, ist als Nummer nur 0-7 zu-
gelassen, d.h. die Adresse darf nur als Byte angesprochen
werden. Bel Datenregistern hingegen sind alle Bitnummern des
Langworts (0-31) erlaubt.

Soll z.B. das 5. Bit des Registers d0 geldscht werden,
schreibt man:

belr #5,do
So setzt man das 'do-te' Bit von di:
bset do,di
Und schlieBlich eine Bitmanipulation im RAM:

belr #5,1000 ; Loscht Bit 5 von Speicherstelle 1000
bchg do, 1000 ; Wechselt das 'do-te' Bit
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3.1 Aufbau eines Assembler-Programms

Ein Assemblerprogramm besteht, wie Programme in anderen
Sprachen auch, aus mehr oder weniger vielen Befehlen. Im Ge-
gensatz zu manchen anderen Sprachen diirfen sie in Assembler
aber immer nur einen Befehl pro Zeile schreiben. Eine As-
sembler-Befehlszeile besteht aus vier Teilen: dem "Label"
(zu Deutsch "Marke"), dem Befehl, den Operanden und dem Kom-
mentar. Label und Kommentar miissen nicht sein, und auch der
Operand kann, je nach Befehl, wegfallen. Befehle und Operan-
den kennen wir ja schon zur Genilige, deshalb wollen wir uns
jetzt den neuen Dingen zuwenden.

3.1.1 Kommentare

Da ein Assembler-Programm vor allem fiir AuBenstehende meist
recht schwer nachzuvollziehen ist, haben Sie die Moglich-
keit, Ihre Quelltexte beliebig mit erkldrenden Kommentaren
zu versehen. Wie das geht, haben Sie bestimmt schon in di-
versen Beispiel-Befehlszeilen gesehen: Sie schreiben hinter
Befehl und Operanden ein Semikolon, und alles, was danach
noch bis zum Zeilenende folgt, gilt als Kommentar. Beispiel:

move.l do0,a0 ; <~ Semikolon = Kommentarzeichen

Soll ein Kommentar alleine in einer Zeile stehen, beginnen
Sie diese einfach mit einem Stern:

* <- Stern = Zeichen fiir Nur-Kommentar-Zeile

3.1.2 Labels

Wann immer Sie zu einer bestimmten Stelle in Threm Programm
verzweigen wollen, sel es ein Unterprogramm, ein bedingter
oder unbedingter Sprung, miissen Sie die Adresse des Befehls
kennen, zu dem Sie springen mdchten (denn Verzweigung heist
fiir die CPU: "Lade den Programmzdhler mit der Adresse des
anzuspringenden Befehls"). Das hieBe aber, daB Sie s&@mtliche
Befehle des Programms quasi "durchzdhlen" miiSten, um die
Adressen aller Befehle zu wissen. Das widre eine unglaubli-
che, um nicht zu sagen unmdgliche, Arbeit. Als Abhilfe dafir
bietet der Assembler die Labels (Marken) an. Sie stellen
einfach vor jeden Befehl, den Sie im Laufe des Programms an-
springen oder sonstwie ansprechen méchten, ein Label. Dieses
reprdsentiert dann fir den Assembler die Adresse des Be-
fehls.

Ein Label besteht einfach aus einem Text, den Sie sich (mehr
oder weniger) frei auswdhlen konnen. Die meisten Assembler
machen hier die Auflage, daf Labels mit einem Buchstaben be-
ginnen miissen und nur Buchstaben und Zahlen enthalten diir-
fen. Um einen Text als Label zu kennzeichnen, miissen Sie bei
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manchen Assemblern einen Doppelpunkt an ihn anschlieBen, bei
manchen reicht es, wenn er in der ersten Spalte der Befehls-
zeile beginnt. Ein paar Beispiele fiir Label-Anwendungen:

tst.b do

beq marke

add.b #5,do
marke: move.b do0,d4

Ist d0=07?

Wenn ja, springe zu marke
BAnsonsten addiere 5 zu d0
Zur Weiterverarbeitung

~e e me we

move.l a4,al Eine Beispieladresse (z.B. ein
Tabellenstart)

Erstes Tabellen-Byte holen
und Tabellenzeiger plus 1
Tabellenende (soll in a3
stehen) erreicht?

Solange Zeiger kleiner als
Ende, Riicksprung zu marke

marke: move.b  (a0)+,do
cmp. 1 a3,a0

blt marke

e me Mo we ma e we we

Bild 3.1: Beispiele fiir Label-Anwendungen

3.1.3 Wichtige Assembler-Direktiven

Eine Assembler-Direktive ist auch ein Befehl, allerdings
kein Befehl des MC68000. Vielmehr ist es eine Anweisung di-
rekt an das Ubersetzungsprogramm. Die wichtigsten Direktiven
werden wir nun kennenlernen.

Die 'equ'-Direktive

Die equ-Direktive bedeutet schlicht "setze gleich" (equal).
Auf diese Weise kann man irgendwelchen Zahlenwerten
(Tabellenplatznummern, Adressen etc.) sinnvolle Namen zuord-
nen, die sich bestimmt leichter merken lassen. Der Befehl

TabPlatz equ 20

setzt also dem Text 'TabPlatz' den Wert 20 gleich. Im Grunde
ist das reine Textverarbeitung, der Assembler setzt spéter
einfach iiberall da, wo TabPlatz steht, eine 20 ein. Prinzi-
piell sind diese equ-Zuweisungen nicht unbedingt notwendig,
sie helfen Ihnen aber, wenn Sie sich Zahlen nur schlecht
merken konnen (oder wollen). Sie k6nnen allen im Programm
verwendeten Zahlenwerten und sonstigen Nummern sinnvolle
Texte zuweisen.

Anstatt 'equ' kann man auch einfach ein Gleichheitszeichen
schreiben:

TabPlatz = 20
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Die 'DC'- und die 'DS'-Direktive

Die 'DC'-Direktive dient zum Einfiigen von beliebigen Zahlen-
werten oder Texten in ein Programm. Wenn Sie z.B. den Text
"Hello World!" in Ihrem Programm ausgeben wollen, muB er ja
auch irgendwo stehen. Sie kdnnen dann schreiben:

dc.b "Hello World!"

Damit wird der Text an der Stelle, wo die Zeile im Programm
auftritt, in das {ibersetzte Maschinenprogramm eingefiigt. Na-
tiirlich kann man auch Zahlen mit 'DC' ins Programm einbauen,
oder auch Text und Zahlen gemischt:

dc.b "Hello World!",10,"How are you?",6 10

Die 10 ist der ASCII-Code filr 'neue Zeile'. Wenn man diesen
Text auf dem Bildschirm ausgeben 1&Bt, werden die beiden
Sdtze in getrennte Zeilen geschrieben. Sie konnen ASCII-
Texte (in Anflihrungszeichen) oder Zzahlen eines beliebigen
Systems ('$' fiir Hex usw. voranstellen) beliebig mischen.
Wichtig ist auch bei 'DC', den Datentyp der einzufiigenden
Werte anzugeben. So wird bei

dc.b 0
ein 0-Byte ins Programm eingefiigt, bei

de.1 0
aber ein O-Langwort. Meistens muB man die Stelle von Texten
oder Zahlen im Programm, also ihre Adresse, kennen. Daher
findet man in der Regel eine Kombination aus Label und 'DC':

htext: dc.b "Hello World!"™,10

Nun zur 'DS'-Direktiven: Sie reserviert Speicherplatz im
Programm, und zwar eine festlegbare Anzahl von Bytes, Worten
oder Langworten. Beispiel:

puffer: ds.b 20

Dieser Befehl fligt ab der Label-Adresse 'puffer' 20 Bytes
ins Programm ein. Achtung: Beim Seka-Assembler heiBt diese
Direktive 'BLK' und nicht 'DS'! Der Befehl

puffer2: ds.1 20

fiigt 20 Langworte (also 80 Bytes) ein. Dieser Befehl ist
niitzlich, wenn man im Programm Platz fiir Tabellen und &hnli-
che Strukturen braucht, die wdhrend des Programmlaufs er-
zeugt werden.

Sehr wichtig ist, daB man 'DC' und auch 'DS' nicht beliebig

mitten ins Programm schreiben darf. Dann wiirde die CPU ja
versuchen,, wenn sie diese Stelle erreicht, den Text o.4&.
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als Befehl zu interpretieren, was sicherlich schief gehen
diirfte. Am besten sammelt man alle 'DC'- und 'DS'-Direktiven
am Programmende, hinter dem letzten Assembler-Befehl. Dies
nennt man das Anlegen eines "Datenbereiches".

AuBerdem miissen Sie beachten, daB es zwel Arten gibt, einen
mit 'DC' oder 'DS' definierten Ausdruck "anzusprechen". An-
genommen, Sie haben mittels

text: dc.b "Ausgabe-Text"
einen Text im Programm abgelegt. Dann k&nnen Sie durch

move.l  #text,a0 oder
lea text,al

die Startadresse des Textes nach a0 holen. Bei Verwendung
von 'move.l' miissen Sie ein '#' verwenden, da sich der MOVE-
Befehl ansonsten auf den Inhalt der Speicherstelle 'text'
und nicht auf ihre Adresse beziehen wiirde. Beim LEA-Befehl
ist kein '#' ndtig, da er sowieso immer Adressen anspricht
und keine Speicherinhalte. Wenn Sie jetzt aber durch

wertl: de.l $44445555

ein Langwort im Programm stehen haben und Sie den Inhalt
dieses Langworts bearbeiten wollen, miissen Sie z.B.

move.l wertl,do

schreiben. Dieser MOVE-Befehl bezieht sich dann auf den In-
halt der Speicherstelle, wéhrend

move.l  #wertl,do oder
lea wertl,a0

die Adresse holen wiirde (beachten Sie, daB LEA nur fir
Adrefregister zugelassen ist). Diese beiden "Ansprecharten"
(Adresse oder Inhalt) miissen Sie gut auseinanderhalten.

Die 'even'-Direktive

Diese Direktive ist schnell erklart: Sie sorgt dafiir, daB
das Programm mit dem ndchsten Befehl (oder der n&chsten Di-
rektiven) auf jeden Fall an einer geraden Adresse fortge-
setzt wird. Effektiv wird, falls eine ungerade Adresse er-
wischt wiirde, einfach ein 0-Byte (oder sonstwas) eingescho-
ben. Das ist nétig, weil Assembler-Befehle, aber auch be-
stimmte Daten, immer an geraden Adressen stehen miissen
(sonst freut sich der Guru). In der Regel wird man diese Di-
rektive im Datenbereich (oder halt da, wo Daten mit un-
gerader Lange stehen) finden.

Abhdngig vom verwendeten Assembler gibt es ein paar Varian-
ten der ‘'even'-Direktive. Beim Profimat heiBt sie z.B.
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'align' und nicht 'even'. Hier gibt es auch die Mdglichkeit,
auf eine Langwortgrenze (durch 4 teilbare Adresse) zu alig-
nen: Man schreibt in diesem Fall ‘'align.l'. Das geht auch
beim Devpac: Hier schreibt man ‘'cnop 0,4'.

3.1.4 Die 'include'-Direktive

'Include’ weist den Assembler an, widhrend der Ubersetzung
einen weiteren Quelltext, dessen Namen Sie hinter 'include'
angeben, in Ihr Programm einzufiigen. Dieser erscheint aller-
dings nicht in Ihrem Text, sondern wird nur wdhrend der As-
semblierung eingeladen, mit in das fertige Programm hinein-
genommen und dann wieder vergessen. Diese Direktive ist
niitzlich, wenn Sie z.B. oft gebrauchte, immer gleichlautende
Programmteile quasi "auslagern" mochten. Sie kdnnen den Pro-
grammteil in einer gesonderten Datei auf der Diskette halten
und mit ‘'include' in Ihre Programme einlesen lassen, ohne
daB er im Quelltext selber auftaucht. Das spart Platz im
Textspeicher und macht die Programme {ibersichtlicher.

AuBerdem liefern die meisten Assembler einen Satz sogenann-
ter "Include-Files" mit. Darunter versteht man eine Reihe
von Textdateien, die Sie in Ihre Programme einbinden k®nnen.
Die Include-Files bestehen hauptsdchlich aus 'equ'- und son-
stigen Direktiven und sind nach Themengebieten geordnet. Die
DOS-Include-Files enthalten Zuweisungen fiir Zahlen, die man
hdufig im Umgang mit Dateien braucht, die Intuition-Include-
Files entsprechend 'equ's fiir Screen- und Windowprogrammie-
rung.

Manche Programmierer machen intensiven Gebrauch von diesen
Includes. Das bringt aber auch einen Nachteil mit sich: Ob-
wohl man meistens nur einen kleinen Teil des Includes
braucht, muB man trotzdem immer die ganze Datei einladen.
AuBerdem sind die Include-Files weitgehend untereinander
verkettet, d.h. ein Include 1&dt selbst wieder diverse an-
dere ein, diese wieder weitere usw. Obwohl Sie vielleicht
nur ein oder zweli Werte aus einem Intuition-Include haben
wollten, werden vielleicht plétzlich noch 3 oder 4 andere
Intuition-Includes und von diesen noch 5 bis 6 Exec-Includes
nachgeladen. Das bringt natiirlich eine recht lange Assem-
blierzeit mit sich (vor allem, wenn Sie mit Disketten arbei-
ten), und auBerdem wird eine Menge Speicherplatz bendtigt.

Wir halten es persénlich fiir sinnvoller, die Includes quasi
als "Nachschlagewerke" zu benutzen. Wir suchen uns die Zah-
lenwerte, die wir brauchen, aus den Includes zusammen und
schreiben sie selber per 'equ' in unsere Programme. Bel den
wenigen Zahlen, die man als Einsteiger braucht, ist das auf
jeden Fall glinstiger. Spdter, wenn man als Fortgeschrittener
nach einem bestimmten Wert oder einer Systemstruktur sucht,
kénnen sich die Includes als wahre Fundgrube erweisen.
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3.1.5 Variablen

Mit unserem jetzigen Wissen ist es kein Problem mehr, Vari-
ablen in unsere Programme einzubauen. Eine Variable ist im
Grunde (in jeder Programmiersprache) ein Speicherbereich von
bestimmter L&nge, der ilber einen Namen angesprochen wird.
Sprachen wie BASIC nehmen uns die Verwaltung dieses
Speicherbereichs ab, in Assembler miissen wir allerdings
selbst dafiir sorgen. Ein Beispiel: Wollen wir eine Langwort-
Variable namens 'zahll' benutzen, schreiben wir folgendes in
den Datenbereich des Programms:

zahll: ds.1 1

Das bedeutet: Reserviere ein Langwort an dieser Stelle im
Programm und gebe seiner Adresse den symbolischen Namen
'zahll'. Sie sehen es vielleicht schon: Der Variablenname
ist in Assembler gleich dem Label, das wir vor den Reservie-
rungs~Befehl schreiben. Ein anderes Beispiel:

zahl2: ds.w 1

reserviert ein Wort Platz unter dem Namen 'zahl2'. Auch Ta-
bellen, Arrays u.d. lassen sich so erstellen:

tabellel: ds.b 30

erstellt eine Tabelle mit 30 Bytes, deren Startadresse das
Label 'tabellel' darstellt.

3.2 Libraries: Grundlage des Amiga-Systems

Bis jetzt haben wir uns nur mit der Assemblersprache des
MC68000 ganz allgemein beschdftigt. Alles, was wir bisher
gelernt haben, lieBe sich auch auf einen anderen Computer,
der diese CPU besitzt, ibertragen. Jetzt wollen wir etwas
systemspezifischer werden und uns die wichtigste Einrichtung
des Amiga-Systems vornehmen: die Libraries.

3.2.1 Was ist eine Library?

Im Grunde ist eine Library nichts weiter als eine Sammlung
von Routinen, auf die Sie als Programmierer zuriickgreifen
kénnen. Aber auch das Betriebssystem des Amiga macht regen
Gebrauch von diesen Programmsammlungen, man kann sogar sa-
gen, das System basiert auf den Libraries.

Die vier wichtigsten Libraries des Amiga sind

Exec
DOS
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Intuition
Graphics

Die Exec-Library ist dabei der "BoB", sie ist im wesentli-
chen fiir das Multitasking (also die Verteilung der Computer-
Rechenzeit an verschiedene, scheinbar gleichzeitig ablau-
fende Programme) und fiir die Zuteilung von freien RAM-Berei-
chen an die Tasks zustdndig. Als Ottonormal-Anwender spiiren
wir von ihrer Arbeit allerdings gewthnlich nicht viel.

Anders ist es da schon bei der DOS-Library. Wann immer Sie
eine Datei umbenennen, ein Verzeichnis anlegen oder l&schen
oder auch nur ein Programm starten, die DOS-Library hat be-
stimmt ihre Routinen im Spiel. Sie ist fiir sdmtliche Datei-
Operationen zustdndig, und das gilt nicht nur £iir Disk-Da-
teien. Die DOS-Library kann auch den Drucker ansteuern oder
einfache Fenster 6ffnen, die dann auch wie Dateien behandelt
werden.

Die Libraries Intuition und Graphics kommen immer dann ins
Spiel, wenn es um Fenster, Meniis usw. (Intuition) oder um
Linienzeichnen, Text usw. (Graphics) geht. 2u diesen beiden
Libraries kommen wir spdter, zundchst einmal wollen wir uns
mit der DOS~Library beschdftigen, da sie am einfachsten zu
handhaben ist. Vorher miissen wir allerdings wissen, wie die
Library-Benutzung iiberhaupt funktioniert.

3.2.2 Der Umgang mit Libraries

Eine Library ist, wie gesagt, eine Sammlung von Assembler-
Routinen, die vom eigenen Programm aus wie Unterprogramme
angesprungen werden koénnen. Um aber ein Unterprogramm an-
springen zu kénnen, muB man dessen Adresse kennen. Nun darf
man aber nicht alle Library-Routinen iiber absolute Adressen
aufrufen, denn das wiirde heiBen, daB sich nach jeder ZAnde-
rung an der Library seitens Commodore die Adressen &ndern
wiirden und alle dlteren Programme nicht mehr lauffshig wd-
ren.

Der Amiga benutzt eine recht zukunftssichere Methode des Li-
braryaufrufs. Neben den eigentlichen Routinen gibt es nédm-
lich fiir jede Library eine Tabelle, in der die Ein-
sprungadressen aller Routinen aufgefiihrt sind. Wenn man nun
dem System mitteilt, das man eine bestimmte Library benutzen
méchte (d.h. man 'Gffnet' die Library), bekommt man die
Startadresse dieser Sprungtabelle zurlickgemeldet. Auf diese
Startadresse (auch "Basisadresse" genannt) missen sich dann
alle Libraryzugriffe des Programms beziehen. Der Vorteil
liegt auf der Hand: Solange sich die Position eines Sprung-
eintrages relativ zum Tabellenanfang nicht &ndert (und das
tut sie nie), kann die Library stehen, wo sie will, und so-
gar die einzelnen Routinen kodnnen nach Commodores Wiinschen
verschoben werden.
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Was muB man denn nun tun, um eine Library zu &ffnen? Ganz
einfach: Man {bergibt der Exec-Routine OpenLibrary den Namen
(und eventuell die Versionsnummer) der gewiinschten Library,
und um den Rest kiimmert sich dann das System. Das heiBt, die
Library wird, falls sie nicht schon ge8ffnet ist und auch
nicht im ROM steht, von der Diskette geladen, und zwar in
einen Speicherbereich, den Exec selbst auswdhlt. Das Pro-
gramm erh&lt dann die Basisadresse mitgeteilt, und die Li-
brary steht zur Benutzung bereit. Falls nun noch ein wei-
teres Programm die selbe Library benutzen will, teilt ihm
das System nur noch die Basisadresse mit.

Wichtig ist, daB man alle Libraries, die man getffnet hat,
vor dem Programmende auch wieder schlieBt, denn das System
entfernt eine Library erst dann aus dem Speicher, wenn alle
Programme gesagt haben, das sie sie nicht mehr brauchen. Da-
fiir ist die Exec-Routine CloseLibrary zustédndig.

Doch halt! werden Sie jetzt vielleicht denken. Um Routinen
einer Library benutzen zu k&nnen, braucht man deren Basi-
sadresse. Diese erhdlt man bei Aufruf der OpenLibrary-Rou-
tine, die ihrerseits in einer Library (der Exec-Library)
steht. Woher weif man denn die Basisadresse dieser Library?
Des Rétsels LOsung lautet 4. In der Speicherstelle Nummer 4,
die einzige wirklich feste Adresse im Amiga-System, findet
man die Basis der Exec-Library. Diese braucht also nicht ge-
6ffnet (und auch nicht geschlossen) zu werden und ist jeder-
zeit einsatzbereit.

Jetzt sind also alle ndétigen Vorarbeiten geleistet, und die
Library-Routinen kdénnen endlich benutzt werden. Die Basi-
sadresse der Library tr&dgt man in ein AdreBregister
(gewthnlich a6) ein, z.B.

move.l 4,a6

um die Exec-Library 2zu benutzen. Die bendtigten Parameter
kommen in die anderen Register; in welche, ist filir jede Li-
brary-Routine festgelegt (z.B. erwartet OpenLibrary in a1l
einen Zeiger auf den Namen der Library und in do die ge-~
wiinschte Versionsnummer). Aufgerufen wird die Routine mit-
tels

jsr Offset(ab)

also {iber die Adressierungsart 'AdreBregister indirekt mit
Offset'. Der Offset hier die Nummer der Routine in der Ta-
belle. Diese Offsets sind immer negativ, fangen bei -30 an
und werden in Sechserschritten gezdhlt (warum das alles so
ist, wird spdter noch gekl&rt). Die erste Routine der DOS-
Library (genannt Open) hat also die Nummer -30, die zweite
Routine (Close) die Nummer -36, die dritte (Read) -42 usw.

Jede Library-Routine (oder fast jede) erwartet, wie gesagt,

bestimmte Parameter in Daten- und/oder AdreBregistern
(&8hnlich wie die Operanden eines Assembler-Befehls). Wenn
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sie ein Ergebnis produzierte (wie 2z.B. die Library-Basi-
sadresse bei OpenLibrary), steht diese nach dem Aufruf in
do.

Immer, wenn im Lauf des Kurses eine neue Library-Routine
verwendet wird, stellen wir sie auf folgende Weise vor (als
Beispiel die OpenLibrary-Routine):

OpenLibrary = -552 (Exec-Library)
*]1jibName al < Zeiger auf Library-Namenstext
version do < Versionsnummer (0=Version egal)
*library do > Basis-Adresse oder 0 bei Fehler
Erkldrung 6ffnet die angegebene Library

Zur Erkldrung dieses Kastens: In der ersten Zeile steht der
Name der Library-Routine und hinter dem '=' ihr Offset. In
Klammern steht der Name der Library, aus der die Routine
stammt. Unter dem Kasten stehen die Parameter mit den Regi-
stern, in die sie geschrieben werden milssen. Vor dem Regi-
ster steht jeweils die englische Standard-Bezeichnung (geman
commodores Angaben) und dahinter die deutsche, etwas aus-
fiihrlichere Erkldrung. Das '<'-Zeichen steht fiir einen Para-
meter, der vor dem Aufruf eingesetzt werden mufB. Das '>'
kennzeichnet den Riickgabewert der Routine. Das '*' vor z.B.
1]1ipbName' bedeutet, daf der Name nicht direkt in al einge-
tragen wird (was wohl gar nicht m&glich wére), sondern daB
in al ein "Zeiger" ("Pointer") auf den Library-Namen erwar-
tet wird. Einen Stern verwenden wir in Anlehnung an die
Sprache C, wo er auch das Zeichen fir einen Pointer ist. In
do hingegen wird direkt die Versionsnummer der Library ein-
getragen (dort steht kein '*'). Nach dem Aufruf bekommen wir
in d0 die Basisadresse der Library bei erfolgreichem Offnen
oder 0 bei Fehler zuriick. Falls eine Library-Routine keine
Riickgabe liefert, fehlt die 'do0 >'-Zeile.

'Zeiger' bedeutet im Prinzip soviel wie 'Startadresse'. In
unserem Beispiel muB also die Startadresse des (per 'DC' im
Programm abgelegten) Library-Namenstextes in al geschrieben
werden. Generell ist ein Zeiger immer die Startadresse ir-
gendeines Objektes im Speicher. Bei unseren Library-Késten
setzen wir immer einen Stern vor einen Eintrag, wenn es sich
dabei um einen Zeiger handelt. Dabei ist es egal, ob es sich
um einen Zeiger auf ein Objekt (Struktur, Namenstext etc.)
handelt, das der Programmierer angelegt hat oder das System
bereitstellt.

FolgendermaBen wiirde ein Library-Aufruf im Programm ausse-
hen: :
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Basis Exec

Zeiger auf den Namen DOS-Library
0 = Version egal

Aufruf der OpenLibrary-Routine
Basis DOS (Rlickgabewert) sichern

move.l  4,a6
move.l  #dosname,al
clr.l do

jsr -552(a6)
move.l  d0,dosbase

cee

R R

* Datenbereich

dosname: de.b "dos.library",0
even
dosbase: ds.1 1

Bild 3.2: Beispielprogramm fiir Library-Routinenaufruf

Das Label ‘'dosname' wird per '#' angesprochen, da seine
Adresse und nicht sein Inhalt gefordert ist. 'dosbase' ist
eine Langwort-Variable, in die die von OpenLibrary gemeldete
DOS-Basis zwischengespeichert wird.

3.3 Erste Schritte mit der DOS-Library

Nachdem wir nun das nétige "Handwerkszeug" beisammen und uns
mit dem Library-Konzept vertraut gemacht haben, kdnnen wir
mit der Programmierung loslegen. Wir hoffen, die bisherigen
Theorie-Kapitel waren Ihnenh nicht zu trocken, aber ein paar
Grundlagen miissen halt sein. BAlles weitere werden Sie ab
jetzt, nach dem Motto "Learning by Doing", anhand von Pro-
grammen lernen.

3.3.1 Das erste Programm: Textausgabe im CLI-Fenster

Die nun folgenden Programme sollen als Grundlage fir den
weiteren Kurs dienen. Textausgabe, Eingabe iiber Tastatur
usw. sind wichtig, damit wir die Ergebnisse unserer Program-
mierversuche auch am Bildschirm sehen k&nnen.

Bevor wir uns das Programm ansehen, brauchen wir noch ein
paar weitere Library-Routinen, und auch ein paar Erkl&rungen
sind f&l11ig. 2Zuerst soll die CloseLibrary-Routine vorge-
stellt werden:

CloseLibrary = -414 (Exec-Library)
*1library al < Basisadresse der zu schlieBenden Library
Erkl&rung Schliefit die angegebene Library
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Des weiteren brauchen wir ein "Handle" fiir die Standard-
Bildschirmausgabe (das CLI-Fenster) geben. Das 'Handle' ist
ein Begriff aus der DOS-Dateiverwaltung. Immer, wenn Sie
eine Datei iiber DOS ®ffnen, bekommen Sie, quasi als
vZugriffsnummer" der Datei, eine Zahl, eben das Handle, mit-
geteilt (vergleichbar mit der Filenummer bei BASIC). Bei al-
len DOS-Zugriffen wird die Datei dann iber das Handle iden-
tifiziert.

CLI-Fenster werden im DOS auch als Dateien behandelt und ha-
ben daher auch ein Handle. Von der DOS-Routine Output lassen
wir uns das Handle geben, das zum CLI-Fenster geh6rt, von
dem aus wir unser Programm gestartet haben.

output = -60 (DOS-Library)
*file do > Handle des CLI-Fensters
Erklarung Ermittelt das Standard-Output-Handle

AuBerdem brauchen wir eine Routine, die einen Text in das
Fenster schreibt. Da DOS-Fenster wie Dateien behandelt wer-
den, koénnen wir zu diesem Zweck die Standard-Daten-Schreibe-
Routine verwenden.

Write = -48 (DOS-Library)
*file dl < Handle der zu schreibenden Datei
*buffer d2 < Startadresse der Daten
length d3 < Anzahl Datenbytes
writtenout do > Anzahl wirklich geschriebener Bytes
(-1=Fehler)
Erklarung Schreibt Daten in eine Datei

Nun haben wir alles beisammen, um das Programm schreiben zu
kénnen. Hier ist es:

* Programm 3.1: Textausgabe im CLI-Fenster

ExecBase = 4

OpenLib = -552
CloseLib = -414
Write = -48
Output = -60
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* DOS-Lib 6ffnen

move.l  ExecBase,a6 Exec-Lib-Basis

I
lea ’ dosnane,al ; Name der DOS-Lib
clr.l do ; Version egal
jsr OpenLib(aé6) ; Lib 6ffnen
tst.1 0 ; Fehler beim 6ffnen?
beq ende ; Wenn ja, zum Ende

I

move.l  d0,dosbase Basis DOS-Lib sichern

* Ausgabe-Handle des CLI-Fensters ermitteln:

move.l  dosbase,aé ; DOS-Basis nach a6
jsr Output(a6) ; Output-Handle holen
move.l do0,clihandle ; Handle sichern

* Text ausgeben:

move.l clihandle,dl ; Handle nach di

move.l  #text,d2 ; Textbeginn nach d2
move.l  #33,d3 ; Textldnge nach d3

jsr Write(a6) ; DOS~Routine Schreiben

* programmschluf: Lib schliefen!

move.l dosbase,al ; Basis DOS-Lib

move.l  4,aé ; Exec-Basis

jsr CloseLib(a6) ; Lib schlieBen
ende: rts ; Zurtick zum CLI

* Datenbereich: diverse Namen etc.

dosname: dc.b "dos.library",0
even

dosbase: ds.1 1

clihandle: ds.1 1

text: dc.b "Mein erster Text im CLI-Fenster!",10
even

Programm 3.1: Textausgabe im CLI-Fenster

Sie werden vieles, was Sie in den vorigen Kapiteln gelernt
haben, hier wiederfinden. Da wdre 2zum einen das Sternchen a
Anfang einiger Zeilen (Kommentar-Zeile) und das ';' fiir
einen Kommentar im AnschluB an den Befehl.

Dann die Zuweisungen mit dem '='-Zeichen (Abkiirzung fiir die
'equ'-Direktive). Hier sehen Sie den Hauptzweck von 'equ':
Library-Offsets und sonstigen Zahlenwerten werden die ent-
sprechenden Klartext-Bezeichnungen zugewiesen.

Im Datenbereich finden Sie die ‘'even'-Direktive wieder.
Nochmal: Nach jedem 'DC'- oder 'DS'-Eintrag, von dem Sie
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nicht ganz genau wissen, daB er eine gerade Bytezahl belegt,
miissen Sie ein 'even' schreiben.

Dann wird per Exec-OpenlLibrary die DOS-Library ge&ffnet.
Wenn das nicht geklappt hat, steht do auf 0. Dies priifen wir
in den Zeilen

tst.l do ; Fehler beim 6ffnen?
beq ende ; Wenn ja, zum Ende

Da haben wir also eine Assembler-IF-Abfrage, wie wir sie im
letzten Kapitel kennengelernt haben. Im n&dchsten Abschnitt
werden uns noch weitere IF-ELSE-Konstruktionen und Ahnliches
begegnen.

Wenn die DOS-Lib gebffnet werden konnte, geht es weiter im
Programm. Wir sichern die Basis der DOS-Lib in einer Vari-
ablen. Nun rufen wir, nachdem wir die DOS-Basis in a6 einge-
tragen haben, die oOutput-Routine auf. Von Output bekommen
wir das Handle fiir die Standard-Bildschirmausgabe (das CLI-
Fenster). In dieses Fenster geben wir den Text aus, und zwar
so:

move.l clihandle,dl Handle nach di

i
move.l  #text,d2 ; Textbeginn nach d2
move.l  #33,d3 ; Textldnge nach d3
jsr Write(a6) ; DOS-Routine Schreiben

Achten Sie auf das '#' in ‘'#text'. Wie frilher schon erwdhnt,
bewirkt es, daB die Adresse von 'text' und nicht sein Inhalt
angesprochen wird.

zum BAbschiuB des Programms miissen wir die DOS-Lib wieder
schlieBen. Beendet wird das Programm mit

ende: rts

damit zur DOS-Ebene zurlickgekehrt wird.

Jetzt kodnnen wir uns an unserem ersten CLI-Text, von einem
Assembler-Programm ausgedeben, erfreuen. Nachdem wir nun
Text schreiben kénnen, wire es doch schdn, auch etwas von
der Tastatur einlesen zu konnen. Damit kommen wir zum zwei-
ten Programm.

3.3.2 Texteingabe von Tastatur

7Zu diesem Zweck brauchen wir zuerst zwei neue Library-Routi-
nen. Zum einen die Input-Routine:
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Input = -54 (DOS-Library)
*file do > Handle der Tastatur
Erklarung Ermittelt das Standard-Input-Handle

Die Tastatur (also das Standard-Eingabegerdt) hat,
wie das CLI-Fenster, ein Handle.

gibt es natiirlich auch Read:

genauso
Neben der Write-Routine

Read = ~42 (DOS-Library)
*file dl < Handle der zu lesenden Datei
*buffer d2 < Startadresse des Lese-Puffers
length d3 < Anzahl Datenbytes
reallyread do > Anzahl wirklich gelesener Bytes
(-1=Fehler)
Erkldrung Liest Daten aus einer Datei

So vorbereitet k&nnen wir uns an das Programm wagen:

* Programm 3.2: Eingabe {iber Tastatur

ExecBase = 4

OpenLib = -552
CloseLib = ~-414
Write = ~-48
Read = ~42
Output = -60
Input = -54

* DOS-Lib Offnen

move.l  ExecBase,a6

’
lea dosname,al H
clr.l do ;
jsr OpenLib(a6) ;
tst.l do H
beq ende ;

move.l do0,a6
* Output-Handle holen

jsr Output(a6)
move.l d0,d5

~

-

Exec-Lib-Basis

Name der DOS-Lib
Version egal

Lib offnen

Fehler beim &ffnen?
Wenn ja, zum Ende
Basis DOS-Lib nach aé

Output-Handle holen
Handle in d5 sichern
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en

* Datenbereich: diverse Namen etc.

Eingabeaufforderung ausgeben

move.l d5,dl1
move.l  #textl,d2
move.l  #26,d3
jsr Write(a6)

Text {iber Tastatur einlesen

jsr Input(aé6)

move.l do,dl

move.l  #buffer,d2

move.l  #40,d3

jsr Read(a6)

move.l do,d4
Text ausgeben

move.l d5,d1

move.l  #text2,d2

move.l  #23,d3

jsr Write(a6)
Jetzt Pufferinhalt schreiben

move.l d5,dl

move.l  #buffer,d2

move.l d4,d3

jsr Write(a6)
ProgrammschluB: Lib schlieBen!

move.l a6,al

move.l 4,ab

jsr CloseLib(a6)
de: rts

dosname: dc.b

even
dosbase: ds.1l 1
textl: dc.b

even
text2: dc.b

even
buffer: ds.b 40

~e me me e me we we

~s ~e

1

7

Output-Handle nach dl
Textbeginn nach d2
Textlénge nach d3
DOS-Routine Schreiben

Input-Handle holen

nach dl

Start des Eingabe-Puffers
40 Zeichen max.

; Lesen

Anzahl gelesener Zeichen
in d4 zwischenspeichern

output-Handle nach d1
Textbeginn nach d2
Textlédnge nach d3
DOS-Routine Schreiben

Output-Handle nach di
Textbeginn nach d2
Textldnge nach d3
DOS-Routine Schreiben

Basis DOS-Lib
Exec-Basis

; Lib schlieBen

; %um CLI

"dos.library",0

"Bitte geben Sie Text ein: "

"Sie haben geschrieben: "

Programm 3.2: Texteingabe von der Tastatur

Neu an diesem Programm ist, daB wir die DOS-Basis
einer Variablen sichern,
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und zum SchlieBen von dort nach al holen. Das geht, wenn man
nur mit einer getdffneten Library arbeitet.

Das Output-Handle sichern wir jetzt im Register d5. Dort ist
es genauso sicher wie in einer Variablen. Man sollte nur bei
der Wertesicherung nicht zu viel mit Registern herumhantie-
ren, sonst verliert man schnell den Uberblick, in welchem
Programmteil welche Register verdndert werden. In diesem Zu-
sammenhang ist {ibrigens wichtig, daB die Register a0, al, do
und dl als "Schmierpapier" ("Scratch") gelten und von Li~-
brary-Routinen verdndert werden k&nnen. Sie diirfen also
nicht erwarten, daB diese vier Register nach einem Aufruf
noch die selben Werte enthalten wie vorher. Alle anderen
Registerinhalte bleiben allerdings erhalten.

Nach der Ausgabe der Eingabeaufforderung holen wir uns das
Input-Handle der Tastatur und rufen die Read-Routine auf.
Als Parameter bekommt sie die Startadresse eines 40-Byte-
Puffers, den wir im Datenbereich reserviert haben, und eine
40 als Datenldnge. Als Riickgabewert erhalten wir die Anzahl
Zeichen, die eingetippt wurden (inklusive des abschlieBenden
Return-Tastendrucks). Diese Zahl merken wir uns in d4:

nach di

Start des Eingabe-Puffers
40 Zeichen max.

Lesen

; Anzahl gelesener Zeichen
in d4 zwischenspeichern

move.l do,d1
move.l  #buffer,d2
move.l  #40,d3

jsr Read(a6)
move.l d0,d4

. me e me we w

GewShnlich sollte man Riickgabewerte von Library-Routinen im-
mer sichern. Hier konnen wir allerdings das Input-Handle,
das wir in do0 bekommen, direkt nach dl weiterleiten, da wir
es ohnehin nur einmal (zum Lesen) brauchen.

Nun geben wir einen zweiten Text aus und direkt dahinter den
Inhalt des Eingabepuffers. Die Datenlénge wissen wir noch
vom Read-Aufruf (sie entspricht der Anzahl der eingegebenen
Zeichen). Der Rest des Programms l&uft wie gehabt.

3.3.3 Die Kommandozeile

Die meisten CLI-Befehle brauchen Parameter, die hinter den
Befehlsnamen geschrieben werden, z.B.:

copy df0:text to dfi:

Diesen Parametertext hinter dem Befehl nennt man
"Kommandozeile". Auch in unseren Assembler-Programmen k&nnen
wir diese Kommandozeile auswerten. Beim Programmstart steht
in a0 ein Zeiger auf den Kommandozeilentext und in d0 seine
Lange (einschlieBlich des Return-Zeichens am Ende).
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Da wir schon Text im CLI-Fenster ausgeben kénnen und nun
iiber die Kommandozeile Bescheid wissen, ist es ein Leichtes,
den CLI-Befehl "Echo" nachzuvollziehen. Dieser schreibt ja
lediglich exakt den Text der Kommandozeile ins Fenster. Fol-
gendes Programm erfiillt die selbe Aufgabe wie Echo:

* Programm 3.3: Ausgabe der Kommandozeile (Echo-Befehl)

ExecBase = 4
openLib = -552
CloseLib = -414
Output = -60
Write = -48
movem.l a0/do,-(sp) ; Kommandozeile sichern
move.l  ExecBase,aéb ; DOS-Lib 6ffnen
lea dosname,al
clr.1 do
jsr OpenLib(a6)

move.l do0,aé

jsr Output(aé) ; Output-Handle holen
move.l do,dl ; und nach di fiir Write
movem.l (sp)+,a0/do ; Kommandozeile zuriickholen
move.l a0,d2 ; ARufruf Write-Routine
move.l  do,d3

jsr Write(a6)

move.l  aé6,al ; Library wieder schlieBen
move.1l ExecBase,a6

jsr CloseLib(as)

rts ; Zum CLI

* Datenbereich

dosname : dc.b "dos.library",0
even

Programm 3.3: Ausgabe der Kommandozeile

Bevor wir die DOS-Lib 6ffnen, miissen wir den Inhalt von a0
und do sichern, da diese Register durch Library-Aufrufe ver-
indert werden. Als Sicherungsort wadhlen wir den Stack, auf
den wir die Register mit dem schon besprochenen Befehl MOVEM
schreiben:

movem.l a0/d0,-(sp) ; Kommandozeile sichern
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Nach dem Offnen der Library und dem Abholen des Output-Hand-
les holen wir uns die Kommandozeilen-Register zuriick:

movem.l (sp)+,a0/do ; Kommandozeile zuriickholen

Beim Library-8ffnen verzichten wir diesmal auf den Fehler-
Test. Normalerweise sollte man Fehler natiirlich abfangen,
aber die Chance, daB die DOS-Lib nicht ge&ffnet werden kann,
ist gleich Null.

Nun leiten wir die Kommandozeilen-Register an die von Write
geforderten Parameter-Register weiter und rufen Write auf:

move.l a0,d2 ; Aufruf Write-Routine
move.l do,d3
jsr Write(aé6)

Das war's auch schon. Damit ist unser eigener Echo-Befehl
fertiqg.

3.4 Schleifen in Assembler

Nachdem wir nun Grundlagen =zur Textein- und -ausgabe
kennengelernt haben, kénnen wir uns mit diversen
Programmier-Techniken beschdftigen. Als erstes kommen wir zu
den Schleifen-Konstruktionen.

3.4.1 Die REPEAT- und die WHILE-Schleife

Man stelle sich folgendes vor: Ein Puffer von 95 Bytes Groéfe
soll mit den ASCII-Zeichen 32 (Leertaste) bis 126 ("~", ge-
nannt "Tilde") gefiillt werden. Dann miiBte man, ohne
Verwendung einer Schleife, jedes Zeichen einzeln in den Puf-
fer schreiben, also etwa so:

lea buffer,a0
move.b  $32,(a0)+
move.b  #33,(a0)+
move.b  $#34,(a0)+ usw. usw.

Bild 3.3: Einen Puffer fiillen ohne Schleife

Das wdre wohl ein recht aufwendiges Verfahren. Besser ist
die Programmierung einer Schleife, deren Zihler von 32 bis
126 lduft und jeweils nach '(a0)+' geschrieben wird.
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In Sprachen wie PASCAL oder C gibt es daflir die REPEAT-
Schleife (Wiederhole die Anweisung solange bis eine
definierte Bedingung =zutrifft) und die WHILE-Schleife
(Solange die definierte Bedingung zutrifft, wiederhole die
Anweisung). Der Unterschied zwischen diesen beiden Typen ist
der, daB die Bedingung bei WHILE vor und bei REPEAT nach dem
Schleifenkern geprift wird. Eine REPEAT-Schleife wird also
mindestens einmal durchlaufen, eine WHILE-Schleife nicht
unbedingt.

Diese Konstruktionen lassen sich natiirlich auch in Assembler
iibertragen. In unserem Beispiel ’'Puffer fiillen' kdnnte man
schreiben:

lea buffer,ad
move.b  $32,d0

ml: move.b do,(ad)+
addgq #1,d0
cmp.b $127,d0
blt ml

Bild 3.4: Puffer fiillen per REPEAT-Schleife

Das heiBt also: schreibe d0 nach '(a0)+', erhthe es dann um
eins und wiederhole das ganze, solange dO kleiner als 127
ist. Das wire die L®sung als REPEAT-Schleife (Priifung der
Bedingung am Ende). Eine WHILE-L&sung ist hier nicht so
sinnvoll, da man WHILE nur einsetzt, wenn die Schleife even-
tuell gar nicht durchlaufen werden darf. Aber zu Demonstra-
tionszwecken wollen wir sie uns trotzdem anschauen:

lea buffer,a0
move.b  #32,do

ml: cmp.b $#126,d0
bgt m2

move.b  do,(a0)+
addq #1,d0
bra ml

m2:

Bild 3.5: puffer filillen per WHILE-Schleife

Hier wird vor dem Puffer-MOVE gepriift, ob d0 gréBer ist als
126, und wenn ja, wird nach m2 (hinter der Schleife) ver-
zweigt.
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3.4.2 Die DBCC-Schleife

Dieser Schleifentyp entspricht der FOR-Schleife in anderen
Sprachen. FOR wiederholt einen Programmteil so oft wie
angegeben, ohne daB eine Abbruchsbedingung gestellt wird. In
Assembler sind wir da aber sogar etwas nobler, wir konnen
neben der Durchlaufsanzahl auch noch eine Abbruchsbedingung
angeben.

Man verwendet dazu den DBCC-Befehl, der eine Sonderform des
BCC-Befehl darstellt. Wir erinnern uns: BCC heiBt "Branch on
Condition Code", also "Verzweige iiber einen Bedingungscode".
DBCC heiBRt nun "Decrement and Branch on Condition Code",
also "Erniedrige und Verzweige {iber einen Bedingungscode".
Erniedrigt wird hier ein Datenregister. Die DBCC-Schleife
wird solange wiederholt, bis entweder das Datenregister auf
-1 gelaufen ist oder die Bedingung nicht mehr zutrifft, wo-
bei die Bedingungscodes denen von BCC entsprechen. Beispiel:

cmp.b $#10,d0
dbeg dl,markel

D1 wird erniedrigt, und es wird solange zu 'markel' =zuriick-
gesprungen, bis dl=-1 ist oder der 'eq'-Vergleich nicht mehr
zutrifft, do also <> 10 ist. Die DBCC-Vergleiche beziehen
sich, genauso wie bei BCC, auf den Zustand der Flags, wes-
halb auch hier der Vergleichsbefehl unmittelbar vor dem DBCC
stehen sollte.

Oft braucht man den Bedingungscode gar nicht, man will also
nur eine bestimmte Anzahl von Schleifendurchldufen haben. In
diesem Fall schreibt man anstatt DBCC einfach DBRA, das
heiBt "Decrement and Branch Always" - Erniedrige und Ver-
zweige immer (d.h. natlirlich nur, solange das Datenregister
noch nicht -1 ist). Beispiel:

dbra do,marke2
Solange d0 noch nicht -1 ist, wird zu marke2 verzweigt, ohne
eine Bedingung zu priifen. Eine andere Schreibweise fiir DBRA
ist '"DBF':

dbf d0,marke2
Natlirlich muB vor dem Schleifenbeginn das Datenregister mit
der gewlinschten Anzahl von Schleifendurchldufen belegt wer-
den. Genauer gesagt, mit der Anzahl minus eins, da DBCC ja
bis -1 lduft. Um einen Programmteil 10 mal durchlaufen zu
lassen, schreibt man also folgendes:

move.w  #9,d0
mi:

éﬁia d0,ml
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Das Datenregister wird von DBCC immer nur als Wort angespro-
chen, weshalb man beim Belegen '.w' verwenden kann. Die ma-
ximale Anzahl Schleifendurchldufe betrdagt also 65536, fir
eine grdBere Anzahl muB man verkettete Schleifen verwenden.

Zum AbschluB noch unser Beispiel mit dem ASCII-Puffer in der
DBCC-Version:

lea buffer,ad
move.w  #94,d0
move.b  #32,d1

ml: move.b di,(a0)+
addq $1,d1
db%% do,ml

Bild 3.6: Puffer fiillen mit DBRA

Jetzt brauchen wir zwei Datenregister, eins mit dem derzei-
tigen ASCII-Wert und eins als Schleifenzdhler. Die Schleife
soll 95 mal durchlaufen werden, also laden wir do mit 94
(DBCC l#iuft bis -1). Der Rest diirfte eigentlich klar sein.

3.4.3 Zeichen entfernen mit DBCC

Zur Vorbereitung auf das n#chste Programm wollen wir uns
jetzt noch anschauen, wie man mit einer DBCC-Schleife ein
Zeichen aus einer bestehenden Zeichenkette entfernt. Folgen-
des sei die Aufgabe: Wir haben a3 mit einem Zeiger auf einen
50 Byte langen Puffer geladen, und jetzt soll das 14. Zei-
chen aus diesem Puffer entfernt (und der Rest dabei aufge-
rlickt) werden.

Die Ldsung: Wir kopieren, angefangen beim 15. Zeichen bis
zum Ende des Puffers, jeweils das derzeitige Zeichen in das
vorhergehende. Das 14. Zeichen wird dabei Uberschrieben, und
das 50., das hinterher doppelt vorhanden ist, {iberschreiben
wir mit 0. Wie oft muB die Schleife dazu durchlaufen werden?
Vom 14. bis zum 50. haben wir 37 Zeichen. Da wir aber damit
anfangen, das 15. Zeichen ins 14. zu kopieren, miissen wir 36
mal kopieren. Da DBCC bis -1 l&uft, kommt eine 35 ins Z&hl-
Datenregister. Das folgende Programm stellt die L&sung vor:

lea buffer,a3

move.w  #35,d0

lea 15(a3),a0

lea -1(a0),al
ml: move.b  (a0)+,(al)+

dbra do,mi

clr.b (ao0)

Bild 3.7: Zeichen aus Puffer entfernen mit DBRA
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Wir belegen das Datenregister a0 mit der Quelle des Kopier-
vorgangs und al mit dem Ziel. Die etwas komisch wirkenden
LEA-Befehle sind durchaus sinnvoll: Das 'lea 15(a3),a0' be-
deutet: Nehme die Adresse in a3 (der Pufferbeginn), z&hle 15
dazu und schreibe die neue Adresse nach a0 (also das Quell-
Register). Mit den Befehlen

move.l a3,a0
add.1l $#15,a0

hdtte man natiirlich dasselbe erreicht, aber der LEA-Befehl
ist schneller und kiirzer. Der zweite LEA bewirkt, daB die
Zieladresse in al genau eins niedriger ist als die
Quelladresse, und so soll es ja auch sein. Die Schleife sel-
ber ist dann ganz einfach: Sie besteht aus nur einem MOVE-
Befehl, der den Inhalt der Adresse in a0 in die Adresse in
al kopiert (als Byte) und dabei a0 und al automatisch um
eins erhdht. Der CLR~Befehl nach der Schleife dient zum LO&-
schen des 50., nunmehr doppelt vorhandenen Zeichens.

3.5 Kommandozeile mit Sonderzeichen

Zur Ubung und Anwendung der Schleifentechniken wollen wir
uns jetzt noch einmal unser Echo-Programm vornehmen. Die
CLI-Version dieses Befehls bietet n&mlich die Moglichkeit,
iiber die Zeichenkombination '*n' eine neue Zeile zu beginnen
und {iber '*e' ein Escape-Zeichen (Einleitungszeichen fir
Steuerkommandos wie Fett, Unterstrichen usw.) 2zu drucken.
Wir wollen unser Programm dahingehend verbessern.

Das Verfahren besteht darin, den eingegebenen Text nach
Sternchen zu durchsuchen. Haben wir eins gefunden, miissen
wir dieses und das darauf folgende Zeichen (n oder e) durch
einen Return- bzw. Escape-Code (also nur ein Zeichen) erset-
zen. Das heiBt, wir miissen auf jeden Fall schonmal ein Zei-
chen aus dem Text entfernen. Dann wandeln wir das andere
Zeichen entsprechend um (der ASCII-Code von Return ist 10
und von Escape 27). Falls das Zeichen nach dem Stern weder n
noch e war, lassen wir es, wie es ist. Um einen Stern im
Text zu drucken, muB man dann also '**' eingeben.

Hier das Programm:

* Programm 3.4: Kommandozeile mit Sonderzeichen

ExecBase = 4

OpenLib = -552
CloseLib = -414
Output = -60
Write = -48
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movem.l a0/do0,-(sp)
move.l ExecBase,a6
lea dosname,al
clr.1 do

jsr OpenLib(a6)
move.l do0,aé

jsr Output(ab)
move.l do,d5
movem.l (sp)+,a4/d4

* DBCC-Schleife vorbereiten

move.l a4,a2
move.l d4,dl
subg #1,d1

* Hauptschleife:

labl: cmp.b U+t (a2)+
beq lab2
dbra di,labl
bra ausg

* Ein Zeichen aus Text entfernen

lab2: move.l di,do
subq #1,do
move.l a2,a0
lea ~-1(a0),al
lab3: move.b  (a0)}+,(al)+
dbra do, lab3
* Test,
lea -1(a2),a0
cmp.b $#"e", (a0)
beq lab4
cmp.b #"n", (a0)
beq lab5s
bra labé
* Ersetzen des 'e' bzw.
lab4: move.b  #27,(a0)
bra labé
lab5: move.b  #10,(a0)

Suche nach '*'

~e i e we

'n' durch

’

Kommandozeile sichern

DOS-Lib 6ffnen

Output-Handle holen
und in d5 sichern

Kommandozeile zuriickholen
nach a4/d4

Kommandozeile zur Bearbei-
tung nach a2/dl
Da DBCC bis ~1 l&auft

'*! gefunden?
Wenn ja, Sprung
Schleifen-Ende
Zur Rusgabe

Innerer Schleifenzdhler d1
auf do0 minus 1 setzen
Quell-Textzeiger
Ziel-Textzeiger
Verschiebe-Schleife

ob 'e' oder 'n' auf den Stern folgte

-1 wegen '(a2)+' bei der
Suche nach '*!

‘e' gefunden?

Wenn so

Oder 'n'?

Dann dahin

Nichts gefunden

Esc bzw. Return
'e' durch Esc ersetzen

'n' durch Return ersetzen

* Schleifenzéhler und Textldnge anpassen

labé6: $2,d1

#1,d4

subq
subgq
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bra labl ; Zur Hauptschleife

ausg: move.l d5,d1 ; Ausgabe des Textes
move.l a4,d2
move.l ds4,d3

jsr Write(aé6)

move.l aé6,al ; Lib schlieBen und Ende
move.1 ExecBase, a6

jsr CloseLib(a6)

ende: rts

* Datenbereich

dosname: dc.b "dos.library",0
even

Programm 3.4: Kommandozeile mit Sonderzeichen

Zu diesem Programm ist sicherlich noch einiges zu sagen. Bis
zu dem Befehl

movem.l (sp)+,ad4/d4 ; Kommandozeile zuriickholen

diirfte noch alles klar sein. Mit dem MOVEM-Befehl werden
Start und Linge der Kommandozeile vom Stack geholt, aller-
dings in andere Register als die, von denen sie kamen. Das
ist grundsd@tzlich immer méglich; Registerinhalte, die auf
den Stack gelegt wurden, brauchen nicht in genau die selben
Register zurlickgeschrieben zu werden. Man muf3 nur auf ihre
Reihenfolge achten. Wir schreiben die Kommandozeile hier
nach a4 und d4, da wir sie bearbeiten (und damit ver&ndern)
missen, aber auch die Ausgangswerte sp&ter noch brauchen.

Als ndchstes wird die Hauptschleife - die Suche nach den
Sternchen - vorbereitet. Wir holen die Kommandozeile von den
"Sicherungsregistern” a4 und d4 in "Arbeitsregister" a2 und
di. A2 zeigt also wdhrend der Schleife immer auf das Zeichen
der Kommandozeile, das gerade bearbeitet wird, und di1 ver-
wenden wir als Schleifenzdhler. Es enthidlt jeweils die
Anzahl der noch zu bearbeitenden Zeichen. Da die DBCC-
Schleife bis -1 l&uft, miissen wir dl um eins verkleinern.

Nun folgt die Hauptschleife:

labl: cmp.b $Ux" (a2)+ ; '%' gefunden?
beq lab2 ; Wenn ja, Sprung
dbra di,labl ; Schleifen-Ende
bra ausg ; Zur Ausgabe
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Der CMP-Befehl priift, ob das aktuelle Zeichen ein Stern ist.
Vielleicht verwundert es Sie, daB wir hier einfach "*"
schreiben k&nnen und nicht den ASCII-Code des Sterns als
7zahl verwenden miissen. Bei guten Assemblern ist dies mdg-
lich. Bei diesem Test wird das Zeige-AdreBregister auch so-
fort um eins vergrdBert. Wenn ein Stern gefunden wurde, wird
nach 'lab2' verzweigt, ansonsten erfolgt der Schleifen-Riick-
gsprung nach 'labl'. Nach dem Ende der Schleife wird zum Aus-
gabe-Programmteil verzweigt.

Wenn nun ein Stern gefunden wurde, muB zundchst ein Zeichen
aus dem Text entfernt werden, da die Kombinationen '*n' bzw.
'#e' (zwel Zeichen) ja in ein Zeichen (Return bzw. EsC) um-
gewandelt werden. Dazu schreiben wir eine innere Schleife,
die in den Zeilen

lab2: move.l di,do ; Innerer Schleifenzdhler di
subg #1,d0 ; auf d0 minus 1 setzen
move.l a2,ao ; Quell-Textzeiger
lea -1(a0),al ; Ziel-Textzeiger

vorbereitet wird. Das Verfahren zum Entfernen eines Zeichens
kennen wir ja schon. Unser Quell-Zeichen ist diesmal a2, un-
ser Hauptschleifen-Zeiger (der durch das '(a2)+' im CMP-Be-
fehl ja schon auf dem ndchsten Zeichen steht), und das Ziel
ist Quellzeichen minus 1.

Der innere Schleifenzdhler d0 wird auf 'Hauptschleifenzdhler
minus 1' gesetzt. Das 'minus 1' ist ndtig, weil der Haupt-
schleifenzdhler noch nicht erniedrigt wurde (der DBRA-Befehl
wird in der Hauptschleife {ibersprungen, wenn ein Stern ge-
funden wird).

Jetzt folgt der Kern der inneren Schleife. Er umfafSt die
Zeilen

lab3: move.b (a0)+,(al)+ ; Verschiebe-Schleife
dbra do, lab3

Also genau das selbe Verfahren wie im vorigen Beispiel-Pro-
gramm.

Nun haben wir ein Zeichen (n&mlich den Stern) entfernt und
kénnen fortfahren. Wir miissen jetzt priifen, ob auf den Stern
ein 'n' oder ein 'e' folgte. Dazu holen wir uns mit

lea -1(a2),a0 ; -1 wegen '(a2)+' bel der
; Suche nach '#*'

die Adresse des gefragten Zeichens nach a0. Jetzt kommen die
Vergleiche:

cmp.b $"e", (a0) ; 'e' gefunden?
beg lab4 ; Wenn so
cmp.b #"n", (a0) ; Oder 'n'?
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beq lab5s ; Dann dahin
bra labé ; Nichts gefunden

Diese Zeilen diirften eigentlich klar sein, ebenso wie die
folgenden:

lab4: move.b  $27,(a0) ; 'e' durch Esc ersetzen
bra labé
lab5: move.b  #10,(a0) ; 'n' durch Return ersetzen

Zum Abschlu3 der Sternchen-Bearbeitung miissen noch Haupt-
schleifenzdhler und Textldnge angepaBt werden:

lab6:  subg $2,d1 ; Schleifenzdhler minus 2
subg #1,d4 ; Textldnge minus 1

Die Zeile ‘'Textldnge minus 1' diirfte klar sein. Der
Schleifenz&hler muB um zwei erniedrigt werden, weil wir den
DBRA-Befehl iiberspringen, der normalerweise die Reduzierung
um eins {ibernimmt, und auBerdem der Text ein Zeichen kiirzer
geworden ist. Dann folgt der Riicksprung zur Hauptschleife.

Der Rest des Programms (Ausgabe des neuen Textes und Lib
schlieBen) 18uft wie bisher.

Damit wé&re die Anpassung unseres Echo-Befehls an die CLI-
Version abgeschlossen. Im Einleitungstext zum Programm wurde
erwdhnt, daB das Escape-Zeichen als Einleitungszeichen fiir
spezielle Steuerkommandos gilt. Diese Steuerkommandos sind
eine recht interessante Sache, deshalb wollen wir uns nun
kurz damit beschdftigen, bevor wir weitergehen.

3.5.1 Die ANSI-Steuerkommandos

ANSI steht fiir "American National Standard Institute", was
etwa dem deutschen DIN entspricht. Tats&chlich stimmen die
ANSTI-Steuerkommandos auf dem Amiga und den PCs grdBtenteils
tberein. Beim Amiga beginnt ein ANSI-Kommando immer mit der
Zeichenfolge 'ESC[' (ESC-Taste plus eckige Klammer auf). Das
ESC-Zeichen bewirkt, daB die folgenden Zeichen nicht so, wie
sie sind, ins Fenster geschrieben werden, sondern daB die
ganze Zeichenfolge als Steuerkommando interpretiert wird.
Ein interessantes Beispiel ist das Kommando 'ESC[nT'. Es
scrollt das Ausgabe-Fenster um n Zeilen nach unten, wobei n
als ASCII-Zeichen eingegeben werden muB. Probieren Sie es
doch einmal: Geben Sie unserem Echo-Befehl die Kommandozeile

*e[10T (das *e wird durch ein ESC-Zeichen ersetzt)

Daraufhin wird das BAusgabefenster um 10 Zeilen nach unten
gescrollt. Einige ANSI-Kommandos wollen wir hier zum
Experimentieren vorstellen, eine komplette Liste finden Sie
im Anhang. Wenn Sie in der folgenden Tabelle einen
Kleinbuchstaben finden, der nicht am Ende einer Sequenz
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steht, miissen Sie an dieser Stelle eine Zahl, die als ASCII-
Zeichen einzugeben ist, einfiigen.

ANSI-Sequenz Wirkung

ESC[z;sH Setzt den Cursor in Zeile z, Spalte s
ESC[J Fenster ab Cursorzeile l&schen

ESC[K Zeile ab Cursor ldschen

ESC(L Eine Zeile an der Cursorposition einfiigen
ESC[O0 p Cursor ausschalten

ESC[ p Cursor einschalten

Wie gesagt ist dies nur eine Auswahl aus allen verfiligbaren
ANSI-Sequenzen. Wenn Sie alle kennenlernen wollen, schauen
Sie bitte in den Anhang.

3.6 Umrechnung von Zahlensystemen

Bis jetzt konnen wir die Inhalte der Register oder auch von
Speicherstellen nicht direkt als Zahlen auf dem Bildschirm
ausgeben, da sie eben als Zahl vorliegen, die Write-Routine
aber ASCII-Text verlangt. Beispiel: Wenn in einem Register
die Zahl 1 steht, darf nicht einfach eine 1 ausgegeben wer-
den, sondern es muB der ASCII-Code der 1 sein (und der ist
49). Als nichstes wollen wir uns daher mit der Umrechnung
von Hex- oder Dezimal-Zahlen in ASCII-Texte und umgekehrt
befassen. Zundchst der einfachste Fall:

3.6.1 Umrechnung Hex-Zahl -> ASCII-Text

Eine Hex-Zahl muB auf dem Bildschirm natirlich stellenweise
ausgegeben werden, weshalb wir sie auch stellenweise bear-
beiten miissen. Mit anderen Worten, wir miissen jeweils eine
Stelle der Zahl isolieren und dann umrechnen. Das Umrechnen
geschieht einfach durch Aufaddieren des ASCII-Codes von 'O'
(ASCII-Code 48). Zur Isolierung der Stellen benutzt man im
Falle der Hex-Zahl am besten die Bitmanipulations-Befehle.
Als Beispiel wollen wir die Zahl $45AB in einen ASCII-Text
umwandeln.

Eine Hex-Stelle entspricht bekanntlich 4 Bindr-Stellen (auch
1 Nibble genannt). Die einfachste Methode der Isolierung ist
also, nur das unterste Nibble der Zahl zu betrachten. Da
aber die hdchste Hex-Stelle der 3Zahl zuerst ausgegeben
werden soll, miissen wir die die hochste Stelle an die
Position der niedrigsten bringen. Das geht am besten mit dem
ROL-Befehl. Wir erinnern uns: Der ROL-Befehl schiebt alle
Bindrstellen einer Zahl nach 1links, und die 1links her-
ausfallenden Stellen werden rechts wieder eingespeist. Die
Zahl $45AB heiBt in bin&r %0100010110101011. Nach einem
Linksrotieren um vier Stellen wird daraus %0101101010110100,
die vier héchsten Bindrstellen (bzw. die héchste Hex-Stelle)
sind also nach "ganz unten” gewandert.
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Von der 2ahl wollen wir aber zundchst nur das unterste
Nibble haben, der Rest wirkt sich recht stérend aus. Aus
diesem Grund kommt jetzt der logische Befehle AND ins Spiel.
Im zweiten Kapitel haben wir erfahren, daB der AND-Befehl
die beiden Eingangszahlen Bit fiir Bit vergleicht und das
entsprechende Bit in der Ausgangszahl nur setzt, wenn beide
Eingangsbits 1 waren. Mit dem AND-Befehl kann man also
problemlos die iiberfliissigen Stellen "ausblenden”. Man sagt
auch, die Zahl wird "maskiert". Als Maske dient in unserem
Fall die Bindrzahl %0000000000001111. Folgende Rechnung wird
durchgetihrt:

Zahl Vorher % 0101101010110100
Masken-Wert AND % 0000000000001111

Ergibt % 0000000000000100

Durch die AND-Verkniipfung werden die Bits, die in der Maske
auf 0 stehen, also auf jeden Fall 0, die librigen bleiben un-
verdndert. So haben wir genau die Bits isoliert, die wir ha-
ben wollten. Die unteren vier Bindrstellen ergeben die Dezi-
malzahl 4 (was ja auch die erste Stelle unserer Beispielzahl
$45AB ist). Auf diese 4 addieren wir nun noch den ASCII-Wert
von '0', also 48, und kommen damit auf 52, das dem ASCII-
Wert von '4' entspricht.

Dieses Verfahren wiederholen wir fiir die {iibrigen drei Hex-
Stellen. Das ndchste Problem ergibt sich mit der dritten
Stelle (SA). $A ist in dezimal 10, wenn wir auf 10 die
ASCII-'0' 48 aufaddieren, kommen wir auf 58. Nun ist aber
der ASCII-Code fiir 'A' nicht 58, sondern 65. Wir miissen also
den Fall 'Code gr&Ber als 57' abfangen, indem wir dann noch
eine 7 hinzuaddieren. So kommen wir von der 58 auf die ben&-
tigte 65.

Nun das Verfahren als Assembler-Programm. Es erwartet in do
die umzuwandelnde Zahl und in a0 den Zeiger auf einen Puf-
fer, der groB genug sein sollte (bis zu 8 Zeichen). Die Rou-
tine kann Zahlen bis zur maximalen Gr®Be (Langwort, 0 -
4294967296) umwandeln.

Schleife: 8 Nibbles

1 Nibble durch Rotieren
ins unterste Nibble holen
Zur Bearb. umkopieren, da
Ursprungszahl noch ge-
braucht wird

; Zahl maskieren
ASCII-Code von 'Q'

moveq #7,d1
labl: rol.l #4,d0

move.b  do,d2

and.b #$f,d2
add.b $"o",d2

e e me e me wa e we we me we e

aufaddieren
cmp.b "9, d2 Grofer als '9'?
ble lab2 Wenn nein
add.b $7,d2 Sonst in 'A'~'F' umrechnen
lab2: move.b d2,(a0)+ ; In Puffer schreiben

85



Kapitel 3

dbra d1,1labl ; Schleifenende

move.b  #0,(a0) ; Endekennung

Bild 3.8: Umrechnung Hex-Zahl in ASCII-Text

Die Hex-Zahl $f in der AND-Zeile entspricht dem bindren
$0000000000001111, ist allerdings "etwas" kiirzer. Der letzte
MOVE-Befehl dient dazu, die umgerechnete Zahl im Puffer mit
einem Null-Byte (als Endekennung) abzuschlieBen. Ansonsten
diirfte das Programm wohl ziemlich klar sein.

3.6.2 Umrechnung Dezimal-Zahl -> ASCII-Text

So gut das hexadezimale Zahlensystem auch fir den Umgang mit
dem Computer geeignet ist, manchmal sind dezimale Zahlen
doch praktischer, da es unser Gewohnheit entspricht. Zum
Beispiel hédtte wohl kaum jemand gerne die GrodBe des freien
Speicherplatzes in hex angegeben. Aus diesem Grund schreiben
wir nun eine Routine, die eine Zzahl in einen Dezimal-ASCII-
Text umwandelt.

Der Nachteil des Dezimalsystems ist, daB es nicht so
"computernah", also dem Bindrsystem verwandt, ist wie das
Hexadezimalsystem. Man kann 2z.B. nicht sagen, so viele
Bindrstellen entsprechen einer Dezimalstelle (zumindest wére
das keine ganze Zahl). Unsere Methode der Stellen-Isolierung
von vorhin kann hier also nicht angewandt werden.
Stattdessen fiihrt man eine wiederholte Divison der
umzuwandelnden Zahl durch, und zwar eine Division, die ein
ganzzahliges Ergebnis und den Rest liefert. Zuerst dividiert
man die Zahl durch 10000. Das Ergebnis ist die 10000er-
Stelle. Den Divisionsrest (der auf jeden Fall kleiner als
10000 ist) dividiert man durch 1000. Das Ergebnis dieser
Division ist die 1000er-Stelle, den Rest verarbeitet man
weiter. Dieses Verfahren wird mit 100, 10 und 1 als Dividend
durchgefiihrt. Auf diese Weise kann man alle Stellen der Zahl
isolieren.

Bleiben wir beim Beispiel von vorhin. Die Zahl $45AB lautet
in dezimal 17835. An ihr wollen wir die Rechnung durchfiihren
(DIV bedeutet ganzzahlige Division):

17835 DIV 10000
7835 DIV 1000
835 DIV 100
35 DIV 10

5 DIV 1

1, Rest 7835
7, Rest 835
8, Rest 35
3, Rest 5
5, Rest 0

Die solchermaBen isolierten Stellen kdnnen wir wieder durch
Hinzuaddieren der ASCII-'0' in ASCII-Text umrechnen. Dabei
brauchen wir diesmal sogar den Sonderfall 'A'-'F' nicht zu
beriicksichtigen, denn das gibt es ja nur im Hex-System.
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Jetzt dirften wir wohl fiir das Programm gerilistet sein. Es
erwartet wieder die Zahl in d0 und den Pufferbeginn-Zeiger

in ao0.
clr.b d2 ; Flag fithrende Nullen
move.l  $#10000,d1 ; Wertigkeit hochste Stelle
labl: divu d1,do ; Eine Stelle ausrechnen
move.b  do0,d3 ; und isolieren
tst.b d3 ; Stelle = 07
beq lab2 ; Wenn ja, Sprung
add.b $'0",d3 ; in ASCII-Zeichen umrechnen
move.b  d3,(a0)+ ; Zeichen in Puffer
moveq #1,d2 ; Setze Fiihrende-Nullen-Flag
bra lab3
lab2: tst.b d2 ; Fiihrende Null?
beq lab3 ; Wenn ja, weglassen
move.b  #"0",(a0)+ ; Reine fiihrende Null
lab3: and.1l $S££££0000,d0 ; Divisons-Rest isolieren
swap do ; und ins untere Wort
Chp. W #1,d1 ; Letzte Stelle bearbeitet?
beq lab4 ; Wenn ja, Sprung
divu $#10,d1 ; Neue Stellenwertigkeit
bra labl ; Riicksprung
lab4: move.b  $0,(a0) ; Endekennung

Bild 3.9: Umrechnung Dezimal-Zahl in ASCII-Text

In dl halten wir die Zahl, durch die jeweils dividiert wird.
Beim ersten Durchlauf ist das 10000, beim zweiten 1000 usw.
Die Umrechnung ist abgeschlossen, wenn die letzte Stelle be-
arbeitet wurde (dl1 beim Durchlauf also 1 war).

Erklart werden muB noch die Sache mit dem "Fiihrende-Nullen-
Flag". Zu Beginn der Routine wird das Register d2 geldscht.
Sobald die erste Stelle ungleich Null in den Puffer kommt,
wird es gesetzt (auf 1). Solange es also nicht gesetzt ist,
sind alle Nullstellen, fiihrende Nullstellen (Nullen vor der
Zahl). Solche Nullstellen werden nicht mit in den Puffer
geschrieben. Sobald die erste Nicht-Null-Stelle erscheint,
milssen natlirlich auch alle nachfolgenden Nullen in den Puf-
fer. Dazu dient das Register d2.

Noch ein Wort zum Divisionsrest: Der DIV-Befehl schreibt ja
das Ergebnis ins untere und den Rest ins obere Wort eines
Langwort-Registers. Das Ergebnis kann nach der Disision ein-
fach mit einem MOVE.B-Befehl herausgeholt werden, da es ja
sowieso nie gréBer als 9 sein kann:

move.b

do,ds3 ; und isolieren
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Um nun an den Rest heranzukommen, wird zundchst das untere
Wort durch AND-Maskierung mit S$FFFF0000 ausgeblendet, dann
wird das obere Wort mit dem unteren per SWAP-Befehl ver-
tauscht:

lab3: and.l $#$££FF0000,d0 ; Divisons-Rest isolieren
swap do ; und ins untere Wort

Nach der Verkleinerung der Stellenwertigkeit mit
divu #10,d1 ; Neue Stellenwertigkeit

erfolgt der Riicksprung zur Hauptschleife.

3.6.3 Umrechnung Dezimal-Langwort -> ASCII-Text

So weit, so gut. Die Routine hat nur einen entscheidenden
Nachteil: Sie kann nur Zahlen von 0 bis 65535 (also Wort-
GroBe) bearbeiten, da der DIVU-Befehl das Ergebnis und den
Rest der Division jeweils in ein Wort packen muB. Wenn wir
ein Langwort umrechnen wollen, miissen wir uns etwas anderes
iiberlegen.

Das Verfahren kann im Prinzip beibehalten werden, nur die
Division miissen wir anders realisieren. Schauen wir uns doch
mal an, was Multiplikation und Division iberhaupt bedeuten:

Anstatt '3 * 5' kann ich auch '5 + 5 + 5' schreiben. Ebenso
gibt das Ergebnis von '20 / 4' an, wie oft ich 4 aufaddieren
muB, um auf 20 zu kommen. Daraus folgt, daB wir, anstatt un-
sere umzurechnende Zahl durch die Stellenwertigkeiten zu di-
vidieren, auch die Stellenwertigkeit solange von ihr abzie-
hen koénnen, bis es einen Unterlauf gibt. Somit wird die
Stelle auch isoliert. Als Beispiel nehmen wir uns die Zahl
13241 vor:

1. Subtr.: 13241 - 10000
2. Subtr.: 3241 - 10000

3241
-6758 (Unterlauf)

Die Subtraktion war einmal méglich, also ist die erste
Stelle eine 1. Mit dem Rest (dem letzten vor dem Unterlauf)
wird weitergerechnet:

1. Subtr.: 3241 - 1000 = 2241
2. Subtr.: 2241 - 1000 = 1241
3. Subtr.: 1241 - 1000 = 241
4. Subtr.: 241 - 1000 = -759 (Unterlauf)

Da 3 Subtraktionen ohne Unterlauf mdglich waren, ist die
zweite Stelle eine 3. Jetzt diirfte das System wohl klar
sein. Das Auftreten eines Unterlaufs bei der Subtraktion
iiberwachen wir iiber das C-Flag {(Carry), das bei Uber- und
Unterléufen gesetzt wird. Schauen wir uns jetzt das zugehs-
rige Programm an (wie immer Zahl in d0 und Pufferzeiger in
ao):
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clr.b d2
lea ’ values,al

Fiihrende-Nullen-Flag
Tabelle der Wertigkeiten

~

labl: clr.b dil Zdhler fiir gelungene
Subtraktionen
Subtr.-z8hler erhdhen
Subtraktion durchfiihren
Wenn kein Ubertrag,
nochmal subtrahieren
Letzte Subtr. und Zihler-

lab2: addq #1,d41
sub.1 (al),do
bcc lab2

add.1  (al),do

e me e e ws we we we

subq #1,d1 erhdhung riickgéngig
tst.b dl ; Stelle = 07
beq lab3 ; Wenn ja, Sprung

add.b $ron,d1
move.b  di,(a0)+
moveq #1,d2

In ASCII umrechnen
In den Puffer
Filhrende-Nullen-Flag

~ =

bra lab4
lab3: tst.b d2 ; Fihrende Null?
beq lab4 ; Wenn ja
move.b  #"0", (a0)+ ; Sonst Null in Puffer
lab4: cmp.l #1,(al) ; Letzte Stelle bearbeitet?
beq labs ; Wenn ja

add.l $#4,al Nachste Wertigkeit

bra labl ; Zur Hauptschleife
lab5: move.b  #0,(a0) ; Endekennung
values: dc.1 1000000000,100000000,10000000

dc.1 1000000,100000,10000,1000,100,10,1

Bild 3.10: Umrechnung Dezimal-Langwort in ASCII-Text

Das Flag fir die fiilhrenden Nullen arbeitet genauso wie im
letzten Programm. Zur Stellenwertigkeits-Bestimmung ist fol-
gendes zu sagen: Wir k&nnen jetzt nicht mehr einfach mit der
groften Wertigkeit anfangen und diese dann jeweils filir die
ndchste Stelle durch 10 teilen, da die groBte Wertigkeit
1000000000 ist, was die Wort-Beschré&nkung von DIVU eindeutig
Uberschreitet. Wir verwenden daher eine Tabelle, in der die
Wertigkeiten der einzelnen Stellen aufgefilhrt sind. Zu Be-
ginn des Programms holen wir uns den Beginn dieser Tabelle
nach al:

lea values,al ; Tabelle der Wertigkeiten

Auf die Wertigkeiten wird dann per ARI zugegriffen:
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sub.1 (al),do ; Subtraktion durchfiihren

Fiir die ndchste Stelle wird einfach der Tabellenzeiger al um
4 erhdht (da jede Wertigkeit ein Langwort, also vier Bytes,
belegt):

add.l #4,a1 ; Nachste Wertigkeit

3.6.4 Umrechnung ASCII-Text -> Hex-Zahl

Jetzt k®nnen wir also Zahlen, die irgendwo in unseren Pro-
grammen vorkommen, in "Klartext" umwandeln. Was niitzlich
widre, sind Umwandlungsroutinen von Klartext-Zahlen (etwa aus
CLI-Eingaben) in computerinterne Zahlen. Dazu kommen wir
jetzt.

Als erstes die Interpretation eines ASCII-Textes als Hex-
Zzahl. Dazu geht man quasi den umgekehrten Weg wie bei der
Umrechnung Hex-Zahl -> ASCII-Text. Man nimmt sich Stelle fir
stelle vor, rechnet den ASCII-Wert in eine 2ahl um und
schiebt die Stellen von rechts nach links in die Ergebnis-
zahl hinein. Am besten schauen wir uns zuerst das Programm
an, das erleichtert die Erkl&rungen. Es erwartet in a0 den
Zeiger auf den Puffer, in dem die ASCII-Zahl steht. Als En-
dekennzeichen wird ein Null-Byte erwartet. In dO0 steht hin-
terher die umgerechnete Zahl:

clr.l do Ergebnis ldschen
labl: move.b (a0)+,dl ; Eine Stelle bearbeiten

; Stelle 'A'-'F'?
Wenn nein

Force Uppercase
Auf 10-15 umrechnen

cmp.b #58,d1
blt lab2
bclr #5,d1
sub.b $7,d1

e me we w

lab2: sub.b #48,d1 ; ASCII-'0' abziehen
or.b do,d1 ; Mit oberem Nibble des
move.b  d1,do0 Ergebnisbytes verkniipfen

~e

tst.b (a0)
beq lab3

Noch weitere Stellen?
Wenn nein

~

rol.l #4,d0
bra labl

; Ergebniszahl rotieren
Riicksprung

lab3:

Bild 3.11: Umrechnung ASCII-Text in Hex-Zahl

Es wird jeweils eine Stelle zur Bearbeitung nach dl geholt.
Dabei wird a0 automatisch erhsht. Wenn die Hex-Stelle 'A'-
'F' war, muB zunidchst mal ein GroBbuchstabe "erzwungen" wer-
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den (Force Uppercase). Das geschieht, indem das 5. Bit im
ASCII-Code geldscht wird:

belr #5,d1 ; Force Uppercase

Falls es schon vorher ein GroBbuchstabe war, wurde dieses
Bit sowieso geldscht, und es &ndert sich nichts. Im Falle
von Kleinbuchstaben entspricht das Bitl&schen einer
Subtraktion von 32, da die Wertigkeit der 5. Bindrstelle
(von 0 ab  gez&dhlt) 32 ist. Die ASCII-Codes der
Kleinbuchstaben sind alle um 32 gréBer als die der
entsprechenden Grofbuchstaben, daher die Subtraktion. Dann
wird vom ASCII-Code 7 abgezogen, damit er sich direkt an die
Codes fiir '0'-'9' anschlieBt.

Nun wird die ASCII-Zahl durch Abziehen von 48 (ASCII-'0') in
eine "normale" Zahl umgerechnet. Diese Zahl muB quasi ganz
rechts in die Ergebniszahl "eingeschoben" werden, wobei die
schon vorhandenen Stellen nach links rutschen. Nach dem Ein-
schieben der 1letzten ASCII-Stelle steht dann die erste
ASCII-Stelle automatisch da, wo sie hin muB, nd&mlich an der
héchsten Hex-Stelle.

Das "Einschieben" geschieht, indem die Stellenzahl, die
htchstens 15 betrdgt (also ein Nibble groB ist), zuerst mit
der schon vorhandenen Ergebniszahl OR-verkniipft wird und das
Verkniipfungsergebnis als neue Ergebniszahl verwendet wird:

or.b do,d1 ; Mit oberem Nibble des
move.b d1,d0 ; Ergebnisbytes verkniipfen

Wir erinnern uns: Beim Umrechnen Hex-ASCII muften wir eine
AND-Verkniipfung durchfiihren, um das unterste Nibble der Zahl
zu isolieren. Jetzt gehen wir den umgekehrten Weg: Wir ver-
binden das neue Ergebnisnibble mit der schon vorhandenen
Zahl. Dann wird die Ergebniszahl mittels

rol.l #4,d0 ; Ergebniszahl rotieren

um vier Bindrstellen (also um eine Hex-Stelle) nach links
geschoben (falls noch weitere Stellen folgen), damit das
ndchste Nibble unten Platz hat. Die folgende Grafik soll den
Ablauf noch etwas deutlicher machen:

Umrechnun
[ g |

Ausgangstext: A 1 B 2 Zahlwert: A

OR-Verkn.

Ergebniszahl:

<=--ROL--~
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Umrechnung
Ausgangstext: A 1 B 2 Zahlwert:
OR-Verkn.
[ ]
Ergebniszahl:
<-—-ROL---
Ausgangstext:
Ergebniszahl:
<-=-ROL---
Umrechnung
Ausgangstext: Zahlwert:
[ ]
Ergebniszahl:
Ausgangstext: A 1 B 2 zahlwert: !

Ergebniszahl: A 1 B 2 ‘

Die OR-Verkniipfung ist notwendig, da wir die neuen Nibbles
ja in der Ergebniszahl einschieben milssen, ohne andere
Nibbles in dieser zu iberschreiben. Die kleinste
"AnsprechgréBe" fiir ein Register ist das Byte. Da wir ein
halbes Byte hinzufiigen wollen, aber nur byteweise zugreifen
kénnen, miissen wir die Verknilipfung der beiden Nibbles des
untersten Bytes auf einer noch tieferen Ebene, eben auf Bit-
Ebene mittels OR, durchfiihren.

3.6.5 Umrechnung ASCII-Text -> Dezimal-Zahl

Die Interpretation eines Textes als Dezimal-Zahl ist wieder
etwas einfacher. Wir gehen auch hier den umgekehrten Weg wie
bei der Umrechnung zahl-Text. Jede ASCII-Stelle wird in eine
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Zahl umgerechnet. Dann wird so oft, wie die Zahl angibt, die
Stellenwertigkeit auf eine Hilfszahl (die vor jedem Stellen-
durchlauf deldscht wird) aufaddiert, und diese dann auf die
Ergebniszahl. Hier das Programm (Pufferzeiger in a0, Text
mit Nullbyte abgeschlossen, Ergebnis hinterher in do):

move.l a0,al
labl: tst.b (al)+

bne labl

sub.1 #1,al

String-Beginn kopieren
String-Ende erreicht?
Wenn nein

Wegen '(al)+'

e we we we

clr.l do ; Ergebnis léschen
lea values,a2 ; Wertigkeitstabelle

lab2: clr.l d2 ; Zwischenspeicher 1Gschen
clr.1 d3

Eine Stelle isolieren
ASCII-'Q' abziehen
Stelle = 07

Wenn ja

DBRA lauft bis -1

move.b  ~(al),d2
sub.b $"o",d2
tst.b d2

beq lab4
subg #1,42

lab3: add.1l (a2),ds3 Wertigkeit aufaddieren

dbra d2,1ab3 ; Schleifenende
add.l d3,do ; Ruf Ergebnis aufaddieren
lab4: cmp.l a0,al ; Hochste Stelle erreicht?
beq labs ; Wenn ja
add.l #4,a2 ; Stellenwertigkeit erhohen
bra lab2 ; Riicksprung
lab5:
values: dc.1 1,10,100,1000,10000,100000,1000000

de.l 10000000,100000000,1000000000

Bild 3.12: Umrechnung ASCII-Text in Dezimal-Zahl

Bei diesem Verfahren miissen wir die ASCII-Zahl "von hinten
aufrollen", also bei der Stelle mit der niedrigsten Wertig-
keit anfangen. Das ist ndtig, da wir nicht wissen, wieviele
Stellen die Zahl {iberhaupt hat (flihrende Nullen sind nicht
zwingend), mit welcher Wertigkeit wir also anfangen mii3ten.

Im ersten Teil des Programms wird daher das AbschluB-Null-
byte gesucht und der Zahltext dann von da aus zu den fallen-
den Adressen hin bearbeitet (die hochste Stelle steht ja
weiter vorne im Speicher).

Noch ein paar Worte zu den beiden CLR-Befehlen bei 'lab2’'.

Der erste CLR-Befehl ist ndtig, da wir ein paar Zeilen spé-
ter d2 iiber einen 'move.b'-Befehl belegen. Es wird also nur
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das unterste Byte des Registers verdndert, alles andere, was
eventuell schon darin enthalten ist, bleibt bestehen. Da wir
aber nur den Byte-Wert, den wir hineinschreiben, im Register
haben wollen, miissen wir es zuvor mit 'clr.l' komplett
16schen. Der zweite CLR-Befehl muB sein, da wir auf d3 nur
Zahlen aufaddieren, aber nichts direkt hineinschreiben. Ein
eventuell schon vorhandener Inhalt muB also vor der ersten
Addition geldscht werden.

Damit h#tten wir nun die wichtigsten Umrechnungsroutinen
beisammen. Denken Sie nicht, daB wir sie nur so aus Spaf3 be-
sprochen haben. Im AbschluB-Programm dieses Kapitels, das
ein kleiner Taschenrechner-Befehl fiir den CLI sein wird,
kommen sie alle zum Einsatz, ebenso wie die Techniken, die
wir in den n&chsten Abschnitten lernen werden.

3.7 Unterprogramme

Wie geht nun der Einbau der Umrechnungsroutinen in unsere
Programme vonstatten? Ganz einfach, fiigen Sie die Routine
in ihren Quelltext ein, aber nicht iiberall dort, wor sie
diese brauchen. Die Routine wird mit bestimmten Befehlen
versehen, damit sie als Unterprogramm aufgerufen werden kann
und kommt dann nur einmal in den Quelltext. Folgende Punkte
miissen erfiillt sein, damit eine Routine als Unterprogramm
dienen kann:

1. RTS am Ende

Die Routine wird mit einem BSR-Befehl (Branch to Subroutine)
aufgerufen. Damit ins Hauptprogramm zurilickgekehrt wird muB
Sie mit RTS (Return from Subroutine) enden.

2. Register retten

Es 1ist {iblich, die Register a0, a1, d0 und dl1 als
"Schmierpapier" ("Scratch") anzusehen. Das heift, jedes Un-
terprogramm (und insbesondere jede Library-Routine) kann sie
verdndern. Die {brigen Register aber miissen erhalten blei-
ben. Wenn Sie also andere Register als die Scratch-Register
verwenden, miissen Sie diese vor der ersten Verdnderung si-
chern, am besten mit MOVEM auf dem Stack, und vor dem Routi-
nenende wieder zurilickholen.

3. Parameteriibergabe vereinbaren

Die Parameter, die die Routine erwartet, miissen in fest ver-
einbarten Registern oder Adressen o.d8. stehen. Fiir jede Li-
brary-Routine ist z.B. genau festgelegt, welche Parameter in
welche Register miissen. Riickgabewerte kommen gewdhnlich ins
Register d0, aber das konnen Sie auch variieren.
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4. Nur routinen-interne Referenzen

Das bedeutet, daB Sie innerhalb einer Unterroutine nur La-
bels u.d. verwenden diirfen, die in der Routine selber vor-
kommen. Die Routine darf nicht an ein bestimmtes {ibergeord-
netes Programm gebunden sein.

Wir haben schon des 6fteren Unterprogramme benutzt, nd&mlich
die Library-Routinen (diese werden ja iiber JSR aufgerufen).
Eigene Unterprogramme geschrieben haben wir jedoch noch
nicht. Das wollen wir jetzt nachholen. Als erstes Beispiel
schaven wir uns einmal die Hex-ASCII-Konvertierungsroutine
als Unterprogramm an:

hexascii:
movemn.l d1/d2,-(sp) ; Register retten

Schleife: 8 Nibbles

1 Nibble durch Rotieren
ins unterste Nibble holen
Zur Bearb. umkopieren, da
Ursprungszahl noch ge-
braucht wird

Zahl maskieren
ASCII-Code von 'O’

moveq #7,d1
labi: rol.l #4,d0

move.b  d0,d2

and.b #5£f,d2
add.b #"0",d2

aufaddieren
cmp.b $"9",d2 Grofer als '9'?
ble lab2 Wenn nein

e e me me e e e we e ma we e

add.b $7,d2 Sonst in 'A'-'F' umrechnen

lab2: move.b d2,(a0)+ ; In Puffer schreiben
dbra d1,1labl ; Schleifenende
move.b  #0,(a0) ; Endekennung
movem.l (sp)+,dl/d2 ; Register zurlickholen
rts ; Zuriick zum Hauptprogramm

Bild 3.13: Die Hex-ASCII-Routine als Unterprogramm

So sehr viel hat sich gar nicht verdndert. 2Zwei MOVEM-Be-
fehle, ein RTS und ein Label sind hinzugekommen. Die Labels,
die benutzt werden, sind alle routinen-intern, und auch die
Parameter sind festgelegt: d0 enthd&lt die Zahl und a0 den
Zeiger auf den Ausgabe-Puffer. Wichtig ist das neue Label:
Es stellt die Einsprungstelle der Subroutine dar.

Ein Aufruf dieser Routine kénnte so aussehen:

move.l  #S$AB12CD34,d0 ; Testzahl
lea buffer,a0 ; Puffer fiir ASCII-Zahl
bsr hexascii ; Aufruf der Routine

; Verarbeitung des Puffers
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Das wars vorldufig auch schon zum Thema Unterprogramme. Im
Abschlu3programm dieses Kapitels werden wir wieder
Unterprogramme einsetzen. Jetzt kommen wir zuerst mal zu
einem anderen Thema.

3.8 Mehrfachverzweigungen

In vielen Programmen kommen diverse Auswahlmeniis vor. Wenn
der Benutzer einen Menlipunkt gewdhlt hat, muB das Programm
entsprechend dieser Wahl zu bestimmten Teilen (meist Unter-
programmen) verzweigen. Eine Moglichkeit, diese Mehrfach-
Verzweigung 2zu realisieren, ist die Benutzung einer IF-
Kette:

3.8.1 Mehrfachverzweigung mit einer IF-Kette

Angenommen, der Benutzer wird in einem Menii aufgefordert,
die gewlinschte Programmfunktion durch Eingabe von '1', '2!
oder '3' usw. auszuwdhlen. Das eingegebene Zeichen soll nach
d0 geschrieben werden. Eine Verzweigung konnte dann so aus-
sehen:

cmp.b $'1",do

beq prgl
cmp.b $"2",do
beq prg2
cmp.b $"3",do

beq prg3

Diese Methode hat aber zwei Nachteile: Erstens artet sie bei
vielen Menilipunkten in eine Menge Schreibarbeit aus (von der
Speicherplatzverschwendung mal ganz abgesehen), und auBerdem
dirfen die einzelnen Programmteile h3chstens 32 KByte von
der Verzweigekette entfernt sein (da die Zieladresse von BCC
auf +32767 bis -32768 beschrénkt ist), was bei grdBeren Pro-
grammen zu Schwierigkeiten fiihren kann.

Solange sie nur kleine Programme mit wenigen Meniipunkten
(bis zu 8 Stiick) schreiben, k&nnen Sie eine IF-Kette zur
Verzweigung benutzen, ansonsten sollten Sie eine der
folgenden Methoden verwenden.

3.8.2 Mehrfachverzweigung mit Sprungtabelle

Diese Verzweigungstechnik basiert auf einer Tabelle, in der
die Einsprungadressen aller Routinen verzeichnet sind. BAus
dem eingegebenen Zeichen wird dann die Tabellenplatznummer

des gewdhlten Menilipunktes berechnet.

Das Anlegen dieser Tabelle ist ganz einfach. Angenommen, Sie
haben folgende Routinen in Ihrem Programm:
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prgil: . ; Beginn der ersten Routine
rts

prg2: . ; Beginn der zweiten Routine
rts

prg3: . ; Beginn der dritten Routine
rts ; USW. USW.

Dann legen Sie die Sprungadressen-Tabelle so an:
table: dc.l prgl,prg2,prg3

Mit der DC-Direktiven kann man beliebige Werte ins Programm
einfiigen, also auch Adressen. Labels reprdsentieren die
Adressen der Befehle oder Daten, vor denen sie stehen. Die
Labels vor der ersten Zeile einer Routine représentieren
dann natiirlich die Startadresse der Routine, weshalb wir sie
zum Aufbau der Tabelle benutzen konnen. Wichtig ist, daB die
Eintr8ge der Tabelle in der Reihenfolge der zugehdrigen
ASCII-Zeichen stehen miissen. In unserem Beispiel muB also
zuerst die Routine, die bei ASCII-'1' aufgerufen wird, kom-
men, dann die Routine fiir ASCII-'2' usw.

Wenn in d0 das eingegebene Zeichen ('1', '2' oder '3')
abgelegt wird, konnen wir aus ihm folgendermaBen die
Startadresse der anzuspringenden Routine ableiten:

lea table,a0 ; Tabellenstart

sub.b $riv,do ; ASCII in Zahl umrechnen
asl #2,do ; d0 mal 4

move.l  0(a0,do0),al ; Startadresse aus Tabelle
jsr (al) ; Routine anspringen

Bild 3.14: Einsprungadresse berechnen (1 Tabelle)

Der Start der Tabelle wird nach a0 geholt. Das Zeichen in do
wird durch Subtraktion des ASCII-Codes des kleinstm&glichen
Auswahlzeichens (hier also die '1') in eine Zahl (0-2) umge-
rechnet. Diese Zahl gibt die Platznummer der gesuchten Ein-
sprungadresse in der Tabelle an. Da jeder Tabelleneintrag 4
Bytes lang ist (Adresse=Langwort), wird die Zahl noch mit 4
malgenommen. An der Speicherstelle 'Tabellenstart plus Zahl'
(Adressierungsart ARI mit Index und Offset) ist dann die ge-
wiinschte Einsprungadresse zu finden. Diese wird nach al ge-

holt und angesprungen (JSR-Befehl indirekt iiber AdreBregi-
ster), das wars.

Zu diesem Thema wollen wir uns auch ein kleines Komplett-
Beispielprogramm anschauen. Es soll ein Zeichen der Komman-
dozeile auswerten und iiber eine Sprungtabelle einige Routi-
nen anspringen. Als Eingabe-Zeichen lassen wir '1', '2' und
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'3' zu, und die
Meldung ausgeben.

einzelnen

Routinen sollen eine

kleine

* programm 3.5: Mehrfachverzweigung mit Sprungtabelle

ExecBase = 4
OpenLib = -552
CloseLib = -414
Write = -48
Output = -60
movem.l aod,-(sp)
move.l  ExecBase,ab
lea dosname,al
cir.1 do
jsr OpenLib{a6)
move.l do0,aé
jsr Output(a6)
move.l do0,d4
movem.l (sp)+,a0
clr.1 do

* Einsprungadresse berechnen

move.b (a0),d0
lea table,al
sub.b $"1",do
asl $2,d0
move.l  0(a0,do0),al
jsr (al)
move.l a6,al
move.l  4,a6
jsr CloseLib(a6)
rts

ausgl: move.l d4,dl1
move.l  #textl,d2
move.l  #17,d3
jsr Write(aé6)
rts

ausg2: move.l d4,dl
move.l  #text2,d2
move.l  #17,d3
jsr Write(a6)
rts

ausg3: move.l d4,dl
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DOS-Lib offnen

Output-Handle holen
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ASCII -> Zahl

do mal 4

Einsprungadresse nach al
Routine anspringen

Lib schliefBen

Zum CLI

Text 1 ausgeben

Text 2 ausgeben
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move.l  #text3,d2
move.l  #17,d3
jsr = Write(aé)
rts

* Datenbereich

dosname: dec.b "dos.library",0
even

table: de.1 ausgl,ausg2,ausg3

textl: dc.b "Kommandozeile: 1",10
even

text2: dc.b "Kommandozeile: 2",10
even

text3: dc.b "Kommandozeile: 3",10
even

Programm 3.5: Mehrfachverzweigung mit Sprungtabelle

Die Funktionsweise dieses Programms diirfte eigentlich klar
sein. Anzumerken ist noch, daB wir hier nur die Adresse der
Kommandozeile (a0) auf dem Stack sichern. Die L&nge brauchen
wir nicht, da wir sowieso nur ein Zeichen auswerten wollen.
Sie sollten beachten, daB das Programm den Fall, daB sie ein
anderes Zeichen als 'l', '2' oder '3' (oder auch gar kein
Zeichen) in die Kommandozeile schreiben, nicht abfdngt. Das
Programm im n&chsten Abschnitt wird dies aber tun.

Einen Nachteil hat diese Verzweigungs-Methode noch: Die
Menlipunkt-ASCII-Codes miissen alle hintereinander stehen, da
aus ihnen direkt der Tabellenplatz bestimmt wird. Sie k&nnen
also nur Menlis der Art "l=Laden, 2=Speichern, 3=Drucken,
4=Ende usw." benutzen, aber nicht z.B. "L=Laden,
S=Speichern, D=Drucken, E=Ende". Zur Realisierung solcher
Abfragen kommen wir jetzt.

3.8.3 Mehrfachverzweigung mit zwei Tabellen

Die Benutzung von zwei Tabellen 1&Bt auch nicht-aufeinander-
folgende Menilipunkt-ASCII-Codes =zu. In der ersten Tabelle
stehen die moéglichen ASCII-Zeichen und in der zweiten die
Einsprungadressen, und zwar in der selben Reihenfolge wie
die zugehdrigen Meniizeichen. Bleiben wir beim Beispiel mit
dem "Laden, Speichern, Drucken, Ende". Die Routinen k&nnten
dann folgendermaBen im Programm stehen:

load: e ; Start der Lade-Routine
rts

save: ... ; Start der Speicher-Routine
rts

print: ... H
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rts
quit: . HER

Die erste Tabelle enthdlt die zugelassenen Buchstaben:

tab].e].: dc'b “L","S","D","E"
tablelend:

Das zweite Label unter der Tabelle dient als "Endemarke". Es
représentiert die erste Adresse direkt nach der Tabelle.
Wenn wir spdter beim Suchen des Zeichens an diese Adresse
kommen, wissen wir, daB die Tabelle zuende ist (Zeichen
wurde nicht gefunden). In der zweiten Tabelle stehen wieder
die Einsprungadressen:

table2: dc.1 load,save,print,quit
Die Berechnung des Tabellenplatzes und damit der Ein-

sprungadresse l&uft dann so ab (in do soll das ausgewdhlte
Zeichen stehen):

lea tablei,al ; Start der Zeichen-Tabelle
lea tablelend,al ; Ende der Zeichen-Tabelle
belr #5,d0 ; Force Uppercase
clr.l d1l ; Zahler 1dschen
labl: cmp.b (a0)+,do ; Zeichen gefunden?
beq lab2 ; Wenn ja
addq #1,d1 ; Sonst Zahler erhdhen
cmp. 1 al,a0 ; Tabellenende erreicht?
bne labl ; Wenn nein
bra notfound ; Zeichen nicht gefunden
lab2: asl $2,d1 ; Z&hler mal 4
lea table2,a0 ; Start AdreB-Tabelle
move.l 0(a0,dl),al ; Einsprungadresse holen
jsr (al) ; Anspringen

Bild 3.15: Berechnung der Einsprungadresse (2 Tabellen)

Dieses Verfahren ist ein wenig aufwendiger, bietet aber
groBe Vorteile. Als erstes muB das in do stehende Zeichen in
der ersten Tabelle gesucht werden. Dazu holen wir den Start
der Tabelle nach a0 und ihr Ende (bzw. Ende+l) nach al. Das
Zeichen in do0 wandeln wir in einen GroBbuchstaben um. Wir
missen zdhlen, an der wievielten Stelle in der Tabelle das
Zeichen gefunden wurde, also ernennen wir d1 zum Zahler (der
zundchst geléscht wird). Dann vergleichen wir immer ein Zei-
chen aus der Tabelle mit dem zu suchenden Zeichen, wobei der
Tabellenzdhler automatisch erhtht wird. Haben wir das Zei-
chen gefunden, wird nach 'lab2'’ verzweigt. Ansonsten wird
der Tabellenzdhler erhsht und =zuriickgesprungen, falls das
Tabellenende noch nicht erreicht wurde (ansonsten springen
wir nach 'motfound', wo entsprechend reagiert werden muB).
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Bei 'lab2' wird der Tabellenzdhler, der ja jetzt die Platz-
nummer des gesuchten Zeichens in der ersten Tabelle und da-
mit auch die der gesuchten Adresse in der zweiten angibt,
mit vier malgenommen. Die Adresse wird aus der Tabelle gele-
sen und angesprungen. Damit hat sich die Sache.

Schauen wir uns noch ein Komplett-Beispielprogramm an, dann
wird es bestimmt klarer. Es soll wieder die Kommandozeile
auswerten und bei eingegebenem 'L', 'S', 'D' oder 'E' eine
kleine Meldung ausgeben. Diesmal wird auch der Fall 'nicht
gefunden' berlicksichtigt.

Im letzten Programm muBten wir fiir die Textausgaben drei
fast identische Programmteile schreiben. Diesmal verwenden
wir dafiir ein Unterprogramm (genannt 'print'), dem nur die
Startadresse des Textes {ibergeben wird. Das Output-Handle
wird in d4 vorausgesetzt, und die Linge des Textes steht als
Byte~-Wert im ersten Zeichen des Textes, das dann natiirlich
nicht mit ausgegeben wird. Einen solchen Text, der als er-
stes Zeichen seine Ldnge enth&lt, nennt man iibrigens "BCPL-
String". BCPL ist eine C-&hnliche Programmiersprache, aber
auch in Pascal werden beispielsweise die Strings
(Zeichenketten) so verwaltet. Jetzt aber das Programm:

* Programm 3.6: Mehrfachverzweigung mit zwei Tabellen

ExecBase = 4
OpenLib = -552
CloseLib = -414
Write = -48
Output = -60
movem.l a0,-(sp) ; Kommandozeile sichern
move.l  ExecBase,a6 ; DOS-Lib 6ffnen
lea dosname,al
clr.l do
jsr OpenLib(a6)

move.l do,as6

jsr Output(aé) ; Output-Handle holen
move.l d0,d4

movem.l (sp)+,a0 ; Kommandozeile zuriickholen
clr.1 do

move.b  (a0),do ; Zeichen nach do

* Zeichen in Tabelle suchen

lea tablel,a0 ; Start der Zeichen-Tabelle
lea tablelend,al ; Ende der Zeichen-Tabelle
belr #5,do ; Force Uppercase
clr.l d1 ; Z8hler 16schen

labl: cmp.b (a0)+,do Zeichen gefunden?
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beq lab2
addq #1,d1
cmp. 1 al,a0
bne labl

Wenn ja

Sonst Z&hler erhéhen
Tabellenende erreicht?
Wenn nein

~ e e

* Zeichen nicht gefunden

lea text5,a0 ; 'Nicht gefunden'-Text
bsr print ; Ausgeben
bra ende

* Einsprungadresse holen

lab2: lea table2,a0 ; Tabellenanfang
asl $2,41 ; dl mal 4
move.l  0(a0,dl),al ; Einsprungadresse nach al
jsr (al) ; Routine anspringen
ende: move.l a6,al ; Lib schlieBen
move.l  4,aé
jsr CloseLib(aé)
rts ; Zum CLI
load: lea textl,a0 ; Start von Text 1 laden
bsr print ; Zur Schreib-Subroutine
rts
save: lea text2,a0
bsr print
rts
print: lea text3,a0
bsr print
rts
quit: lea text4,a0
bsr print
rts

print: move.l d4,dl Output-Handle

clr.1 d3 ; Lange loschen
move.b  (a0),d3 ; Erstes Textzeichen = Lénge
lea 1(a0),al ; Neuer Textbeginn
move.l al,d2 ; nach d2
jsr Write(a6)
rts
* Datenbereich
dosname: dc.b "dos.library",0
even
tablel: dC-b “L“,"S","D“,“E“

tablelend:
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table2: de.1 load,save,print,quit

textl: -dc.b 19, "Meniiauswahl: Laden",10
even

text2: dc.b 23,"Meniiauswahl: Speichern",10
even

text3: dc.b 21,"Menliauswahl: Drucken",10
even

texts: dc.b 18, "Meniiauswahl: Ende",10
even

text5: dc.b 24,"%Zeichen nicht gefunden!",10
even

Programm 3.6: Mehrfachverzweigung mit zwei Tabellen

Also nochmal: Start und Ende der Zeichentabelle werden mit

lea tablel,a0 ; Start der Zeichen-Tabelle
lea tablelend,al ; Ende der Zeichen-Tabelle

in AdreBregister geholt. Das Zeichen wird in einen GroSfbuch-
staben umgewandelt. Ubrigens: Falls Sie sowohl Grof- als
auch Kleinbuchstaben in Ihrem Menii haben, k&nnen Sie das
Force Uppercase natlirlich auch weglassen. Es hat hier nur
den Zweck, daB grofe und kleine Buchstaben gleich behandelt
werden.

Dann wird der Tabellenzdhler di gel&scht. In einer Schleife
wird die Tabelle nach dem gewiinschten Zeichen durchsucht:

labl: cmp.b (a0)+,do ; Zeichen gefunden?

Wenn es gefunden wird, geht es nach 'lab2', ansonsten wird
der Zd&hler erhséht und zum Schleifenanfang zurilickgesprungen,
wenn das Tabellenende noch nicht erreicht wurde:

cmp. 1 al,ao0 ; Tabellenende erreicht?
bne labl ; Wenn nein

Wurde das Zeichen nicht gefunden, wird ein entsprechender
Text ausgegeben und anschlieBend zum Programmende verzweigt:

lea text5,a0 ; 'Nicht gefunden'-Text
bsr print ; Rusgeben
bra ende

Bei erfolgreicher Suche steht in dl1 die Tabellenplatznummer
des Zeichens. Die Nummer wird mit 4 malgenommen (Langwort
flir Adresse), und {lber Nummer und Start der AdreBtabelle
wird die Einsprungadresse der Routine geholt:

lab2: lea table2,a0 ; Tabellenanfang
asl $2,d1 ; dl mal 4
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move.l 0(a0,dl),al ; Einsprungadresse nach al
jsr (al) ; Routine anspringen

banach folgt das Programmende (Lib schlieBen und RTS).

Nun noch eine kurze Erkldrung zum Print-Unterprogramm: Es
erwartet, wie gesagt, in a0 einen Zeiger auf den Text, wobei
die Ldnge im ersten Byte des Textes steht. Das output-Handle
wird in d4 vorausgesetzt (dorthin hatten wir es ja gerettet)
und nach di geholt. Das Textldngen-Register d3 wird zuerst
long-geldscht, dann wird die Linge byte-weise
hineingeschrieben. Nun folgt ein adreB-erhBhender LEA-
Befehl:

lea 1(a0),al ; Neuer Textbeginn

Hier h#tten wir auch den ADD-Befehl auf a0 verwenden
kénnen, aber LEA ist schneller wund kiirzer. Der neue
Textbeginn in al kommt ins Write-Textbeginn-Register d2,
dann wird Write aufgerufen.

Zum AbschluB dieses Kapitels werden wir das versprochene
CLI-Taschenrechner-Programm entwickeln.

3.9 AbschluB-Programm: CLI-Taschenrechner

Das zum Programm gehdrende Listing finden Sie nur auf der
Diskette (weil es zum Abdrucken etwas zu lang ist). Hier
wollen wir seine Funktionsweise beschreiben und auf
Neuheiten eingehen.

In diesem Kapitel haben wir uns hauptséchlich mit Zahlenum-
rechnungen und Verzweigetechniken beschdftigt. Daher soll
das AbschluB-Programm ein kleiner Taschenrechner fiir den CLI
sein. Er soll folgende Funktionen haben:

1. Die Kommandozeile ist in bis zu drei Parameter, getrennt
durch Leerzeichen zu zerlegen. Der erste Parameter ist
die erste Zahl, der zweite die Rechenoperation und der
dritte die zweite Zahl.

2. Die Parameter 2 und 3 koénnen auch wegfallen.

3. Die Zahlen kénnen dezimal oder hexadezimal sein (bei hex
muBR ein '$' davor stehen).

4. Die Rechenoperation kann, falls vorhanden, '+', '-',6'%’
oder '/' (flir Addition, Subtraktion, Multiplikation oder
Division) sein. Falls die Parameter 2 und 3 fehlen, wird
nicht gerechnet.

5. Das Ergebnis wird in dezimal und hexadezimal ausgegeben.
Die Mdglichkeit, keine Operation und zweite Zahl anzuge-
ben, dient dazu, eine Zahl nur umzurechnen (dez-hex oder
hex-dez).

Den Sourcecode finden Sie auf der Diskette im Verzeichnis
"KAPITEL_ 3" unter dem Namen "PRG_3 7.8".
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Fangen wir mit den Unterprogrammen an. Als erstes kommt eine
Routine, die die Kommandozeile in ihre Einzelteile "zerlegt"
(ein sog.. Parser). Sie hat die Aufgabe, den Teil der Komman-
dozeile bis zum ndchsten Leerzeichen oder 2zum Zeilenende
(Return-Code) in einen Puffer 2zu schreiben. In a0 erwartet
sie den Zeiger auf den Quelltext (also die Kommandozeile),
in al den Ziel-Zeiger und in d0 die maximale Linge des Ziel-
textes. do0 dient als Schleifenzdhler, wird also zunidchst um
eins erniedrigt:

parser: subqg $#1,4d0
Dann wird immer ein Zeichen aus dem Quell- in den Zieltext

kopiert, und zwar solange, bis ein Leerzeichen oder Return
Ubertragen wurde oder d0 abgelaufen ist:

psl: move.b  (a0),(al)+
cmp.b " v, (a0)
beq ps2
cmp.b #10,(a0)
beq ps2

add.1 #1,a0
dbra do,psl

Danach wird das letzte libertragene Zeichen, das entweder ein
Leerzeichen oder ein Return war, durch ein Nullbyte ersetzt
(im Hinblick auf spdtere Benutzung der Umwandlungsroutinen):

ps2: move.b  $0,-1(al) ; Letztes Zeichen durch 0-Byte ersetzen

Wenn der Quellz&hler jetzt auf einem Return steht, welches
das Ende der Kommandozeile anzeigt, bleibt er unverandert.
Ansonsten wird er um eins erhdht, da er in diesem Fall auf
einem Trenn-Leerzeichen stand, welches beim n&chsten Parser-
aufruf nicht als Startzeichen vorkommen darf.

Damit ist die Parser-Routine klar. Die vier Zahlen-Umrech-
nungsroutinen sind auch schon bekannt, deshalb kommen wir
nun zur neuen, etwas komfortableren Print-Subroutine, die
wir auch spdter des 6fteren verwenden werden:

print: movem.l d1-d3,-(sp)
move.l a0,d2
clr.l d3

prl: addq #1,d3
tst.b (a0)+
bne prl
subq $1,d3

; Register sichern

; Text-Start nach d2 (fiir Write)
Ldnge 16schen

Linge plus 1
Textende-Kennzeichen erreicht?
Wenn nein

Letzten addq riickgédngig

e me me we we we

move.l d4,d1 Output-Handle wird in d4 erwartet

jsr Write(a6) ; Write aufrufen
movem.l (sp)+,di-d3 ; Register zurlick
rts ; Bye bye

105



Kapitel 3

Bisher muBten wir die Ldnge unserer Texte immer abzdhlen. Ab
jetzt sparen wir uns das. Wir schreiben einfach ein Null-
Byte als Endekennzeichen hinter den Text und 1lassen die
Print-Routine die Zeichen bis zum Null-Byte =z&hlen. Die
Routine erwartet in a0 den Textbeginn, welchen wir gleich
nach d2 schreiben (wo Write ihn erwartet). Die Lénge léschen
wir zundchst. In der Schleife

prl: addq #1,d3 ; Lange plus 1
tst.b (a0)+ ; Textende-Kennzeichen erreicht?
bne prl ; Wenn nein

erhdhen wir d3 und a0 solange, bis wir das Null-Byte finden.
Da wir d3 einmal zuviel erhdht haben (die Erhdhung kommt vor
der Abfrage, und das Null-Byte gehort nicht mehr zum Text
selbst) miissen wir wieder eins abziehen:

subg #1,d3 ; Letzten addg riickgangig

Die Parameter d2 und d3 (Start und L&nge) sind nun schon
richtig gesetzt, nur das Filehandle in dl,~fehlt noch. Wir
lassen die Routine das gewilinschte Handle ii>’d4 voraussetzen,
von wo aus es nach dl kopiert win@} Dann wird Write
aufgerufen und die Sache ist gegessen. )\’

\=)

Nun kommen wir zum Hauptprogramm.(5$§/zur Zeile
move.l (sp)+,a0 H Komméhﬂozeile zuriick

O\
ist noch aller klar. Die fQ@Qénde Abfrage, ob eine Kommando-
zeile vorhanden ist, niitzt die Tatsache, daB das Return-
Zeichen, welches eine CLT-Eingabe abschlieBt, auch immer als
letztes Zeichen in dér Kommandozeile steht. Falls nun das
erste Zeichen das Bﬁturn ist, springen wir sofort zum Pro-
grammende, da ke}@k/Einqabe erfolgt ist:

lea txt5,a0 ; Text "Erste Zahl fehlt"
bsr print ; ausgeben
bra ende ; Zum Programmende

Als ndchstes wird die Parser-Routine angesprungen und die
erste eingegebene Zahl im Puffer 'zahll' untergebracht.
Falls dann das Return-Zeichen gefunden sein sollte, gibt es
nur die eine Zahl, kein Rechenzeichen und keine zweite, wes-
halb wir das Parsen dieser beiden Teile iiberspringen. Anson-
sten werden Rechenzeichen und zweite 2Zahl in ihre Puffer
'zeichen' und 'zahl2' geparst.

Danach miissen die Zahlen, die als ASCII-Text vorliegen, in
Bindrzahlen umgerechnet werden. Dazu wird mit
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cmp.b #"$", (a0) ; Beginnt Zahl mit "§$"?

gepriift, ob das erste Zeichen der Zahl ein '$' ist. In die-
sem Fall wird die ASCII-Hex-Umrechnungsroutine aufgerufen
(wobei das erste Zeichen natiirlich ibersprungen wird), an-
sonsten die ASCII-Dez-Routine. Das wird fiir beide Zahlen
durchgefiihrt, bzw. nur fiir die erste, wenn es keine zweite
gibt. Die Zahlen werden in dé und d7 abgelegt.

Dann wird getestet, ob ein Rechenzeichen vorhanden ist, ob
also iliberhaupt gerechnet werden muB. Wenn dies der Fall ist,
wird das eingegebene Rechenzeichen in der ersten Tabelle ge-
sucht:

lea tabl,a0 ; Suche Rechenzeichen in der
lea table,al ; Zeichen-Tabelle
move.b  zeichen,d0
clr.l d1
tsi: cmp.b (a0)+,do
beq ts2

addq #1,d1
cmp. 1 al,ao0

bne tsl
lea txtl,a0 ; Text "Illegales Rechenzeichen"
bsr print ; Ausgeben
bra ende ; Zum Programmende
ts2: asl $2,d1 ; Einsprung der Rechen-Routine holen

Wird es nicht gefunden, wurde ein ungiiltiges Zeichen einge-
geben, was mit einem entsprechenden Text quittiert wird. An-
sonsten wird aus der Tabellenplatznummer des Rechenzeichens
die Platznummer der Tabelle der Einsprungadressen bestimmt
{(Mehrfachverzweigung mit zwei Tabellen) und die Routine auf-
gerufen:

lea tab2,a0
move.l  0(a0,d1),al
jsr (al) ; Anspringen

Es gibt vier Routinen, welche die jeweils gewiinschte
Rechenoperation auf die Register dé und d7 ausfithren. Danach
wird die Ergebniszahl sowohl in Hex als auch in Dezimal
ausgegeben (Aufruf der Umrechnungsroutinen) und das Programm
ist beendet.
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Die Libraries sind, wie eingangs schon erwdhnt, die Grund-
lage und wichtigste Einrichtung im Amiga-System. Daher wol-
len wir nun jeweils ein Kapitel einer bestimmten Library
widmen. Wir beginnen mit der DOS-Lib (die am einfachsten zu
handhaben ist) und kommen sp&ter =zu Intuition, Diskfont,
Graphics und Exec. AuBerdem wird noch ein Kapitel "DOSs fir
Fortgeschrittene" folgen, in dem all das erkldrt wird, was
eigentlich auch zur DOS-Library gehdrt, aber zu diesem Zeit-
punkt noch =zu kompliziert ist (ProzeB-Strukturen, File-
handle-Strukturen usw.).

Bisher haben wir die DOS-Library nur dazu benutzt, Texte im
CLI-Fenster auszugeben und Zeichen von der Tastatur zu le-
sen. Das ist natiirlich noch lange nicht alles, was sie zu
bieten hat, aber mit Read und Write haben wir schon zwei
sehr wichtige Funktionen benutzt. Die DOS-Lib ist, wie die
Bezeichnung "Disk Operating System" schon sagt, hauptsadch-
lich flir die Verwaltung von Speichermedien (Disketten, Fest-
platten usw.) bzw. den darauf enthaltenen Dateien und Ver-
zeichnissen zustdndig. Fir das BAmiga-DOS ist der Begriff
"Datei" aber nicht streng an eine Diskettendatei gebunden.
Auch einfache Fenster, der Drucker, die "Serielle Schnitt-
stelle" und sogar das Sprachausgabe-System kénnen als Datei
angesprochen werden.

4.1 Grundlegende Datei-Operationen

Zu Beginn wollen wir uns mit grundlegenden Datei-Operationen
wie Offnen, SchlieBen, Lesen, Schreiben usw. beschdftigen
und uns dabei nur auf Disk-Dateien beziehen. Die Ansteuerung
von Fenste von Fenstern, Drucker usw. kommt spdter.

4.1.1 6ffnen und SchlieBen

Bevor man mit einer Datei arbeiten kann, muB man deren
Benutzung quasi beim System anmelden. Man nennt das "Offnen"
der Datei. Ebenso muf man die Datei wieder abmelden, sie
also "schlieBen", wenn sie nicht mehr bendtigt wird. Dazu
gibt es zwei Routinen in der DOS-Library.

Zum Offnen einer Datei verwendet man die DOS-Routine Open:

Open = -30 (DOS-library)
*name dl < Zeiger auf Namenstext der Datei (O-ter-
miniert)
mode d2 < Offnungs-Modus
*file do > Handle der Datei oder 0 bei Fehler
Erkldrung Offnet eine Dateil
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Das 'O-terminiert' bedeutet, daB der Namenstext (mit 'dc.b!’
im Programm abgelegt) mit einem Nullbyte enden muB. Generell
miissen alle Namen und &hnliches, die per Pointer an Library-
Routinen iibergeben werden, mit einem Nullbyte enden (es sei
denn, es wird auch die Ld&nge des Namens iibergeben).

O0ffnungs-Modus: Man kann in d2 verschiedene Zahlen
eintragen, welche die Art der zu o6ffnenden Datei bestimmen.
Diesen Zahlen werden in den Assembler-Include-Files Texte
zugewiesen, aus denen die Bedeutungen der Zahlen besser er-
sichtlich sind. Die Texte werden von Commodore vorgegeben
und sind "standardisiert". Immer, wenn bestimmte Zahlen zur
Auswahl irgendwo eingetragen werden miissen, stellen wir sie
in zwel Tabellen vor. In der ersten Tabelle stehen die sym-
bolischen Texte mit ihren zugehdrigen konkreten Zahlen und
elner kurzen Erkl&rung ihrer Bedeutungen und in der zweiten
die ausfihrlichen Beschreibungen. Hier nun die Tabellen der
O6ffnungs-Modi:

O0ffnungs-Modus Wert Bedeutung

MODE_OLDFILE 1005 Offnet bestehende Datei

MODE_READWRITE 1004 Offnet neue oder bestehende Datei
MODE_NEWFILE 1006 Erstellt neue Datei

MODE_OLDFILE Offnet eine schon bestehende Datei zum Lesen und

Schreiben. Scllte es die Datei nicht geben, wird
ein Fehler gemeldet.

MODE_READWRITE Offnet eine Datei zum Lesen und Schreiben. Wenn
die Datei schon existiert, wird die vorhandene
Version benutzt, falls nicht, wird sie neu ange-
legt.

MODE NEWFILE Legt eine neue Datei an und 6ffnet sie zum Lesen
und Schreiben. Falls es die Datei schon gab,
wird sie geldscht und durch die Neue ersetzt.
Das aufrufende Programm erhdlt die alleinige Zu-
griffsberechtigung. Andere Programme kdnnen die
Datei so lange nicht 6ffnen, bis sie vom aufru-
fenden Programm geschlossen wurde.

Uber diese Offnungs-Modi herrscht offensichtlich ziemliche
Verwirrung. Wir haben in jeder Dokumentation eine leicht
unterschiedliche Erkl&rung gefunden. Die von uns
deklarierten Erlduterungen haben wir allerdings ausprobiert,
sie sollten also wirklich stimmen.

In d0 steht nach dem Aufruf das File-Handle der gedffneten
Datei oder eine 0, wenn ein Fehler auftritt. Das Handle, das
wir bei der Textausgabe im CLI-Fenster schon benutzt haben,
ist auch hier eine "Identifikationsnummer" der Datei. Bei
vielen weiteren Operationen, die wir mit der Datei
durchfiihren, miissen wir das Handle angeben. (Eigentlich
handelt es sich dabei um einen Zeiger auf die FileHandle-
Struktur, die im DOS-Fortgeschrittenen-Kapitel besprochen
wird.) Falls die Datei nicht getdffnet werden konnte, kann
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man sich mit einer weiteren Funktion genauere Informationen
{iber aufgetretene Fehler besorgen.

Fiir jede gedffnete Datei gibt es einen sog. "Datenzeiger",
der auf die Position des nachsten 2zu lesenden bzw. zu
schreibenden Bytes zeigt. Unmittelbar nach dem Offnen steht
er immer am Dateianfang. Bei jedem Zugriff auf die Datei
wird der Datenzeiger um so viele Bytes zum Dateiende hin
verschoben, wie gelesen bzw. geschrieben wurden. Es sei
denn, es soll iiber das Dateiende hinaus gelesen werden, dann
werden nur die vorhandenen Bytes gelesen, ohne daB ein
Fehler gemeldet wird. Wichtig ist auch, daB die Datei immer
gelesen und geschrieben werden kann, egal, wie sie getffnet
wurde. Wenn der Datenzeiger nicht am Dateiende steht, also
auf schon vorhandene Daten =zeigt, werden diese bei einem
Schreibzugriff durch die neuen Daten ersetzt.

Wenn man die Datei nicht mehr bendtigt, muB sie geschlossen
werden. Dieses SchlieBen ist vor allem dann sehr wichtig,
wenn man Daten in die Datei schreibt, da diese zundchst nur
in einen bestimmten Speicherbereich geschrieben werden (in
den sog. "Dateipuffer"). Der Puffer wird erst dann wirklich
auf die Diskette gebracht, wenn er voll ist oder die Datei
geschlossen wurde. Wenn Sie also Daten in eine Datei schrei-
ben, die den Puffer nicht ganz filillen, die Datei spdter aber
nicht schlieBen, bekommt die Diskette die Daten niemals zu
sehen.

Das SchlieBen einer Datei iibernimmt die DOS-Routine Close:

Close = -36 (DOS-library)
*file dl < Handle der zu schlieBenden Datei
Erklarung SchlieBt eine Datei

Die Close-Routine bekommt nur einen Parameter (das Handle
der Datei, das wir bei Open bekamen) und liefert keinen
Rlickgabewert.

4.1.2 Abfrage von Fehlern

Zur Behandlung von Fehlern gibt es .die DOS-Routine IoErr.
Immer, wenn eine DOS-Routine einen Rickgabewert liefert, der
das Auftreten eines Fehlers anzeigt, kann man mit IoErr
genauere Informationen dariiber abholen, was eigentlich
schief gelaufen ist:

112



Die DOS-Library

IOErx = -132 (DOS-Library)
error d0 > DOS-Fehlercode
Erkl&rung Ermittelt den DOS-Fehlercode

Die wichtigsten Fehlercodes,

die bei Einsteigern auftreten

konnen, haben folgende Bedeutungen:

ERROR NO FREE STORE
ERROR_FILE NOT OBJECT
ERROR_OBJECT IN USE
ERROR_OBJECT EXISTS
ERROR_OBJECT NOT_FOUND
ERROR_OBJECT WRONG TYPE
ERROR_DISK_NOT_VALIDATED
ERROR_DISK WRITE PROTECTED
ERROR_RENAME_ACROSS_DEVICES
ERROR_DIRECTORY NOT_EMPTY
ERROR_DEVICE NOT MOUNTED
ERROR SEEK ERROR
ERROR_COMMENT T0O BIG
ERROR_DISK_FULL
ERROR_DELETE_PROTECTED
ERROR_WRITE PROTECTED
ERROR READ PROTECTED
ERROR_NOT A DOS DISK
ERROR_NO_DISK
ERROR_NO_MORE_ENTRIES

ERROR_NO_FREE_STORE
ERROR_FILE NOT OBJECT

ERROR_OBJECT IN_USE
ERROR_OBJECT EXISTS
ERROR_OBJECT NOT_FOUND
ERROR_OBJECT WRONG TYPE
ERROR_DISK NOT VALIDATED
ERROR_DISK WRITE PROTECTED
ERROR_RENAME ACROSS DEVICES
ERROR DIRECTORY NOT EMPTY
ERROR_DEVICE_NOT MOUNTED
ERROR SEER ERROR

ERROR_COMMENT T0O BIG

equ 103
equ 121
equ 202
equ 203
equ 205
egu 212
equ 213
equ 214
equ 215
equ 216
equ 218
equ 219
equ 220
equ 221
equ 222
equ 223
equ 224
equ 225
equ 226
equ 232

Nicht genug Speicherplatz.

Sie haben versucht, eine Textdatei o.4.
als Programm zu starten.

Objekt (Datei, Verzeichnis wusw.) wird
schon von einem anderen Programm benutzt,
das sich die Exklusivrechte geben lief.

Das Objekt existiert schon.

Das Objekt wurde nicht gefunden.
Der Objekts-Typ stimmt nicht.
z.B. versucht,
zu 6ffnen.

Die angesprochene Diskette wurde
nicht vom DOS als giiltig erklart.
Die Diskette ist schreibgeschiitzt.
Mittels RENAME kann man eine Datei ledig-
lich in ein anderes Verzeichnis, nicht
aber auf eine andere Diskette bringen.

Nur ein leeres Verzeichnis kann geldscht
werden.

Das angesprochene Gerdt ist dem DOS nicht
bekannt.

Der SEEK-Befehl wurde {iber die Dateigren-
zen hinaus angewandt.

Der angegebene Dateikommentar ist zu lang.

Sie haben
ein Verzeichnis als Datei

noch
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ERROR DISK FULL Die Diskette ist voll.

ERROR DELETE PROTECTED Eine ldschgeschiitzte Datei sollte geldscht
werden.

ERROR_WRITE_ PROTECTED Eine schreibgeschiitzte Datei sollte verdn-
dert werden.

ERROR_RERD PROTECTED Eine lesegeschiitzte Datei sollte gelesen
werden.

ERROR_NOT A DOS DISK Die angesprochene Diskette ist keine giil-
tige DOS-Diskette.

ERROR_NO DISK Im angegebenen Laufwerk ist keine Dis-
kette.

ERROR_NO MORE_ENTRIES Das untersuchte Verzeichnis enthdlt keine

weiteren Eintrége.

Falls Sie den einen oder anderen Fehler nicht verstehen
sollten, macht nichts, spdter gehen wir noch genauer darafu
ein. Die Tabelle steht nur der Vollstdndigkeit halber in
dieser Form hier. Anhand des Fehlercodes, den Sie bekommen,
kdnnen Sie dann im Programm entsprechend reagieren. Im Falle
"Write Protected" kénnten Sie z.B. den Benutzer auffordern,
den Schreibschutz zu entfernen, bei "Disk Full" oder "No
Disk" mdchte er doch bitte eine passende Diskette einlegen,
usw.

Als nichstes ein kleines Beispielprogramm zum Offnen und
SchlieBen einer Datei und zur Fehlerbehandlung. Die Datei
‘test' soll in der RAM-Disk erzeugt und gedffnet werden.
Wenn ein Fehler auftritt, wird in eine entsprechende Routine
verzweigt, ansonsten wird die Datei wieder geschlossen. Die
DOS-Basis wird in a6 vorausgesetzt:

move.l  #fname,dl
move.l  #1006,d2

Zeiger auf Namenstext nach d1
Offnungs-Modus: Neue Datei

i
jsr -30(a6) ; Open anspringen
tst.l do ; Fehler beim Offnen?
bne labl ; Ungleich 0 = kein Fehler
jsr -132(aé6) DOS-Routine IoErr

move.l do,d2 Fehlercode zur Weiterverarbeitung
nach d2

Zur Fehlerbehandlungs-Routine

~. me . e

bra error

Handle in d4 sichern
Weitere Programmteile

labl: move.l do,d4

move.l d4,dl ; File-Handle nach dl
jsr -36(a6) ; Zur Close-Routine

N ; Und weiter im Programm

fname: de.b "ram:test",0
even

Bild 4.1: Beispielprogramm &ffnen und SchlieBen einer Datei
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4.1.3 Lesen und Schreiben

Nun kodnnen' wir also Dateien ©&ffnen und schlieBen. Das
alleine reicht noch nicht. Wir wollen ja auch irgendetwas
mit der Datei anstellen, sprich Daten in ihr speichern. Die
DOS-Routinen, die wir dazu bendtigen (Read und Write),
wurden im 3. Kapitel schon ausfiihrlich vorgestellt, deshalb
hier nur noch einmal der "Library-Routinen-Kasten":

Read = -42 (DOS-Library)
*file dl < Handle der zu lesenden Datei
*buffer d2 < Startadresse des Lese-Puffers
length d3 < Anzahl Datenbytes
reallyread do > Anzahl wirklich gelesener Bytes
(-1=Fehler)
Erkldrung Liest Daten aus einer Datei
Write = -48 (DOS-Library)
*file dl < Handle der zu schreibenden Datei
*buffer d2 < Startadresse der Daten
length d3 < Anzahl Datenbytes
writtenout do > Anzahl wirklich geschriebener Bytes
(-1=Fehler)
Erklarung Schreibt Daten in eine Datei

Da die beiden Routinen schon bekannt sind, kdnnen wir gleich
das Beispiel-Programm erldutern. Wir wollen die
Kommandozeile in eine RAM-Testdatei schreiben, sofort wieder
aus ihr lesen und auf den Bildschirm schreiben. Hinweis: Zur
Benutzung der RAM-Disk muB sich die Datei "ram-handler" im
L-Verzeichnis Ihrer Startdiskette befinden!

* Programm 4.1: Kommandozeile in Datei schreiben

ExecBase = 4
OpenLib = -552
CloseLib = ~414
Output = -60
Open = -30
Close = -36
Read = ~42
Write = -48
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Kommandozeile sichern

movem.l a0/do,-(sp)

move.l ExecBase,ab DOS-Lib 6ffnen

lea dosname,al

clr.1 do

jsr OpenLib(a6)

move.l do0,a6

jsr Output(ab) ; Output-Handle holen
move.l  do,d4

move.l  #fname,dl ; RAM-Datei &ffnen
move.l  #1006,d2 ; Neue Datei

jsr Open(a6)

tst.1 do

bne labl

* Fehler aufgetreten

add.1 #8,sp ; Kommandozeile vom Stack ldschen
lea fehtext,a0 ; Text 'Fehler aufgetreten'

bsr print ; Im Window ausgeben

bra ende

* Kein Fehler: Daten in Datei schreiben

labl: move.l do0,d5 ; Handle der RAM-Datei in d5 sichern
movem.l (sp)+,a0/do ; Kommandozeile zuriickholen
move.l d5,d1 ; Handle der Schreib-Datei nach di
move.l a0,d2 ; Startadresse der Daten (Kommandoz.)
move.l  do0,d3 ; Lange der Daten
jsr Write(a6) ; Write aufrufen

* RAM-Datei wieder schlieBen

move.l d5,d1 ; Handle der RAM-Datei
jsr Close(aé6) ; Datei schlieBen

* Jetzt existierende RAM-Datei Gffnen

Datei-Name
Existierende Datei
Datei 6ffnen
Handle sichern

move.l  #fname,dl
move.l  $1005,d2

jsr Open(aé6)

move.l d0,d5

~e e me we

* Text aus RAM-Datei lesen

move.l do0,d3 ; Riickgabe: Anzahl wirklich gelesener

Bytes in d3 sichern

move.l d5,d1 ; Handle nach di
move.l  #buff,d2 ; Adresse des Puffers
move.l  #40,d3 ; Maximal 40 Zeichen
jsr Read(ab) ; Lese-Aufruf

i
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* Gelesene Daten in Window schreiben

lea buff,a0 ; Start des Puffers
move.b  #0,0(a0,d3) ; Text-Endekennzeichen: 0-Byte
bsr print ; Ausgabe-Subroutine
move.l d5,d1 ; RAM-Datei schliefen
jsr Close(aé6)
ende: move.l a6,al ; Lib schlieBen und Ende
move.l  ExecBase,ab
jsr CloseLib(aé)
rts
print: movem.l d1-d3,-(sp) ; SUB Textausgabe fiir DOS-Write
move.l  a0,d2 ; *a0 < Zeiger auf Text (O-terminiert)
clr.l d3 ; d4 < Handle der Ausgabedatei

pri: addq #1,d3
tst.b (a0)+

bne prl

subq #1,d3
move.l d4,dl

jsr Write(a6)
movem.l (sp)+,d1-d3
rts

* Datenbereich

dosname: dc.b "dos.library",0
even
fname: dc.b "ram:test",0
even
buff: ds.b 40
fehtext: de.b 42,"Fehler beim Offnen der Datei aufgetreten!",10

Programm 4.1: Kommandozeile in Datei schreiben

Im Programmteil 'Fehler aufgetreten' wird die Kommandozeile
auf eine neue, etwas ungewohnte Weise vom Stack geldscht. Da
sie nicht mehr gebraucht wird, ist es nicht n&tig, sie beim
Herunternehmen vom Stack noch in ein Register =zu schreiben.
Alle Daten, die man auf den Stack gelegt hat, muB man
allerdings vor dem Programmende auch wieder von dort
entfernen, weil sie sonst fédlschlicherweise als Return-
Adresse interpretiert wiirden. Eine solche Adresse wilirde aber
sicherlich nicht zum CLI =zurlickfiihren, sondern hochstens ins
Reich des Gurus. Da wir die Daten nicht in einem Register
ablegen miissen, erhdhen wir nur den Stackpointer durch einen
ADD-Befehl. Wir addieren also 8 zum Stackpointer, wodurch 8
Bytes oder 2 Langworte vom Stack verschwunden sind.

117



Kapitel 4

Die Benutzung von Read und Write diirfte eigentlich klar
sein. Ein paar Worte noch zur folgenden Stelle:

move.l  #40,d3 ; Maximal 40 Zeichen
jsr Read(ab) ; Lese-RAufruf
move.l d0,d3 ; Riickgabe: Anzahl wirklich gelesener

; Bytes in d3 sichern

Unsere eigene Print-Routine erwartet ja als Endekennzeichen
des Textes ein Nullbyte. Die Datenldnge in d3 ist hier als
Maximalwert anzusehen. Nach dem Read steht in do0 die Anzahl
wirklich gelesener Bytes (falls die Datei kleiner war als in
d3 angegeben). Diese Anzahl wird in d3 gesichert. Ein paar
Befehle spdter wird mittels

lea buff,a0 ; Start des Puffers
move.b  $0,0(a0,d3) ; Text-Endekennzeichen: 0-Byte

das Nullbyte hinter den Text geschrieben. Wir verwenden die
Adressierungsart ARI mit Index und Offset, wobei wir den
Offset nicht bendtigen. Zur Startadresse des Textpuffers in
a0 wird die Textldnge in d3 hinzuaddiert, wodurch wir genau
ein Byte hinter dem letzten Textzeichen landen. Dort wird
das Nullbyte amgefiigt.

dfters vorkommende Subroutinen, wie z.B. die Print-Routine
werden wir nur beim ersten Auftreten komplett kommentieren,
in den weiteren Programmen werden wir dann nur noch ihren
Zweck und die zu ilibergebenden Parameter angeben.

4.1.4 Versetzen der Lese/Schreib-Position

Die Routinen Read und Write bearbeiten eine Datei
"sequentiell”, d.h. man kann sie immer nur "am Stiick" vom
Anfang bis zum Ende lesen oder beschreiben. Wenn Sie z.B.
das 50. Byte einer Datei lesen wollen, miissen Sie, wenn Sie
mit Read arbeiten, zuerst die Bytes 1-49 lesen, um an das
50. heranzukommen. Dieser Umstand kann, vor allem bei l&nge-
ren Dateien, zu unndtigem Leseaufwand fiithren. Es gibt daher
eine DOS-Routine, die Abhilfe schafft. Sie heiBt Seek und
dient zum Versetzen des Datenzeigers, der ja immer auf das
ndchste zu lesende oder zu schreibende Byte einer Datei
zeigt:

Seek = -66 (DOS-Library)
*file dl < Handle der Datei, deren Datenzeiger ver-
setzt werden soll
pos d2 < Anzahl der Bytes, um die der Datenzeiger
versetzt wird
offset d3 < Gibt an, wie 'pos' zu interpretieren ist
oldpos do > Vorige Position des Datenzeigers relativ

zum Dateianfang
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Erklarung Versetzt den Datenzeiger einer Datei

Folgende Werte flir 'offset' sind méglich:

Offset-Typ Wert Bedeutung

OFFSET BEGINNING -1 Relativ zum Dateianfang

OFFSET CURRENT 0 Relativ zur derzeitigen Position

OFFSET_END 1 Relativ zum Ende

OFFSET_BEGINNING Der Datenzeiger wird an den Dateianfang plus Po-
sitionszahl, die positiv sein muB, gesetzt.

OFFSET_CURRENT Der Datenzeiger wird relativ zur derzeitigen Po-

sition versetzt, und zwar in Richtung Dateiende,
wenn 'pos' positiv ist und in Richtung Dateian-
fang, wenn 'pos' negativ ist.
OFFSET END Der Datenzeiger wird an das Dateiende minus Po-
B sitionszahl, die positiv sein muB, gesetzt.

Da uns Seek die alte Position des Datenzeigers =zurilickgibt,
kann man auf einfache Weise die Ldnge einer gedffneten Datei
feststellen, und zwar so:

Das Handle stehe in d5
Seek nach 0 Bytes
relativ zum Dateiende

move.l d5,dl
move.l  #0,d2
move.l  #1,d3
jsr -66(ab)

~ we

move.l d5,d1
move.l  #0,d2
move.l  $#-1,d3
jsr -66(a6)

; Diesmal nach 0 Bytes
relativ zum Anfang

~

move.l d0,d3 Ldnge steht dann in do

Bild 4.2: Dateildnge feststellen mit Seek

Mit dem ersten Seek-Befehl springen wir zum Dateiende. Der
zweite fiihrt zum Dateianfang. Wichtig ist nun der
Riickgabewert des zweiten Seek: Er entspricht der
Datenzeiger-Position vor dem Seek relativ zum Dateianfang.
Da diese das Dateiende war, ist sie gleichzeitig die
Dateildnge. Einfach, aber wirkungsvoll.

Nun noch ein weiteres Beispiel fiir Seek-Anwendungen: Aus ei-
ner Datei, deren Handle in d5 stehe, sollen ab dem 60. Byte
10 Bytes gelesen werden und dann ab dem 30. Byte 20 Bytes.
Hier das Programm:
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move.l d5,d1 ; Handle nach d1

move.l  #0,d2 Seek nach 60 Bytes
move.l  #-1,d3 relativ zum Dateianfang
jsr ~66{a6)

bsr lesenl ; Piktive Lese-Routine

move.l d5,d1
move.l  #-40,d2
move.l  #0,d3
jsr -66(a6)

Jetzt -40 Bytes relativ zur
derzeitigen Position

~e e

bsr lesen2

Bild 4.3: Weitere Seek-Anwendungen

Der erste Seek wird wohl einleuchten, aber der zweite? Nach
dem ersten (fiktiven) Lesen steht der Datenzeiger auf Posi-
tion 70, da Lese- und Schreibbefehle den Zeiger um so viele
Bytes zum Dateiende hin verschieben, wie gelesen (oder ge-
schrieben) wurden. Um dann zum 30. Byte zu kommen, muB der
Zeiger um -40 Bytes relativ zur derzeitigen Position ver-
schoben werden. Aller klar?

Ubrigens ist ein Seek relativ zur derzeitigen Position immer
schneller als ein Seek relativ zum Dateianfang oder -ende.
4.1.5 Umbenennen und l&schen

Dies sind zwei ganz einfache Funktionen, und sie sind auch

schnell erkldrt. Fiir beide gibt DOS-Routinen, und zwar fol-
gende:

Rename = -78 (DOS-Library)
*oldname dl < Zeiger auf Namenstext der umzubenennen-
den Datei
*newname d2 < Zeiger auf neuen Namenstext
success do > 0 = Fehler aufgetreten
Erklarung Gibt einer Datei oder einem Verzeichnis

einen neuen Namen

In dl erwartet die Routine einen Zeiger auf den Namen der
Datei, die umbenannt werden soll, und in d2 einen Zeiger auf
den neuen Namen. Zu beachten ist, daB mit Rename eine Datei
sehr wohl in ein anderes Verzeichnis verlagert werden kann,
indem man im neuen Namen einen anderen Pfad angibt. Sollte
man allerdings versuchen, eine Datei auf ein anderes Spei-
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chermedium zu verlagern, wird Rename mit einer Fehlermeldung
(Rename across Devices) abbrechen. Ein kleines Beispiel: Wir
haben die .Datei 'Test' vom letzten Programm immer noch im
RAM stehen. Angenommen, wir haben im RAM ein Unterverzeich-
nis namens ‘'Texte', dann bringen wir unser 'Test' auf fol-
gende Weise unter einem neuen Namen dort hinein:

move.l  #oldname,dl ; Zeiger auf alten Namen
move.l  #newname,d2 ; Neuer Name
jsr -78(a6) ; Aufruf Rename-Routine
oldname: dc.b "ram:test",0
even
newname : de.b "ram:texte/test1",0
even

Bild 4.4: Umbenennen einer Datei

Das war's schon. Wenn wir unsere Test-Datei endgiiltig los-
werden wollen, benutzen wir DeleteFile:

DeleteFile = -72 (DOS-Library)
*name dl < Zeiger auf Namenstext
success d0 > 0 = Fehler aufgetreten
Erklarung LOscht eine Datei oder ein leeres Ver-
zeichnis

Beispiel: L&schen der Datel "ram:texte/testl":

move.l  #fname,dl ; Name der Datei
jsr -72(a6) ; Datei ldschen
fname: dc.b "ram:texte/testl",0
even

Bild 4.5: Loschen einer Datei

Einfacher geht's wirklich nicht mehr, oder?
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4.2 Ordnung ins Chaos: Die Unterverzeichnisse

Unterverzeichnisse sind eine wichtige Einrichtung im Amiga-
Dateisystem, denn sie tragen erheblich zur Ordnung auf Ihren
Datentrdgern bei. Stellen Sie sich nur einmal vor, Sie haben
eine Festplatte von 40 MB und schreiben alle Dateien aller
darauf befindlichen Programme einfach ins Hauptverzeichnis.
Das wiirde sehr schnell in ein uniibersehbares Chaos ausarten.
Wir wollen daher als n#dchstes lernen, wie man in Assembler
mit Unterverzeichnissen umgeht, wie man sie anlegt und
16scht und wie man das aktuelle Verzeichnis wechseln kann.

4.2.1 Unterverzeichnisse anlegen

Zu diesem 2Zweck gibt es die DOS-Routine CreateDir, die &hn-
lich wie die DeleteFile-Routine aufgerufen wird:

CreateDir = -120 (DOS-Library)
*name dl < Zeiger auf Namen des anzulegenden Ver-
zeichnisses
*newlock do > Lock des neuen Verzeichnisses oder 0 bei
Fehler
Erkldrung Erzeugt ein neues Verzeichnis

Als Name muB der komplette Pfadname des neuen Verzeichnisses
angegeben werden, also mit Gerdtebezeichnung und mit eventu-
ellen Namen von iibergeordneten Verzeichnissen (es sei denn,
das Verzeichnis, in dem ein neues angelegt werden soll, ist
als das aktuelle Verzeichnis gesetzt). Beispiel: Im Ver-
zeichnis "dfo0:texte" soll ein Unterverzeichnis namens
"sicherung" angelegt werden:

move.l  #dirname,dl

jsr -120(a6)
tst.l do ; Fehler beim Anlegen?
beq fehler ; Wenn ja

move.l do,d5 Lock zur Weiterverarbeitung sichern

dirname: dc.b "df0:texte/sicherung",0
even

Bild 4.6: Anlegen eines neuen Verzeichnisses

Sie haben sich sicher schon {iber den neuen Begriff "Lock"
gewundert. Ein "Lock" ist etwas &hnliches wie ein File-
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Handle. Es 1ist eine Art Zugriffsnummer einer Datei oder
eines Verzeichnisses, bezieht sich allerdings nicht auf den
Inhalt der Datei, sondern dient zum Einholen von Informatio-
nen wie Linge, Schutzstatus usw. Haupts&chlich werden Locks
beim Einlesen von Verzeichniseintrdgen benutzt. Dazu kommen
wir spdter noch, zundchst sind Locks flir uns einfach Zu-
griffsnummern auf ein Verzeichnis.

Genauso, wie Sie eine Datei nach Ende ihrer Bearbeitung
schlieBen miissen, muB auch ein Lock wieder freigegeben
werden. Die entsprechende DOS-Routine heift UnLock:

UnLock = -90 (DOS-Library)
*]ock dl < Freizugebendes Lock
Erkldrung Gibt ein Lock wieder frei

Auch das Lock auf ein neu erzeugtes Verzeichnis miissen S;e
freigeben (spdtestens bel Programmende), es sei denn, Sie
wollen es noch irgendwie bearbeiten.

move.l d5,d1 ; Lock vom Sicherungsregister nach di
jsr ~-90(a6) ; UnLock anspringen

4.2.2 Unterverzeichnisse umbenennen und l&schen

Die Datei-Rename-Routine 1&dBt sich auch auf Verzeichnisse
anwenden. Es gelten die selben Regeln wie bei der Datei-Um-
benennung (alten und neuen Namen angeben, Verschiebung in
ein anderes Verzeichnis méglich, aber nicht auf ein anderes
Speichermedium). Benennen wir unser Test-Verzeichnis von
vorhin in "sicherung2" um:

move.l  $olddirname,dl ; Zeiger auf alten Verz.-Namen
move.l  #newdirname,d2 ; Neuer Name

jsr -78(ab) ; Aufruf Rename-Routine
olddirname: dc.b "ram:texte/sicherung",0
even
newdirname: dc.b "ram:texte/sicherung2",0
even

Bild 4.7: Umbenennen eines Verzeichnisses

Zum Lo&schen von Verzeichnissen verwenden Sie die selbe
Routine wie zum LOschen von Dateien (DeleteFile). Zwei Vor-
aussetzungen muB das Verzeichnis allerdings erfiillen, um ge-
16scht werden zu k&nnen:

123



Kapitel 4

1. Es darf zur Zeit nicht "gelockt" sein (weder vom eigenen
Programm noch von einem anderen).
2. Es muB v6llig leer sein.

Diese Punkte vorausgesetzt kdnnen wir unser Test-Verzeichnis
jetzt 1l6schen:

move.l  #dirname,dl
jsr -72(a6)

dirname: dc.b "df0:texte/sicherung2",0
even

Bild 4.8: Loschen eines (leeren) Verzeichnisses

4.2.3 Setzen des aktuellen Verzeichnisses

Der sicherste Weg, eine Datei oder ein Verzeichnis anzuspre-
chen, ist es, den kompletten Pfadnamen anzugeben. Das kann,
vor allem bei vielen, geschachtelten Unterverzeichnissen,
eine Menge Schreibarbeit bedeuten (das kennen Sie vielleicht
vom CLI her). Daher bietet das Dateisystem die M&glichkeit,
ein Verzeichnis zum aktuellen Verzeichnis zu erheben. BAlle
Dateien werden, wenn Sie nur {iber ihren Namen und ohne
Pfadangabe abgesprochen werden, zuerst dort gesucht. In As-
sembler verwenden wir dafiir die DOS-Routine CurrentDir:

CurrentDir = -126 (DOS-Library)
*lock dl < Lock des zu setzenden aktuellen Ver-
zeichnisses
*oldlock do > Lock des bisherigen aktuellen Verzeich-
nisses
Erkl&arung Setzt das aktuelle Verzeichnis

Diese Routine erwartet, wie wir sehen, als Parameter ein
Lock auf ein Verzeichnis. Das miissen wir uns aber erstmal
besorgen, und zwar mit der Routine Lock:

Lock = -84 (DOS-Library)
*name dl < Zeiger auf Namen des 2zu lockenden Ob-
jekts
type d2 < Geforderter Typ des Locks
*lock do > Lock oder 0 bei Fehler
Erkl&drung Holt ein Datei- oder Verzeichnis-Lock
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'Name' kann ein Verzeichnis oder eine Datei sein (fiir unser
Beispiel CurrentDir natilirlich ein Verzeichnis). Flir 'type'
sind folgende Werte mdglich:

Lock-Typ Wert Bedeutung

EXCLUSIVE_LOCK -1 Exklusiv-Recht des aufrufenden Programms
ACCESS_WRITE -1 Siehe EXCLUSIVE_LOCK

SHARED LOCK -2 Kein Exklusiv-Recht

ACCESS_READ -2 Siehe SHARED LOCK

EXCLUSIVE LOCK Exklusiv-Lock-Recht des aufrufenden Programms.

Geht nicht, wenn schon ein anderes Programm das
Objekt mit EXCLUSIVE LOCK gelockt hat.

ACCESS WRITE Identisch mit EXCLUSIVE_LOCK

SHARED LOCK Andere Programme diirfen das Objekt auch zur
- gleichen Zeit locken.

ACCESS_READ Identisch mit SHARED LOCK

Da wir nur das aktuelle Verzeichnis wechseln und nichts
schreiben wollen, geben wir uns mit SHARED LOCK zufrieden.
Als Beispiel soll das Verzeichnis "dfO:texte" zum aktuellen
werden. Nachdem wir das Lock haben, koénnen wir CurrentDir
aufrufen. Diese Routine schickt uns als Riickgabewert das
Lock des vorigen aktuellen Verzeichnisses, welches wir Un-
Locken miissen.

Name des Verzeichnisses
Modus: SHARED LOCK
Lock holen

und sichern

move.l  #dirname,dl
move.l  #-2,d2

jsr ~84(ab)
move.l d0,d4

~e e e e

move.l do,dl Nach d1 fiir CurrentDir

jsr -126(aé6) ; Dir setzen
move.l do,dl ; Altes Dir-Lock nach dl
jsr -90(a6) ; und UnLocken
dirname: dc.b "dfo:texte",0
even

Bild 4.9: Wechseln des aktuellen Verzeichnisses

So langsam wird es mal wieder Zeit fiir ein Komplett-Bei-
spielprogramm. Das Thema "aktuelles Verzeichnis" ist dafiir
auch gut geeignet, denn wir konnen nun einen CLI-Befehl
"nachprogrammieren": den CD-Befehl. Das zZu setzende
Verzeichnis wird nun aus der Kommandozeile geholt, der Rest
bleibt gleich:
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* programm 4.2: Selbstprogrammierter CD-Befehl

ExecBase = 4

OpenLib = -552

CloseLib = -414

Lock = -84

CurrentDir = -126

UnLock = -90
movem.l a0/do,-(sp) ; Kommandozeile retten
move.l  ExecBase,ab ; DOS-Lib 6ffnen
lea dosname,al
clr.1 do
jsr OpenLib(a6)

move.l do,a6

movem.l (sp)+,d0/a0 ; RKommandozeile zurlick
move.b  #0,-1(a0,do) ; SchluB-Return durch Nullbyte ersetzen

move.l a0,dl Rommandozeilenstart nach dl fiir Lock

move.l  #-2,d2 ; Modus SHARED LOCK

jsr Lock(a6) ; Lock holen

move.l do,dl ; Lock nach dl1 fiir CurrentDir

jsr CurrentDir(a6) ; Dir setzen

move.l  do,dl ; Altes CurrentDir nach d1 fiir UnLock
jsr UnLock(a6) ; UnLock aufrufen

move.l a6,al ; DOS-Lib schlieBen und Ende

move.l  ExecBase,a6

jsr CloseLib(a6)

rts

* Datenbereich

dosname: dc.b "dos.library",0
even

Programm 4.2: Selbstprogrammierter CD-Befehl

Das Programm verhdlt sich genauso wie der bekannte CD-Be-
fehl. Auch die Angabe eines '/' zum Wechsel in das n&chsthé-
here Verzeichnis ist mdglich. Die Zeile

move.b  #0,-1(a0,d0) ; SchluB-Return durch Nullbyte ersetzen
hat folgenden Sinn: Die Lock-Routine erwartet den, mit einem
Nullbyte abgeschlossenen Verzeichnisnamen. In der Kommando-

zeile steht jedoch als letztes Zeichen ein Return (ASCII-
10). Dieses muB durch ein Nullbyte ersetzt werden. Dies ge-
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schieht, indem wir an die Adresse 'Kommandozeilenstart plus
Kommandozeilenldnge minus 1' eine 0 schreiben. Etwas &hnli-
ches hatten wir ja schon einmal im ersten Programm dieses
Kapitels. Folgendes Beispiel soll die Rechnung verdeutli-
chen: Angenommen, wir haben den Text 'df0:' in die Kommando-
zeile geschrieben. Diese liege ab Adresse 1000 im Speicher.
Ihre Lidnge betrdgt 5 (vier Zeichen plus Return). Das zu er-
setzende Return steht also in der Adresse 1004. In unserer
Rechnung ergibt sich: 1000 (Startadresse) plus 5 (L&nge) mi-
nus 1 = 1004, also die richtige Adresse.

4.2.4 Ermitteln des iibergeordneten Verzeichnisses

Wenn Sie das Lock eines Verzeichnisses haben, k&nnen Sie
sich von der Routine ParentDir das Lock des libergeordneten
Verzeichnisses geben lassen (also des Verzeichnisses, in dem
das erste Verzeichnis steht). Die Amiga-Bezeichnung flir ein
ibergeordnetes Verzeichnis lautet "pParent Directory"
(Eltern-Verzeichnis).

ParentDir = -210 (DOS-Library)
*]1ock dl < Lock des gewlinschten Verzeichnisses
*newlock do > Lock des iibergeordneten Verzeichnisses
Erklarung Holt das Lock des ilbergeordneten Ver-
zeichnisses

Die Routine gibt Null zurilick, wenn kein ibergeordnetes
Verzeichnis vorhanden ist. Auch hier gilt: Wenn Sie das auf
diese Weise ermittelte Parent-Verzeichnis nicht mehr
benstigen, miissen Sie es UnLocken.

4.3 Dateikommentar und Schutzstatus

Nun kommen wir zu zwei Routinen, die fiir Verzeichnisse und
Dateien gleichermaBen einsetzbar sind (wenn Sie im folgenden
'Objekt' lesen, ist 'Datei oder Verzeichnis' gemeint). Sie
arbeiten nicht mit Locks oder File-Handles, sondern erwarten
einfach den Namen des zu bearbeitenden Objekts als Text.

Den Kommentar eines Objektes setzt man mit der DOS-Routine
SetComment:
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SetComment = -180 (DOS-Library)
*name di < Zeiger auf Namen der gewlinschten Datei
*comment d2 < Zeiger auf Kommentartext (max. 116 Zei-
chen)
success d0 > 0 = Fehler aufgetreten
Erklarung Setzt den Kommentar einer Datei oder ei-

nes Verzeichnisses

Beispiel: Wir wollen die Datei "dfO:test" mit dem Kommentar
"Dies ist eine Test-Datei" versehen:

move.l  #filename,dl
move.l  #comment,d2

jsr -180(a6)
filename: dc.b "dfo:test",0
even
comment : dc.b "Dies ist eine Test-Datei",0
even

Bild 4.10: Setzen des Datei-Kommentars

Der Schutzstatus einer Datei gibt an, was mit der Datei
gemacht werden kann (Lesen, Lo&schen wusw.) und enthdlt
auBerdem diverse Attribute (archiviert, Script-Datei usw.).
Man verdndert ihn mit der Routine SetProtection:

SetProtection = -186 (DOS-Library)
*name dl < Zeiger auf Dateinamen
mask d2 < Neuer Schutzstatus
success d0 > 0 = Fehler aufgetreten
Erklarung Setzt den Datei-Schutzstatus

Im Masken-Langwort steht jedes Bit fiir ein Schutzattribut.
Das erste Bit z.B. gibt an, ob die Datei gel&scht werden
darf (Bit gel&scht) oder nicht (Bit gesetzt). In der Tabelle
werden die Wertigkeiten der Bits angegeben. Wenn Sie mehrere
Schutzattribute setzen m&chten, kénnen Sie die jeweiligen
Werte aufaddieren:
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Schutzattribut Wert Bedeutung

FIBF DELETE 1 Loschschutz

FIBF EXECUTE 2 Ausfiihrungsschutz

FIBF WRITE 4 Schreib-(Verdnderungs-)schutz

FIBF READ 8 Leseschutz

FIBE_ARCHIVE 16 Datei ist archiviert

FIBF_PURE 32 Datei ist resident ladbar

FIBF_SCRIPT 64 Datei ist eine Batch-Datei

FIBF HIDE 128 Datei soll nicht angezeigt werden

FIBF_DELETE Die Datei kann nicht geldscht werden.

FIBF_EXECUTE Die Datei kann nicht als Programm geladen und
ausgefijhrt werden.

FIBF WRITE Die Datei kann nicht verdndert (beschrieben)
werden.

FIBF_READ Die Datei kann nicht gelesen werden.

FIBF ARCHIVE Dieses Bit dient zur Anzeige, daB die Datei ar-
chiviert wurde. Ein Backup-Programm (z.B. Fest-
platten-Backup) setzt das Bit nach der Siche-
rung. Bei jeder Verdnderung an der Datei wird es
automatisch vom DOS wieder geléischt. Das Backup-
Programm kann so feststellen, welche Dateien
seit dem letzten Backup verdndert wurden.

FIBF_PURE Das Pure-Bit zeigt an, daB die Datei, die ein
Programm beinhalten sollte, mit dem CLI-Befehl
'Resident' fest in den Speicher geladen werden
kann. Das Programm muf dazu sowchl mehrfach hin-
tereinander gestartet als auch von mehreren
Tasks gleichzeigtig benutzt werden kénnen.

FIBF_SCRIPT Dieses Bit kennzeichnet die Datei als Script-Da-
tei (ASCIiI-Datei mit CLI-Befehlen), die iiber den
Execute-Befehl des CLI ausgefithrt werden kann.
Ab Kickstart 1.3 werden Dateien mit gesetztem
Script-Bit bei alleiniger Eingabe ihres Namens
per Execute ausgefiihrt, die Angabe von Execute
ist nicht mehr nétig.

FIBF_HIDE Dieses Bit soll bewirken, daB die Datei im In-

Als Beispiel

setzen wir den

haltsverzeichnis nicht mehr erscheint (wie die
MS-DOS-Systemdateien), wird aber vom derzeitigen
Betriebssystem noch nicht ausgewertet.

Schutzstatus der Datei

"dfo:test" auf Ldschbar, Lesbar, Schreibbar und Scriptdatei:

move,l
move.l

jsr

filename:

$#filename,d1
$77,d2
-186(a6)

;7 =14+ 4+ 8 + 64 (siehe Tabelle)

"dfo:test",0

Bild 4.11:

Setzen des Datei-Schutzstatus
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4.4 Bearbeitung von Verzeichniseintr&dgen

Der nidchste CLI-Befehl, dessen Funktionsweise wir untersu-
chen wollen, ist der Dir-Befehl. Wir beschédftigen uns also
mit dem Einlesen und Bearbeiten von Verzeichnissen. Dazu
erldutern wir Ihnen einige Grundlagen.

4.4.1 Datenstrukturen in Assembler

Ein sehr wichtiger Bestandteil des Amiga-Systems sind die
sogenannten "Datenstrukturen" ("Structures"). Eine Struktur
ist im Prinzip eine Ansammlung von hintereinander im Spei-
cher stehenden Daten. BEhnlich, wie man die CPU-Register fiir
Library-Aufrufe mit Daten fiillt, kann man sich auch den Auf-
bau einer Struktur vorstellen: Angenommen, wir wollen die
fiir eine Textausgabe wichtigen Informationen, die z.B. von
einer Library-Routine benétigt werden, in einer Struktur zu-
sammenstellen, dann sagen wir, ab der symbolischen Adresse
(Label) ‘'struct' soll sie in unserem Programm beginnen.
Zuerst wollen wir jedoch die Vorder- und Hintergrundfarbe
eintragen:

struct: dc.b 1,0 ; Vorder- und Hintergrundfarbe

Damit haben wir zwei Bytes, jedes fiir eine Farbe, abgelegt.
Ein Byte reicht hier aus, da die Farbnummer im Normalfall
hdchstens 64 sein kann. Im Gegensatz zu den Register-Bele-
gungen bei Library-aufrufen, wo man 'MOVE.L' benutzen kann,
ist bei Strukturen die Wahl der richtigen Datengr&fe fiir die
einzelnen Eintrdge sehr wichtig, da sich die weiteren
Eintridge ja sonst verschieben wiirden. Als nédchstes soll die
startkoordinate des Textes in x- und y-Position folgen:

dc.w 0,10 ; Startposition X und Y

Der Text wird also horizontal ab Pixel 0 (also ganz links am
Rand) und vertikal ab Pixel 10 ausgegeben. Hier ist schon
ein Wort nétig (x-Position reicht bis 640). Nun brauchen wir
noch den Text selber. In unsere "Text-Info-Struktur" fiigen
wir einen Zeiger auf den Text, der woanders im Programm
steht (bzw. stehen kann), ein:

dc.1 text ; Zeiger auf Text
Da Adressen immer "lang" sind, verwenden wir hier ein
Langwort. Der Text selber kommt gleich hinter der Struktur,
mit einem eigenen Label (das 'text', das wir in der Struktur
verwendet haben):

text: dc.b "TPest-Text",0
even
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Hier sehen Sie schon die Methode, Zeiger (z.B. auf andere
Strukturen oder auch Texte und Daten) in Strukturen =zu
verwenden. Nochmal die ganze Struktur:

struct: dc.b 1,0 ; Farben
dc.w 0,10 ; X- und Y-Startposition
dc.1 text ; Zeiger auf Text

text: dc.b "Test-Text",0
even

Wichtig ist, daB der Text mit dem Label davor, nicht mehr
zur Struktur selber gehodrt.

Nun kdnnten wir z.B. einer Library-Routine einen Zeiger auf
die Struktur ilibergeben und von ihr den Text ausgeben lassen.
Das k&énnte so aussehen:

lea struct,a0 ; Zeiger auf Struktur-Start
jsr Print(a6) ; Fiktive Library-Routine

Beachten Sie, daB es eine Library-Routine "Print", die mit
unserer Beispiel-Struktur etwas anfangen koénnte, nicht gibt.
In der Intuition-Library gibt es aber eine Routine zur Text-
ausgabe, die eine &hnliche, etwas groBere Struktur erwartet.

4.4.2 BCPL-Pointer und BCPL-Strings

BCPL ist eine C-&hnliche Programmiersprache, und die BCPL-
Pointer und -Strings sind zwei Datentypen dieser Sprache.
BCPL hat die Besonderheit, den Speicher nicht byte-orien-
tiert, sondern langwort-orientiert anzusprechen. Man kann
sich das in Assembler iibertragen so vorstellen, daB alle Be-
fehle dort mit '.L' enden miissen.

Ein BCPL-Pointer ist, wie ein Assembler-Pointer, eine Spei-
cheradresse, an der Daten beginnen. Der Unterschied ist der,
daB ein BCPL-Pointer immer die Adresse dividiert durch 4
enthdlt. Um aus einem BCPL-Zeiger die Adresse zu erhalten,
muB man ihn also mit 4 malnehmen. Daraus folgt auch die
Beschrankung auf Langwort-Adressen: Wenn man eine Zahl mit 4
malnimmt, bekommt man immer eine Adresse, die genau auf
einer Langwort-Grenze liegt.

Ein BCPL-String ist ein Text im Speicher, der in seinem er-
sten Byte die L&nge enth&lt. Der eigentliche Text beginnt ab
dem zweiten Byte. Der BCPL-String muB, wie der BCPL-Pointer,
an einer Langwort-Grenze beginnen. Wenn ein BCPL-String in
einer Struktur enthalten ist, bedeutet das, daB in der
Struktur ein BCPL-Zeiger auf den eigentlichen String, der
woanders im Speicher liegen kann, steht.

Fir uns ist im Umgang mit BCPL-Strukturen wichtig, dafiir zu

sorgen, daB sie an einer Langwort-Grenze liegen. Beim Devpac
verwendet man dazu die Direktive "cnop 0,4". Sie hat eine
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shnliche Wirkung wie die "even"-Direktive, sie richtet das
Programm aber nicht nur auf eine gerade, sondern auf eine
durch 4 teilbare Adresse aus. Also genau das, was wir brau-
chen. Hinweis: Beim Profimat-Assembler heiBt diese Direktive
‘align.1'!

4.4.3 Die File-Info-Block-Struktur

Zum Einbau von eigenen Strukturen in Programme werden wir
spdter noch ausfilihrlich kommen. Im Moment wollen wir keine
Routinen mit Daten versorgen, wir wollen Daten von den Rou-
tinen Dbekommen. Viele Library-Routinen legen ihre Informa-
tionen an das aufrufende Programm auch in einer Struktur ab
und schicken als Riickgabewert einen Zeiger auf sie. Dies tut
auch die Routine, die zur Untersuchung von Verzeichnisein-
trdgen zustdndig ist. Zur Routine selbst kommen wir gleich,
erst wollen wir uns die Struktur, in der wir unsere Infos
bekommen, begutachten. Sie nennt sich File-Info-Block-Struk-
tur (kurz FIB) und sieht so aus:

Die FileInfoBlock-Struktur
000 dc.l  fib DiskKey

004 dc.l  fib DirEntryType
008 ds.b  fib FileName,108

Nummer des Verwaltungsblocks
> 0 bei Verz., sonst Datei
Dateiname, max. 30 Zeichen

e = me we

116 dc.l  fib Protection Schutzstatus

120 dc.l  fib EntryType

124 dc.l  fib Size ; Dateildnge in Bytes

128 dc.1  fib NumBlocks

132 ds.b  fib DateStamp,12 ; Zeitpunkt der letzten Hnderung
144 ds.b  fib _Comment,116 ; Dateikommentar

260 fib SIZEOF ; SIZEOF = GroBe der Struktur

Von nun an werden alle Strukturen, die uns iliber den Weg lau-
fen, in dieser Form vorgestellt. Jede Zeile steht fiir einen
Eintrag. Ganz links steht jeweils der (dezimale) Offset, das
heift der BAbstand des Eintrages von der Startadresse der
Struktur in Bytes. Dann folgt der Eintrags-Typ. Ein 'dc’
steht fiir einen einzelnen Wert als Byte, Wort oder Langwort.
Das 'ds.b' steht fiir einen Eintrag mit mehr als 4 Bytes (wie
Name, Kommentar usw). In der letzten Zeile der Struktur ist
dieser Platz leer. Achtung: diese Zeile ist kein Eintrag der
struktur mehr, sondern gibt nur ihre Lé&nge in Bytes an. Als
nichstes kommt die Commodore-Bezeichnung des Eintrages (so
zu finden in den Include-Files). Im Falle von 'ds.b' kommt
hinter der Bezeichnung die GréBe des Eintrages, durch ein
Komma abgetrennt und als Dezimalzahl. In der letzten Zeile
steht hier " SIZEOF", was den Eintrag fir die StrukturgroéBe
deutlich machen soll. Hinter dem Semikolon folgt eine kurze
Erkl&drung. Eine ausfithrliche Erl&uterung aller Eintrédge bzw.
all derer, die im aktuellen Programm-Zusammenhang bendtigt
werden, erfolgt nach der Struktur, und zwar auf folgende
Weise:
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fib DiskKey

Dieser Eintrag gibt die Blocknummer auf dem Datentrdger an,
auf dem die Verwaltungsdaten des Files oder Directories zu
finden sind. Damit werden wir uns ndher befassen, wenn wir
Diskettenaufbau und File-System besprechen.

fib_DirEntryType
Hier steht eine 0, falls es sich um eine Datei handelt, bei
einem Verzeichnis ein Wert ungleich 0.

fib FileName
Obwohl dieser Eintrag 108 Bytes in der Struktur einnimmt,
darf der Dateiname héchstens 30 Zeichen lang sein.

fib Protection

Dieses Langwort entspricht der Schutz-Maske, wie sie bei der
SetProtection-Routine verwendet wird. Nahere Erkl&rungen
siehe dort.

fib Size
Dlirfte wohl klar sein.

fib DateStamp

Dieser Eintrag enthilt den Zeitpunkt der letzten Knderung an
der Datei, wobei Datum und Uhrzeit in einer etwas ungew&hn-
lichen Kodierung angegeben werden. Der Eintrag besteht aus
drei Langworten, wobei das erste die Anzahl der seit dem
1.1.1978 vergangenen Tage enthdlt, das zweite die Anzahl Mi-
nuten seit Mitternacht und das dritte die Anzahl der 50stel
Sekunden in der laufenden Minute. Dummerweise stellt das DOS
keine Umrechnungs-Routine zur Verfiigung, wir miissen diese
also selbst schreiben.

fib_Comment
Auch klar.

Zur Untersuchung von Verzeichnissen und Dateien gibt es zwei
Routinen: Examine und ExNext (Untersuche und Untersuche
ndchsten Eintrag). Sie legen die gerade besprochene Struktur
an, wir miissen ihnen nur sagen, wo in den Speicher sie ge-
schrieben werden soll, sprich wir miissen Platz im Programm
flir die Struktur reservieren. Sie ist laut SIZEOF $104 Bytes
lang, also verwenden wir im Programm folgenden Befehl:

cnop 0,4
fib: ds.b $104

Damit haben wir Platz im Speicher. Wie Sie sehen, ist die
FIB-Struktur eine BCPL-Struktur, weshalb die ‘'cnop'-Direk-
tive immer vor der Speicherreservierung fiir einen FIB stehen
mufB. Die Examine-Routine sieht folgendermaBen aus:
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Examine = -102 (DOS-Library)
*lock dl < Lock des zu untersuchenden Objekts
*fib d2 < Zeiger auf Speicherstelle, an der FIB
angelegt wird
success do > 0 = Fehler aufgetreten
Erkldarung Untersucht eine Datei oder ein Verzeich-
nis

Mit Examine kann man sowohl Dateien als auch Verzeichnisse
untersuchen. Der Eintrag fib DirEntryType in der Struktur
wird dann entsprechend gesetzt. Klar ist auch, daB der Ein-
trag flir die Dateil&nge bei einem Verzeichnis unbenutzt ist.
Nach dem Examine-Aufruf kénnen wir die gewiinschten Informa-
tionen aus der FIB-Struktur ablesen. Ein Beispiel: Die L&nge
der Datei "dfO:test" soll ermittelt werden:

move.l #filename,dl ; Lock auf Datei holen
move.l  #-2
jsr -84(a6)

move.l do0,dl
move.l #fib,d2

Lock nach dl
Startadresse unseres FIB-Speichers

O N T Y

jsr -102(a6) Examine aufrufen
tst.l do Fehler?
beq fehler Wenn ja
lea fib,a0 ; Startadresse FIB
move.l  $7c(a0),do ; Die Linge hat den Offset $7c
filename: dc.b "dfo:test",0
even
cnop 0,4
fib: ds.b $104

Bild 4.12: Auslesen der Dateildnge aus der FIB-Struktur

Danach steht die Dateildnge in do. So weit, so gut. Nur
wollten wir uns ja nicht eine einzelne Datei anschauen, son-
dern wir wollten wissen, welche Dateien denn in einem Ver-
zeichnis stehen. Dazu miissen wir zundchst mal das Verzeich-
nis "examinen" (Lock holen, dann Examine aufrufen). Haben
wir das getan, stehen die Informationen ilber das Verzeichnis
in unserem FIB. Mit der Routine ExNext kénnen wir uns jetzt
immer den n&chsten Eintrag des Verzeichnisses geben lassen.
Die Informationen kommen in den selben FIB, den wir zu Be-
ginn fiir das Verzeichnis verwendet hatten. ExNext sieht so
aus:
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ExNext = -108 (DOS-Library)
*lock ‘ di < Lock auf das zu untersuchende Verzeich-
*fib d2 < géiger auf FIB-Speicherbereich
success do > 0 = Keine weiteren Dateien
Erkldrung Untersucht den n&dchsten Eintrag eines
Verzeichnisses

Die ExNext-Routine wird also genauso aufgerufen wie die Ex-
amine-Routine. Der groBe Unterschied ist, daB Examine den
FIB immer mit den Informationen des gelockten Objekts voll-
schreibt, ExNext aber versucht, den n&chsten Eintrag eines
mit Examine untersuchten Verzeichnisses 2zu holen. Auch ist
wichtig, daB eine Verzeichnis-Durchsuchung immer zuerst mit
Examine eingeleitet werden muB, bevor ExNext benutzt werden
darf. Nach Examine auf ein Verzeichnis steht aber nicht so-
fort der erste Eintrag im FIB, sondern zuerst die Informa-
tionen des Verzeichnisses selbst. Den ersten Eintrag bekom-
men wir erst nach ExNext.

4.4.4 Verzeichnisausgabe mit Examine und ExNext
Als Beispiel nun eine Routine, die "dfo:" einliest und nach

jedem Eintrag in eine (hier nicht eingebaute) Bearbeitungs-
Routine springt:

move.l dirname,dl ; Lock auf "df0:" holen
move.,1 $-2,d2

jsr -84(ab)

move.l do,d4 ; Lock sichern

move.l d4,dl ; "dfo:" examinen
move.l  $#fib,d2

jsr -102(a6)

tst.1l do ; Fehler?

beq fehler ; Wenn ja

labl: move.l d4,d1
move.l  #fib,d2

Nachsten Eintrag holen
Wieder FIB-Adresse

jsr ~108(ab) ; ExNext aufrufen

tst.1 do ; Weiterer Eintrag vorhanden?

beq keineintr ; Wenn nein

lea fib,a0 ; Startadresse des FIB

move.l  4(a0),do ; Eintrags-Art nach d0

lea 8(a0),al ; Startadresse Name nach al

move.l  $7c(a0),dl ; L&nge nach dl

bsr printeintr ; Fiktive Routine "Eintrag ausgeben"
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bra labl ; Zur Hauptschleife
dirname: dc.b ndfo:",0
even
cnop 0,4
fib: ds.b $108

Bild 4.13: Verzeichnisausgabe iiber FIB

Damit h&tten wir die Grundlagen zum Durchforsten eines Ver-
zeichnisses. Ein Komplett-Programm zu diesem Thema gibt's
natiirlich auch, und das wollen wir uns jetzt anschauen. Es
soll die Eintrdge eines von uns bestimmbaren Verzeichnisses
ausgeben. Hinter dem Namen soll "(DIR)" stehen, wenn es ein
Unterverzeichnis ist und die Linge, wenn es eine Datei ist.
Den Namen des zu lesenden Verzeichnisses holen wir diesmal
zur Abwechslung nicht aus der Kommandozeile, sondern wir be-
nutzen die Read-Routine {iber das Input-Handle.

* Programm 4.3: Einfacher Dir-Befehl

ExecBase = 4
OpenLib = ~-552
CloseLib = -414
Output = -60
Write = -48
Input = -54
Read = -42
Lock = -84
Examine = -102
ExNext = -108
UnLock = -90
move.l ExecBase,a6 ; DOS-Lib Gffnen
lea dosname,al
clr.l do
jsr OpenLib(a6)
move.l do0,a6
jsr Output(as) ; Output- und Input-Handle holen
move.l do,d4
jsr Input(aé)

move.l do0,d5

lea texti,a0
bsr print

Rufforderung zur Eingabe des Ver-
zeichnisnamens

~. ~e

move.l d5,dl
move.l  #dirname,d2
move.l  #50,d3

jsr Read(a6)

Verzeichnisname von Tastatur lesen

~
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lea

move.b

dirname,a0
$0,-1(a0,do)

* Lock auf Verzeichnis holen

move.l
move.1l
jsr
tst.1
bne

lea
bsr
bra

#dirname,d1
$-2,d2
Lock(ab)

do

mainl

text2,a0
print
ende

* Verzeichnis examinen

mainl:

move.l

move.l
move, 1
jsr

do,d6

dé6,d1
#fib,d2
Examine(a6)

* Ndchsten Eintrag holen

main2:

move. 1l
move,l
jsr
tst.l
beq

d6,d1
$fib,d2
ExNext(a6)
do

maing

* Informationen ausgeben

main3:

move.l
bsr

tst.1
blt

lea
bsr
bra

move.1l
lea
bsr

lea
bsr
lea
bsr
bra

$#fib+8,a0
print

fib+4
main3

text3,a0
print
main2

fib+$7¢,do
dezbuff,ad
dezascii

text4,a0
print
text5,a0
print
main2

~. =,

~e wo wa R

~e e we ~

~e we me wme we

~

~. ~e .

Return-Zeichen nach Dir-Name durch
Null-Byte ersetzen

Name des Dir
Lock-Typ SHARED
Lock holen
Fehler?

Wenn nein

Fehler-Text

; Ausgeben

Zum Programmende

Lock sichern

Lock nach di
Startadresse FIB nach d2
Examine aufrufen

Lock nach d1

FIB nach d2

Néchsten Eintrag holen
Noch Eintrdge da?

; Wenn nein

Startadresse Dateiname im FIB
Name ausgeben

Eintragstyp = Verzeichnis?
Wenn nein (kleiner Null=File)

Text " (DIR)" ausgeben

Dateildnge aus FIB nach do

Buffer fiir Dezimal-ASCII-String
Umwandlungsroutine aufrufen

Text " (" mit Linge dahinter ausgeben
Text " Bytes)" ausgeben

Zur Hauptschleife
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* Verzeichnis-Ende, Dir UnLocken

main4: move.l d6,dl Lock nach d1

jsr UnLock(a6) ; UnLocken
ende: move.l aé6,al ; Lib schlieBen und Ende
move.1l ExecBase,ab
jsr CloseLib(as)
rts
print: movem.l di-d3,-(sp) ; SUB Textausgabe fiir DOS-Write
move.l a0,d2 ; *a0 < Zeiger auf Text (O-terminiert)
clr.1 d3 ; d4 < Handle der Ausgabedatei
pri: addg #1,d3
tst.b (a0)+
bne prl
subg $1,d3
move.l d4,dl
jsr Write(aé6)
movem.l (sp)+,dl-d3
rts
dezascii: ; SUB Umrechnung Dez-Zahl ~> ASCII-Text
movem.l d1/d2/al,-(sp) ; dO < Dezimalzahl
clr.b d2 ; *a0 < Pufferzeiger
lea values,al
dal: clr.b d1

da2: addq #1,d1
sub.1 (al),do

bce da2
add.1l (al),do
subq $#1,d1
tst.b d1

beq da3

add.b $"0",d1
move.b dl,(a0)+
moveq #1,d2
bra da4

da3: tst.b d2
beq da4
move.b  #"0",(a0)+

da4: tst.b do
beq dab
add.l #4,al
bra dal
da5: move.b  #0,(a0)
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movem.l (sp)+,d1l/d2/al
rts

* Datenbereich

dosname: dc.b "dos.library",0
even

textl: de.b "Name des auszugebenden Verzeichnisses: ",0
even

text2: dc.b "Fehler beim Zugriff auf Verzeichnis!",10,0
even

dirname: ds.b 50

text3: dc.b * (DIR)",10,0
even

text4: dc.b v

dezbuff: ds.b 12

texts: dc.b " Bytes)",10,0
cnop 0,4

fib: ds.b S104

values: dc.1 1000000000,100000000,10000000

de.1 1000000,100000,10000,1000,100,10,1

Programm 4.3: Einfacher Dir-Befehl

Das war schon ein recht langes Programm, nicht wahr? In den
Zeilen

lea dirname,a0 ; Return-Zeichen nach Dir-Name durch
move.b  §0,-1(a0,d move.b  #0,-1(a0,d0) ; Null-Byte ersetzen

wird das Return-Zeichen am Ende des eingegebenen Textes
durch ein Null-Byte ersetzt. Diese Methode haben wir schon
einmal angewandt (beim CD-Programm).

Wenn beim ILocken des Verzeichnisses ein Fehler auftritt,
wird in

lea text2,a0 ; Fehler-Text
bsr print ; Busgeben
bra ende 7 Zum Programmende

eine entsprechende Meldung ausgegeben. Auf einen Fehler-Test
nach dem Examine kénnen wir verzichten (wenn Lock geklappt
hat, wird Examine bestimmt auch klappen). Bei ExNext miissen
wir einen eventuellen Fehler allerdings berlicksichtigen,
denn als solcher z&hlt ja auch der Fall "kein Verzeichnis-
Eintrag mehr da".

Im Datenbereich haben wir den Text Nr. 4 unmittelbar vor dem
Dez~ASCII-Wandel-Puffer stehen, ohne abschlieBendes Null-
Byte:

text4: dc.b A
dezbuff: ds.b 12
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Damit erreichen wir, daB wir den Text und die umgerechnete
Zahl in einem Print-Aufruf ausgeben kénnen, da die Dez-
ASCIT-Routine ja ihrerseits ein Ende-Nullbyte hinter die
7ahl schreibt. Beachten Sie auch das 'cnop 0,4' vor dem FIB-
Puffer (BCPL-Struktur)!

4.4.5 Disketten-Informationen

Nachdem wir nun den Inhalt eines Verzeichnisses ausgelesen
haben, wollen wir noch ein paar Informationen iiber die Dis-
kette selbst haben (Diskette bezieht sich hier nicht nur auf
Floppy-Disks, sondern auch auf Festplatten, die RAM-Disk
u.3d.) Wir wollen ihren Namen, ihre Gr&Be und ihren Fiillungs-
grad wissen. Dazu miissen wir uns zundchst mit einer weiteren
Struktur herumschlagen, der InfoData-Struktur:

Die InfoData-Struktur

00 dc.l  id NumSoftErrors ; Anzahl "weicher" Fehler

04 de.l id:UnitNumber ; Nummer des Laufwerks

08 dc.l  id DiskState ; Disketten-Zustand, siehe unten
12 dc.l  id_NumBlocks ; Anzahl Datenbldcke

16 dc.1  id_NumBlocksUsed ; Anzahl belegter Bldcke

20 de.1l id_BytesPerBlock ; Anzahl Bytes in einem Block

24 dc.1  id DiskType ; Disketten-Typ, siehe unten

28 dc.l1  id_VolumeNode

32 dc.1l  id InUse ; 1 = Disk wird benutzt

36 id SIZEOF

id NumSoftErrors

Hieér wird die Anzahl der seit Systemstart auf der Diskette
aufgetretenen "weichen" Fehler (Checksummenfehler, falsche
Blocktypen u.d.) eingetragen.

id_UnitNumber

Wenn man nicht die Laufwerksbezeichnung (DF0-DF3) zur An-
sprache einer Disk benutzt, sondern ihren Namen, ist es
vielleicht interessant zu wissen, in welchem Laufwerk die
Disk liegt.

id_DiskState
Folgende Werte sind mdglich:

Diskstatus Wert Bedeutung

ID WRITE PROTECTED 80 Schreibgeschiitzt

ID_VALIDATING 81 Wird gerade auf Gililtigkeit iiberprift
ID_VALIDATED 82 Ist giiltig

ID WRITE PROTECTED Diirfte wohl klar sein.

ID VALIDATING Die Diskette wurde gerade eingelegt und wird nun

vom DOS auf Giiltigkeit tberpriift. Solange dieser
7ustand anhdlt, kann von der Disk nur gelesen
werden.
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ID VALIDATED Wenn die Disk qiiltig ist, wechselt der Status
- auf VALIDATED. Von jetzt an kann auch auf die
Disk geschrieben werden. Wenn sie fehlerhaft

ist, bleibt der Status auf VALIDATING.

id NumBlocks

Die Anzahl der insgesamt auf der Disk vorhandenen Daten-
blécke. Beim Amiga-System umfaBt ein Datenblock immer 512
Bytes. Eine normale Diskette mit 880 KB hat 1760 Bl&cke.

id_NumBlockUsed
Die Anzahl der benutzten Bl®cke, die unbenutzten kann man
Uber die Differenz zu NumBlocks berechnen.

id BytesPerBlock

Anzahl verfligbarer Datenbytes in einem Block. Von den 512
Bytes in jedem Block werden 24 fiir Verwaltungsinformationen
verwendet. Daher sind zur reinen Datenspeicherung 488 Bytes
in jedem Block verfiigbar.

id DiskType

Folgende Werte sind méglich:

Disk-Typ Wert Bedeutung

ID_NO DISK_PRESENT -1 Keine Disk im Laufwerk
ID_UNREADABLE_DISK $42414400 Disk nicht lesbar
ID_NOT REALLY DOS $4E444F53 Keine DOS-Disk

ID_DOS DISK $444F5300 Disk o.k.

ID_FF$S DISK $444F5301 FastFileSystem-Disk
ID_KICKSTART DISK $4B49434B A1000-Kickstart-Disk
ID_NO DISK PRESENT Klar, oder?

ID_UNREADABLE DISK Die Diskette ist nicht lesbar. Die equ-Langworte

dieses und der folgenden drei Werte stellen je-
weils vier ASCII-Zeichen, die ja ein Byte lang
sind, dar. Bei UNREADABLE ist es "BAD" (und ein
0-Byte).

ID_NOT REALLY DOS Die Diskette ist lesbar, ihr fehlen aber wich-
tige Informationen fiir das Amiga-DOS. Die vier
ASCII-Zeichen sind "NDOS".

1D _DOS DISK Eine ganz normale DOS-Diskette ("DOS"+0-Byte).

ID_FFS DISK Eine Diskette, die mit dem FastFileSystem
(schnelleres Dateisystem vor allem fiir Festplat-
ten, ab Kickstart 2.0 auch fiir Disketten) forma-
tiert wurde. Kennung: "DOS"+1-Byte.

ID_KICKSTART DISK Die Diskette, die beim Amiga 1000 das Betriebs-
system enthdlt ("KICK"). Der Amiga 1000 hat, im
Gegensatz zu den sonstigen Amigas, sein Be-
triebssystem nicht im ROM, sondern auf einer
Diskette. Nur die grundlegendsten Routinen zum
Laden von der Disk stehen im ROM.
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Wie Sie sehen, steht in dieser Struktur alles drin, was wir
bendtigen. Wichtig: Auch dies ist eine BCPL-Struktur (cnop
0,4 nicht vergessen)! Gefiillt wird sie von der DOS-Routine
Info:

Info = -114 (DOS-Library)
*]lock di < Lock auf irgendein Objekt auf der Dis-
kette
*parameter d2 < Adresse des Speichers flir InfoData-
Struktur
success do > 0 = Fehler aufgetreten
Erkldrung Holt Informationen iiber eine Diskette

Wir miissen diese Routine mit einem Lock, das sich in irgend-
einer Form auf die gewiinschte Diskette bezieht, versorgen.
Am besten nimmt man die Gerdte-Bezeichnung (z.B. "dfo:").
Dazu ein kurzes Beispiel:

move.l  f#diskname,dl ; Ger&te-Bezeichnung
move.l  #-2,d2 ; Lock-Typ SHARED
jsr -84(ab) ; Lock holen
move.l do,dl ; Lock nach dl fiir Info
move.l  #dinfo,d2 ; Speicher fiir Struktur
jsr ~114(a6) ; Info holen
diskname: dc.b "dfo:",0
even
cnop 0,4 ; Nicht vergessen!
dinfo: ds.b $24

Bild 4.14: InfoData-Struktur fillen

Und gleich noch ein Komplett-Programm hinterher. Den Parame-
ter (Laufwerksbezeichnung) geben wir diesmal wieder in der
Kommandozeile an. Wir wollen den Namen wissen (zu finden im
FileName-Eintrag des FIB, der bei Examine auf ein Laufwerk
den Diskettennamen enthilt), die Gesamtblockzahl und die An-
zahl der freien Bldcke (in der InfoData-Struktur). Also
frisch ans Werk:

* Programm 4.4: Ausgabe von Disketten-Informationen

ExecBase = 4
OpenLib = -552
CloseLib = -414
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Output
Write
Lock
Info
Examine
UnLock

F LI T I S [ ||

—

movem.

move.1l
lea
clr.1
jsr
move.1l

jsr
move.l

movem. 1
move.b

move.l
move.l
jsr
tst.1
bne

lea
bsr
bra

-60
-48
-84
-114
-102
~-90

a0/do,-(sp)

ExecBase,ab
dosname,al
do
OpenLib(a6)
do,a6

output(as6)
do,d4

(sp)+,a5/d5
#0,-1(a5,d5)

a5,d1
$-2,d2
Lock(a6)
do
mainl

texti,a0
print
ende

* InfoData-Struktur fiillen

mainl:

* Keine

- . ~ .

Kommandozeile sichern

DOS-Lib 6ffnen

Output-Handle holen

Kommandozeile zuriick

SchluB-Return durch Nullbyte ersetzen

Lock auf Diskette holen

Fehler?

Wenn nein

Fehler-Text
ausgeben
Zum Programmende

move.l do,dé6 ; Lock sichern
lea dinfo,a4 ; Speicher fiir DiskInfo in Merk-Register
lea fib,a5 ; FIB-Speicher ebenso
move.l de6,dl ; Lock nach di
move.l  a4,d2 ; DiskInfo-Speicher nach 42
jsr Info(a6) ; Info holen
* Diskettentyp priifen
cmp. 1l $5444£5300,$18(a4) ; DOS-Diskette?
beq main2 ; Wenn ja
cmp. 1 #5444£5301,518(a4) ; FastFileSystem-Diskette?
beq main2 ; Wenn ja
DOS-Diskette im Laufwerk
lea text2,a0 ; Fehlertext
bsr print ; ausgeben
bra main4 ; Zum UnLocken

* Diskettennamen ausgeben

main2:

move.1l

dé,d1

!

; Lock
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move.l
jsr
lea
bsr
lea
bsr

cmp. 1
bne

a5,d2
Examine(aé6)
text3, a0
print
8(a5),a0
print

$81,8(a4)
main3

Speicher fiir FIB
Examine rufen
Text "Diskname: " ausgeben

Disknamen ausgeben

Diskstatus "validating"?
Wenn nein

* Diskette wird validiert, Block-Infos sind ungiiltig

main3:

* Anzahl Datenblécke ausgeben

lea
bsr
bra

lea

lea
bsr
move.l
move.l
bsr
move.l
bsr

texts,a0
print
main4

dezbuff,a3

text5,a0
print
12(a4),do
a3,al
dezascii
a3,al
print

’

7

i
i
i
i
]

; Fehler-Text

ausgeben

Speicher fiir Dezzahl in Merkregister

; Text "Anzahl Datenblocke: "

Anzahl Blocke nach do
Dez-Puffer

; Zahl umrechnen

pufferinhalt

; ausgeben

* Anzahl freier Bldcke und Bytes ausgeben

maind:

ende:
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lea
bsr
move.l
sub.1l
move.1l
move.1
bsr
move.l
bsr

lea
bsr
mulu
move.1l
move.1
bsr
move.l
bsr

lea
bsr

move.l
jsr

move.l

text6,a0
print
12(at),d3
16(at),d3
d3,do
a3,ad
dezascii
a3,a0
print

text?,a0
print
$488,d3
d3,do
a3,a0
dezascii
a3,a0
print

texts,a0
print

de6,d1
UnLock(a6)

ab,al

7

~e me M me me we me

~e ~e

-

; Text "Freie Blocke"

Gesamtzahl Blocke
Belegte Bldcke abziehen
Nach do

Dez-Puffer

Umrechnen

Puffer

ausgeben

Text "Freie Bytes"

Anzahl Blécke mal 488 (siehe Anm.)
Umrechnen

Puffer

ausgeben

Text " Bytes)" und Return-Zeichen
Lock auf Diskette

UnLocken

Lib schlieBen
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move.l  ExecBase,a6

jsr CloseLib(a6)
rts ; Und tschiiB!

print: movem.l d1-d3,-(sp) ; SUB Textausgabe fiir DOS-Write
move.l  a0,d2 ; *a0 < Zeiger auf Text (0-terminiert)
clr.1l d3 ; d4 < Handle der Ausgabedatei

prl: addq #1,d3
tst.b (a0)+

bne prl
subgq #1,d3
move.l d4,dl
jsr Write(a6)
movem.l (sp)+,dl1-d3
rts
dezascii: ; SUB Umrechnung Dez-Zahl -> ASCII-Text

movem.l dl/d2/al,-(sp) ; dO0 < Dezimalzahl
clr.b d2 ; *a0 < Pufferzeiger
lea values,atl

dal: clr.b di

da2: addg #1,d1
sub.1 (al),do

bce da2
add.1l (al),do
subg #1,d1
tst.b d1

beq da3

add.b #"o",d1
move.b di,(a0)+
moveq #1,d2
bra da4

da3: tst.b d2
beq da4
move.b  #"0", (a0)+

da4: cmp. 1 $#1,(al)

beq da5
add.l #4,al
bra dal

da5: move.b  #0,(ao0)
movem.l (sp)+,dl/d2/al
rts

* Datenbereich

dosname: dc.b "dos.library",0
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even
textl: dc.b "Fehler beim Zugriff auf Laufwerk!",10,0
even
text2: dc.b "Reine gliltige DOS-Disk im Laufwerk!",10,0
even
text3: dc.b "Diskettenname: ",0
even
text4: dc.b 10,"Disk nicht validiert - Anzahl freier "
dc.b "Blocke ungiiltig!",10,0
even
texts: dc.b 10,"Anzahl Datenblécke: ",0
even
text6: dc.b 10,"Anzahl freie Datenblocke: ",0
text7: dec.b " (",0
even
texts: dec.b " freie Bytes)",10,0
even
cnop 0,4
fib: ds.b $104
dinfo: ds.b §24
dezbuff: ds.b 12
values: dc.1 1000000000,100000000,10000000
de.1 1000000,100000,10000,1000,100,10,1

Programm 4.4: Ausgabe von Disketten-Informationen

Keine Sorge, die ndchsten Programm werden wieder etwas kiir-
zer ausfallen. Das erste Neue in diesem Programm ist das
Fiillen der Info-Struktur. Vor dem Info-Aufruf holen wir uns
mit

lea dinfo,a4 ; Speicher fiir DiskInfo in Merk-Register
lea fib,a5 ; FIB-Speicher ebenso

die Startadressen unserer DiskInfo- und FIB-Struktur in
AdreRBregister, weil wir sie noch des O6fteren brauchen werden
und ein Zugriff auf ein AdreBregister schneller geht als je-
desmal die Speicheradresse zu holen. Der Aufruf von Info mit

move.l dé6,di ; Lock nach di
move.l a4,d2 ; DiskInfo-Speicher nach d2
jsr Info(as) ; Info holen

wurde ja schon besprochen. Als ndchstes wird der Disktyp ge-
priift. Im Falle von UNREADABLE oder NOT DOS usw. wird ein
Fehlertext ausgegeben. Zuldssig sind die Typen DOS_DISK
($444£f5300) und FFS DISK ($444f5301). In diesen beiden F&l~
len geht es weiter Im Text (bei 'main2'). Die Diskette wird
examined. Dabei mufl man wissen, daf bei Examine auf ein Ver-
zeichnis der Verzeichnisname im FIB steht, und ebenso der
Diskettenname bei Examine auf das Hauptverzeichnis. So kann
der Name also direkt aus dem FileName-Eintrag ausgegeben
werden.
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Als ndchstes wird getestet, ob der Diskstatus "validating"
ist, ob die Diskette also gerade die DOS-Giiltigkeitspriifung
tber sich ergehen lassen muB. In diesem Fall sind die Anga-
ben iliber Blockanzahl und belegte Blocke noch nicht giiltig,
der entsprechende Ausgabeteil im Programm wird also {iiber-
sprungen. Ansonsten wird die Blockzahl aus der DiskInfo-
Struktur ausgelesen, umgerechnet und ausgegeben:

move.l  12(a4),do Anzahl Bldcke nach do

I
move.1l a3,al ; Dez-Puffer
bsr dezascii ; Zahl umrechnen
move.l a3,al ; Pufferinhalt
bsr print ; ausgeben

Die Anzahl freier Bldcke wird berechnet, indem von der Ge-
samtblockzahl die Anzahl belegter Bldcke abgezogen wird.
Diese Zahl wird ausgegeben:

move.l  12(a4),d3 ; Gesamtzahl Bldcke
sub.1 16(a4),d3 ; Belegte Blicke abziehen
1
I
’

move.l d3,do ; Nach do
move.l a3,a0 ; Dez-Puffer
bsr dezascii ; Umrechnen

Dann wird der freie Diskplatz noch in Bytes ausgegeben. Die
Blockanzahl wird mit 488 malgenommen. Eigentlich sind zwar
512 Bytes in jedem Diskblock, aber aus systemtechnischen
Griinden nutzt das Amiga-DOS nur 488 Bytes jedes Blocks fiir
reine Daten. Beim FastFileSystem ist das allerdings nicht
mehr so.

Der Rest des Programms (Disk UnLocken, Lib schlieBen) diirfte
klar sein, ebenso die schon bekannten Unterroutinen 'print'
und 'dezascii'.

4.5 Arbeit mit einfachen DOS-Fenstern

Wir verlassen nun den Bereich der Verzeichnisbearbeitung und
kommen zu den DOS-Spezialgerdten.

Wir wir schon wissen, sind der Begriff "Datei" und die damit
verbundenen Routinen nicht streng an eine Disketten-Datei
gebunden. Es gibt im DOS die M8glichkeit, den Drucker, die
serielle Schnittstelle oder das Sprachausgabesystem anzu-
sprechen, und man kann sogar einfache Fenster ©6ffnen. Das
ist auch unser ndchstes Thema: die DOS-Fenster.

Die Gerdtebezeichnungen "DFO0:" bis "DF3:" fiir die Disketten-~
laufwerke sind sicherlich bekannt. Neben diesen gibt es aber
noch einige weitere, z.B. flir eine Festplatte ("DHO:"), flir
die RAM-Disk ("RAM:"), die resetfeste RAM-Disk ("RAD:") usw.
Die DOS-Fenster werden auch iiber solche Gerdtenamen verwal-
tet, ndmlich {iber "CON:"™ und "RAW:". Zundchst wollen wir uns
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mit CON: beschdftigen. Die mit CON: gedffneten Fenster haben

sowohl Vor- als auch Nachteile gegeniiber "richtigen"
Intuition-Fenstern (mit denen wir uns im ndchsten Kapitel
beschidftigen werden). Sie sind wesentlich einfacher =zu

handhaben als Intuition-Fenster, bieten aber nicht so
umfangreiche Mdglichkeiten, ihr Aussehen und ihre Funktionen
zu verdndern.

4.5.1 O6ffnen und SchlieBen von CON-Fenstern

CON: steht fiir "Console", also die Tastatur. Dieses
Bezeichnung soll demnach eigentlich die Tastatur ansprechen,
aber da man normalerweise auch sehen will, was man eintippt,
wird ein Fenster gedffnet, das die Eingaben zeigt.

So wie man beim Ansprechen des Disklaufwerks hinter dem
Gerdtenamen den Dateinamen angibt, schreibt man bei der Be-
nutzung von CON: diverse Informationen tiber das zu &ffnende
Fenster hinter den Ger&tenamen. Genauer gesagt, man gibt an,
wo die linke, obere Ecke des Fensters liegen soll, wie groB
es sein soll und welchen Titel es bekommen soll. Diese Para-
meter trennt man jeweils durch einen Schrigstrich ab. Gleich
ein Beispiel:

CON:0/0/640/256/Mein CON-Fenster

Fenstertitel

Hohe des Fensters
Breite des Fensters
Obere Ecke

Linke Ecke
Gerdtebezeichnung

Diese Angaben filir CON wiirden also ein Fenster &ffnen, dessen
linke, obere Ecke ganz oben auf dem Bildschirm liegt, das
640 Punkte breit und 256 Punkte hoch ist (also die volle
BildschirmgrdBe einnimmt) und dessen Fenstertitel "Mein CON-
Fenster" lautet. Da die DOS-Spezialger&te wie Dateien behan-
delt werden, kann man den ganzen Text als Dateinamen anse-
hen. Um das Fenster zu &ffnen, brauchen wir also lediglich
die DOS-Routine Open mit diesem Namen aufzurufen, und die
Close-Routine, um es wieder zu schliefBen:

move.l  fconname,dl
move.l  #1005,d2
jsr -30(aé6)
move.l do0,d5

Zeiger auf Fenstertext

Status = Gerdt schon vorhanden
Open aufrufen

Handle sichern

~e e me we

move.l d5,dl ; Handle nach d1l
jsr ~36(ab) ; Fenster schlieBen per Close
conname : dc.b "CON:0/0/640/256/Mein CON-Fenster",0
even

Bild 4.15: CON-Fenster &ffnen und schlieBen
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4.5.2 Lesen und Schreiben von CON-Fenstern

Ebenso wie zum Offnen und SchlieBen verwendet man auch zur
Ein- und Ausgabe in CON-Fenster die normalen DOS-Dateirouti-
nen. Natiirlich sind nicht alle Routinen sinnvoll anwendbar,
wie sollte man z.B. ein CON-Fenster ldschen oder umbenennen
oder es als Verzeichnis ausgeben konnen. Neben Open und
Close sind nur Read und Write filir CON-Dateien zugelassen.
Mehr brauchen wir auch gar nicht.

Die Ein- und Ausgabe in ein CON-Fenster funktioniert genauso
wie mit den Input- und Output-Handles (also dem Standard-
CLI-Fenster), hier wird allerdings das selbe Handle fiir Ein-
und Ausgabe benutzt. Ein Beispiel darf natiirlich nicht
fehlen:

* Programm 4.5: Ein- und Ausgabe in ein CON-Fenster

ExecBase = 4
OpenLib = -552
CloseLib = -414
open = -30
Write = -48
Read = -42
Close = ~-36
move.l  ExecBase,a6 ; DOS-Lib &6ffnen
lea dosname,al
clr.1 do
jsr OpenLib(a6)

move.l do0,a6
* CON-Fenster o6ffnen

CON-Dateiname nach di
Gerdt schon vorhanden

move.l  #conname,dl
move.1l #1005,d2

jsr Open(a6) 'Datei' 6ffnen
tst.1 do Fehler beim Offnen?
beq ende Wenn ja

move.l do,d4 Handle in d4 sichern

lea texti,al ; Text im Fenster ausgeben
bsr print

* Text von Tastatur lesen

CON-Handle
Startadresse Textbuffer
Max. 40 Zeichen

Von CON lesen

Lange sichern

move.l d4,di
move.l  #buff,d2
move.l  #40,d3
jsr Read(a6)
move.l do0,d3
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* Gelesenen Text wieder ausgeben:

lea
bsr

lea

text2
print

buff,

move.b  #0,0(

bsr

* Auf Return-Tastendruck warten

move.1l
move.l
move.l
jsr

print

ds,dl
#buff
$1,d3
Read(

,a0 H

a0 ;
a0,do) H
i

,d2

a6)

* CON-Fenster schliefien

move.l
jsr

ende: move.1l
move.l
jsr
rts

print: movem.
move.1l
clr.l

pri: addg
tst.b
bne
subg

move.l
jsr
movem.
rts
* Datenbereich
dosname:
conname :
textl:
text2:

buff:

ds4,d1
Close
a6,al
ExecB
Close
1 di-d3
a0,d2
d3
#1,d3
(a0)+
prl
$#1,d3
d4,d1
Write
1 (sp)+
dc.b
even
dc.b
even
dc.b
even
dc.b
even
ds.b

(a6) ;

ase,ab
Lib(a6)

,-(Sp)

I

(a6)
,d1-d3

Einleitungs-Text

Pufferstart
Text mit Nullbyte abschliefien
Und raus damit

(1 Zeichen einlesen)

CON-Handle

Pufferstart

Eingabetext ist unwichtig
Lesen

Handle
‘Datei' schlieBen

Lib schlieBen und Auf Wiedersehen

; SUB Textausgabe fiir DOS-Write

*a0 < Zeiger auf Text (0-terminiert)
d4 < Handle der Ausgabedatei

"dos.library",0

"con:0/0/640/60/Ein CON-Fenster",0

"Geben Sie einen Text ein: ",0

"Sie haben eingegeben: ",0

40

Programm 4.5: Ein- und Ausgabe in ein CON-Fenster
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Ob es sinnvoll ist, einen Text einzulesen und sofort wieder
auszugeben, sei dahingestellt. Am besten betrachten Sie nur
den Demonstrationszweck des Programms. Neues bringt es
eigentlich nicht, es soll nur noch einmal zeigen, daffi man
auf ein CON-Fenster genauso zugreifen kann wie auf eine
Datei.

4.5.3 RAW-Fenster contra CON-Fenster

Das zweite Fenster-Konsolen-Gerdt des DOS nennt sich "RAW:".
Das bedeutet soviel wie "roh", woraus sich schlieBen 1&8t,
daB dieser Fenstertyp dem Anwender nicht so viel Arbeit ab-
nimmt wie CON. Letzteres {Ubernimmt n&mlich schon alle
Editierfunktionen: Es zeigt den eingetippten Text im Fenster
an und 14Bt Korrekturen mit den Backspace-Taste zu. Dafir
hat es aber auch einen Nachteil: Nicht alle Tastendriicke
werden ans aufrufenden Programm weitergeleitet. Das gilt
z.B. fiir die Backspace-Taste, aber auch fiir die ESC-, DEL-
und HELP-Taste oder die Funktionstasten. Wenn man diese
Tasten im Programm auswerten will, z.B. in einem Menii, kann
man mit CON nichts anfangen.

RAW verhdlt sich etwas anders: Es zeigt den eingetippten
Text weder selbststdndig im Fenster an, noch 148t es Korrek-
turen mit Backspace o.4. zu. Alle Tastendriicke werden so wie
sie kommen (eben 'roh') ans aufrufende Programm weitergelei-
tet. Das gilt auch fiir die Funktionstasten, die man bei Be-
nutzung von RAW problemlos abfragen kann. Der Nachteil von
RAW liegt allerdings auf der Hand: Man kann im Programm
nicht einfach sagen: Lese 40 Zeichen von RAW an die Adresse
"pbuff". Im Prinzip wdre Texteingabe auf diese Weise zwar
mbéglich, aber der Benutzer wlirde dann ja gar nicht sehen,
was er tippt und h&tte keinerlei Moglichkeiten zur Kor-
rektur.

Bei Benutzung von RAW darf man sich also immer nur ein Zei-
chen von der Read-Routine geben lassen, welches dann im Pro-
gramm selbst ausgewertet werden mufi. Im einfachsten Fall muB
also ein Backspace in Form von LOschen der letzten Eingabe
(falls schon etwas eingegeben wurde) im Speicher und auf dem
Bildschirm bearbeitet werden, Return zeigt das Eingabeende
and und sonstige (gliltige) Zeichen miissen auf dem Bildschirm
ausgegeben und in den Textspeicher geschrieben werden. Wir
miissen also einiges an Arbeit auf uns nehmen, die CON uns
abnimmt, dafiir konnen wir aber unseren eigenen, individuel-
len Editor schreiben.

4.6 Sonstige DOS-Gerédte

Nachdem wir uns nun ausgiebig mit CON- und RAW-Fenstern be-
schdftigt haben, wollen wir sehen, was es sonst noch fiir
DOS-Gerdte gibt. Wichtig zu wissen ist, daB es zweli Arten
von Gerdten gibt, die richtigen Gerdte (DF0:, CON: usw.) und
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die sog. logischen Gerdte. Diese stehen nicht fiir ein wirk-
liches Gerdt wie ein Disklaufwerk oder die Tastatur, sondern
sind frei wihlbare Bezeichnungen, die einem Verzeichnis oder
einer Datei auf einem Datentrdger zugewiesen werden. Bei-
spiele dafiir sind die LIBS:, FONTS: usw. Diese werden beim
systemstart den entsprechenden Verzeichnissen auf der
Startdiskette zugewiesen. Ansehen und &ndern kann man diese
Zuwelsungen mit dem CLI-Befehl 'Assign’'. Weitere
Informationen zum Thema logische Gerdte finden Sie im Anhang
"CLI-Schnellkurs".

Eine Zusammenstellung aller Gerdtebezeichnungen, die im
Amiga-System verwendet werden, finden Sie ebenfalls im CLI-
Anhang.

4.6.1Benutzung von NIL: in Assembler

Wie CON: und RAW: kann auch NIL: als Datei getffnet werden.
Als Dateiname braucht nur NIL: angegeben zu werden. Das
Gerit verwirft alle Daten, die an es gesendet werden, und
gibt bei Leseversuchen immer ‘'wirklich gelesene Bytes = 0'
zuriick. Interessant ist NIL: im Zusammenhang mit der DOS-
Execute-Funktion.

4.6.2Das verbesserte Konsolen-Gerdt NEWCON:

NEWCON: ist nur in Kickstart 1.3 verfiigbar. In frilheren
Kickstart-Versionen existiert es noch nicht, und ab
Kickstart 2.0 hat das normale Konsolen-Gerdt CON die selben
Funktionen wie NEWCON. Um NEWCON unter 1.3 benutzen zu kon-
nen, muB es gemounted werden. Der "newcon-handler" im L-Ver-
zeichnis und ein entsprechender Eintrag in der Mountlist
sind also n&tig.

Die Benutzung von NEWCON entspricht der von CON, bietet
allerdings einige verbesserte Funktionen zur Editierung.
Dies sind folgende:

1. Mit den Cursortasten Links und Rechts kann im eingegebe-
nen Text herumgewandert werden.

2. Die DEL-Taste entfernt das Zeichen unter dem Cursor.

3. Mit cursor-Hoch-Runter kann man die Liste der bisher ein-
gegebenen Texte durchbldttern. In der Eingabezeile er-
scheint dann jeweils der vorige (Cursor hoch) oder nach-
ste (Cursor runter) Befehl.

Wenn Sie Kickstart 1.3-Besitzer sind und die Mdglichkeit ha-

ben, NEWCON 2zu benutzen, sollten Sie diese auf jeden Fall
wahrnehmen, da NEWCON wesentlich umgdnglicher ist als CON.
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4.6.3 Schnittstellenansprache mit SER:, PAR: und PRT:

Beim Offnen. der entsprechenden Datei, die normalerweise nur
beschrieben werden kann (es sei denn, Sie haben ein Modem
0.8. am seriellen Port), muB nur die Gerdtebezeichnung als
Dateiname angegeben werden. Das Schreiben erfolgt genauso
wie bei einer "normalen” Datei.

Das folgende Beispielprogramm gibt die in der Kommandozeile
angegebene Diskdatei auf dem PRT:-Drucker aus (bel der Datei
sollte es sich natiirlich gilinstigerweise um eine Textdatei
handeln). Die Dateigrdfie ist auf 5000 Zeichen begrenzt, Sie
kénnen das aber auch durch VergréBerung des Puffers im Da-
tenbereich &ndern (falls Sie wirklich von diesem Beispiel-
programm eine Riesen-Textdatei ausdrucken lassen wollen).

* Programm 4.6: Ausgabe einer Datei auf dem Drucker

ExecBase = 4
OpenLib = -552
CloseLib = -414
Open = -30
output = -60
Write = -48
Read = -42
Close = -36
movem.1l a0/do,-(sp)
move.l  ExecBase,a6 ; DOS-Lib offnen
lea dosname,al
clr.l do
jsr OpenLib(a6)

move.l do0,aé

jsr Output(aé) ; Output-Handle holen
move.l do,d4

movem.l (sp)+,a0/do
move.l  #0,-1(a0,do) ; Return durch Nullbyte ersetzen

* Inhalt der Textdatei einlesen

Kommandozeile = Dateiname
Datei existiert (hoffentlich)

move.l a0,dl
move.l  #1005,d2

’
jsr Open(aé6) ; Offnen
tst.l do ; Fehler beim Offnen?
bne mainl ; Wenn nein
lea textl,a0 ; Fehler beim Dateizugriff
bsr print ; Ausgeben
bra ende
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mainl: move.l

move.1l
move.l
move.l
jsr

move.l

move.l
jsr

do,ds

d5,d1
#buff,d2
$#5000,d3
Read(aé6)
do,dé

ds,d1
Close(aé6)

* Drucker-Datei &ffnen

move.l
move.l
jsr
tst.1
bne

lea
bsr
bra

main2: move.l

move.l
move.1l
move.1l
jsr

#prtname,dl
#1005,d2
Open(a6)

do

main2

text2,a0
print
ende

do,ds

ds5,d1
$buff,d2
dé6,d3
Write(a6)

* Drucker-Datei schlieBen

move.l
jsr

ende: move.l
move.l
jsr
rts

print: movem.l
move.l
clr.l

prl: addq
tst.b
bne

subq
move.l
jsr
movem. 1
rts

* Datenbereich

dosname: dc.b
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ds,d1
Close(as)

a6,al
ExecBase, a6
CloseLib(a6)

d1-d3,-(sp)
a0,d2

d3

#1,d3

(a0)+

prl

#1,d3

d4,dl
Write(a6)
(sp)+,d1-d3

~ -

R

~ me me

Handle sichern

Textdatei

Startadresse Textbuffer
Max. 5000 Zeichen
Einlesen

Lange sichern

Textdatei
SchlieBen

Dateiname fiir Drucker

Datei existiert (hoffentlich)
6ffnen

Fehler beim 6ffnen?

Wenn ja

Fehler beim 6ffnen des Druckers
Ausgeben

Handle des Druckers
Pufferstart

Lange

Gut druck!

Drucker-Handle
schlieBen

Lib schlieBen und Ende

SUB Textausgabe fiir DOS-Write
*a0 < Zeiger auf Text (0-terminiert)
d4 < Handle der Ausgabedatei

"dos.library",0
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even

textl: dc.b "Fehler beim Offnen der Dateil",10,0
‘even

text2: dc.b "Fehler beim Offnen des Druckers!",10,0
even

prtname: dc.b "PRT:",0
even

buff: ds.b 5000

Programm 4.6: Ausgabe einer Datei auf dem Drucker

4.6.4 Sprachausgabe in Assembler mit SPEAK:

Die Ansteuerung dieses Gerdtes erfolgt genauso wie bei SER:,
PAR: und PRT:. Sie konnen also das vorige Beispielprogramm
geringfiigig &ndern (das "PRT:" in der drittletzten Zeile in
ein "SPEAK:" &ndern), um die Textdatei nicht auf dem Drucker
auszugeben, sondern sich "vorlesen" zu lassen. Viel SpaB!

4.7 Ausfiihrung von CLI-Befehlen

Nun kommen wir zu einer weiteren interessanten Moglichkeit,
die uns die DOS-Library bietet: Die BAusfiihrung der CLI-Be-
fehle von Programmen aus. Dazu dient die DOS-Routine Exe-
cute, nicht zu verwechseln mit dem gleichnamigen CLI-Befehl
(obwohl die Arbeitsweise sehr &hnlich ist):

Execute = -222 (DOS-Library)
*string dl < Zeiger auf Kommandotext oder 0, falls
nicht gewlinscht
*infile d2 < Handle einer Datei, aus der weitere CLI-

Befehle gelesen werden oder 0, falls
nicht gewiinscht

*outfile d3 < File-Handle einer Datei, in die eventu-
elle Ausgaben der Befehle geschickt wer-
den (z.B. CON-Fenster)

status d0 > 0 = Fehler aufgetreten

Erklarung Fiihrt CLI-Kommandos aus (einzelne Be-
fehlszeile und/oder Stapeldatei)

In d1 {ibergibt man der Routine einen Zeiger auf den Text des
auszufiihrenden Befehls. Dieser entspricht einer ganz
normalen CLI-Eingabezeile mit Befehlsnamen und
Kommandozeile., Da jeder CLI-Befehl einen Ausgabekanal
(Datei, CON-Fenster o0.4.) braucht, an den er eventuelle
Texte schicken kann, muB in d3 ein File-Handle {ibergeben
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werden. Das kann z.B. auch das Handle sein, das man von der
Output-Routine bekommt.

Besonders interessant ist die Moglichkeit, ein Handle auf
eine Textdatei 2zu ibergeben (das 'infile'), aus dem weitere
CLI-Befehle gelesen werden. Jede Zeile dieser Datei, die mit
einem normalen Return (ASCII-10) abgeschlossen sein muB,
wird als eine Befehlszeile interpretiert. Eine solche Datei
nennt man "Batchfile" ("Stapeldatei"). Da die Angabe der
einzelnen Befehlszeile in dl nicht n&tig ist (dl kann auch
auf 0 stehen), diirfte Ihnen so langsam klar werden, wie der
CLI-Execute-Befehl arbeitet ...

4.7.1 Ausfiihrung von einzelnen Befehlen

Als erstes Beispiel-Programm wollen wir den CLI-Befehl "dir
dfo:" von ausfiihren lassen:

* programm 4.7: Ausfithrung eines CLI-Befehls

ExecBase = 4
OpenLib = -552
CloseLib = -414
Output = -60
Execute = -222
move.l ExecBase,ab ; DOS-Lib 6ffnen
lea dosname,al
clr.l do
jsr OpenLib(a6)

move.l do,a6

jsr Output(as) ; Output-Handle holen
move.l do,d4

move.l  #command,di Zeiger auf Kommandotext

cir.1 d2 ; Keine Eingabedatei

move.l d4,d3 ; Busgabe nach Standard-Output
jsr Execute(at6) ; Execute aufrufen

move.l a6,al ; Lib schlieBen und Ende
move.l  ExecBase,a6

jsr CloseLib(aé6)

rts

* Datenbereich

dosname: dc.b "dos.library",0
even

command : dc.b "dir dfo:",0
even

Programm 4.7: Ausfiihrung eines CLI-Befehls

156



Die DOS-Library

Sie konnen natiirlich auch ein anderes Kommando ausfiihren
lassen, indem Sie die entsprechende Zeile im Datenbereich
dndern. Beachten Sie, daB vor dem Execute-Aufruf mit

move.l d4,d3 ; Ausgabe nach Standard-Output

festgelegt wird, wohin Ausgaben des Befehls geschickt werden
sollen. Das ist sehr wichtig. Auch bei Ausfilhrung von CLI-
Befehlen, die gar keine Ausgabe produzieren, muf ein Ausga-
bekanal angegeben werden, sonst gibt es einen Systemabsturz.
Falls Sie Textausgabe unterdriicken wollen, k&nnen Sie natir-
lich auch eine Datei mit dem Namen "NIL:" offnen und die
Ausgabe dorthin schicken.

4.7.2 Ausfiihrung von Stapeldateien

Nun wollen wir noch den Execute-Befehl des CLI nachprogram-
mieren. In der Kommandozeile wird der Name der auszufiihren-
den Datei iibergeben, die gedffnet wird. Das Handle der Datei
wird an Execute weitergereicht.

* Programm 4.8: Ausfiihrung von Stapeldateien

ExecBase = 4
OpenLib = -552
CloseLib = -414
Open = -30
Output = -60
Write = -48
Execute = -222
Close = -36
movem.l a0/d0,-(sp)
move.l ExecBase, a6 ; DOS-Lib 6ffnen
lea dosname,al
clr.l do
jsr OpenLib(a6)

move.l do0,a6

jsr Output(a6) ; Output-Handle holen
move.l do,d4

movem.l (sp)+,a0/do
move.l  #0,-1(a0,do) ; Return durch Nullbyte ersetzen

* Datei ©ffnen

Kommandozeile = Dateiname
Datei existiert (hoffentlich)
6ffnen

Fehler beim 6ffnen?

move.l  ao0,di
move.l  #1005,d2
jsr Open{ab)
tst.1 do
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bne mainl ; Wenn nein
lea textl,ad ; Fehler beim Dateizugriff
bsr print ; Ausgeben
bra ende
mainl: move.l do0,d5 ; Handle sichern

* Stapeldatei ausfiihren

clr.l d1 : Keine einzelne Befehlszeile
move.l  d5,d2 ; Input-File = getffnete Datei
move.l d4,d3 ; Output-File = Standard-Output
jsr Execute(aé6) ; Datei ausfiihren
move.l d5,dl ; Datei wieder schlieflen
jsr Close(a6) ; (nicht vergessen!)

ende: move.l aé6,al ; Lib schlieBen und Ende
move.l  ExecBase,aé6
jsr CloseLib(aé)
rts

print: movem.l d1-d3,-(sp) ; SUB Textausgabe fiir DOS-Write
move.l  a0,d2 ; *a0 < Zeiger auf Text (0-terminiert)
clr.1 ds3 ; d4 < Handle der Rusgabedatei

pril: addq $1,d3
tst.b (a0)+
bne prl
subg #1,d3

move.l d4,dl

jsr Write(aé6)
movem.1l (sp)+,d1-d3
rts

* Datenbereich

dosname: dc.b "dos.library",0
even
textl: dc.b "Fehler beim Dateizugriff!",10,0

Programm 4.8: Ausfiihrung von Stapeldateien

Die Verfahrensweise ist fast dieselbe wie beim letzten Pro-
gramm. Hier wird allerdings beim Execute-Aufruf der Zeiger
auf die einzelne Befehlszeile (dl) auf Null gesetzt und in
d2 das Handle, der zZuvor gebffneten Eingabedatei,
eingetragen. Ansonsten ist alles bekannt.
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4.8 Laden und Ausfiihren von Segmenten

Neben der Mdglichkeit, einen Befehl (also ein Programm) per
Execute auszuflihren, wobei die Steuerung an das CLI liberge-
ben wird, kann man die Ausfiihrung auch "selbst in die Hand
nehmen”. Es gibt eine DOS-Routine, die eine Programmdatei in
den Speicher 1idt, die ndtigen Anpassungen vornimmt
(Umrechnung der absoluten Adressen) und dem aufrufenden Pro-
gramm die Startadresse mitteilt.

Die AdreBumrechnung, die im Abschnitt {ber die PC-relative
Adressierung (2.4.9) schon einmal erwdhnt wurde, geschieht
anhand einer Tabelle, die im AnschluB an das eigentliche
Programm in der Datei steht. In dieser Tabelle sind alle
Stellen im Programm (relativ zum Programmanfang) ver-
zeichnet. Auf alle diese Adressen wird einfach die wirkliche
Startadresse des Programms im Speicher aufaddiert.

Damit eine Datei als ausfiihrbares Programm erkannt wird, muB
sie einige Bedingungen erfiillen. So miissen z.B. die AdreB-
Umrechnungstabelle und einige Verwaltungsdaten vorhanden
sein. Im Normalfall brauchen wir uns um die Einrichtung der
Tabelle und der sonstigen Daten nicht zu klmmern, das
iibernimmt der Assembler fiir uns. Den genauen Aufbau eines
ausfiihrbaren Programms werden wir in einem spdteren Kapitel
besprechen.

Die Programmlade-Routine des DOS heiflt LoadSeg:

LoadSegqg = -150 (DOS-Library)
*filename dl > 2eiger auf Namenstext des zu ladenden
Programmes
*segment do > BCPL-Zeiger auf erstes Segment oder 0
bei Fehler
Erkldrung Lidt ein Programm als Segment ein

Das 'Seg' steht flir Segment. Ein Programm kann aus mehreren
Teilen bestehen, die nicht unbedingt hintereinander im Spei-
cher stehen miissen. Diese Teile nennt man Segmente. Die La-
deroutine legt die Segmente entsprechend des verfiligbaren
Speicherplatzes ab. In d0 bekommen wir von LoadSeg einen
BCPL-Zeiger auf das erste Segment in der Programmdatei, wel-
ches auch immer als erstes gestartet wird. Da es sich um
einen BCPL-Zeiger handelt, miissen wir ihn mit 4 malnehmen,
um die wirkliche Speicheradresse zu erhalten. Das erste
Langwort jedes Segmentes ist wiederum ein BCPL-Zeiger auf
das jeweils ndchste Segment (im letzten Segment steht in
diesem Langwort eine 0), welchen wir {iberspringen miissen.
Die von LoadSeg gemeldete Zahl muB also mit 4 multipliziert,
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und auf diese Zahl mufB 4 aufaddiert werden. Die Adresse, die
wir dann bekommen, k&nnen wir per JSR anspringen. Allerdings
brauchen wir die, von LoadSeg gemeldete Zahl selbst spédter
auch noch, weshalb sie erhalten bleiben muf. Im Programm
sdhe das dann so aus:

move.l do,dl Die LoadSeg-Riickgabe wird noch

gebraucht
asl.l #2,d1 Zahl mal 4
addg #4,d1 Und plus 4

move.l dil,a0
jsr (a0)

In ein AdreBregister
Und anspringen

~e e we me we we

Zundchst miissen wir allerdings noch ein biBchen Vorarbeit
leisten. Man darf namlich erstens nicht davon ausgehen, daB
sich ein LoadSeg-Programm an die Routinenaufruf-Konventionen
h&lt und alle Register bis auf do, di1, a0 und al rettet. Vor
dem JSR-Aufruf miissen wir daher die Register selbst sichern,
am besten mit dem Befehl

movem.l do0-d7/a0-a6,-(sp)
Nach dem Aufruf holen wir sie mit
movem.l (sp)+,d0-d7/a0-a6

zurlick. Im Prinzip muB man natiirlich nicht alle Register
retten, sondern nur die, welche spdter noch bendtigt werden.
Aber da es vor allem bei l&ngeren Programmen immer schwerer
wird, den Uberblick iliber die bendtigten Registerinhalte zu
behalten, sichert man am besten alle (lieber ein Register
mehr retten als eins zu wenig).

Bei manchen Programmen besteht die Modglichkeit, diese
mehrfach hintereinander aufzurufen, ohne sie neu laden zu
miissen. Das funktioniert dann, wenn das Programm nicht
wdhrend des Ablaufs irgendwelche Werte (oder auch Befehle)
verdndert, die beim Start nicht wieder in ihre urspriingliche
Form =zuriickgebracht werden. Es gibt nur eine Mo&glichkeit,
herauszufinden, ob ein Programm mehrfach startbar ist: Sie
miissen es ausprobieren. Wenn es nicht geht, werden Sie es
sehr wahrscheinlich an einem Absturz, zumindest aber an
einem fehlerhaften Programmablauf merken.

Die DOS-Routine, die ein Programm nach der Ausfiihrung wieder

aus dem Speicher entfernt (sprich den belegten Speicher
freigibt), heift UnLoadSeg:
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UnLoadSeg = -156 (DOS-Library)
*segment dl < BCPL-Zeiger auf Start des freizugebenden
Segments
error d0 > 0 = Fehler aufgetreten
Erklarung Gibt sSpeicher von geladenen Segmenten
frei

In dl1 ist hier exakt der Wert einzutragen, den uns LoadSeg
gemeldet hat, ohne irgendwelche Umrechnungen. Der Aufruf von
UnLoadSeg ist wichtig, da erst dann der, vom Programm be-
nutzte Speicherplatz wieder freigegeben wird.

Das folgende Programm ladt ein Programm, dessen Name in der
Kommandozeile steht, per LoadSeqg ein, fiihrt es aus und ruft
dann UnLoadSeg auf.

* Programm 4.9: Laden und Ausfiihren eines Programms als Segment

ExecBase = 4
OpenLib = -552
CloseLib = -414
LoadSegq = -150
UnLoadSeg = -156
movem.l a0/do0,-(sp)
move.l  ExecBase,ab ; DOS-Lib offnen
lea dosname,al
clr.l do
jsr OpenLib(a6)
move.l do,aé
movem.l (sp)+,a0/do ; Kommandozeile zuriick und AbschluB-
move.b  40,-1(a0,do) ; Return durch Nullbyte ersetzen

* Programm per LoadSeg einladen

move.l ao0,dl Name des Programmes

jsr LoadSeg(a6) ; LoadSeg aufrufen
tst.1 do ; Fehler beim Laden?
beq ende ; Wenn ja, zum Ende

* Einsprungadresse berechnen

move.l do,dl
asl.l $2,d1
addg $4,d1
move.l di,a0

BCPL-Pointer nach di

dil mal 4

d1l plus 4

dl in ein AdreBregister
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* Programm aufrufen

movem.1l do-d7/a0-a6,-(sp) ; Alle Register sichern
jsr (a0) ; Programm aufrufen
movem.l (sp)+,d0-d7/a0-aé ; Register zuriick
move.l do,dl ; Von LoadSeg gemeldeter Wert
jsr UnLoadSeg(a6) ; Segment entfernen

ende: move.l a6,al ; Lib schlieBen und Ende
move.l  4,a6
jsr CloseLib(a6)
rts

* Datenbereich

dosname: dc.b "dos.library",0
even

Programm 4.9: Laden und Ausfiihren mit LoadSeg

Weitere Kommentare zu diesem Programm sind wohl nicht né&tig.

4.8.1 Multitasking-gerechtes Warten

Nun soll noch eine DOS-Routine vorgestellt werden, die the-
matisch recht gut zum Starten von Programmen pafit. Der Amiga
ist ja bekanntlich eine Multitasking-Maschine. Neben den
Programmen, die wir schreiben und ablaufen lassen, spielt
sich noch eine ganze Menge mehr ab. Steht man nun vor der
Aufgabe eine Verzdgerung in sein Programm einbauen zu
miissen, sollten man dazu nicht einfach eine "leere" Schleife
programmieren (wie das frilher in BASIC oft iiblich war), da
man damit den iibrigen Tasks im System wertvolle Rechenzeit
wegnehmen wiirde. Stattdessen benutzt man die DOS-Routine
Delay. Diese versetzt unser Programm in den "Wartezustand",
wodurch wir den Multitasking-Ablauf nicht mehr stdren. Nach
Ablauf einer festgelegten Zeitspanne wacht unser Programm
wieder auf und setzt seine Arbeit fort. Die Delay-Routine
sieht so aus:

Delay = -198 (DOS-Library)

timeout dl < Anzahl der Ticks (=1/50 Sekunde), die
gewartet werden soll

Erkldrung Versetzt den Task fiir 'ticks' 50stel Se-
kunden in den Wartezustand
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Was der Begriff "Wartezustand" systemtechnisch bedeutet,
wird im Exec-Kapitel gekldrt. Im Moment miissen wir nur wis-
sen, wie wir Verzbgerungen in unsere Programme einbauen,
ohne andere Tasks zu stéren.
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Nachdem wir die DOS-Library kennengelernt haben, wollen wir
uns nun die Intuition-Library genauer ansehen. Sie bildet
die Schnittstelle zwischen dem Anwender und dem Rechner. Mit
ihren Funktionen kann man leicht eine benutzerfreundliche
Oberfldache programmieren, die iiber Screens, Windows, Reque-
ster, Menilis und Gadgets verfiigt.

5.1 Windows

Anfangen wollen wir mit den Windows (Fenstern). Im vorange-
gangenen Kapitel haben wir uns schon mit ihnen beschéftigt
und sie wie Dateien mittels der Open-Anweisung der DOS-Li-
brary getffnet. Wenn wir die OpenWindow-Funktion der Intui-
tion-Library benutzen, miissen wir =zwar auf die einfache
Handhabung verzichten, dafiir kénnen wir aber auf das Ausse-
hen stdrker EinfluB nehmen.

OpenWindow = -204 (Intuition-Library)

*NewWindow a0 < Zeiger auf eine initialisierte NewWin-
dow-Struktur.

*Window do > Zeiger auf die, von Intuition angelegte
Window-Struktur des getffneten Fensters
oder eine Null, wenn das Fenster nicht
gebffnet werden konnte.

Erkldrung &ffnet ein Fenster, welches durch die
Eintrdge der angegebenen Window-Struktur
beschrieben ist. AuBerdem wird eine neue
struktur angelegt, mit der das Fenster
verwaltet wird.

Wie man sieht, bendtigt die OpenWindow-Funktion nur einen
Parameter. Dies ist ein Zeiger auf eine NewWindow-Struktur,
die von uns zuvor angelegt werden muB. Anhand der eingetra-
genen Werte wird dann das Fenster getffnet und eine neue
Struktur, die Window-Struktur, von Intuition aufgebaut. Auf
diese Struktur erhalten wir, nach Beendigung der Funktion,
einen Zeiger zurlick, mit dem wir unser Fenster ab jetzt an-
sprechen kdénnen.

Wenn wir schon ein Fenster Sffnen kénnen, ist es auch wich-
tig zu wissen, wie man es wieder schlieBt. Dazu gibt es die
Funktion CloseWindow. Sie bendtigt auch nur einen Parameter,
und zwar den Zeiger auf die Window-Struktur, den wir von
OpenWindow erhalten haben.
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CloseWindow = -72 (Intuition-Library)

*Window a0 < Zeiger auf die Window-Struktur, die man
von OpenWindow erhalten hat.

Erkldarung CloseWindow schlieBt das Fenster mit der
angegebenen Window-Struktur.

Damit wdren die wichtigsten Funktionen fiir Windows erklart.
Was uns nun noch fehlt ist die NewWindow-Struktur, die In-
tuition als Bauanleitung fiir unser Fenster dienen soll. Sie
setzt sich wie folgt zusammen:

NewWindow-Struktur:

00 dc.w nw_LeftEdge ; linke Ecke

02 dc.w nw_TopEdge ; obere Ecke

04 dc.w nw Width ; Breite

06 dc.w nw_Height ; Hohe

08 dc.b nw_DetailPenl ; Vordergrundfarbe

09 dc.b nw_BlockPen ; Hintergrundfarbe

10 dec.1 nw_IDCMPFlags ; IDCMP-Flags

14 dc.1l nw Flag ; Flags

18 dc.l  *nw_FirstGadget ; Zeiger auf erstes Gadget

22 dc.1l *nw_CheckMark ; Grafik fiir Meniihaken

26 dc.1 *ny_Title ; Name des Festers

30 de.1 *nw_Screen ; Zeiger auf Screen

34 dc.l1  *nw_BitMap ; Zeiger auf eigene BitMap

38 dc.w nw_MinWidth ; X-Minimum des Fensters

40 dc.w nw_MinHeight ; Y-Minimum des Fensters

42 dc.w nw_MaxWidth ; X-Maximum des Fensters

44 dc.w nw_MaxHeight ; Y-Maximum des Fensters

46 dc.w nw_Type ; Art des Screens, auf dem das
; Window erscheint

48 nw_SIZEOF

nw_LeftEdge, nw_TopEdge,nw Width, nw_Height
Positionierung und Gr&Benangabe des Fensters.

nw DetailPen, nw BlockPen
Farbtabellennummer des Vorder- (DetailPen) und Hintergrundes
(BlockPen).

nw_IDCMPFlags

Durch die Intuition Direct Communications Message Ports-
Flags wird Intuition mitgeteilt, welche Ereignisse, die un-
ser Fenster betreffen, an unser Programm (bzw. useren Mes-
sage-Port) weiterzuleiten sind. Auf die Méglichkeiten, die
uns damit zur Verfiigung stehen, gehen wir etwas sp&ter ein.
Die Flags haben folgende Bedeutung:

IDCMP-Flag Wert Bedeutung

SIZEVERIFY $00000001 GroBe des Fensters soll verdndert werden
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NEWSIZE
REFRESHWINDOW
ACTIVEWINDOW
INACTIVEWINDOW
GADGETDOWN
GADGETUP
CLOSEWINDOW
REQSET
REQCLEAR
REQVERIFY
MENUPICK
MENUVERIFY
MOUSEBUTTONS
MOUSEMOVE
DELTAMOVE
INTUITICKS
NEWPREFS
DISKINSERTED
DISKREMOVED
RAWKEY
VANILLAKEY
WBENCHMESSAGE
LONELYMESSAGE

ACTIVEWINDOW
INACTIVEWINDOW
GADGETDOWN
GADGETUP

CLOSEWINDOW

SIZEVERIFY

NEWSIZE
REFRESHWINDOW

REQSET
REQCLEAR

REQVERIFY

MENUPICK

l68

$00000002 GroBe des Fensters wurde verdndert
$00000004 Fenster wurde iiberlagert

$00040000 Fenster wurde aktiviert

$00080000 Fenster wurde deaktiviert
$00000020 GADGIMMADIATE-Gadget wurde gewdhlt
$00000040 RELVERIFY-Gadget wurde angewdhlt
$00000200 Close-Gadget wurde angewdhlt
$00000080 FErster Requester wurde gedffnet
$00001000 Letzter Requester wurde geschlossen
$00000800 Requester soll gedffnet werden
$00000100 Meniipunkt wurde gewdhlt

$00002000 Menii soll gezeigt werden

$00000008 Eine Maustaste wurde gedriickt
$00000010 Maus wurde bewegt

$00100000 Mausbewegung relativ

$00400000 Jede zehntel Sekunde ein Nachricht
$00004000 Preferences wurden gedndert
$00008000 Diskette wurde eingelegt

$00010000 Diskette wurde entnommen

$00000400 Tastatureingabe mit RAW-Codes
$00200000 Eingabe mit bearbeiteten KeyCodes
$00020000 Nachricht von der WBench

$80000000 Keine IDCMP-Nachricht

Fenster wurde aktiviert.
Fenster wurde deaktiviert.
Gadget des Typs GADGIMMEDIATE wurde

betdtigt.
Gadget des Typs RELVERIFY wurde
betdtigt.
CloseGadget des Fensters wurde

angewdhlt. Achtung: Das Fenster wird
nicht automatisch geschlossen!

Benutzer versucht, das Fenster in seiner
Ausdehnung Zu verdndern. (Um die
Verdnderung des Fensters 2zu gestatten,
muB die Nachricht bestdtigt werden. Erst
dann wird die GréBe gedndert!)

Die GrdBe des Fensters wurde gedndert.
Bei Uberlagerungen durch andere Fenster
kann es ©passieren, daB3 der Inhalt
unseres Fensters verlorengeht. Durch
REFRESHWINDOW erfahren wir, wann ein
Teil des Fensters verdeckt wurde und
kénnen dann den Inhalt wiederherstellen.
Der erste Requester des Fensters wurde
erstellt.

Der letzte Requester des Fensters wurde
geschlossen.

Intuition meldet, daB ein Requester
ge6ffnet werden soll. Nach Bestdtigung
des Empfangs wird er erstellt.

Ein Meniipunkt ist ausgewdhlt worden.
Dabei kann es auch sein, daB die rechte
Maustaste (RMT) nur kurz gedrickt und
wieder 1losgelassen  wurde. Bei der
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MENUVERIFY -

MOUSEBUTTONS

MOUSEMOVE
DELTAMOVE

INTUITICKS

NEWPREFS
DISKINSERTED
DISKREMOVED
RAWKEY

VANILLAKEY

WBENCHMESSAGE
LONELYMESSAGE

nw Flags

Menllabfrage werden wir dieses Problem
l6sen.

Intuition wartet auf Bestdtigung der
Meldung, um die Menilis wieder neu zu
zeichnen.

Linke oder rechte Maustaste ist gedriickt
worden. Sollte die linke Maustaste iiber
der HITBOX eines Gadgets gedriickt worden
sein, erhalten wir keine Nachricht.
AuBerdem bekommen wir filir die rechte
Maustaste nur eine Meldung, wenn das
Flag RMBTRAP des Eintrags nw_Flag
gesetzt ist!

Mausbewegung wird gemeldet (Relativ zur
linken oberen Fensterecke)

Mausbewegung wird gemeldet (Relativ zur
letzten Position der Maus)

Eine zehntel Sekunde ist abgelaufen. Da
nach einiger Zeit die Liste der
eingegangenen Nachrichten mit
INTUITICKS-Nachrichten tiberlaufen wire,
sendet Intuition nur eine weitere
Meldung, wenn die vorangegangene mittels
ReplyMsg quittiert wurde.

Die Preferences-Werte wurden gedndert.
Diskette wurde eingelegt.

Diskette wurde entnommen.

Eine Taste wurde gedriickt. Man erh&lt in
der Message-Struktur den RAW-Code, also
den unbehandelten Tastencode, zuriick.
Eine Taste wurde gedriickt. Man erh&dlt,
im Unterschied 2zu RAWKEY, den mit der
Tastaturtabelle behandelten Wert zuriick.

WorkBench-Message wurde empfangen.
Keine Intuition-Message angekommen.

Der Wert Flags enth#lt die Einstellung, die das Aussehen des
Fensters festlegen. Folgende Flags sind definiert:

Windowflag Wert Bedeutung

SIZEBRIGHT $00000010 Size-Gadget im rechten Rand
SIZEBOTTOM $00000020 Size-Gadget im unteren Rand
WINDOWSIZING $00000001 Gadget fiir GroBeneinstellung
WINDOWDRAG $00000002 Fenster kann verschoben werden
WINDOWDEPTH $00000004 DEPTH-Gadget wird eingebunden
WINDOWCLOSE $00000008 Close-Gadget wird eingebunden
BACKDROP $00000100 Fenster direkt auf Screen legen
GIMMEZEROZERO $00000400 Getrennte Verwaltung Inhalt & Rand
BORDERLESS $00000800 Fenster ohne Rénder darstellen
ACTIVATE $00001000 Fenster wird beim Offnen aktiv
REPORTMOUSE §00000200 Mauskoordinaten werden gemeldet
RMBTRAP $00010000 RightMouseButtonTRAP (kein Menii)
NOCAREREFRESH $00020000 Keine Meldung wenn Fenster beschadigt
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SIMPLE_REFRESH
SMART REFRESH
SUPER_BITMAP
SIZEBRIGHT
SIZEBOTTOM

WINDOWSIZING
WINDOWDRAG
WINDOWDEPTH
WINDOWCLOSE

BACKDROP

GIMMEZEROZERO

BORDERLESS
ACTIVATE

REPORTMOUSE

RMBTRAP

NOCAREREFRESH

SIMPLE REFRESH
SMART REFRESH

SUPER_BITMAP

*nw_FirstGadget

$00000040 Fensterinhalt wird nicht erneuert
$00000000 verdeckte Bereiche sichern
$00000080 Restauration aus eigener BitMap méglich

Das Size-Gadget soll im rechten Rand
eingerichtet werden.

Das Size-Gadget soll im unteren Rand
eingerichtet werden.

Das Size-Gadget wird in die Window-
Struktur eingebunden, damit das Fenster
vom Benutzer beliebig in seiner Groéfie
verdndert werden kann.

Das Fenster kann mit Hilfe der Maus an
seiner Titelzeile auf dem Screen
verschoaben werden.

Depth-Gadgets einbinden. Sie dienen
dazu, das Fenster in den Vorder- oder
Hintergrund zu bringen.

Das Close-Gadget wird in die Titelzeile
des Windows eingebunden.

Das Fenster wird direkt auf dem Screen
dargestellt. Es ist das unterste Fenster
und kann nicht nach vorne geholt werden.
System-Gadgets sind nicht erlaubt.

Der Rand und der Inhalt des Fensters
werden getrennt voneinander verwaltet.
Das Fenster wird ohne Rahmen gezeichnet.
Das Fenster wird direkt, nachdem es
gedffnet wurde, aktiviert.

Die Position der Maus wird durchgehend
gemeldet.

Das RightMouseButton-TRAP-Flag
verhindert, daB die Menilizeile bei Druck
auf die rechte Maustaste erscheint.

Es wird keine Meldung bei zerstortem
Fensterinhalt gesendet.

Die Erneuerung des Fensters wird nicht
von Intuition iibernommen. Diese Aufgabe
muf3 vom Programm erledigt werden.
Verdeckte Bereiche des Fensters werden
zur spdteren Wiederherstellung des
Inhalts gespeichert.

Der gesamte Inhalt des Fensters wird in
einer BitMap gespeichert, die bei
Ulberlagerungsschdden zur Regenerierung
des Fensters genutzt werden.

Zeiger auf die Struktur des ersten Gadget, welches eingebun-

den werden soll

soll).

*nw_CheckMark

170

(Null, wenn kein Gadget eingebunden werden



Die Intuition-Library

Adresse der Grafikdaten, welche verwendet werden sollen, um
ein Meniipunkt als ausgewdhlt zu markieren (Null, wenn der
Standardhaken benutzt werden soll).

*nw Title

Zeiger auf eine Zeichenkette, die den Text der Titelzeile
des Fensters enthdlt. Der Text muB mit einem Null-Byte abge-
schlossen werden.

*nw Screen

Zeiger auf die Screen-Struktur, auf der das Fenster erstellt
werden soll. Soll das Fenster auf dem WorkBench-Screen
gebildet werden, setzt man eine Null ein.

*nw_BitMap

Adresse einer eigenen, schon initialisierten BitMap-Struk-
tur, die an Stelle der von Intuition erstellten, benutzt
werden soll. Soll keine eigene benutzt werden, setzt man
eine Null ein.

nw_MinwWidth, nw MinHeight, nw MaxWidth, nw MaxHeight
Minimale und maximale Breite und H6he, die das Fenster an-
nehmen kann.

nw_Type

Zuletzt bleibt nur noch der Eintrag Type, dessen Wert
angibt, ob das Fenster auf dem Workbench-Screen oder einem
eigenen (CUSTOMSCREEN) erscheinen soll.

WBENCHSCREEN
CUSTOMSCREEN

1
15

Jetzt haben wir alle wichtigen Schritte kennengelernt, die
zum Offnen eines Fensters ndtig sind. Deshalb wollen wir
nicht 1l&nger z6gern und unser erstes eigenes Intuition-
Window basteln.

* Programm 5.1: Offnen und Schliefen eines Windows

ExecBase = 4
CloseLib = -414
0ldopenLib = -408
OpenWindow = -204
CloseWindow = -72
Start:

move.l  ExecBase, a6 ; ExecBase nach a6

!
lea IntName,al ; Zeiger auf Intui-Namen
jsr 0ldopenLib(aé) ; Library 6ffnen
move.l d0,IntBase ; Basisadresse speichern
beq IntError ; Fehler aufgetreten ?
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move.l

lea
jsr

move.l

beq

WaitLMT:
btst
bne

move.l
move.l
jsr

WinError:
move.]
move.l
jsr

IntError:
rts

IntBase, a6 ; BasisAdresse laden
WindowArgs,a0 ; Windowdef. in a0 iibergeben
OpenWwindow(a6) ; Fenster offnen

do,WindowHD ; Zeiger auf Window speichern
WinError ; Fehler aufgetreten ?
#6,5bfe001 ; linke Maustaste gedriickt ?
WaitLMT ; nein, dann warten

IntBase, a6 ;

WindowHD, a0 ; Zeiger auf das Fenster
CloseWindow(a6) ; libergeben und schlieBen
ExecBase,ab ;

IntBase,al ; Intuition-Library schliefen
CloseLib(a6) ;

* Datenbereich

IntBase:
WindowHD:

IntName:

WinName:

WindowArgs:

ScreenHD:

dc.1l
dc.1

dc.b
even

dc.b
even

dc.w
dc.
de.
dc.
dc.
dc.
dc.
dc.
dc.
dc
de.
dc.
dc.

EEE NN — T

; ReTurn from Subroutine

0 ; Speicher fiir Int-Base
0 ; Speicher WindowPointer

"iptuition.library",0
; Name der Library, die ged6ffnet werden soll
; PC auf geraden Wert bringen

"LMT driicken, um Programm zu beenden!",0

Die NewWindow-Struktur

I
90,10 ; Position des Fensters
460,200 ; Breite und Hche
1,3 ; Farbe Hintergrund/Vordergrund
$600 ; IDCMP-Flags
$1100F ; Window-Flags
0 ; Zeiger auf erstes Gadget
0 ; Zeiger auf CheckMark Grafik
WinName ; Zeiger auf Titelzeichenkette
0 ; Zeiger auf einen Screen
0 ; Zeiger auf eigenen BitMap
100,50 ; Minimalwerte der FenstergroBe
200,100 ; Maximalwerte der Fenstergrofe
1 ; Typ des Fensters

Programm 5.1:

Offnen und SchlieBen eines Windows

Wie man sieht, ist es gar nicht so schwer, ein eigenes Fen-
ster zu ®ffnen. Man muf3 zundchst die bendtigte Library o6ff-
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nen, den Zeiger auf die NewWindow-Struktur iibergeben und
mittels der Basisadresse der Library die OpenWindow-Funktion
anspringen. Damit es nicht sofort wieder geschlossen wird,
muB3 eine Verzdgerung eingebaut werden. Hierzu fragen wir
solange die 1linke Maustaste (LMT) ab, bis diese gedriickt
worden ist. Sie wird durch das sechste Bit der Adresse
SBFE001 reprédsentiert. Mit dem Befehl BTST (Bit TeST) konnen
wir den Zustand der Taste abfragen. Wurde die LMT bet&dtigt,
so wird in den n&chsten Zeilen erst das Fenster und dann die
Library geschlossen.

Die NewWindow-Struktur haben wir bereits kennengelernt um
ein Fenster zu 6ffnen. Doch die Window-Struktur, auf die uns
Intuition einen Zeiger zuriickgibt, haben wir bislang nicht
beachtet. Da diese aber ziemlich wichtige und informative
Eintrdge enthdlt, wollen wir sie schon an dieser Stelle
erldutern.
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Window-Struktur:

000 dc.l  *wd NextWindow ; Zeiger auf ndchstes Window
004 dc.w wd_LeftEdge ; linke Ecke

006 dc.w wd_TopEdge ; obere Ecke

008 dc.w wd Width ; Breite

010  dc.w  wd _Height ; Hohe

012 dc.w wd MouseY ; Y-Mauskoordinate

014 dc.w wd_ MouseX ; X-Mauskoordinate

016  dc.w  wd MinWidth ; minimale Breite

018 dc.w wd MinHeight ; minimale Hohe

020 dc.w wd:Maxwidth ; maximale Breite

022 dc.w wd_MaxHeight ; maximale Hohe

024 de.1 wd Flags ; Window-Flags

028 dc.1 *wd MenuStrip ; Zeiger auf Menii-Struktur
032 dc.b  *wd Title ; Zeiger auf Titelzeile

036 de.1l *wd_FirstRequester ; Zeiger auf ersten Requester
040 dc.1 *wd DMRequest ; Zeiger auf Double-Menu-Req.
044 dc.w wd_ReqCount ; Zahler der Requester

046 dc.1 *wd:WScreen ; Zeiger auf Screen

050 dc.1 *wd RPort ; Zeiger auf RastPort

054 dc.b wd BorderLeft ;

055 dc.b wd_BorderTop ;

056 dc.b wd BorderRight ;

057 dc.b wd BorderBottom ;

058 dc.l  *wd BorderRPort ; Zeiger auf Border RastPort
062 dc.l  *wd FirstGadget ; Zeiger auf erstes Gadget
066 dc.1 *wd Parent ; vorhergehendes Fenster

070 de.l *wd Descendant ; nachfolgendes Fenster

074 dc.w  *wd Pointer ; Zeiger auf Mausdaten

078 dc.b wd:PtrHeight ; Hohe des Mauszeigers

079 dc.b wd_Ptrwidth ; Breite des Mauszeigers

080 dc.b wd XOffset ; X-Koordinate des HOTSPOT
081 dc.b wd:YOffset ; Y-Koordinate des HOTSPOT
082 dc.1 wd_IDCMPFlag ; IDCMP-Flags

086 dc.1 *wd UserPort ; Zeiger auf UserPort

090 dc.l  *wd WindowPort ; Zeiger auf WindowPort

094 dc.l  *wd_MessageKey ; Zeiger auf MessageKey

098 dc.b wd DetailPen ; Farbe flir Vordergrund

099  dc.b  wd BlockPen ; Farbe fiir Hintergrund

100 dc.1  *wd_CheckMark ; Zeiger auf Grafikdaten

104 dc.b  *wd_ScreenTitle ; Zeiger auf Screentitel

108 dc.w wd_GZZMouseX ; Mauskoordinaten fiir G2Z
110 dc.w wd_GZZMouseY ;

112 dc.w wd_GZZWidth ;

114 dc.w wd GZZHeight ;

116 dc.b *wd:ExtData ; Zeiger auf externe Daten
120 dc.b  *wd UserData ; Zeiger auf eigene Daten
124 dc.1  *wd WLayer ; Zeiger auf Window-Layer
128 dc.1  *wd_IFont ; Zeiger auf TextFontStruktur
132 wd_SIZEOF

*wd NextWindow

Zeiger auf das nd#chste Fenster, welches im Screen verwaltet

wird.
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wd LeftEdge, wd TopEdge, wd Width, wd_Height
Position und GrbBe des Fensters. (Identisch mit NewWindow-
Eintrag)

wd MouseY, wd MouseX
Mauskoordlnaten bezogen auf die linke obere Ecke des Fen-
sters.

wd MinWidth, wd MinHeight, wd MaxwWidth, wd | MaxHeight
Minimale und "maximale Breite und HBhe des Fensters.
(Identisch mit NewWindow-Eintrag)

wd_Flags
Flags fiir das Aussehen des Fensters (Identisch mit NewWin-
dow-Eintrag).

*wd MenuStrip .
Zeiger auf Meni-Struktur des Fensters (Siehe Abschnitt
Menilis) .

*wd_Title )
Zeiger auf Titel des Fensters (Identisch mit NewWindow-Ein-
trag).

*wd_ FirstRequester
Zeiger auf ersten Requester dieses Fensters (Siehe Abschnitt
Requester).

*wd_DMRequest
Zeiger auf eine Double-Menu-Reguest-Struktur (Siehe BAb-
schnitt Requester).

wd ReqCount
Anzahl der Requester, die schon getffnet wurden.

*wd WScreen
Zeiger auf Struktur des Screens, zu dem das Fenster gehdrt.

*wd_RPort
Zeiger auf Struktur des zum Fenster gehdrigen RastPorts. Er
ist nétig, um z.B. Grafiken und Text auszugeben.

wd_BorderLeft, wd BorderTop, wd | BorderRight, wd BorderBottom
Breltenangaben des Fensterrandes.

*wd_BorderRPort
Zeiger auf RastPort-Struktur fir Border (GZZ-Windows).

*wd_FirstGadget
Zeiger auf erste Gadget-Struktur, die in das Fenster einge-
bunden werden soll (Identisch mit NewWindow-Eintrag).

*wd Parent, *wd Descendant

Zeiger auf die Struktur des vorhergehenden bzw. nachfolgen-
den Fensters.
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*wd_Pointer
Adresse der Grafikdaten fiir den Mauszeiger. Jedes Fenster
kann die Form des Mauszeigers speziell definieren.

wd PtrHeight, wd PtrwWidth

Breite und H6he des Maus-Sprites. Dabei ist zu beachten, daB
die Sprites eine limitierte Breite haben (1 Word = 16 Bit
(Punkte) ).

wd_XOffset, wd YOffset

Position des HOTSPOT relativ zur oberen linken Ecke der Gra-
fikdaten. Als HOTSPOT bezeichnet man einen Punkt der Maus-
zeigerdaten, der als ausldsender Punkt angesehen wird.

wd_IDCMPFlag
Intuition Direct Communications Message Ports -~ Flags.
(Identisch mit NewWindow-Eintrag).

*wd_UserPort
Zeiger auf MessagePort-Struktur flir Datenaustausch.

*wd_WindowPort
Zeiger auf MessagePort-Struktur fiir Datenaustausch.

*wd MessageKey
Zeiger auf MessagePort-Struktur fiir Datenaustausch.

wd_DetailPen, wd BlockPen
Farbtabellennummer des Vorder- (DetailPen) und Hintergrund
(BlockPen). (Identisch mit NewWindow-Eintrdgen).

*wd_CheckMark

Zeiger auf Grafikdaten fiir den Menii-Haken. Der Menii—-Haken
wird Dbenttigt, um einen Menlipunkt als ausgewdhlt =zu
kennzeichnen (Identisch mit NewWindow-Eintrag).

*wd_ScreenTitle
Zeiger auf Zeichenkette des Screentitels.

wd_GZZMouseX, wd_GZZMouseY
Koordinatenangabe des Mauszeigers im Fenster abziliglich des
bei einem GZZ-Window eingebundenen Randes.

wd_GZZWidth, wd GZzZHeight
Breiten- und H6henangabe bei GIMMEZEROZERO-Windows.

*wd_ExtData
Zeiger auf externe Daten.

*wd UserData
Zeiger auf Daten, die vom Benutzer definiert, benutzt und
eingebunden werden kénnen (Identisch mit NewWindow-Eintrag).

*wd WLayer

Addresse der Layer-Struktur, die fiir das Fenster verantwort-
lich ist.
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*wd_IFont
Zeiger auf die TextFont-Struktur des Fonts, der fiir die Aus-
gabe in das Fenster benutzt werden soll.

Sicherlich sind die vielen Eintrdge an dieser Stelle sehr
verwirrend. Doch werden sie nach und nach in diesem Kapitel
erklart.

5.1.1 Nachrichten empfangen

Das letzte Programm ist im Bezug auf die Mausabfrage sehr
einfach. Nun wollen wir etwas tiefer einsteigen und die Mel-
dungen, die unser Programm empfdngt, auswerten. Hier kommen
auch wieder die IDCMP-Flags ins Gesprdch. Sie geben an, wel-
che Ereignisse, die unser Fenster betreffen, von Intuition
an uns weitergeleitet werden sollen.

Man muB sich das wie folgt vorstellen: Nachdem wir unser
Fenster erfolgreich gedffnet haben, bewegt der Benutzer den
Mauszeiger auf das Close-Gadget des Windows und driickt die
linke Maustaste.

Das hat das System natiirlich mitbekommen und schickt eine
Nachricht an den MessagePort, eine Art Briefkasten (wird
gleich noch erkldrt), des betreffenden Fensters. In dieser
Nachricht (IntuiMessage-Struktur) sind einige wichtige In-
formationen enthalten, so z.B. den Eintrag namens "Class",
in dem das IDCMP-Flag gesetzt worden ist, welches die
Meldung ausgeldst hat.

Von unserem Programm aus gesehen, spielt sich die Sache et-
was anders ab. Wenn wir das Fenster getffnet haben, brauchen
wir nur noch auf eine Meldung von Intuition zu warten. Haben
wir iber den MessagePort unseres Fensters eine Meldung er-
halten, ko6nnen wir nun die IntuiMessage-Struktur auswerten.
Danach miissen wir die Nachricht noch best&dtigen, damit In-
tuition weiB, das alles glatt gelaufen ist.

Die besagte IntuiMessage-Struktur, dessen Eintrdge man ken-
nen sollte, hat folgendes Aussehen:

IntuiMessage-Struktur:

00 dc.1l *1n Succ ;

04 de.1l *1n Pred ;

08 dc.b 1In Type ;1 Node

09 dc.b In Pri ;

10 dc.1 *1n_Name H Message-Struktur
14 de.l *mn_ReplyPort ;

18 dc.w mn_Length ;

20 dec.1 im Class ; IDCMP-Flag der Nachricht
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24 dc.w im Code ; Nachrichten-abh&ngige Daten
26 dc.w im Qualifier H

28 dec.l im IAddress ; Zeiger auf den Ausloser

32 dc.w im MouseX ; Mauskoordinate (X)

34 dc.w im MouseY ; Mauskoordinate (Y)

36 de.1l im_Seconds ; Sekunden

40 dc.l im Micros ; Mikros

44 dc.l  *im IDCMPWindow ; Zeiger auf Fenster

48 dc.l  *im SpeciallLink ; Systemspezifisch

52 im SIZEOF

1n Succ bis mn Length
Diese ersten sieben Elntrage sind fir das System relevant.
Auf ihre Bedeutung wird im Kapitel Exec ndher eingegangen.

im Class
Wie schon erwdhnt enthdlt der Eintrag im Class das IDCMP-
Flag, welches das auslésende Ereignis angibt.

im Code

Der in Code {ibergebene Wert ist von der ausgeldsten Nach-
richt abhdngig. Die Bedeutung wird deshalb erst nachher be-
sprochen.

im Qualifier
Tastencode einer gedrilickten Qualifier-Taste.

im_IAddress

An dieser Stelle kann z.B. ein Zeiger stehen, der auf das
ausgewdhlte Gadget verweist. Dadurch kann man es an Hand
seiner ID-Nummer identifizieren.

im MouseX, im MouseY
Koordlnaten des Mauszeigers zur Zeit, als die Meldung ausge-
16st wurde.

im Seconds, im Micros
Zeitpunkt, an dem die Nachricht ausgel&st wurde. Die Werte
beziehen sich auf die System-Uhr.

*im IDCMPWindow
Zeiger auf das Fenster, auf das sich diese Meldung bezieht.

*im SpecialLink
Der Eintrag Speciallink ist nur fiir das System relevant.

Um nun eine Nachricht von unserem MessagePort 2zu holen,
miissen wir uns eine Funktion der Exec-Library "ausleihen".
Sie heiBt GetMsg und gibt uns nach ihrem Aufruf die Adresse
einer Nachrichten-Struktur zurilick oder eine Null.
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GetMsg = -372 (Exec-Library)
*Port a0 < Zeiger auf einen MessagePort.
Message do > Zeiger auf eine Message-Struktur oder,

wenn keine weitere Nachricht anliegt,
eine Null.

Erkldrung Mit Hilfe der Funktion GetMsg wird die
ndchste Meldung, die der angegebene Mes-
sagePort enthdlt, aus der Liste der
Nachrichten des Ports entfernt und der
Zeiger auf diese Struktur in do zuriick-
gegeben.

Wie man sieht, bendtigt die Funktion nur einen Parameter,
einen Zeiger auf einen MessagePort. Gliicklicherweise hat In-
tuition beim Offnen des Fensters eine solche Struktur schon
flir uns angelegt. Also brauchen wir uns darum nicht mehr zu
kiimmern. Den Zeiger k&nnen wir, wie der folgende Programm-
ausschnitt zeigt, aus der Window-Struktur unseres Fensters
leicht auslesen (er ist im Eintrag UserPort enthalten).

move.l  WindowHD,a0 ; Zeiger auf Window nach a0
move.l 86(a0),UPort ; UserPort Adresse auslesen
UPort: dc.1 0 ; Platz fiir den UserPort-Zeiger

Bild 5.1: Ermitteln der UserPort-Adresse eines Windows

Sollten wir mit GetMsg eine Nachricht empfangen haben, spei-
chern wir den Zeiger zundchst in einer Variablen. Wenn kein
Ereignis stattgefunden hat, erhalten wir keinen Zeiger, son-
dern eine Null zuriick. In diesem Fall wird nicht zu der Rou-
tine verzweigt, die fiir die Untersuchung der IntuiMessage-
Struktur verantwortlich ist.

Wir kénnten jetzt immer wieder mit der GetMsg-Funktion kon-
trollieren, ob eine Nachricht angekommen ist oder nicht.
Diese Moglichkeit ist jedoch nicht besonders professionell
und braucht zudem auch viel Rechenzeit. Eine bessere L&sung
bietet eine weitere Exec-Funktion mit dem Namen WaitPort.
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WaitPort = -384 (Exec-Library)
*Port a0 < Zeiger auf eine Port-Struktur.
Message d0 > Zeiger auf die Message-Struktur, die

empfangen worden ist.

Erklarung Durch die Funktion WaitPort wird das
Programm solange unterbrochen, bis es
eine Nachricht von Intuition geschickt
bekommt. Die Adresse der IntuiMessage-
Struktur erhdlt man zwar =zurilick, doch
muB man sie durch die GetMsg-Funktion
aus der Liste nehmen.

WaitPort schickt das Programm solange "schlafen", bis Intui-
tion eine Nachricht an den angegebenen MessagePort sendet.
Dann erst wird das Programm fortgesetzt. Auf den genauen
Ablauf der WaitPort-Funktion gehen wir im Exec-Kapitel n&her
ein.

Falls ein Ereignis stattgefunden hat, erhalten wir einen
Zeiger auf eine Nachrichten-Struktur in d0. Da aber WaitPort
die Nachricht nicht aus der Liste der Nachrichten auskop-
pelt, miissen wir dazu die GetMsg-Funktion verwenden, damit
die Nachricht nicht zweimal behandelt wird.

Der vollstdndige Teil fiir die Abfrage des Ports sieht dann
wie folgt aus.

GetMsg = -372
WaitPort = -384
MessageLoop:
move.l  ExecBase,ab
move.l  UPort,al ; ndchste Meldung des UPorts
jsr GetMsg(a6) ; abholen.
move.l  d0,Message ; Zeiger zwischenspeichern
bne MessageBranch ; Wurde wirklich ein Wert <>o0
; gespeichert ?
move.l  UPort,al ; Nein, dann warten bis
jsr WaitPort(a6) ; unser UserPort eine
bra MessageLoop ; Nachricht erhdlt
Message: dc.1 0 ; Platz filir den Zeiger auf eine

; IntuiMessage-Struktur

Bild 5.2: Abfrage eines Window-MessagePorts
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Nachdem wir besprochen haben, wie eine Nachricht empfangen
wird, untersuchen wir jetzt deren Auswertung. Dazu haben wir
folgende Unterroutine angelegt.

ReplyMsg = -378

MessageBranch:
move.l  Message,a0 ; Zeiger auf IntuiMessage
move.l  20(a0),Class ; IDCMP-Kennung auslesen
move.l  Message,al ; Meldung bestédtigen
jsr ReplyMsg(a6)

cmp. 1 #$200,Class ; Close-Gadget betdtigt ?

beqg Exit ; Ja dann Programm beenden
bra MessageLoop ; Neuer Versuch
Class: dec.1 0 ; Variable fiir das IDCMP-Flag der

; Nachricht

Bild 5.3: Auswertung einer Message

Zundchst lesen wir aus der IntuiMessage-Struktur den Eintrag
im_Class aus, der das IDCMP-Flag enthdlt, welches die Nach-
richt ausgeldst hat, und speichern es in der Variablen
Class. Danach miissen wir die Nachricht bestdtigen. Dazu
schicken wir die IntuiMessage-Struktur an den angegebenen
ReplyPort zuriick. Hierzu gibt es natiirlich auch eine Funk-
tion in der der Exec-Library.

ReplyMsg = -378 (Exec-Library)

*Message al < Zeiger auf Message-Struktur, die bestd-
tigt werden soll.

Erkldrung ReplyMsg sendet die angegebene Nachrich-
ten-Struktur an den ReplyPort, der in
der Message-Struktur eingetragen ist,
zuriick.

Nachdem wir die Formalit&ten erledigt haben, k&nnen wir nun
den Classwert untersuchen und entsprechend dem Ereignis rea-
gieren. Im Programm warten wir z.B. darauf, daB das Close-
Gadget des Fensters aktiviert worden ist. Erst dann wird das
Fenster und die Library geschlossen.
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Natiirlich ko6nnen auch andere IDCMP-Flags abgefragt werden.
Doch sollte man nie vergessen, die "Nachrichten-Sperre"
durch das Setzen des zugehbrigen Flags im IDCMPFlags-Eintrag
der NewWindow-Struktur aufzuheben. Sonst wartet man vergeb-
lich auf eine Nachricht!

Jetzt erwarten Sie sicher ein Demonstrationsprogramm. Aus
Platzgriinden haben wir es jedoch auf die Diskette verbannt.
AuBerdem sind die folgenden Programme nach dem gleichen
Schema aufgebaut.

Zum SchluB listen wir jetzt noch alle wichtigen Funktionen
zur Verwaltung der Fenster auf, die wir bis jetzt noch nicht
besprochen haben. Einige dieser Funktionen sind in dem De-
monstrations-Programm zu diesem Abschnitt aufgefiihrt.

ActivateWindow = —-450 (Intuition-Library)

*Window a0 < Zeiger auf das Window, das aktiviert
werden soll.

Erkl&rung Das angegebene Fenster wird aktiviert.
Dies kann auch schon durch das ACTIVATE-
Flag beim Offnen des Fensters erreicht

werden.
BeginRefresh = -354 (Intuition-Library)
*Window a0 < Zeiger auf eine Window-Struktur.
Erkla&rung Meldet Intuition, daB der Fensterinhalt

vom Programm erneuert wird. Sinnvoll ist
diese Funktion in bezug auf das SIM-
PLE_REFRESH Flag, bei dem die Regenerie-
rung des Fensters selbstdndig vom Pro-
gramm i{ibernommen werden mufB (siehe auch

EndRefresh).
ClearPointer = -30 (Intuition-Library)
*Window a0 < Zeiger auf eine Window-Struktur
Erkldrung Mauszeiger des betreffenden Windows wird

geldscht (siehe auch SetPointer).
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EndRefresh

= -366 (Intuition-Library)

*Window ao0
Complete do

Erkldrung

Zeiger auf eine Window-Struktur

Nachdem die Funktion aufgerufen worden
ist, enthdlt die variable, deren Adresse
in do {iibergeben wurde, eine Null, wenn
das Fenster nicht vollst&ndig erneuert
wurde.

Teilt Intuition mit, daB der Refreshsta-
tus beendet ist (siehe auch BeginRe-
fresh).

ModifyIDCMP

= -150 (Intuition-Library)

*Window ao0
Flags do

Erklarung

Zeiger auf eine Window-Struktur
Neue IDCMPFlags, die eingesetzt werden
sollen.

Mit Hilfe dieser Funktion ist es mdg-
lich, die IDCMP-Flags des Fensters zu
verdndern (siehe auch ReportMouse).

MoveWindow

= -168 (Intuition-Library)

*Window ao
dx do

dy d1i

Erklarung

Zeiger auf eine Window-Struktur

X-Wert, um den das Fenster verschoben
werden soll. Es sind auch negative Werte
erlaubt.

Y-Wert, um den das Fenster verschoben
werden soll. Es sind auch negative Werte
erlaubt.

Das ausgewdhlte Fenster wird um die an-
gegebene Strecke in X- und in Y-Richtung
veschoben.

RefreshWindowFrame =

-456 (Intuition-Library)

*Window ao

Erkldrung

Zeiger auf eine Window-Struktur.

Der Rahmen des Fensters wird neu ge-
zeichnet.
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ReportMouse = -234 (Intuition-Library)
*Window a0 < Zeiger auf eine Window-Struktur
Boolean d0 < Null, wenn das REPORTMOUSE-Flag geldscht

werden soll; sonst wird es gesetzt.

Erklarung Schaltet das IDCMP-Flag REPORTMOUSE
nachtrdglich ein oder aus. Dieses Flag
bewirkt, daB die Mausposition dem Pro-
gramm laufend mitgeteilt wird (siehe
auch ModifyIDCMP).

SetPointer = -270 (Intuition-Library)
*Window a0 < Zeiger auf eine Window-Struktur.
*Pointer al < Zeiger auf die Sprite-Daten filir den

Mauszeiger.

Height do0 < Hohe des Mauszeigers.

Width dl < Breite des Mauszeigers.

HotX d2 < X-Koordinate des HOTSPOT.

HotY d3 <« Y-Koordinate des HOTSPOT.

Erklarung SetPointer setzt einen nur fiir dieses
Window =zustdndigen Mauszeiger (siehe
auch ClearPointer).

SetWindowTitles = —-276 (Intuition-Library)
*Window a0 < Zeiger auf eine Window-Struktur
*WinTitle al < Zeiger auf eine Zeichenkette fiir den

Fenstertitel

*ScrTitle a2 < Zeiger auf eine Zeichenkette fiir den
Screentitel

Erklarung Mit SetWindowTitles kann man den Titel
des Fensters sowie den Titel des
Screens, der abhdngig vom Fenster ange-
zeigt wird, setzen. Wird anstelle des
Zeigers auf die Zeichenkette eine 0 ein-
getragen, so wird der Titel gel&scht.
Der Wert -1 bewirkt, daB der alte Titel
beibehalten wird.

SizeWindow = -288 (Intuition-Library)
*Window a0 < Zeiger auf eine Window-Struktur
dx d0 < Relativer Wert, bezogen auf die derzei-
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verdndert werden soll. Es sind auch ne-
gative Werte erlaubt.

dy - dl < Relativer Wert, bezogen auf die derzei-
tige FenstergrfBe, um die die Hbhe ver-
dndert werden soll. Es sind auch nega-
tive Werte erlaubt.

Erklarung Die GréBe des Fensters kann durch diese
Funktion neu eingestellt werden. Dazu
missen 2zweli Werte angegeben werden,
welche die Verdnderung relativ =zur
derzeitigen GréBe darstellen (siehe auch
WindowLimits).

ViewPortAddress = -300 (Intuition-Library)

*Window a0 < Zeiger auf eine Window-Struktur

ViewPort d0 > Adresse der ViewPort-Struktur des Fen-
sters.

Erklarung Durch die Funktion ViewPortAddress wird
die Adresse der ViewPort-Struktur ermit-
telt, die fiir das Fenster verantwortlich
ist.

WindowLimits = -318 (Intuition-Library)

*Window a0 < Zeiger auf eine Window-Struktur

WMin do0 < Wert fiir die minimale Breite

HMin dl < Wert fiir die minimale HGhe

WMax d2 < Wert flir die maximale Breite

HMax d3 < Wert fiir die maximale Hohe

Success d0 > Wenn die derzeitige GréSe auferhalb der
Limitierung liegt, erh&lt man, nachdem
man die Funktion aufgerufen hat, eine
Null zurick.

Erklarung Die Limitierung der Ausdehnung des Fen-
sters wird neu gesetzt. Der zurilickgege-
bene Wert informiert, ob sich die GroéBe
des Fenster in den angegebenen Grenzen
befindet (siehe auch Sizewindow).

WindowToBack = -306 (Intuition-Library)

*Window a0 < Zeiger auf eine Window-Struktur.
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Exrklarung Das angegebene Fenster wird in den Hin-
tergrund gesetzt (siehe auch Win-
dowToFront) .

WindowToFront = -312 (Intuition-Library)
*Window a0 < Zeiger auf eine Window-Struktur
Erkld@rung Das angegebene Fenster wird in den Vor-

dergrund geholt (siehe auch WindowTo-
Back).

5.2 Screens

Nun zu den Screens. Sie sind eine Art virtueller Bildschirm,
auf dem beliebig viele Windows getffnet werden konnen. Die
Screens, die scheinbar aufeinander liegen, k&nnen jede Gra-
fikaufldsung, die der Amiga zur Verfiigung stellt, annehmen.
Die Anzahl ist dabei lediglich durch die GréSie des Chip-Ram-
Speichers begrenzt.

Wie schon bei den Windows, gibt es auch bei den Screens eine
Struktur, worin die Definitionen eingetragen werden miissen.
SinngemdB heiBt sie hier NewScreen-Struktur.

NewScreen-Struktur:

00 dc.w ns LeftEdge ; X-Koordinate des Screens
02 dc.w ns TopEdge ; Y-Koordinate des Screens
04 dc.w ns_Width ; Breite

06 dc.w ns_Height ; Hohe

08 dc.w ns_Depth ; Anzahl BitPlanes

10 dc.b ns DetailPen ; Farben fiir den Vordergrund
11 dc.b ns_BlockPen ; und den Hintergrund

12 dc.w ns_ViewModes ; Aufldsung

14 dc.w ns_Type ; Screen-Typ

16 dec.1 *ns Font ; TextAttr-Struktur

20 dc.1  *ns_DefaultTitle ; Zeiger auf Titelzeile

24 de.1 *ns_Gadgets ; Custom-Gadgets

28 dc.1  *ns_CustomBitMap ; eigene BitMap-Struktur
32 ns_SIZEOF

ns_LeftEdge, ns_TopEdge, ns Width, ns_Height
Position und GroBe des Screens.

ns_Depth
Anzahl der BitPlanes, die fiir den Screen verwendet werden
sollen. Dadurch ist auch die Anzahl der Farben festgelegt.

(Anzahl Farben) = 2(Anzahl BitPlanes)
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Bei zwei BitPlanes, kann man z.B. 22 = 4 Farben verwenden.

ns_DetailPen, ns_BlockPen

Farbtabellennummer der Vorder- und Hintergrundfarbe. Die
Farben, die zur Verfligung stehen, werden in einer Farbpa-
lette abgelegt, aus der man eine Farbe auswdhlen kann. Die
Einstellung ist abhingig von der in Depth angegebenen Tiefe.
So kénnen wir, bei vier Farben, maximal die Farbe 3 (es wird
von 0 bis 3 gez&dhlt) einstellen.

ns _ViewModes
Auflésung des Screens. Es gibt folgende Moglichkeiten:

View-Mode Wert Bedeutung

GENLOCK VIDEO $0002 Bindet eine externe Signalquelle ein

EXTRA_HKLFBRITE $0080 64-Farben Modus

DUALPF $0400 Dual-Playfield

Hold-And-Modify 50800 HAM-Modus (4096 Farben)

VP HIDE $2000 Kein Bild

SPRITES $4000 Screen mit Hardware-Sprites

HIRES $0004 Verdoppelt Auflésung in X-Richtung

LACE $8000 Verdoppelt Aufldsung in Y-Richtung

GENLOCK VIDEO Es wird das Videosignal eines Genlock
- Video 1Interfaces in den Hintergrund

eingebunden.
EXTRA HALFBRITE Dieser Modus erlaubt die Verarbeitung

von 6 BitMaps, also 64 Farben. Dabeil
sind nur die ersten 32 Farben frei
wdhlbar, die restlichen 32 entsprechen
den ersten mit halber Helligkeit.

DUALPF Dual-Playfield

Hold-And-Modify Dieser Modus, auch HAM-Modus denannt,
erlaubt die Darstellung von 4096 Farben
gleichzeitig! Hierzu muB ein Trick
angewendet werden, da die maximale
Anzahl der Bitplanes nur flir 26 = 64

Farben reichen wiirde. Der Trick besteht
darin, daB die Kombination aus den Bits
der 5. und 6. Plane die Verwendung der
1. bis 4. festlegt.

Kombination der Verhalten der Planes
5. und 6. BP 1 bis 4
00 (normal ) Wahl des Farbregisters
01 Rotwert des letzten gewdhlten Registers
10 Griinwert des letzten gewdhlten Registers
11 Blauwert des letzten gewdhlten Registers

Flir diesen Modus miissen mindestens 5
BitPlanes benutzt werden.

VP_HIDE Screen wird nicht dargestellt.

SPRITES Die Benutzung von Sprites wird erlaubt.
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HIRES

LACE

ns Type

Die Aufldsung in X-Richtung wird von 320
auf 640 Punkte verdoppelt.

Die Aufldsung in Y-Richtung wird von 256
auf 512 Punkte verdoppelt. Hierbei wird
das Bild nicht in einem Zuge aufgebaut,
sondern erst die geraden Zeilen und dann
die ungeraden. Dadurch verdoppelt sich
die Zeit des Bildaufbaus und es entsteht
bei Monitoren mit einer =2zu geringen
Wiederhol frequenz (z.B. 50Hz) das
beriichtigte Flackern des Bildes.

Typ des Screens, der erstellt werden soll.

Screentyp

Wert

Bedeutung

WBENCHSCREEN
CUSTOMSCREEN
CUSTOMBITMAP
SCREENBEHIND
SCREENQUIET
SHOWTITLE

BEEPING
WORKBENCHSCREEN
CUSTOMSCREEN

CUSTOMBITMAP

SCREENBEHIND

SCREENQUIET

SHOWTITLE

BEEPING
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$0001
$000F
$0040
$0080
$0100
$0010
$0020

Screen ist der WBench-Screen

Screen ist Custom-Screen

Keine BitMap erstellen

Screen im Hintergurnd 6ffnen
System-Gadgets/Titelzeile abschalten
Intuition-intern

Intuition-intern

Screen ist die WorkBench (nur von
Intuition benutzt)

Es wird ein eigener Screen
(CUSTOMSCREEN) erstellt.

Intuition soll keine BitMap fir unseren
Screen anlegen. Das kann wichtig sein,
wenn man eine eigene BitMap einbinden
will.

Normalerweise wird ein neuer Screen als
erster, also als sichtbarer Screen
erstellt. Dies kann man durch die
Einstellung SCREENBEHIND verhindern.
Dann wird der Screen nicht im
Vordergrund, sonder im Hintergrund
gebffnet.

SCREENQUIET unterdriickt das Zeichnen der
System-Gadgets und der Titelzeile des
Screens. Wenn jedoch die rechte
Maustaste gedriickt wird, erscheint das
Menli in der Titelzeile, wird aber nicht
wieder geldscht. Um diesen unschénen Ef-
fekt zu verhindern, kann man z.B. durch
die Einstellung RMBTRAP im Window-Flag-
Eintrag der NewWindow-Struktur das
Anwdhlen der Menlizeile verhindern.

Die letzten beiden Flags SHOWTITLE und
BEEPING werden von Intuition gesetzt
(Screen blinkt)
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ns TextAttr

Zelger auf eine TextAttr-Struktur, durch die der
Zeichensatz, mit dem auf den Screen geschrieben werden soll,
bestimmt wird. Soll der Standardzeichensatz verwendet
werden, muB der Zeiger mit Null initialisiert werden.

ns_DefaultTitle
Adresse einer Zeichenkette, die den DafaultTitle angibt.
Setzt man eine Null ein, wird kein Titel benutzt.

ns Gadgets

ACHTUNG: Dieser Eintrag wird (noch) nicht von Intuition un-
terstiitzt. Hier sollte immer eine Null eingetragen werden,
da man nie weiB, ob nicht in der n#chsten Kickstart-Version
diese Funktion beriicksichtigt ist.

ns CustomBitMap

Zeiger auf eine eigene initialisierte BitMap-Struktur, die
an Stelle der, von Intuition angelegten, verwendet werden
soll (siehe auch Eintrag Type (CUSTOMBITMAP)). Wenn man auf
eine eigene BitMap-Struktur verzichtet, so setzt man den
Eintrag auf Null und Intuition richtet selbstédndig eine
BitMap-Struktur ein.

Nachdem wir die NewScreen-Struktur besprochen haben, kommen
wir zu den Funktionen zum Offnen eines Screens.

OpenScreen = -198 (Intuition-Library)

*NewScreen a0 < Zeiger auf NewScreen-Struktur
Screen do > Zeiger auf Screen-Struktur

Erklé&rung Mit Hilfe der OpenScreen-Funktion kann
ein vordefinierter Screen getffnet wer-
den. AuBerdem legt Intuition, wie schon
bei den Windows, eine spezielle Screen-
Struktur an und gibt den Zeiger auf sie
zurilick.

Wie man sieht, erhalten wir einen Zeiger auf eine von Intui-
tion angelegte Struktur. Dieser Zeiger ist sehr wichtig, da
alle Screen-Funktionen auf ihn zuriickgreifen. So auch die
CloseScreen-Funktion, welche das SchlieBen des Screens fiir
uns erledigt.

CloseScreen = -72 (Intuition-Library)
*Screen a0 < Zeiger auf Screen-Struktur
Erkldrung Die Funktion CloseScreen schliet den

angegebenen Screen.
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Jetzt, nachdem wir alle wichtigen Funktionen kennengelernt
haben, wollen wir diese praktisch anwenden und einen Screen
und ein Window &ffnen.

* Programm 5.4: Screen und Window &ffnen

ExecBase = 4
0ldopenLib = -408
CloseLib = ~414
GetMsg = -372
ReplyMsg = -378
WaitPort = -384
OpenScreen = -198
CloseScreen = -66
OpenWindow = -204
CloseWindow = -72
Start:
move.l ExecBase, a6 ; Intuition-Lib 6ffnen
lea IntName,al
jsr 0ldopenLib(a6)
move.l do0,IntBase
beq IntError
move.l IntBase, a6 ; Screen 6ffnen
lea ScreenArgs,a0 ; NewScreen-Struktur
jsr OpenScreen(ab)
move.l  dO,ScreenHD ; Zeiger auf Screen in
beq ScrError ; die NewWindow-Struktur
; eintragen
lea WindowArgs,al
jsr OpenWindow(a6) ; Fenster offnen
move.l  dO,WindowHD
beq WinError
move.l  WindowHD,a0 ; UserPort aus der
move.l  86(a0),UPort ; Window-Struktur lesen
MessageLoop:

move.l  ExecBase,ab

move.l  UPort,al Meldung angekommen ?

jsr GetMsg(a6)
move.l  d0,Message
bne MessageBranch ; Ja, dann verarbeiten
move.l UPort,a0 ; Nein, dann warten
jsr WaitPort(a6)
bra MessageLoop

Exit:
move.l  IntBase,aéb ; Fentser schlieBen
move.l  WindowHD,a0
jsr CloseWindow(aé6)
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WinError:
move.l  ScreenHD,a0 ; Screen schlieBen
jsr CloseScreen(aé6)
ScrError:
move.l  ExecBase,a6 ; Library schlieBen
move.l IntBase,al
jsr CloseLib(aé6)
IntError:
rts ; Ende !
MessageBranch:

move.l  Message,a0
move.l  20{a0),Class

Class Eintrag der
IntuiMessage-Struktur

~e =

; speichern
move.l  Message,al ; Nachricht beantworten
jsr ReplyMsg(aé6)
cmp.1 #5200,Class ; CloseWindow betétigt ?
beg Exit ; Ja, dann Ende
bra MessageLoop ; ndachste Nachricht holen

* Datenbereich

Class: dc.1 0 ; IDCMP-Flag der Nachricht
Message: dc.1 0 ; Zeiger auf die IntuiMessage
UPort: dc.1 0 ; Zeiger auf den UserPortt
IntBase: dc.1 0 ; Basisadresse der IntuitionLib
WindowHD: de.1 0 ; Zeiger auf das Fenster
IntName: dc.b "intuition.library",0

even
WinName: dc.b "Close-Gadget beendet das Programm !",0

even
ScrName: de.b "CUSTOMSCREEN", 0

even
WindowArgs:

dc.w 90,10 ; Definitionen des Fensters

dc.w 460,200

dc.b 1,3

dc.1 $200 ; IDCMP-Flag

dc.1 $1100F

dc.1 0

de.1 0

dc.1 WinName ; Zeiger auf Fensternamen
ScreenHD: dc.1 0 ; <= Hier wird der Zeiger auf

de.1 0 ; den Screen eingetragen.

dc.w 100,50
dc.w 200,100
dc.w 15 ; <= CUSTOMSCREEN !!
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ScreenArgs: ; Definitionen des Screens
dc.w 0,0 7 X/Y
dc.w 640,256 ; Breite Hohe
dc.w 2 ; Tiefe
dc.b 2,1 ; Farben
dc.w $8000 ; Modus
dc.w 15 ; Screen-Typ
de.1 0 ; Zeichensatz
de.1 ScrName ; Titelzeile
dc.1 0 ; Gadgets
dc.1l 0 ; eigene BitMap

Programm 5.4: Screen und Window &ffnen

Das Listing diirfte eigentlich keine Schwierigkeiten machen,
da wir die Nachrichtenbehandlung schon besprochen haben. Nur
eine Passage k&nnte ihnen unbekannt vorkommen. Da Jja das
Fenster, welches wir Offnen wollen, auf unserem Screen er-
scheinen soll, missen wir dies Intuition auch mitteilen.
Dazu sind zwei Eintrdge in der NewWindow-Struktur zu &ndern.
Zundchst muB der letzte Eintrag (Type) der Window-Struktur
von 1 (= WBENCHSCREEN) auf 15 (= CUSTOMSCREEN) gedandert
werden. Als zweites miissen wir den Zeiger auf die Screen-
Struktur in die NewWindow-~Struktur an die Stelle
"#nw_Screen" eintragen. Da Intuition logischerweise diese
Struktur erst anlegt, wenn wir den Screen o6ffnen wollen,
miissen wir diesen Eintrag wdhrend des Ablaufes initialisie-
ren.

Wie gesagt erstellt Intuititon eine eigene Struktur, die zur
Verwaltung des Screens benutzt wird. Unsere Bauanleitung
(NewScreen-Struktur) wird dann nicht mehr benttigt. Der
Vollstdndigkeit wegen folgt nun die Screen-Struktur.

Screen-Struktur:

000 dc.l  *sc_NextScreen
004 dc.1 *sc FirstWindow

Zeiger auf ndchsten Screen
Zeiger auf erstes Window

vertikaler Rand
horizontaler Rand
vertikaler Rand (Menii)

031 dc.b sc_BarVBorder
032 dc.b sc_BarHBorder
033 dc.b sc_MenuVBorder

!
I
008 dc.w sc_LeftEdge ; linke Ecke
010 dc.w sc_TopEdge ; rechte Ecke
012 dc.w sc_Width ; Brelite
014 dc.w sc_Height ; Hohe
016 dc.w sc_MouseY ; Y-Mauskoordinaten
018 dc.w sc_MouseX ; X-Mauskoordinaten
020 de.w sc_Flags ; Screen-Flags
022 de.1  *sc_Title ; Zeiger auf Titelstring
026 dc.1  *sc DefaultTitle ; Default-Titelstring
030 dc.b sc_BarHeight ; Hohe der Titelleiste
!
r
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034 dc.b sc_MenuHBorder H
035 dc.b sc_WBorTop ;
036  dc.b sc_WBorLeft ;
037 dec.b sc_WBorRight ;
038 dc.b sc_WBorBottom H
039 dc.b sc_KludgeFilloo ;
040 dec.1  *sc_Font ;
044 ds.b sc ViewPort, 40 ;
084 ds.b sc_RastPort,100 ;
184 ds.b sc BitMap, 40 ;
224 ds.b sc_LayerInfo,92 ;
316 dc.l  *sc_FirstGadget ;
320 dc.b sc DetailPen ;
321 dc.b sc_BlockPen ;
322 dc.w sc_SaveColor0 ;
324 dc.l  *sc_BarLayer H
328 de.l *sc ExtData ;
332 dc.l  *sc_UserData ;
336 sc_SIZEOF

*sc_NextScreen
Zeiger auf den ndchsten Screen,

*sc FirstWindow

horizontaler Rand (Menii)

; Breite, Window-Rand oben

Window-Rand links
Window-Rand rechts
Window-Rand unten

Breite,
Breite,
Breite,
Fiillbyte
TextAttr-Struktur
ViewPort-Struktur
RastPort-Struktur
BitMap-Struktur
LayerInfo-Struktur

Zeiger auf erstes Gadget
Farbtab.nr. fiir Vordergrund
Farbtab.nr. fiir Hintergrund
BEEPING SaveMem

Zeiger auf Layer

Zeiger auf externe Daten
Zeiger flir UserDaten

der dargestellt werden soll.

Zeiger auf das erste Fenster, welches im Screen dargestellt

wird.

sc_LeftEdge, sc_TopEdge, sc_Width, sc Height

Position und GrdBe des Screens

Struktur).

sc_MouseY, sc MouseX

(iibernommen aus NewScreen-

Mauskoordlnaten relativ zur oberen linken Ecke des Screens.

sc_Flags

Angabe iiber das Aussehen des Screens

Screen-Struktur).

*sc Title

(libernommen aus New-

Zeiger auf Titelzeile fiir den Screen, die von einem Fenster
festgelegt worden ist ({ibernommen aus NewWindow-Struktur).

*sc_DefaultTitle

Zeiger auf Tltelzelle, die in der NewScreen-Struktur festge-

legt worden ist.

sc_BarHeight
H6he der Titelleiste.

sc_BarVBorder, sc BarHBorder

Breite des veritkalen und horizontalen Randes.

sc MeanBorder, sc_MenuHBorder

Horizontale und vertikale Randbreite der Meniis.
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sc_WBotTop, sc _WBorLeft, sc _WBorRight
Breite des oberen, des linken und des rechten Fensterrandes.

sc_KludgeFilloo
Der Eintrag sc_KludgeFill00 dient lediglich als Fiillbyte, um
den PC wieder auf Wortgrenze zu bringen.

*sc_Font
Zeiger auf eine TextAttr-Struktur, die den Zeichensatz fir
den Screen angibt.

sc ViewPort
An dieser Stelle ist eine komplette ViewPort-Struktur einge-
bunden, die Daten wie z.B. die Farbtabelle enthdlt.

sc_RastPort
Komplette RastPort-Struktur des Screens.

sc_BitMap
Komplette BitMap-Struktur des Screens.

sc_LayerInfo
Komplette Layer_ Info-Struktur des Screens.

*sc_FirstGadget
Zeiger auf erstes Screen-Gadget.

sc DetailPen, sc BlockPen
Farbtabellennummer des Vorder- (DetailPen) und des Hinter-
grundes (BlockPen) (iibernommen aus NewScreen-Struktur).

sc_SaveColoro

Speicher fir die Hintergrundfarbe des Screens
(Farbtabellennummer 0). Er wird beim SCREENBEEPING benutzt,
um die Farbe zu restaurieren.

*gsc_BarLayer
Zeiger auf die Layer-Struktur, in dem die Titelzeile abge-
legt ist.

*sc_ ExtData
Zeiger auf externe Daten fiir Screen.

*sc_UserData

Zeiger auf Daten, die vom Benutzer definiert, benutzt und
eingebunden werden koénnen (libernommen aus NewScreen-Struk-
tur).

Sicherlich scheinen die vielen Eintrdge undurchschaubar,
doch werden sie im Laufe der folgenden Kapitel immer klarer.
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Interessant zu wissen ist, daB die Screens untereinander
verkettet sind und jeder Screen auch eine Liste aller
Windows, die ihm "gehdren", besitzt (*sc_NextScreen,
*sc FirstWindow). So 1ist die Verwaltung fiir Intuition
einfacher und flexibler.

| WBench-Screen ]——> 1.Fenster|~—> 2.Fenster|—>- -
’ | L 1 _— -
| Custom Screen l——> 1.Fenster|—~> 2.Fenster|—>- -
‘ [ L L —_ -
[ Custom Screen |——> 1.Fenster|——>l2.Fenster|—>- -

Bild 5.4: Die Verkettung von Screens und Windows

Auch fiir die Screens gibt es spezielle Funktionen. Einige
ausgewdhlte sind wieder in dem Demonstrations-Programm zu
diesem Abschnitt aufgeflihrt. Die wichtigsten Funktionen sol-
len hier in alphabetischer Reihenfolge kurz erl&dutert wer-
den.

CloseWorkBench = -78 (Intuition-Library)
Success do > MiBerfolg = 0
Erklarung Durch CloseWorkbench wird versucht, den

Workbench-Screen zu schliefen. Dies kann
nur funktionieren, wenn sich keine Fen-
ster (oder nur Workbench-Diskverzeich-
nis-Fenster) darauf befinden. Der zu-
riickgelieferte Wert gibt AufschluB iiber
den Erfolg (0=MiBerfolg) (siehe auch

OpenWorkBench) .
DisplayBeep = -96 (Intuition-Library)
*Screen a0 < Zeiger auf eine Screen-Struktur.
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Erkl&rung Die Hintergrundfarbe des angegebenen
Screens wird kurzzeitig gedndert
(Aufblinken).

GetScreenData = -426 (Intuition-Library)

Buffer a0 < Zeiger auf einen Puffer.

*Screen al < Zeiger auf eine Screen-Struktur.

Size d0 < GréBe des angegebenen Puffers in Byte.

Type dl < Typ des Screens (CUSTOM- oder WBENCH-
SCREEN)

Success do0 > 1Ist ein Fehler aufgetreten, ist Success
mit Null initialisiert.

Erkl&rung Mit der Funktion GetScreenData werden
die Screen-Daten in den angegebenen Puf-
fer geschrieben.

MakeScreen = -376 (Intuition-Library)
*Screen a0 < Zeiger auf eine Screen-Struktur.
Erkl&rung Die Systemstrukturen zur Verwaltung der

Grafikhardware flir einen Screen werden
(neu) eingerichtet.

MoveScreen = -162 (Intuition-Library)
*Screen a0 < Zeiger auf eine Screen-Struktur.

dx do < Wert fiir horizontale Verschiebung des
Screens. Es sind auch negative Werte er-
laubt. ACHTUNG: Das horizontale Ver-
schieben eines Screens wird erst ab
Kickstart 2.0 unterstiitzt!

dy di <« Wert fir vertikale Verschiebung des
Screens. Es sind auch negative Werte er-
laubt.

Erkl&rung Die Funktion MoveScreen verschiebt den
Screen in die angegebene Richtung um
einen angegebenen Wert.

OpenWorkBench = -210 (Intuition-Library)

Screen do > Zeiger auf die Screen-Struktur der Work-
Bench. :

Erkldrung Es wird versucht, den Workbench-Screen
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Remakebisplay = -384 (Intuition-Library)

Erklarung MakeScreen-Aufruf fir alle Screens.

RethinkDisplay = -390 (Intuition-Library)

Erkldrung Durch RethinkDisplay werden alle Werte,
die filir die Screen-Darstellung durch die
Grafikhardware verantwortlich sind,
Uberpriift.

ScreenToBack = ~246 (Intuition-Library)

*Screen a0 < Zeiger auf eine Screen-Struktur.

Erkldrung Der angegebene Screen wird in den Hin-
tergrund gestellt (siehe auch Screen-
ToFront).

ScreenToFront = ~252 (Intuition-Library)

*Screen a0 < Zeiger auf eine Screen-Struktur.

Erkldrung Der angegebene Screen wird in den Vor-
dergrund geholt (siehe auch ScreenTo-
Back).

ShowTitle = ~282 (Intuition-Library)

*Screen a0 < Zeiger auf eine Screen-Struktur.

Show d0 < Durch Show wird angegeben, ob der Titel
gezeigt (<> 0) oder nicht gezeigt (= 0)
werden soll.

Erklarung Die Titelzeile eines Screens wird aus-
oder eingeschaltet.

WBenchToBack = -336 (Intuition-Library)

Erklarung Der Workbench-Screen wird hinter alle

anderen Screens plaziert (siehe auch
WBenchToFront).
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WBenchToFront = -342 (Intuition-Library)

Erklarung Der Workbench-Screen wird im Vordergrund
dargestellt (siehe auch WBenchToBack).

5.3 Die Grafikstrukturen

Bevor wir uns an die Gadgets wagen, sollten wir uns drei in-
teressante Strukturen ansehen: die IntuiText-, die Border-
und die Image-Struktur. Alle drei kénnen oder miissen in die
Gadget- bzw. Menii-Struktur eingebunden werden; man kann die
Strukturen jedoch auch getrennt benutzen. Sie dienen alle
dazu, etwas auszugeben, némlich einen Text, einen Rahmen
oder ein Bild.

5.3.1 IntuiText-Struktur

Den Anfang soll die IntuiText-Struktur machen. Sie enthdlt
neben dem Text selber noch weitere Informationen, wie z.B.
die Position und die Farbe des Textes. Natiirlich brauchen
wir, um einen IntuiText auszugeben, wieder eine Intuition-
Funktion. Ihr Name ist PrintIText und sie erwartet vier Pa-
rameter:

PrintIText = -216 (Intuition-Library)

*RPort a0 < Zeiger auf einen RastPort

*Text al < Zeiger auf eine IntuiText-Struktur

Leftoffset do0 < X-Koordinate relativ zur angegebenen X-
Koordinate.

TopOffset dl < Y-Koordinate relativ zur angegebenen Y-
Koordinate.

Erklarung Die Funktion PrintIText gibt den durch

eine IntuiText-Struktur angegebenen Text
auf dem angegebenen RastPort an der an-
gegebenen Position aus.

In al wird ein Zeiger auf eine IntuiText-Struktur, dessen
Text ausgegeben werden soll, geladen. Die Datenregister do
und d1 enthalten die Position des Textes und in a0 wird ein
Zeiger auf den RastPort, in dem der Text ausgegeben werden
soll, gelegt.

Nun, was ist ein solcher RastPort? Der RastPort ist eine
Struktur, die wichtige Daten iiber einen Bereich enth&lt, auf
den man grafisch zugreifen kann. Dazu gehbren Informationen
iiber den zu benutzenden Zeichensatz, den zuletzt gewdhlten
Zeichenmodus, die Farbe und vieles mehr. Dieser RastPort
wurde von Intuition erstellt, als es unser Fenster gedffnet
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hat. Der Zeiger auf diese wichtige Stuktur wurde in die Win-
dow-Struktur eingetragen, auf die wir mittels des zurlickge-
lieferten Pointers zugreifen kdnnen. Man liest den Wert Uber
einen Offset, den man der Window-Struktur entnehmen kann,
aus. Den Zeiger finden wir ab dem 50. Byte vom Strukturan-
fang:

move.l  WindowHD,a0 ; RastPort-Adresse auslesen
move.l  50(a0),RPort

Haben wir den Zeiger auf den RastPort unseres Fensters, kon~
nen wir uns den Funktionsaufruf der PrintIFunktion ansehen:

PrintIText = -216
move.l RPort,a0l ; Zeiger auf RastPort
lea IText0,al ; Zeiger auf IntuiText
move.l  #30,do ; Position
move.l  #42,dl
jsr PrintIText(a6) ; IntuiText ausgeben

Das einzige Element das uns noch fehlt, ist die IntuiText-
Struktur, ohne die wir keinen Text ausgeben konnen.

IntuiText-Struktur:

12 dc.l  *it IText
16 dc.l  *it NextIText
20 it _SIZEOF

Zeiger auf Zeichenkette
ndchste IntuiText-Struktur

00 dc.b it FrontPen ; Farben
01 dc.b it _BackPen ;
02 dc.b it DrawMode ; Zeichenmodus
03 dc.b it KludgeFillo0 ; Fiillbyte
04 dc.w it:LeftEdge ; relative X-Koordinate
06 dc.w it _TopEdge ; relative Y-Koordinate
08 dec.l *it ITextFont ; TextAttr-Struktur
1
1

it_FrontPen, it_BackPen
Farbtabellennummer der Vordergrund- und Hintergrundfarbe.

it DrawMode
Zeichenmodus, der =zur Ausgabe des Textes benutzt werden
soll. Hier kann man zwischen einigen Einstellungen wdhlen:

Modus Wert Bedeutung

dJAM1 0 Die Farbe wird fiir den Vordergrund
benutzt.

JAM2 1 Ein nicht gesetztes Bit in der

auszugebenen Grafik wird mit der
eingestellten Hintergrundfarbe gezeichnet.
COMPLEMENT 2 Die Grafik wir durch die XOR-Funktion
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eingetragen.
INVERSVID 4 Die Ausgabe wird invertiert

Natiirlich sind auch Kombinationen der Flags mdglich.

it _LeftEdge, it_TopEdge
Positionierung des Textes relativ zu den in den Datenregi-
stern angegebenen Koordinaten.

*it ITextFont
Zeiger auf den 2zu benutzenden Zeichensatz oder eine Null,
wenn der Standardzeichensatz benutzt werden soll.

*it IText

Zeiger auf die Zeichenkette, in welcher der Text steht, der
ausgegeben werden soll. Die Zeichenkette muf3 mit Null abge-
schlossen sein!

*it NextText

Adresse einer weiteren IntuiText-Struktur, die ausgegeben
werden soll. Durch diese Verkettung kann man mehrer Texte
mit einem Funktionsaufruf ausgeben lassen. Soll Kkein
weiterer Text ausgegeben werden, setzt man den Wert auf
Null.

Das war die IntuiText-Struktur. Das Demo-Programm fiir diese
Funktion sparen wir uns bis 2zur Image-Struktur auf. Dann
werden alle drei Grafikfunktionen in einem Programm demon-
striert.

IntuiTextLength = -330 (Intuition-Library)

*IText a0 < Zeiger auf die IntuiText-Struktur dessen
Lange errechnet werden soll.

Len do > Linge der Zeichenkette in Pixeln, die in
der angegebenen IntuiText-Struktur ent-
halten ist.

Erklarung Mit Hilfe dieser Funktion ist es mbg-

lich, die L&nge eines IntuiTextes be-
rechnen zu lassen. Die Ldnge ist abhé&n-
gig von dem ITextFont, der verwendet
wird.

5.3.2 Border-Struktur

Nun zur Border-Struktur! Ein Border ist eine Umrandung, die
aus einzelnen Linien besteht, die zwischen angegebenen Punk-
ten gezogen werden. Man benutzt sie z.B., um Gadgets und
Text zu umranden oder einfache Zeichnungen auf einem Rast-
Port auszugegeben. Auch hierzu stellt Intuition eine Funk-
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tion bereit, mit der man einen Rahmen, unabhdngig von Gad-
gets, zeichnen kann. Sie heiBt DrawBorder und bendtigt wie
die PrintIText-Funktion einen Zeiger auf den RastPort, auf
den gezeichnet werden soll, und natlirlich einen Zeiger auf
die Border-Struktur sowie die Koordinaten, an denen der Rah-
men gezeichnet werden soll.

DrawBorder = -108 (Intuition-Library)

*RPort a0 < Zeiger auf einen RastPort.

*Border al < Zeiger auf eine Border-Struktur.

LeftOffset d0 < X-Position relativ zur angegebenen X-Ko-
ordinate.

TopOffset dl < Y-Position relativ zur angegebenen Y-Ko-
ordinate.

Erklarung DrawBorder zeichnet den angegebenen Rah-

men auf dem {ibergebenen RastPort.

Der Aufruf im Programm sieht folgendermaBen aus:

DrawBorder = -108

move.l RPort,a0

lea Border,al ; Zeiger auf Border-Struktur
move.l  #20,d0 ; Position

move.l  #30,d1

jsr DrawBorder(a6) ; Border ausgeben

Bild 5.5: Zeichnen eines Borders

Jetzt, wo wir wissen, wie wir die DrawBorder-Funktion aufru-
fen koénnen, miissen wir uns den Aufbau der Border-Struktur
ansehen.

Border-Struktur:

00 dc.w bd LeftEdge ; X-Koordinate

02 dc.w bd_TopEdge ; Y-Koordinate

04 dc.b bd_FrontPen ; Vordergrund

05 dc.b bd_BackPen ; Hintergrund

06 dc.b bd DrawMode ; Zeichenmodus

07 dc.b bd_Count ; Bnzahl der XY-Paare

08 dc.l  *bd_XY ; Zeiger auf XY-Paare

12 dec.1 *bd_NextBorder ; Zelger auf nichsten Border
16 bd SIZEOF

bd LeftEdge, bd TopEdge
Position des Borders relativ zu den in den Datenregistern
libergebenen Koordinaten.
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bd FrontPen, bd_BackPen
Farbtabellennummer der Vorder- und Hintergrundfarbe.

bd DrawMode
Zeichenmodus, in dem der Border gezeichnet werden soll.

bd_Count
Anzahl der XY-Paare, die mit Linien verbunden werden sollen.

*bd XY
Zeiger auf ein Wort-Array mit den XY-Koordinaten der Border-
Punkte.

*bd_NextBorder
Adresse der nichsten Border-Struktur, die gezeichnet werden
soll.

Das Demonstrationsprogramm hierzu finden sie am Ende des
nachsten Kapitels.

5.3.3 Image-Struktur

Nachdem wir die IntuiText- und die Border-Strukturen bespro-
chen haben, fehlt nur noch die Image-Struktur, die eine Gra-
fikstruktur ist. Um ein solches Image (Bildnis) auszudruk-
ken, bendtigen wir die Funktion DrawlImage.

DrawImage = -114 (Intuition-Library)
*RPort a0 < Zeiger auf den RastPort.
*Image al < Zeiger auf die Image-Struktur.
LeftOoffset d0 < X-Koordinate.
TopOffset dl < Y-Koordinate.

Erkldrung DrawImage gibt die angegebenen Image-Da-
ten auf den angegebenen RastPort aus.

Die Parameter sind eigentlich die gleichen wie bei den vor-
angegangenen Funktionen. Der einzige Unterschied ist, daB in
al ein Zeiger auf eine Image-Struktur stehen muB. Auch der
Aufruf im Programm siebht &hnlich aus:

DrawlImage = -114
move.l RPort,al
lea Image,al ; Zeiger auf Image-Struktur
move.l  #230,d0 ; Position
move.l  #36,d1
jsr Drawlmage(aé) ; Image zeichnen

Bild 5.6: Zeichnen eines Image
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Wichtig ist noch zu wissen, aus welchen Eintr&dgen sich die
Image-Struktur zusammensetzt. Das wollen wir uns sofort
ansehen:

Image-Struktur:

00 dc.w ig LeftEdge 7 X-Koordinate

02 dc.w ig TopEdge ; Y-Koordinate

04 dc.w ig_width ; Breite des Images

06 dc.w ig Height ; Hohe des Images

08 dc.w ig_Depth ; Tiefe (Anzahl der BitMaps)
10 dc.1  *ig ImageData ; Zeiger auf ImageData

14 dc.b ig_PlanePick i PlanePick-Daten

15 dc.b ig PlaneOnoff ; PlaneOnOff-Daten

16 dc.l1  *ig NextImage ; Zeiger auf nichstes Image
20 ig SIZEOF

ig_LeftEdge, ig TopEdge
Position des Images relativ zu den angegebenen Koordinaten.

ig _Width, ig Height
Breite und HBhe der Grafikdaten.

ig Depth

Anzahl der BitPlanes, aus dem sich das Bild zusammensetzt.
Dadurch ist auch gleich die Anzahl der verwendeten Farben
festgelegt. (2Depth (Tiefe) = anzahl der Farben).

*ig ImageData
Zeiger auf die Grafikdaten. (Naheres dazu gleich).

ig PlanePick

Mit diesem 1 Byte groBen Wert kann man einstellen, welche
BitPlanes gezeichnet werden sollen. Dazu kann man mittels
der einzelnen Bits jede Plane an- und ausschalten.

00000000

| L— 1. pPlane
2. Plane
3.

Plane

Durch die jeweilige Selektion der BitPlanes kann man das
Bild in verschiedenen Formen darstellen.

ig_PlaneOnOff

Auch in diesem Eintrag kann man alle Planes einzeln an- und
ausschalten. Jede Plane, die auf diese Weise angeschaltet
ist, wird in der zugehdrigen Window-Plane auf eins gesetzt.
Die urspriinglichen Grafikdaten dieser Plane werden nicht be-
nutzt. Dadurch ist es méglich, die Grafik in einer anderen
Farbe darzustellen.

*ig NextImage

Zeiger auf die n#chste Image-Struktur, die gezeichnet werden
soll, oder eine Null.
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Das war die gesamte Image-Struktur. Nur einen Eintrag soll-
ten wir an dieser Stelle noch etwas genauer unter die Lupe
nehmen. Das ist der Zeiger auf die Daten der Grafik
(*ig ImageData). Um die Zusammensetzung der Daten zu verste-
hen, miissen wir etwas weiter ausholen und uns den Aufbau ei-
ner Computergrafik vor Augen filhren.

Eine Computergrafik ist eigentlich nichts anderes als eine
Anzahl von Punkten, die verschiedene Farben (oder Hellig-
keitswerte) haben und zusammengesetzt ein Bild ergeben. Si-
cherlich haben sie dies schon festgestellt, als sie den
Mauszeiger mit Preferences bearbeitet haben.

Da die Werte der Farben in einer Tabelle definiert worden
sind, braucht man nur die Farbtabellennummer fir einen Punkt
zu bestimmen. Diese Nummern werden in sogenannten BitPlanes
kodiert abgelegt. Wollen wir nun eine zweifarbige Grafik er-
zeugen, dann symbolisiert jedes Bit einer BitPlane einen
punkt. Man hat 2! = 2 Farben zur Verfiigung. Die gewdhlte
Farbe wird durch den Zustand des Bits festgelegt (0 = Farbe
0 oder 1 = Farbe 1). So entstehen zweifarbige Bilder.

Beispiel fiir eine Grafik mit zwei Farben:

dc.1l %10010001000100001000001110001000
dc.1l %10010010100100001000010001001000
dc.1l $11110100010100001000010001001000
dc.1 $10010111110100001000010001000000
dc.1l %$10010100010111101111001110001000

(Die Einsen sind fettgedruckt, damit die Grafik besser zu
erkennen ist.)

Mit zwei Farben ist alles noch ganz einfach. Will man jetzt
aber mehr Farben verwenden, muB man auch mehr BitPlanes
benutzen. Daraus ergibt sich, daB fiir einen Punkt jetzt
nicht mehr ein Bit sondern zwei oder mehr verantwortlich
sind.

Die Nummer der Farbe des ersten Punktes wird dann durch die
Kombination des ersten Bits der ersten BitPlane und des er-
sten Bits der zweiten Plane festgelegt. Sie werden quasi
iibereinander gelegt.

1.BP
[11000001000100001000001110001000 1.Langwort
2.BP 00| 2.Langwort
01010001000000001000001110001000]|00| 3.Langwort
00000010100000001000010001001000|00| 4.Langwort
00000100010000001000010001001000|00( 5.Langwort

00000111110000001000010001000000
00000100010000001111001110001000
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Die Bits der ersten vier Punkte zeigen jede mogliche Kombi-
nation. Also werden mit den ersten vier Punkten alle vier
Farben gezeigt.

Punkt 1.BitPlane 2. BitPlane
1 = 10 (Farbe)
2 = 11 (Farbe)
3 = 00 (Farbe)
4 = 01 (Farbe)

Jetzt wird auch klar, wie die Anzahl der Farben festgelegt
ist. weil 1§des Bit nur zwei Werte annehmen kann, ist die
Rechnung 2(Anzahl der BitPlanes) = (Anzahl der Farben) ver-
sténdlich. Jede Grafik, die auf dem Amiga zu sehen ist, ist
im Speicher in diese bindre Notierung zerlegt.

Nach diesem kleinen Exkurs in die Grafikwelt des Amiga kom-
men wir zuriick zu unserer Image-Struktur und den ImageDaten,
die wir noch benstigen.

Section "",Data C
ImageData:

dc.1 $11111111111111111111111111111111 ; Plane 1
dc.1 $10000000000000000000000000000000
dc.1 $10000000000000000000000000001000
de.l $10000000000000000000000000001000
dc.1 $10000000000000000000000000001000
dc.1 %$10000000001111111111110000001000
dc.l %10000000001111111111100000001000
dc.1 %$10000000001111111111100000001000
dc.1 $10000000001111111111100000001000
dc.1 %$10000000001111111111100000001000
de.1 %10000000001111111111100000001000
dc.1 $10000000001000000000000000001000
dc.1 $10000000000000000000000000001000
de.l $10000000000000000000000000001000
dc.1 %$10000000000000000000000000001000
de.l %¥10001111111111111111111111111000
dc.1 £10000000000000000000000000000000
dc.1 $10000000000000000000000000000000

dc.1 $00000000000000000000000000000000 ; Plane 2
de.1 $00000000000000000000000000000001
de.l %00011111111111111121111111111001
de.l $00010000000000000000000000000001
dc.1 %00010000000000000000000000000001
de.1l £00010000000000000000000000000001
de.1 %00010000000111111111110000000001
dc.1 $00010000000111111111110000000001
dc.l %00010000000111111111110000000001
dc.l $00010000000111111111110000000001
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dc.l $00010000000111111111110000000001
de.1l %$00010000000111111111110000000001
dc.1 $000100000011111111211110000000001
de.1l %$00010000000000000000000000000001
de.1l $00010000000000000000000000000001
dec.1 %$00010000000000000000000000000001
de.l %00000000000006000000000000000001
dc.l $01111111111111111111111111111111

Bild 5.7: Definition einer Image-Grafik

Abgesehen von dem recht einfallslosen Bild, ist Ihnen sicher
die Zeile "Section '',Data_C" aufgefallen. Dies ist eine vom
DevPac-Assembler benutzte Direktive. Sie bewirkt, daB die
Daten ab diesem Eintrag in das Chip-RAM geladen werden.
Diese Einstellung ist unbedingt notwendig, da es zwei unter-
schiedliche Bereiche des Speichers gibt: den Chip- und den
Fast-RAM-Bereich. Letzterer kann nur vom Prozessor benutzt
werden und ist daher schneller. Das Chip-RAM 1ist dagegen
sowohl vom Prozessor als auch von den Customchips nutzbar.
Diese Customchips sind Zusatzprozessoren, die unter anderem
auch fiir die Ausgabe der Grafik zust&ndig sind. Darum miissen
die Grafikdaten, die wir ausgeben wollen, unbedingt im Chip-
RAM stehen, da sonst die Customchips keinen Zugriff hatten.
Die Folge wdre Grafikmiill. Auch wenn man nur 512 KB (also
nur Chip-RAM) hat, sollte man diese Einstellung vornehmen,
um die Kompatibilit&t zu anderen Rechnern aufrechtzuhalten.

Sollte der Assembler diese oder eine &hnliche Einstellung
nicht unterstiitzen, dann benutzen sie einfach das Tool NO-
FASTMEM. Es schaltet den Fast-RAM-Bereich ab und zwingt den
Rechner, alle Daten ins Chip-RAM zu laden.

Man kann aber davon ausgehen, daB jeder gebr&uchliche As-
sembler eine solche Funktion anbietet. Der Seka-Assembler
z.B. stellt zu Beginn den Speicherbereich, den man benutzen
will, zur Auswahl.

AbschlieBend folgt nun das versprochene Demo-Programm.
Zundchst wird ein Fenster auf der Workbench gedffnet und die
Grafiken und Texte ausgegeben. Durch das Close-Gadget kann
man das Programm wie immer beenden.

* programm 5.9: Anwendung der Grafik-Strukturen

ExecBase = 4

0ldopenLib = -408
CloseLib = -414
GetMsg = -372
ReplyMsg = -378
WaitPort = -384
OpenWindow = -204
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CloseWindow
PrintIText
DrawBorder
DrawlImage

Start:

move.

lea
jsr

move.

beq

move.

lea
jsr

move.

beq

move.
move.
move.

move.

lea

move.
move.

jsr

move.

lea

move.
move.

jsr

move.

lea

move.
move.

jsr

MessageLoop:
move

move.

jsr

move.

bne

move.

jsr
bra

Exit:

move.
nove.

1A O ||

ExecBase, a6
IntName,al
0ldopenLib(aé6)
do, IntBase
IntError

IntBase,a6
WindowArgs,a0
OpenWindow(aé6)
do,WindowHD
WinError

WindowHD, a0
86(a0),UPort
50(a0),RPort

RPort,a0
IText0,al
#30,d0

#42,d1
PrintIText(a6)

RPort,a0
Border,al
#20,do

$30,d1
DrawBorder(a6)

RPort, a0
Image,al
$230,d0
$36,d1
DrawImage(a6)

ExecBase, a6

UPort,a0
GetMsg(a6)
d0,Message
MessageBranch

UPort,a0
WaitPort(as)
MessageLoop

IntBase, a6
WindowHD, a0

!

’

.
I

’

-

~e

Intuition-Library 6ffnen

Fenster 6ffnen

Zeiger auf User- und
RastPort speichern

Zeiger auf RastPort
Zeiger auf IntuiText
Position

IntuiText ausgeben

Zeiger auf Border-Struktur
Position

; Border ausgeben

Zeiger auf Image-Struktur
Position

Image zeichnen

Nachricht vom UPort holen

War was ?

Nein, dann warten

Window schlieBen
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jsr
WinError:

move.l

move.l

jsr
IntError:

rts

MessageBranch:
move.l
move.l

move.l
jsr

cmp. 1
beq

bra

* Datenbereich
Class:
Message:
UPort:

RPort:
IntBase:
WindowHD:

IntName:

WinName:

WindowArgs:

ScreenHD:

* IntuiText-St

IText0:

ITextData0:
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CloseWindow(aé)
ExecBase, a6 ; Intuition-Library schlieBen
IntBase,al
CloseLib(a6)

; Ende !
Message, a0 ; IDCMP-Flag aus Class
20(a0),Class ; Eintrag lesen
Message,al ; Nachricht bestdtigen
ReplyMsg(a6)
#$200,Class ; Close-Gadgets betdtigt ?

Exit ; Ja, dann zum Ende springen
MessageLoop
de.1l 0 ; Class Eintrag
dc.1 0 ; Zeiger auf IntuiMessage
dc.1 0 ; Zeiger auf UserPort
de.l 0 ; Zelger auf RastPort
de.l 0 ; Adresse der Intuition-Lib
dc.} 0 ; Zeiger auf Window-Struktur
dc.b "intuition.library",0
even
de.b "Close-Gadget beendet das Programm !",0
even

7

de.w 150,50,340,90

Definitionene des Fensters

dc.b 1,3

dc.l $200,51100F,0,0,WinName

de.1 0,0

de.w 100,50,200,100,1

ruktur

dc.b 1,3 ; Farben

dc.b 0 ; Zeichenmodus

even ; (Flillbyte)

dc.w 0,0 ; relative Position

de.l 0 ; Zeiger auf Fontsatz
dc.1l ITextData0 ; Zeiger auf Zeichenkette
de.l ITextl ; Zeiger auf ndchsten IntuiText
dc.b "Tolles Bild oder? =>",0
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ITextl:

ITextDatal:

* Border-Data

Border:

BorderData:

Bordero0:

BorderData0:

* Image-Data

Image:

ImageData:

even

~ dc.b

dc.b
even
dc.
dc.
dc.
dc.

—

dc.b
even

dc.
dc.
dc.
dc.
dc.

——TU €

dc.
de.
dc.
dc.
dc.

£ € £ £ =

dc.
dc.
dc.

U5

dc.w
dc.
dc.w

£

dc.
dc.
dc
dc.
dc.
dc.

o g =€

Section

dc.
dc.
dc.
dc.
dc.

=t =

2,3 ; Definitionen der zweiten
0 ; IntuiText-Struktur

-1,-1

0

ITextDatal

0

"Tolles Bild oder? =>",0

0,0 ; Positionierung

2,0 ; Farben

0,5 ; Zeichenm./Anzahl der XY-Paare

BorderData ; Zeiger auf XY-Paare

Border0 ; Zeiger auf ndchsten Rahmen
; Borderdaten

0,0 ; XY-Koordinaten der 5 Punkte

270,0

270,30

0,30

0,0

1,1 ; Definition der zweiten

1,0,0,3 ; Border-Struktur

BorderData0, 0

270,0

270,30

2,30

0,0 ; Position

32,20 ; Breite und HOhe der Daten

2 ; Tiefe

ImageData ; Zeiger auf Daten

$11,0 ; PlanePick/PlaneOnOff

0 ; Zeiger auf ndchstes Image

"",Data C ; Direktive um die Grafikdaten ins

CHIP-RAM zu legen

SFFFFFFFF,$80000000,580000008,$80000008 ; P11l

$80000008, 580000008, $803FFC08,$803FF808
$803FF808, $803FF808,$803FF808, $803FF808
$80200008,580000008,$80000008,580000008
$80000008, $8FFFFFF8, $80000000,$80000000
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de.l $00000000,$00000001,$1FFFFFF9,$10000001 ;P12
dc.1 $10000001,510000001,$10000001,$101FFCO1
dec.1 $101FFC01,5101FFC01,$101FFCO1,$101FFCO1
de.l $101FFC01,$103FFC01,510000001,$10000001
dc.1 $10000001,510000001,500000001, SFFFFFFFF

Programm 5.9: Anwendung der Grafik-Strukturen

5.4 Gadgets

Mit diesem reichhaltigen Wissen {iber die Grafik-Strukturen
kénnen wir uns an die Gadgets wagen. Sie bieten eine sehr
einfache aber komfortable Mdglichkeit der Kommunikation zwi-
schen dem Benutzer und dem Rechner. Ein Gadget
(Apparat/vVorrichtung) hat zahlreiche Erscheinungsformen und
Merkmale, die wie schon bei den Windows und Screens in einer
Struktur zusammengefaBt werden. Intuition stellt uns drei
unterschiedliche Typen zur Verfiigung:

Boolean-Gadgets Die Boolean-Gadgets kann man als
eine Art Schalter oder Taster be-
nutzen. Dabei muB der Benutzer mit
der Maus das Gadget anklicken.

string-/Integer-Gadgets Ein String-Gadget bietet die Modg-

lichkeit, an einer bestimmten
Stelle des Fensters einen Text ein-
zugeben. Integer-Gadgets gehdren

auch zur Art der String-Gadgets.
Sie dienen jedoch dazu, Zahlen ein-
zugeben.

Proportional-Gadgets Der dritte und letzte Typ der Gad-
gets heiBt Proportional-Gadget. Er
besteht aus einen Schieber, den man
in einem Rahmen beliebig positio-

nieren kann. Dadurch wird es
méglich, einen Wert einzustellen,
der proportional Zur

Schieberposition im Rahmen ist.

Anfangen wollen wir mit dem Boolean-Gadget. Es ist das ein-
fachste Gadget und soll uns dabei helfen, die Grundstruktur
der Gadgets kennenzulernen.

An dieser Stelle mochten wir darauf hinweisen, daB wir dar-
auf verzichten wollen, die umfangreichen Demonstrationspro-
gramme abzudrucken, da sie alle auf der beiliegenden Dis-
kette zu finden sind. '
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5.4.1 Boolean-Gadget

Ein Boolean-Gadget kann ein Schalter oder auch ein Taster
sein. Es ist wohl das am hdufigsten benutzte Gadget. Wie bei
fast allen Einrichtungen des Betriebssystems miissen wir na-
tiirlich auch fiir die Gadgets eine Struktur anlegen. Dabei
gibt es eine Grundstruktur, die von allen drei Gadgettypen
benutzt wird. Ihren Aufbau wollen wir jetzt untersuchen. Bei
den beiden iibrigen Gadgettypen werden wir auf diese Struktur
nicht mehr gesondert eingehen.

Gadget-Struktur:

00 dc.1 *gg NextGadget ; Zeiger auf ndchstes Gadget
04 de.w gg_LeftEdge ; X-Position

06 de.w gg_TopEdge ; Y-Position

08 dc.w gg_Width ; Breite des Gadgets

10 dc.w gg_ Height ; Hohe des Gadgets

12 dc.w gg Flags ; Gadget-Flags

14 dc.w gg Activation ; Activation-Flags

16 dc.w gg_GadgetType ; Gadgettyp

18 dc.l *gg GadgetRender ; "normale" Datenstruktur

22 dc.1  *gg SelectRender ; "aktivierte" Datenstruktur
26 de.1l *qg GadgetText ; Zeiger auf IntuiText

30 de.l gg_MutualExclude ; MutualExclude-Daten

34 de.l gg_Speciallnfo ; Speciallnfo

38 dc.w gg_GadgetID ; Gadgetidentifikationsnummer
40 dec.1 gg_User ; User-Daten

44 gg_SIZEOF

*gg_NextGadget

Zeiger auf das ndchste Gadget. Da die Gadgets in einer ein-
fachen Liste verwaltet werden, sind sie durch Zeiger ver-
knlipft. Hierzu dient das erste Langwort. Will man weitere
Gadgets einbinden, so setzt man hier die Adresse der n&ch-
sten Struktur ein. Das Listenende ist erreicht, wenn der
Zeiger mit Null initialisiert worden ist. Im Gegnsatz zu den
Screens und Windows, bei denen eine neue Struktur angelegt
wird, wird hier die vom Programmierer definierte Struktur
auch von Intuition benutzt. Deshalb sollte man die Eintrége
nicht willkiirlich iiberschreiben.

gg_LeftEdge, gg TopEdge, gg Width, gg Hight

Position und GroBe der Hit-Box. Das ist der Bereich, in dem
der Mauszeiger (bei gedriickter bzw. losgelassener linker
Maustaste) eine Meldung an unser Programm verursacht.

gg_Flags

Durch die Flags ergeben sich zahlreiche Einstellungsméglich-
keiten. Die einzelnen Flags haben dabei folgende Bedeutun-
gen:
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Gadget-Flag Wert Bedeutung

GADGHCOMP 50003 Hit-Box bei Aktivierung invertieren
GADGHBOX $0001 Hit-Box wird umrandet

GADGHIMAGE $0002 SelectRender-Grafik wird angezeigt
GADGHNONE $0003 keine Reaktion

GRELBOTTOM $0008 Y-Position relativ zum Boden
GRELRIGHT $0010 X-Position relativ zur rechten Seite
GRELWIDTH $0020 Breite proportional zum Fenster
GRELHEIGHT $0040 Hohe proportional zum Fenster
SELECTED $0080 Gadget aktiviert

GADGDISABLED $0100 Gadget nicht auswahlbar

GADGIMAGE $0004 GadgetRender und SelectRender sind

Zeiger auf Image-Strukturen

Die ersten vier Flags geben an, wie das Gadget reagieren
soll, wenn es aktiviert worden ist.

GADGHCOMP Inhalt der Hit-Box invertiert
darstellen.

GADGHBOX Das Gadget mit einem Rahmen umgeben.

GADGHIMAGE Anstelle der Grafik GadgetRender wird
die Grafik SelectRender gezeichnet.

GADGHNONE Keine Reaktion.

Die ndchsten Flags bestimmen, wie die Eintrdge LeftEdge, To-
pEdge, Width und Height interpretiert werden sollen. Dabei
kann man z.B. die GréBe eines Gadget abhdngig von der Fen-
stergrdBe machen.

GRELBOTTOM Der gg TopEdge-Eintrag wird als relative
Position zum unteren Rand des Fensters
gewertet.

GRELRIGHT Der gg LeftEdge-Eintrag bestimmt wird

als realtive Position zum rechten Rand
des Fensters gewertet.

GRELWIDTH Der Wert gg Width bestimmt den Abstand
des linken Gadgetrandes vom rechten
Windowrand. Dadurch paBt sich das Gadget
automatisch an jede GréBenverdnderung
des Fensters an.

GRELHEIGHT Der Wert gg Height bestimmt den Abstand
des unteren Gadgetrandes vom unteren
Windowrand. Dadurch paBt sich das Gadget
automatisch an jede GréBenverdnderung
des Fensters an.

Als letztes kommen nun die restlichen Flags:
SELECTED Das Gadget ist direkt aktiviert, wenn es

gezeichnet wird. Dieses Flag kann zu
Beginn gesetzt werden und spater nur

noch gelesen werden (siehe auch
ActivateGadget).

GADGDISABLED Das Gadget ist nicht w&dhlbar, die Hit-
Box wird mit einem Punktmuster
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GADGIMAGE

gg Activation

Die Activation-Flags bestimmen,
ist und was passieren soll.

Uberzogen. Dieses Flag kann auch nur am
Anfang gesetzt  werden (siehe auch
GadgetOn und GadgetOff).

Die Eintrédge GadgetRender und
SelectRender werden als Zeiger auf
Image-Strukturen (sonst Border-

Strukturen) interpretiert.

wann das Gadget aktiviert
Auch zu diesen Einstellungen

eine Tabelle, um die Mdglichkeiten, die Intuition zur Verfi-
gung stellt, kennenzulernen.

Activation-Flag Wert Bedeutung

TOGGLESELECT $0100 Schalter-Gadget statt Taster-Gadget

RELVERIFY $0001 Taste wurde iiber Gadget losgelassen

GADGIMMEDIATE $0002 Gadget wird direkt aktiviert

RIGHTBORDER $0010 Gadget in rechten Rand des Fensters

LEFTBORDER $0020 Gadget in linken Rand des Fensters

TOPBORDER $0040 Gadget in oberen Rand des Fensters

BOTTOMBORDER 50080 Gadget in unteren Rand des Fensters

STRINGCENTER $0200 Zeichenkette zentrieren

STRINGRIGHT $0400 Zeichenkette rechtsbiindig

LONGINT 50800 String-Gadget zu Integer-Gadget

ALTKEYMAP $1000 Tastaturtabelle auf Eingabe anwenden

BOOLEXTEND $2000 Zusatzstruktur fiir Boolean-Gadgets

ENDGADGET $0004 ENDGADGET des Requesters

FOLLOWMOUSE $0008 Mausposition wird gemeldet

TOGGLESELECT Das Gadget wird zu einem Schalter
umgewandelt wund dreht bei Selektion
seinen Zustand um.

RELVERIFY Gadget wird erst aktiviert, wenn der
linke Mausknopf auch iber dem Bereich
der Hit-Box wieder losgelassen wird.

GADGIMMEDIATE Das Gadget ist sofort aktiviert, wenn es
angeklickt wurde.

RIGHTBORDER Gadget in den rechten Rand des Fensters
einbinden.

LEFTBORDER Gadget in den linken Rand des Fensters
einbinden.

TOPBORDER Gadget in den oberen Rand des Fensters
einbinden.

BOTTOMBORDER Gadget in den unteren Rand des Fensters
einbinden

STRINGCENTER Bei einem String-Gadget wird der Text
zentriert dargestellt

STRINGRIGHT Text rechtsblindig im Kontainer des
String-Gadgets ausgeben (wird weder

STRINGCENTER noch STRINGRIGHT angedeben,
so wird der Text linksbiindig
ausgedeben).
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LONGINT

ALTKEYMAP

BOOLEXTEND

ENDGADGET

FOLLOWMOUSE

gg_GadgetType

Wandelt ein String-Gadget in ein
Integer-Gadget, welches nur die Eingabe
von Zahlen erlaubt.

Die Eingabe eines String- oder Integer-
Gadgets wird erst mit einer speziellen
Tastaturtabelle behandelt

Im Eintrag Speciallnfo wird ein Zeiger
auf eine BoolInfo-Struktur bendtigt.
Diese Struktur ist nicht unbedingt
notwendig !!!

Das Gadget ist als Requester-CLOSE-
Gadget ausgelegt, welches den Requester
bei Betdtigung schlieBt.

Solange dieses Gadget aktiviert ist,
wird dem Programm die Mausposition
stdndig gemeldet.

Der Gadgettyp wird mittels der folgenden Flags bestimmt:

Gadgettyp-Flag Wert Bedeutung

BOOLGADGET $0001 Boolean-Gadget

GADGET0002 $0002 (noch nicht benutzt)

PROPGADGET $0003 Proportional-Gadget

STRGADGET $0004 String-Gadget

SYSGADGET $8000 System-Gadgets

SCRGADGET $4000 Screen-Gadget

GZZGADGET $2000 Gadget fiir GZZ-Window

REQGADGET $1000 Requester-Gadget

SIZING $0010 Size-Gadget

WDRAGGING $0020 Gadget fiir Window Verschiebung

SDRAGGING $0030 Gadget fiir Screen Verschiebung

WDOWNBACK $0060 Gadget WindowToBack

SDOWNBACK $0070 Gadget ScreenToBack

WUPFRONT $0040 Gadget WindowToFront

SUPFRONT $0050 Gadget ScreenToFront

CLOSE $0080 Close-Gadget

BOOLGADGET Gadget soll vom Typ Boolean sein.

GADGET0002 (Noch unbenutzt)

PROPGADGET Gadget soll ein Proportional Gadget sein
(wird gleich noch erklart).

STRGADGET Gadget soll ein String- oder Integer-

Gadget sein (wird gleich noch erklért).

Nun folgen drei Flags, die bestimmen, wo das Gadget einge-
setzt werden soll.

SYSGADGET
SCRGADGET
GZZGADGET

REQGADGET
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Das Gadget ist ein System-Gadgets

Das Gadget ist ein SCRreenGADGET.

Das Gadget soll im Rand eines GIMMEZEROZERO-Win-
dows erscheinen.

Das Gadget erscheint in einem Requester
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Nun folgen Flags, welche hauptsdchlich fiir das System von
Bedeutung sind.

SIZING Size-Gadget fiir Windows
WDRAGGING Gadget fiir Verschiebung von Windows
SDRAGGING Gadget fiir Verschiebung von Screens
WUPFRONT Gadget WindowToFront

WDOWNBACK Gadget WindowToBack

SUPFRONT Gadget ScreenToFront

SDOWNBACK Gadget ScreenToBack

CLOSE Close-Gadget (Windows)

*gg GadgetRender

Zeiger auf eine Grafikstruktur. Der Typ der Grafikstruktur
kann im Eintrag Flags bestimmt werden. Zur Verfiligung stehen
die Image- und Border-Struktur.

*gg_SelectRender

Wie bei GadgetRender wird ein Zeiger auf eine Grafikstruktur
benttigt, die bei Aktivierung des Gadgets im Austausch mit
der alten Grafik gezeichnet werden soll.

*gg_GadgetText
Zeiger auf eine IntuiText-Struktur, die den Text des Gadgets
enthdlt oder Null, wenn auf einen Text verzichtet wird.

gg_MutualExclude

Die ndchste Funktion ware recht interessant, wiirde sie von
Intuition unterstiitzt werden. Es handlet sich hierbei um die
Exclude-Funktion, auf die wir an dieser Stelle nicht ndher
eingehen wollen, da sie fiir die Gadgets nicht implementiert
ist. Man sollte hier immer eine Null einsetzen!

gg Speciallnfo

Zelger auf eine SpeciallInfo-Struktur, die je nach Typ das
Gadgets besondere Informationen enthalten kann. Bei Boolean-
Gadgets kann man hier einen Zeiger auf eine BoolInfo-Struk-
tur einsetzen, dann muB3 jedoch das BOOLEXTEND-Flag des Acti-
vation Eintrags gesetzt sein. In unserem Beispiel lassen wir
die BoolInfo-Struktur weg.

gg GadgetID

Identifikationsnummer des Gadgets, die wir bei der Nachrich-
tenauswertung abfragen koénnen um die Meldung einem Gadget
zuzuordnen. Es ist natiirlich auch méglich, mehreren Gadgets
dieselbe Nummer zZuzuweisen. Dies kann bei einigen
Situationen recht praktisch sein.

gg UserData

Zelger auf eigene Daten, die vom Benutzer angelegt und ver-
waltet werden kdnnen.
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5.4.2 Integer- und String-Gadgets

Die Integer- bzw. String-Gadgets dienen dazu, Zahlen bzw.
Zeichenketten einzugeben. Da die Grundstruktur der Gadgets
identisch ist, kénnen wir durch einige wenige Ver&nderungen
der beschriebenen Struktur, aus dem Boolean-Gadget ein
String-Gadget machen. Zundchst &ndern wir den Typ des Gad-
gets. Wir setzen in diesen Eintrag eine 4 ein um den STRGAD-
GET-Typ einzustellen. Dann bendtigen wir einen Zeiger auf
eine String-Info-Struktur. Das wédre eigentlich schon alles.
Man kénnte allerdings noch die Gr&6Be und einige Flags nach
Belieben umstellen. Nun aber zur String-Info-Struktur. Sie
hat folgenden Aufbau:

stringInfo-Struktur:

00 dc.l  *si Buffer ; Zeiger auf Text-Puffer

04 dc.l  *si UndoBuffer ; Zeiger auf Undo-Puffer

08 dc.w si BufferPos ; Position im Puffer

10 dc.w si MaxChars ; maximale Anzahl Zeichen

12 dc.w si DispPos ; Pos. des ersten Zeichens

14 dec.w si”UndoPos ; Position im Undo-Puffer

16 dec.w si NumChars ; Anzahl Zeichen im Puffer

18 dc.w si DispCount ; Rusgabeposition

20 dc.w si CLeft ; relative X-Position zum Win
22 dc.w si_CTop ; relative Y-Position zum Win
24 dec.1 *si LayerPtr ; Zeiger auf Layer

28 dc.1 si_LongInt ; Zahlernwert der Eingabe

32 dc.l  *si AltKeyMap ; eigene Tastaturtabelle

36 Si_S IZEOF

*si Buffer

Zeiger auf einen Speicherbereich, in welchem die
eingegebenen Zeichen stehen. Der Speicher kann schon eine
Zeichenkette enthalten, die direkt angezeigt werden soll.

*si UndoBuffer

Jede Eingabe kann durch die Tastenkombination Amiga-Q riick-
gdngig gemacht werden. Hierzu muB die letzte Zeichenkette
zwischengespeichert werden. Die Adresse des Zwischenspei-
chers muB in dem Eintrag UndoBuffer eingesetzt werden.

si BufferPos
Cursorposition in der Zeichenkette.

si_MaxChars

Maximale Anzahl der Zeichen, die eingegeben werden ko&nnen.
Dieser Eintrag sollte mit der GrdBe des Speichers fiir die
Zeichenkette abgestimmt sein. Wurde die maximale Anzahl er-
reicht, so wird dies durch einen DisplayBeep angezeigt.

si_DispPos
DisplayPosition gibt die Position in der Zeichenkette, ab
welcher die Zeichen im Container (Eingabefeld) sichtbar sein
sollen, an.

si_UndoPos
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Position des Cursors im Undo-Puffer.

si_NumChars-
Anzahl der Zeichen, die sich im Puffer befinden.

si_DispCount
Maximale Anzahl der Zeichen die angezeigt werden kénnen.

Dem Eintrag DispCount folgen vier Parameter, deren Verwal-
tung von Intuition {ibernommen wird. Natiirlich kann man die
teilweise recht interessanten Werte auslesen. Deshalb sollen
sie erkl&rt werden.

si_CLeft, si_CTop )
Durch diese Werte ist die relative Position des Gadgets in
bezug auf die linke obere Fensterecke angegeben.

*si LayerPtr
Zeiger auf die Layer-Struktur.

si LongInt
Bel einem Integer-Gadget kann man an dieser Stelle den Wert
des eingegebenen ASCII-Strings auslesen.

*si AltKeyMap

Zeiger auf die Tastatur-Tabelle, die fiir die Eingabe benutzt
werden soll. Den Standardwert bekommen wir auch hier durch
eine Null.

Auf folgende Eingaben reagieren String-/Integer-Gadgets:
Return/Enter: Eingabe beenden

rechts/links: Cursor durch den Text bewegen
Shift rechts/links: Cursor an den Anfang/Ende setzen
Delete/Backspace: Zeichen 1&schen (aktuell/links)
rechte Amiga + X: ldscht bestehende Eingabe

rechte Amiga + Q: setzt den Inhalt des Undo-Buffers

5.4.3 Proportional-Gadget

Kommen wir nun zum letzten Gadget-Typ, dem Proportional-Gad-
get. Sicher kennen sie diesen Typ schon, ein Beispiel fir
die Anwendung eines solchen Typs ist die Einstellung der
Farben im Preferences-Programm. Dort kann man die Farbwerte
mittels eines solchen Schiebeschalters festlegen. Oder auch
in Dateiauswahl-Requestern ist diese Art oft anzutreffen.
Der besondere Witz dieses Gadgets liegt in der proportiona-
len GroBenverdnderung des Schiebers. So kann man z.B. ver-
folgen, daB bei einigen Filerequestern wdhrend des Ladevor-
gangs des Inhaltsverzeichnises die Schiebergréfe mit der An-
zahl der gelesenen Dateien abnimmt.
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Das Proportional-Gadget braucht eine gewdhnliche Gadget-
Struktur. Wie bei den String-Gadgets tragen wir den Typ des
Gadgets und einen Zeiger auf eine Special-Info-Struktur ein.
Betrachten wir uns nun die PropInfo-Struktur.

PropInfo-Struktur:

00 dc.w pi Flags Flags

02 dc.w pi HorizPot X-Position des Schalters
04 dc.w pi Vertpot Y-Position des Schalters
06 dc.w pi HorizBody X-GrofBe des Schalters

08 de.w pi VertBody
10 dc.w pi cwidth

Y-GroBe des Schalters
Breite des Gadgets

e e M we me me ws me me we we

12 dc.w pi_CHeight Hohe des Gadgets

14 dc.w pi_HPotRes Schrittweite in X~Richtung

16 dc.w pi_VPotRes Schrittweite in Y-Richtung

18 dc.w pi_LeftBorder Position des Rahmens (X)

20 dc.w pi_TopBorder Position des Rahmens (Y)

22 pi_SIZEOF

pi_Flags

Einstellungen, die das Gadget betreffen:

Prop-Flags Wert Bedeutung

FREEHORIZ $0002 horizontale Bewegungen erlauben
FREEVERT $0004 vertikale Bewegungen erlauben

AUTORNOB $0001 Schieber wird von Intuition erstellt
PROPBORDERLESS $0008 keinen Rahmen um das Gadget zeichnen
KNOBHIT $0100 Schieber ist betdtigt worden

FREEHORIZ Dieses Flag erlaubt die horizontale Bewegung.
FREEVERT Dieses Flag erlaubt die vertikale Bewegung.
AUTOKNOB Wenn kein eigener Schieber angegeben wird, kann

man mit dem Flag AUTORNOB Intuition veranlassen,
einen Schieber zu erstellen.

PROPBORDERLESS Soll das Proportional-Gadget ohne Rand darge-
stellt werden muB dieses Flag gesetzt werden.

KNOBHIT KNOBHIT ist ein Informations-Flag. Wurde der
Schieber mit dem Mauszeiger aktiviert, so ist es
gesetzt.

pi_HorizPot, pi VertPot

Die folgenden Eintrdge sind fiir die vertikale und horizon-
tale Position des Schiebers verantwortlich. Dabei gilt der
Wert o0 flir links bzw. oben und der Wert S$FFFF (-1) fiir
rechts bzw. unten.

pi_HorizBody, pi_VertBody

Die Eintrdge HorizBody und VertBody geben die SchrittgroBe
an, mit der sich der Schieber bewegen soll. Auch diese Ein-
stellung kann zwischen 0 und S$FFFF liegen. Wenn man z.B. 20
Schritte einstellen will, muB man den Wert S$FFFF/20 einset-
zen.
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Die folgenden sechs Werte werden von Intuition selbst ge-
setzt und kénnen wdrend des Programms abgefragt werden.

pi_CWidth, pi CHeight
Breite und Ho6he der Hit-Box.

pi_HPotRes, pi_VPotRes
Erhshung der vertikalen und horizontalen Werte.

pi_LeftBorder, pi_TopBorder
Position der Umrandung des Proportional-Gadgets.

Fiir diesen Gadget-Typ stellt uns Intuition zwei wichtige
Funktionen zur Verfiigung.

ModifyProp = -156 (Intuition-Library)
*Gadget a0 < Zeiger auf die PropGadget-Struktur, die
verandert werden soll
*Window al < Zeiger auf das Fenster, in dem das Gad-

get liegt oder Null
*Requester a2 < Zeiger auf den Requester, in dem das
Gadget liegt oder Null

Flags d0 < Neue Flags, die eingestellt werden sol-
len

HPot dl < horizontale Position des Schiebers

VPot d2 < vertikale Position des Schiebers

HBody d3 < Breite des Schiebers

VBody d4 < HBhe des Schiebers

Erklarung Durch ModifyProp kann man die Einstel-
lungen eines Prop-Gadgets nachtrdglich
dndern. Wurden die neuen Werte initiali-
siert, werden alle Gadgets ab dem ange-
gebenen PropGadget neu gezeichnet.

NewModifyProp = -468 (Intuition-Library)

*Gadget a0 < Zeiger auf die PropGadget-Struktur, die
verdndert werden soll.

*Window al < Zeiger auf das Fenster, in dem das Gad-

get liegt oder Null.
*Requester a2 < Zeiger auf den Requester, in dem das
Gadget liegt oder Null.

Flags d0 < Neue Flags, die eingestellt werden sol-
ien.

HPot dl < Horizontale Position des Schiebers.

VPot d2 < Vertikale Position des Schiebers.

HBody d3 < Breite des Schiebers.

VBody d4 < Hbhe des Schiebers.

Num d5 < BRAnzahl der weiteren Gadgets, die nach

dem angegebenen Prop-Gadget aufgefrischt
werden sollen.
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Erklarung Durch NewModifyProp kann man, wie schon
mit der Funktion ModifyProp, die Ein-
stellungen eines ProportionalGadget ver-
dndern. Der Unterschied beider Funktio-
nen liegt darin, daB man bei der NewMo-
difyProp-Funktion die Anzahl der Gad-
gets, die aufgefrischt werden sollen,
angeben kann.

5.4.4 Gadget-Abfrage

Nachdem wir die Unterschiede der Gadgets kennengelernt ha-
ben, sollten wir uns jetzt noch um ihre Abfrage kimmern.
Dazu konnen wir dieselbe Nachrichtenbehandlung, die bei den
Fenstern benutzt wird, verwenden. Bisher haben wir immer
darauf gewartet, daB das CloseGadget des Fensters betdtigt
worden ist. Nun miissen wir auch priifen, ob ein Gadget
aktiviert worden ist. Dazu dienen die beiden IDCMP-Flags
GADGETDOWN und GADGETUP. Ist nun ein Gadget aktiviert
worden, miissen wir auch die Identifikationsnummer des
Gadgets erhalten. Sie wird jedoch nicht in der IntuiMessage-
Struktur eingetragen. Anstelle dessen finden wir im Eintrag
IAddress einen Zeiger auf die Gadget-Struktur des Gadgets,
welches ausgel®st wurde. Nun kdnnen wir ganz einfach aus der
angegebenen Gadget-Struktur den ID-Eintrag auslesen.

MessageBranch:
move.l Message,al ; Class-Eintrag auslesen
move.l  20(ad),Class
move.l  28(ad),al
move.w  38(a0),GadID

IAddress nach a0
Gadget-Identifikationsnr.

~e we

move.l  Message,al ; Nachricht quittieren
jsr ReplyMsg(a6)

cmp. 1 #540,Class Gadget betatigt ?

beq GadgetBranch ; Ja, dann untersuchen
bra MessageLoop ; Wiederholen
GadgetBranch:

Cmp.w #1,GadID
beq Exit

Gadget mit der ID-Nummer 1,
dann Programm beenden

~e we

bra MessageLoop ; Neue Nachricht holen

220



Die Intuition-Library

Class: dc.1l 0 ; IDCMP-Flag der Nachricht
GadID: de.l 0 ; Gadget-Identifikationsnummer

Bild 5.8: Abfrage von Gadgets

Haben wir nun die Gadgetnummer isoliert, kdnnen wir zwischen
den einzelnen Gadgets unterscheiden und richtig reagieren.
Wenn man viele Gadgets verwalten will, ist es ratsam, die
Adressen der Routinen in einer Tabelle abzulegen. Wahlt man
die Gadget-ID Nummern sinnvoll, kann man die Position in der
Tabelle, an der die Adresse der Routine steht, leicht
ausrechnen und zu ihr verzweigen. Diese Methode wird auch
beim Demoprogramm fiir die Intuition-Library gewdhlt.

GadgetBranch:
cmp.w #6,GadID ; kontrollieren ob GadgetID-
bgt MessageLoop ; Nummer im erlaubteggﬁereich liegt
lea Tabelle,al ; Anfang der Tabgiié nach a0 laden
"
moveq #0,do ; do ldscheny””
move.w GadID,d0 ; Gadgetnngmer nach do
sub.1 $1,d0 ; Gade;thmer erniedrigen!
1s1.1  42,do ; mit’vier multiplizieren (1sl.1 $2,d0

}cgeht schneller als mulu)
OO

move.l (aO,dO),a0K§)>' Adresse der betreffenden Routine aus
N ; der Tabelle lesen

N
X

jmp (a0)<‘;3, und zu ihr verzweigen.
Tabelle:

dc.1 Exit ; Adr. der Routine fiir Gad #1
de.l LoadIFF ; Adr. der Routine fiir Gad #2
dc.1 SavelFF ; Adr. der Routine fiir Gad #3
dec.l LoadRAW ; Adr. der Routine fiir Gad #4
dc.1 SaveRAW ; Adr. der Routine fiir Gad #5
dec.1 Info ; Adr. der Routine fiir Gad #6

Bild 5.9: Reaktion auf Gadget-Klicks

Abgesehen von denen, die wir bereits besprochen haben, gibt
es nur noch wenige Funktionen, die fiir Gadgets verantwort-
lich sind. Dazu gehdren die folgenden, die in alphabetischer
Reihenfolge geordnet sind. Bei manchen Funktionen ist ein
Pointer auf eine Window- und eine Requester-Struktur ver-
langt. Es muB jedoch nur eine Adresse iibergeben werden. Die
andere muB3 auf Null gesetzt werden.
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ActivateGadget

= -462 (Intuition-Library)

*Gadget a0

*Window al

*Requester a2

Zeiger auf die Struktur des Gadgets,
welches aktiviert werden soll.

Zeiger auf die Struktur des Fensters, in
dem das Gadget eingebunden ist oder
Null.

Zeiger auf die Struktur des Requesters,
in dem das Gadget eingebunden ist, oder
Null.

Durch ActivateGadget kann das angegebene
Gadget aktiviert werden.

= -42 (Intuition-Library)

Zeiger auf die Window-Struktur, in der
das neue Gadget eingebunden werden soll.
Zeiger auf die Struktur des Gadgets,
welches in ein bestimmtes Fenster aufge-
nommen werden soll.

Position, an der das Gadget in die Liste
eingebunden werden soll (-1 = Ende).

Listenposition, an der das Gadget einge-
fligt worden ist.

Durch die AddGadget-Funktion kann man
ein Gadget nachtrdglich in ein Fenster
einbinden. Nachdem die Funktion ausge-
fiihrt wurde, ist das Gadget zwar in die
Liste aufgenommen worden, jedoch ist es
noch nicht sichtbar. Hierzu bietet sich
die Funktion RefreshGadgets oder Refres-
hGList an.

= ~438 (Intuition-Library)

Exrkl&arung
AddGadget
*Window a0
*Gadget al
Position do
RealPos do
Erklarung
AddGList
*Window a0
*Gadget al

*Requester a2

Position do

222

Zeiger auf die Window-Struktur, in die
die Gadgets eingebunden werden sollen
oder Null.

Zeiger auf das erste Gadget der Liste,
die eingebunden werden soll.

Zeiger auf den Requester, in den die
Gadgets eingebunden werden sollen oder
Null.

Position, an der die Gadgets in die Li-
ste eingebunden werden sollen (-1 =
Ende).
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Anzahl der Gadgets die eingefligt werden
sollen.

Listenposition, an der das Gadget einge-
fligt worden ist.

Diese Funktion filigt die angegebene An-
zahl Gadgets aus der iibergebenen Gadget-
liste an der angegebenen Position des
Requesters oder Fensters ein.

= ~174 (Intuition—Library)

NumGad dl
RealPos do
Erkldrung
offGadget
*Gadget ao
*Window al

*Requester a2

Zeiger auf die Struktur des Gadget, wel-
ches ausgeschaltet werden soll.

Zeiger auf das Fenster, in dem das Gad-
get eingebunden ist oder Null.

Zeiger auf den Requester, in dem das
Gadget eingebunden ist oder Null.

Die Funktion OffGadget schaltet ein Gad-
get aus. Das heift, die HITBOX wird
schattiert dargestellt und das Gadget
kann nichtmehr betdtigt werden. (Siehe
auch OnGadget.)

= ~-186 (Intuition-Library)

Erkldrung
OnGadget

*Gadget a0

*Window al

*Requester az2

Zeiger auf die Struktur des Gadgets,
welches eingeschaltet werden soll.

Zeiger auf das Fenster, in dem das Gad-
get eingebunden ist oder Null.

Zeiger auf den Requester, in dem das
Gadget eingebunden ist oder Null.

Erklarung Die Funktion OnGadget schaltet ein Gad-
get ein. Danach kann es wieder normal
benutzt werden (siehe auch OffGadget).

RefreshGadgets = -222 (Intuition-Library)

*Gadget ao Zeiger auf die Struktur des Gadgets,
welches neu gezeichnet werden soll.

*Window al Zeiger auf das Fenster, in dem das Gad-

*Requester a2

Erkldrung

get eingebunden ist oder Null.
Zeiger auf den Requester, in dem das
Gadget eingebunden ist oder Null.

Diese Funktion frischt das angegebene

Gadget und alle folgenden auf (siehe
auch RefreshGList).
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RefreshGList = -432 (Intuition-Library)

*Gadget a0 < Zeiger auf die Struktur des ersten Gad-
gets der Gadgetliste, die aufgefrischt
werden soll.

*Window al < Zeiger auf das Fenster, in dem das Gad-
get eingebunden ist, oder Null.

*Requester a2 < Zeilger auf den Requester, in dem das
Gadget eingebunden ist oder Null.

NumGad do < Anzahl der Gadgets, die nach dem angege-
benen neu gezeichnet werden sollen.

Erklarung Das angegebene Gadget und eine bestimmte
Anzahl folgender werden neu gezeichnet
(siehe auch RefreshGadget).

RemoveGadget = -228 (Intuition-Library)
*Window a0 < Zeiger auf das Fenster, in dem das Gad-
get eingebunden ist.

*Gadget al < Zeiger auf die Struktur des Gadgets,
welches entfernt werden soll.

Erklarung Das angegebene Gadget wird aus der Liste
der Gadgets des angegebenen Fensters
entfernt. Dabei werden die dazugeh&rigen
Grafikstrukturen, die auf dem Fenster
gezeichnet worden sind, nicht geldscht.

RemoveGList = —444 (Intuition-Library)

*Window a0 < Zeiger auf das Fenster in dem das Gadget
eingebunden ist.

*Gadget al < Zeiger auf die Struktur des ersten Gad-
gets der Liste, welche entfernt werden
soll.

*NumGad d0 < Anzahl der Gadgets, die entfernt werden
sollen.

Erkla&rung Das angegebene Gadget und die angegebene

224

Anzahl der folgenden Gadgets werden ent-
fernt. Dabei werden die dazugehdrigen
Grafikstrukturen, die auf dem Fenster
gezeichnet worden sind, nicht gel®scht.
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5.5 Menliis

Die Menils sind neben den Gadgets die beliebteste Méglich-
keit, eine strukturierte Programmoberfliche zu realisieren.
Doch schon beim Einbinden der Meniis zeigt sich ein grundle-
gender Unterschied gegeniiber den Gadgets. Wihrend es fiir
User-Gadgets die Moglichkeit des Einbindens in die NewWin-
dow-Struktur gibt, muB man die Meniis von "Hand" implementie-
ren. Aber so schlimm ist das nun auch wieder nicht, da uns
Intuition kraftvoll mit einer Funktion unter die Arme
greift. Gemeint ist die SetMenuStrip-Funktion, die als Para-
meter einen Zeiger auf die Menii-Struktur bzw. Kette ver-
langt. Da die Meniis abhdngig von einem Fenster sind, ist es
nicht verwunderlich, daB wir als zweiten Parameter einen
Zeiger auf unser Window iibergeben miissen.

SetMenuStrip = ~264 (Intuition-Library)
*Window a0 < Zeiger auf eine Window-Struktur
*Menu al < Zeiger auf die erste Menii-Struktur
Erkl&rung Die angegebene Menliliste wird in die

Fenster-Struktur implementiert.

Natlirlich kann man die Menii-Strukturen auch wieder entfer-
nen. Dazu dient die Funktion ClearMenuStrip.

ClearMenuStrip = -54 (Intuition-Library)
*Window a0 < Zeiger auf eine Window-Struktur
Erkladrung Die Funktion ClearMenuStrip entfernt die

Menils, die mit SetMenuStrip fiir dieses
Fenster angegeben wurden.

Im Programm sieht das Ganze dann so aus:

SetMenuStrip = -264
ClearMenuStrip = ~54

move.l  IntBase,aé6
move.l  WindowHD,a0

lea Menul,al

jsr SetMenuStrip(as)
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move.l IntBase,aé
move.l  WindowHD,a0
jsr ClearMenuStrip(aé)

Bild 5.10: Aufruf von SetMenuStrip und ClearMenuStrip

Um ein Menid zu erstellen, brauchen wir zwei Strukturen. Die
Menu- Struktur, in der die Eintr3ge der Meniileiste abgelegt
werden, sowie die Menultem-Struktur, welche die eigentlichen
Auswahlmdglichkeiten darstellt. Als Basis dient die Menu-
Struktur. Deshalb beginnen wir mit ihr.

Die Menu-Struktur:

00 c.l *mu_NextMenu ; Zeiger auf ndchstes Menii

04 dc.w mu LeftEdge ; X-Position

06 dc.w mu_TopEdge ; Y-Position

08 dc.w mu_Width ; Breite des Meniis

10 dc.w mu_Height ; Hohe des Meniis

12 dc.w mu_Flags ; Flags

14 dc.1 *mu_MenuName ; Zeiger auf Meniiname

18 dc.1  *mu Firstitem ; Zeiger auf ersten Menupunkt
22 dc.w mu_JazzX ; private Variablen Intuition
24 dc.w mu_Jazz¥ ; private Variablen Intuition
26 dc.w mu_BeatX ; private Variablen Intuition
28 dc.w mu_BeatY ; private Variablen Intuition
30 mu_SIZEOF

*mu NextMenu
zeiger auf ndchste Menii-Struktur. Der erste Wert zeigt
schon, daB es sich um verkettete Strukturen handelt. Man
kann hier einen Zeiger auf eine weitere Menu-Struktur
"einhd&ngen".

mu_LeftEdge, mu_TopEdge
Position des Meniipunktes in der Titelzeile. Dabei wird al-
lerdings_nur der Wert von LeftEdge beriicksichtigt.

mu_Width, mu Height

Breit und HShe des Meniipunktes. Auch hier wird der zweite
Wert (Height/HShe) nicht beriicksichtigt, da er immer auf die
Hohe der Titelzeile festgelegt ist.

mu_Flags

In Flags kann man folgende Werte setzen:

Menii-Flags Wert Bedeutung

MENUENABLED $0001 Meniipunkt ist nicht anwdhlbar
MIDDRAWN $0100 Meniipunkt wird gerade angezeigt
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MENUENABLED Die Meniipunkte des Meniis kénnen nicht ausgewdhlt
werden.
MIDDRAWN ‘ Die Tabelle der Meniipunkte ist im Augenblick

"ausgeklappt" (wird von Intuition benutzt).

*MenuName
Zeiger auf eine Zeichenkette, die in der Menilizeile ausgege-
ben werden soll (der Meniiname).

*mu FirstItem
Zeiger auf die verwendeten Meniiitems, deren Struktur gleich
erkldrt wird.

mu JazzX, mu JazzY, mu BeatX, mu BeatY
Abgeschlossen w1rd die Struktur durch vier Words, die von
Intuition intern benutzt werden.

Da wir nicht nur die Meniizeilen, sondern auch Meniipunkte,
einbinden wollen, miissen wir jetzt noch die 12 Parameter der
Menliltem-Struktur untersuchen.

Die Meniiltem-Struktur:

00 dc.1 *mi NextItem
04 dc.w mi LeftEdge
06 dc.w mi_TopEdge
08 dc.w mi_Width
10 dc.w mi_Height

ndachste Menultem-Struktur
X-Koordinate des Punktes
Y-Koordinate des Punktes
Breite des Meniipunktes
Hohe des Meniipunktes

1

H
12 dc.w mi_Flags ; Flags des Meniipunktes
14 dc.1 mi_MutualExclude ; MutualExclude-Daten
18 dc.1 mi ItemFill ; Grafikdaten "normal®
22 dc.1 mi SelectFill ; Grafikdaten "aktiviert"
26 dc.b mi_Command ; Tastaturcode
27 dc.b mi_KludgeFilloo ; Fiillbyte
28 dc.l  *mi_Subltem ; Zeiger auf Untermenii
32 dec.1 mi_NextSelect ; Ndchster ausgewdhlter Meniipunkt
36 mi_S IZEOF

*mi_NextItem

Zeiger auf die n&chste Menultem-Strukur, die eingebunden
werden soll oder eine Null, wenn keine weitere Struktur be-
nutzt werden soll.

mi_LeftEdge, mi _TopEdge, mi Width, mi_ Height
Position und Gr&Be des Menupunktes.

mi_Flags

Der Eintrag Flags legt die Eigenschaften des Meniipunktes
fest. Die Bedeutung der Flags scll die anschlieBende Tabelle
klaren.
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Menuitem-Flag Wert Bedeutung

CHECKIT $0001 Meniipunkt abhaken

ITEMTEXT $0002 IntuiText-Strukturen werden verwendet

COMMSEQ $0004 Menii kann durch Tasten angewdhlt werden

MENUTOGGLE $0008 der Zustand wird umgedreht

ITEMENABLED $0010 Menli ist wdhlbar

HIGHIMGE $0000 bei Aktivierung neues Image anzeigen

HIGHCOMP $0040 bei Aktivierung Bereich invertieren

HIGHBOX $0080 bei Aktivierung Bereich umranden

HIGHNONE $00C0 bei Aktivierung passiert nichts

HIGHITEM $2000 Meniipunkt ist gerade aktiviert

CHECKED $0100 Meniipunkt ist gewdhlt

ISDRAWN $1000 Meniipunkt wird dargestellt

MENUTOGGLED $4000 Meniipunkt wurde schon umgedreht

CHECKIT Der Meniipunkt wird bei Selektion abgehakt bzw.
der Haken wird wieder entfernt (je nachdem, ob
das MENUTOGGLE-Flag gesetzt ist). Die Grafikda-
ten des Hakens konnten wir in der NewWindow-
Struktur bestimmen.

ITEMTEXT Die Eintrdge ItemFill und SelectFill sind nun
Zeiger auf IntuiText-Strukturen. Sonst wurden
Image-Strukturen erwartet.

COMMSEQ Der Meniipunkt kann durch eine Tastenkombination
angewdhlt werden. Die Tastenkombination besteht
aus der rechten Amiga-Taste und einer zweiten,
in command angegebenen Taste.

MENUTOGGLE Der Zustand des Meniipunktes (abgehakt oder
nicht) wird bei jeder Selektion umgedreht. Dabei
wird auch das Flag CHECKED verdndert.

ITEMENABLED Der Meniipunkt und seine Unterpunkte konnen aus-
gewdhlt werden.

HIGHIMGE Ist das Menii aktiviert worden, wird das Image,
auf den der Zeiger SelectFill zeigt, ausgegeben.

HIGHCOMP Wenn der Meniipunkt angewdhlt wurde, wird der an-
gegebene Bereich des Meniipunktes invertiert dar-
gestellt.

HIGHBOX Der Meniipunkt wird mit einem Rahmen umgeben,
wenn er aktiviert worden ist.

HIGHNONE Es passiert nichts, wenn das Menid aktiviert
wird.

HIGHITEM Das Falg HIGHITEM ist immer dann gesetzt, wenn
der Meniipunkt mit dem Mauszeiger ausgewdhlt
wurde.

CHECKED Ist der Haken an einem Menilipunkt gesetzt worden,
ist das CHECKED-Flag aktiviert. Hierzu muB das
Flag CHECKIT gesetzt sein !

ISDRAWN Durch ISDRAWN wird angezeigt, daB das Menii ge-
rade dargestellt wird.

MENUTOGGLED Der Meniipunkt ist schon umgedreht worden.

mi_MutualExclude
Im Eintrag MutualExclude werden die Daten fiir diese Funktion
gespeichert. Diese Funktion ist bei den Gadgets zwar vorge-
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sehen, aber nicht realisiert worden. Bei den Meniis jedoch
kann man von dieser praktischen Unterstiitzung Gebrauch ma-
chen. Die Funktionsweise ist wie folgt: Wird dieser Menii-
punkt ausgewdhlt, kann dies EinfluB auf den Status
(gewdhlt/nicht gewdhlt) der anderen Menlipunkte dieses
Meniititels haben. Welcher Punkt ausgeschaltet werden soll,
wird in diesem Langwort abgelegt. Dabei entspricht das erste
Bit (Bit 0) dem ersten Meniipunkt und Jjedes folgende Bit
jedem weiteren Meniipunkt. Soll der Zustand des Meniipunktes
beeinfluBt werden, muB das jeweilige Bit gesetzt werden.

mi ItemFill

Zeiger auf eine Grafikstruktur, die im Menii gezeichnet wer-
den soll. Normalerweise wird ein Zeiger auf eine Image-
Struktur vermutet. Dies kann jedoch durch den Eintrag ITEM-
TEXT gedndert werden.

mi SelectFill

Zelger auf Grafikdaten, die ausgegeben werden sollen, wenn
der Meniipunkt aktiviert worden ist. Wie bei ItemFill ist
auch hier der Typ der Struktur abhdngig von dem Flag ITEM-
TEXT. Jedoch mufl das Flag HIGHIMAGE gesetzt sein, damit bei
aktivierten Menliitems die Grafiken bzw. Texte ausgetauscht
werden.

mi Command

Wie sie vielleicht schon wissen, kann man die Meniipunkte
nicht nur mit dem Mauszeiger sondern auch mit der Tastatur
anwdhlen. Hierzu muB3 angegeben werden, auf welche Taste, in
Kombination mit der rechten BAmiga-Taste, reagiert werden
soll. Auch hier miissen wir die Tastenwahl der Meniipunkte im
Flag-Eintrag der Struktur extra "erlauben". Hierzu dient das
COMMSEQ-Flag.

mi_KludgeFilloo

Da der Eintrag Command nur ein Byte lang ist und der PC an
dieser Stelle einen ungeraden Wert enthalten wiirde, bendtigt
man diesen Filillbyte-Eintrag, um ihn auf Wort-Grenze
"umzubiegen".

mi SubItem

Zeiger auf weitere Meniiltem-Strukturen, die als Unterpunkte
verwendet werden sollen. Diese Verschachtelung ist jedoch
nur einmal mdglich, bei der n&chsten Struktur wird dieser
Eintrag nicht beriicksichtigt.

mi_NextSelected

Das letzte Langwort enthdlt, falls mehrere Meniipunkte ausge-
wdhlt worden sind, die Nummer des n&chsten gewdhlten Menii-
punktes.

Nachdem wir uns durch soviele trockene Daten-Strukturen ge-
arbeitet haben, kommen wir jetzt wieder zur Programmierung.
Wie bei den Gadgets milssen wir auch bei der Menilbearbeitung
darauf achten, daB wir die Meldung im IDCMP-Parameter des
Windows erlaubt haben. Sonst warten wir vergebens auf eine
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Nachricht wvon Intuition.

der IntuiMessage-Struktur lesen,

Wie wir nun die Nummer des Meniis,
des Meniipunktes und eventuell auch des Menllunterpunktes aus

sehen wir uns in dem fol-

genden Programmabschnitt an.

MessageBranch:
move.l  Message,al
move.l  20(a0),Class
move.w 24(a0),Code
move.l Message,al
jsr ReplyMsg(a6)
cmp.1 #$100,Class
beq MenuLoop
bra MessageLoop
MenuDecoder :
move.w Code,d0
Cmp. W $-1,do
beq MessageLoop
and.l #%11111,do
moveq $0,d1
move.w Code,dl
lsr.l #5,d1
move.w di,d2
and.l #%111111,41
lsr.1 $6,d2
; Meniinummer
; Mentipunktnummer
; Meniiunterpunktnummer

; Jetzt milssen lediglich

~e ~s

-

~ e

~e me e we

~ e e

e we me we e ma owe

Auslesen der Class- und
Code-Eintrége

Nachricht bestdtigen

Class-Eintrag kontrollieren
Menii ausgewalt!

hier konnen andere Abfragen
eingesetzt werden

zuriick und auf néchste
Nachricht warten!

Meniiabfrage

Code-Eintrag nach do
Testen ob iiberhaupt ein
Meniipunkt gewdhlt wurde

Alle Bits bis auf die unteren 5
ausblenden, um Meniinummer zu erhalten

dl ldschen

Code-Eintrag nach dl

dl um 5 Bits nach rechts

neuen Wert nach d2 kopieren

Alle Bits bis auf die unteren 6
ausblenden, um Meniipunktnummer zu
erhalten

Wert abermals nach rechts schieben, um
Meniiunterpunktnummer zu bekommen

do
d1
d2

die Datenregister 1-3 iiperpriift werden.

Bild 5.11: Abfrage und Auswertung einer Menii-Auswahl
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Zundchst wird in der Message-Branch-Routine kontrolliert, ob
die angekommene Nachricht fiir die Meniliauswahl gilt. Dann
wird zur Unterroutine MeniiDecoder verzweigt, die die Auswer-
tung des Eintrags "Code" vornimmt, in welchem der ausge-
wdhlte Meniipunkt eingetragen ist. Der Eintrag unterteilt
sich in drei Gruppen:

Code-Eintrag:

I T
FEDCBA9876543210|
| 1

L—> Menilinummer (0-4)
> Meniipunktnummer (5-10)
> Menliunterpunktnummer (11-15)

Bevor wir uns an die Entschliisselung machen konnen, miissen
wir kontrollieren, ob iiberhaupt ein Meniipunkt angew&hlt wor-
den ist. Es kann ja durchaus sein, daB die rechte Maustaste
nicht iiber einem Meniipunkt, sondern irgendwo anders losge-
lassen wurde. Sollte das der Fall gewesen sein, sind alle
Bits gesetzt. Das heiBt, der Eintrag Code hat den Wert S$SFFFF
(oder -1). Nachdem wir das kontrolliert haben, konnen wir
uns an die Isolierung der Meniinummer machen. Das erreichen
wir, wenn wir alle Bits bis auf die ersten fiinf ausblenden.

and.l #$%11111,d0 ; Bits ausblenden

Man sollte eine Langwort-Operation durchfiihren, damit das
obere Wort von do0 geldscht wird.

Um die Nummer des ausgewahlten Menilipunktes zu bekommen, miis-
sen wir die 16 Bits des Code-Wertes fiinf Stellen nach rechts
schieben. Bevor wir die iiberfliissigen Bits wieder ausblen-
den, retten wir den manipulierten Wert nach d2, um ihn spé-
ter zur Auswertung des Menili-Unterpunktes zu benutzen.

moveq #0,d1 ; Datenregister ldschen

move.w Code,dl ; Code iibertragen

lsr.l #5,d1 ; fiinf Bits nach rechts

move.w dl,d2 ; und Wert fiir spdter retten.

and.1 #%111111,d1 ; Nun die stérenden Bits ausblenden

Die Nummer des Menii-Unterpunktes konnen wir jetzt mit einem
Befehl festlegen. Wir schieben lediglich die 6 Bits fiir den
Meniipunkt aus dem Datenregister "hinaus".

Jetzt, wo die einzelnen Werte isoliert in den Datenregistern
d0-d2 enthalten sind, kdnnen wir nach Belieben die Register
testen. Um die Auswahl der richtigen Routine etwas einfacher
zu gestalten, kann man, wie schon bei den Gadgets, ihre
Adressen in Tabellen ablegen.
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5.6 Requester

Requester bieten dem Programmierer die Moglichkeit, Nach-
richten an den Benutzer weiterzugeben und 2zusdtzlich noch
Eingaben auszuwerten.

5.6.1 Alerts

Die erste Mdglichkeit, die wir uns ansehen wollen, sind die
Alerts, die Jjeder Benutzer sofort mit den GURUS in
Verbindung bringt. Die Funktion, mit der wir den Alert auf
dem Bildschirm darstellen kdnnen heifit DisplayAlert.

DisplayAlert = -90 (Intuition-Library)

*String a0 < Zeiger auf eine Struktur mit dem Text,
der ausgegeben werden soll, und seiner
Position.

AlertNumber dO0 < Alertnummer.

Height dl < Hohe des Alerts.

Response do0 > Gedrlickte Maustaste.

Erklarung burch die Funktion DisplayAlert wird der

angegebenen Text als Alert ausgegeben.

Der Wert, der im Datenregister 0 {bergeben werden muf3, gibt
den Typ des Alerts an. Man unterscheidet dabei zwei ver-
schiedene Formen:

DEADEND ALERT
RECOVERY ALERT

$80000000
$00000000

non

Unter einem DEADEND-Alert versteht man einen Alert, der in
einen Reset endet, wdhrend der RECOVERY-Alert, wie der Name
schon sagt, ins Programm zuriickkehrt. Das heiBt aber nicht,
daB die DisplayAlert-Routine automatisch einen Reset nach
einem DEADEND-Alert durchflihrt. Vielmehr wirkt sich die
Alertnummer auf die Riickmeldung der gedriickten Maustaste
aus: RECOVERY-Alerts geben eine -1 =zuriick, falls die 1linke
Taste gedriickt wurde und eine 0 bei der rechten Taste.
DEADEND-Alerts aber geben immer eine 0 zuriick.

Die Daten, auf die wir in a0 einen Zeiger {ibergeben miissen,
haben ein vordefiniertes Aussehen:
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String:

00 dc.w ° LeftEdge ; X-Position des Textes
02 dc.b TopEdge ; Y-Position des Textes
03 ds.b AlertText,nn ; Zeichenkette

nn de.b Flag ; Flags

LeftEdge, TopEdge

Positionierung des Textes, dabei wird die Y-Koordinate durch
einen Byte-Wert angegeben, da der Wertebereich (0 bis 255)
ausreicht.

AlertText

Zeichenkette, die an der angegebenen Position ausgegeben
werden soll. Wie alle benutzten Zeichenketten muB auch diese
mit einem Null-Byte abgeschlossen sein.

Flag
Durch den Wert im Eintrag Flag kann man bestimmen, ob eine
weitere Textzeile angebunden werden soll oder nicht.

0
ungleich 0

keine weitere Textzeile (ENDE)
weiterer Text folgt (NEXT)

Wurde das Flag mit einem Wert ungleich 0 initialisiert, wer-
den direkt nach dem letzten Eintrag die ndchsten Daten mit
dem gleichen Aufbau erwartet.

Der Aufruf eines DisplayAlerts von Intuition sieht dann wie
folgt aus:

* Programm 5.13: Ausgabe eines Alerts mit DisplayAlert

ExecBase = 4

01dOpenLib = -408

CloseLib = -414

DisplayAlert = -90

Start: move.l ExecBase,a6 ; Intuition-Library o6ffnen
lea IntName,al
jsr 0ldopenLib(aé)
move.l doO,IntBase

Loop: move.l IntBase,ab
lea AlertData,a0 ; Alertdaten nach a0
move.l  #0,d0 ; RECOVERY-ALERT
move.l  #55,dl ; H6he der Box
jsr DisplayAlert(aé6) ; Alert ausgeben
tst.1 do ; rechte Maustaste (RMT) ?
beq Loop ; ja, dann Alert erneut

!

ausgeben
move.l  ExecBase,aé6
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move.l  IntBase,al
jsr CloseLib{a6) ; Intuition-Library schlieBen
rts

* Datenbereich

IntName: dc.b "iptuition.library",0
even
IntBase: dc.1 0
AlertData: ; Alertdaten
de.w 240 ; X-Position
dc.b 15 ; Y-Position
dc.b "1111 ACHTUNG !!!!",0
; Zeichenkette
dc.b -1 ; (NEXT)
dc.w 170
dc.b 25
dc.b "Dies ist ein RECOVERY-Display-Alert",0
dc.b -1
dc.w 180
dc.b 45
dc.b "LMT - Ende RMT - Schleife",0
dc.b 0 ; (END)
even

Programm 5.13: Ausgabe eines Alerts mit DisplayAlert

Abgesehen von der DisplayAlert-Funktion, gibt es noch eine
weitere Mbglichkeit, einen Alert auszugeben. Diese soll je-
doch erst im Kapitel zur Exec-Library besprochen werden.

5.6.2 AutoRequest

Wenn man nicht direkt die "Holzhammer-Methode" (Alert) be-
nutzen will, kann man auch auf eine einfilhlsamere Weise
seine Informationen ausgeben. Sicherlich ist Thnen dieser
Typ der Kommunikation bekannt. Man denke nur an "Please in-

sert Volume ... in Drive..." oder "Volume ... has a
Read/Write Error" oder die etwas hdrtere Form "You MUST re-
place ... !!!". Diese Art der Meldung heiBt SystemRequester

und kann auch vom Programmierer benutzt werden. Hierzu bie-
tet ihm Intuition die Funktion AutoRequest an. Zwar ist ein
AutoRequester nicht sehr flexibel, dafir aber einfach zu be-
nutzen. :

AutoRequest = -348 (Intuition-Library)

*Window a0 < Zeiger auf eine Window-Struktur oder
eine Null
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*BodyText al < Zeiger auf eine IntuiText-Struktur, die
die Meldung enthdlt

*PositivText a2 < Zeiger auf eine IntuiText-Struktur fiir
das positive Gadget

*NegativText a3 < Zeiger auf eine IntuiText-Struktur fiir
das negative Gadget

PositiveFlag d0 < Weitere IDCMP-Flags fiir die positive Ab-

bruchbedingung

NegativeFlag d1 < Weitere IDCMP-Flags fiir die negative Ab-
bruchbedingung

Width d2 < Breite des Requesters

Height d3 < HOhe des Requesters

Response do > Wurde das negative Gadget oder eins der

angegebenen mnegativen Flags ausgelést,
erhalten wir eine Null zuriick.

Erkldrung Durch die Funktion AutoRequest wird ein
Requester mit der angegebenen Meldung
erstellt. Der Requester kann durch eins
der beiden Gadgets geschlossen werden
oder durch eine Meldung, die mit dem
itibergebenen IDCMP-Flag iibereinstimmt. Je
nachdem, welche Moglichkeit
(positiv/negativ) ausgewdhlt worden ist,
erhdlt man einen Riickgabewert zurlick.

Soll Intuition fiir den Requester ein eigenes Window &ffnen,
so trdgt man in a0 an Stelle eines Zeiger auf ein Fenster
eine Null ein.

Das Register al enthdlt einen Zeiger auf eine IntuiText-
Struktur des Body-Textes, welcher =z.B. eine Aufforderung
oder Mitteilung sein k&énnte. In a2 und a3 stehen zwei wei-
tere Zeiger auf IntuiText-Strukturen, welche die beiden Aus-
wahlmdglichkeiten beschreiben sollen. Meist werden hier
"Retry" und "Cancel" eingesetzt.

In d0 und dl kann man die IDCMP-Flags (siehe Window-Struk-
tur) libergeben, die flir die Auslésung der positiven bzw. ne-
gativen Meldung verantwortlich sein sollen. Auch wenn die
Werte mit Null initialisiert wurden, wird immer noch auf die
Gadgets reagiert.

Die Einstellungen fiir Breite und Hohe des Requesters k®nnen
in den Datenregistern d2 und d3 abgelegt werden.

Nachdem die AutoRequest-Funktion aufgerufen worden ist, kann
man aus dem Wert in dO0 erkennen, ob die negative oder posi-
tive Auswahlmdglichkeit benutzt wurde, um den Requester zu
schlieBen. Ist d0 mit Null initialisiert, wurde das Neg-Gad-
get aktiviert (bzw. eines der angegebenen IDCMP-Flags fiir
"Neg" bet&tigt). Sollte es Probleme beim Offnen des Reque-
sters geben, so wird anstelle dessen ein Alert mit den sel-
ben Parametern dargestellt.
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Auch hier wollen wir uns anschlieBend den Aufruf durch ein
Programm ansehen:
* Programm 5.14: Benutzung von AutoRequest
ExecBase = 4
01dopenLib = -408
CloseLib = -414
AutoRequest = -348
Start: move.l ExecBase,ab ; Intuition-Library 6ffnen
lea IntName,al
jsr 0ldOpenLib(a6)
move.l doO,IntBase
Loop: move.l IntBase,a6
move.l  #0,a0 ; kein eigenes Fenster
lea BodyText,al ; Zeiger auf Body-Text
lea PosText,a2 ; Zeiger auf Positiv-Text
lea NegText,a3 ; Zeiger auf Negativ-Text
move.l  #$10000,d0 ; positive IDCMP-Flags
move.l  #$8000,d1 ; negative IDCMP-Flags
move.l  #10,d2 ; Breite des Requesters
move.l  #100,d3 ; Hohe des Requesters
jsr AutoRequest(ab)
tst.l do ; positiv oder Negativ ?
beq Loop ; nein, dann Requester neu aufbauen
move.l  ExecBase,a6 :
move.l  IntBase,al ; Intuition-Libaray schlieBen
jsr CloseLib(aé)
rts ; Programm beenden
* Datenbereich
IntName: dc.b "intuition.library",0
even
IntBase: dc.1 0
BodyText: ; IntuiText-Struktur fiir den
dc.b 0,0,0 ; Body-Text
even
de.w 30,60
dc.1 0,BodyData, 0
BodyData:
dec.b "Wollen Sie diesen AutoRequester beenden ??7",0
even
PosText: ; IntuiText-Struktur fiir den
de.b 0,0,0 ; Positiv-Text
even
dc.w 0,0
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de.1l 0,PosData, 0

PosData:
" de.b “JA, weg mit dem Sch..",0
even
NegText: ; IntuiText-Struktur fiir den
de.b 0,0,0 ; Negativ-Text
even
dc.w 0,0
dc.1 0,NegData, 0
NegData:

dc.b "Auf keinen Fall !",0
even

Programm 5.14: Benutzung von AutoRequest

5.6.3 BuildSysRequest/FreeSysRequest

Wenn man sich nicht mit der Unterscheidung positiv/negativ
zufrieden gegeben will, gibt es noch die M&glichkeit, die
Abfrage der Ereignisse selbst in die Hand zu nehmen. Dazu
brauchen wir die Funktion BuildSysRequest, welche eine Un-
terfunktion von AutoRequest ist. Ihre Parameter sind &hnlich
den Parametern der AutoRequest-Funktion. Man erhdlt jedoch
nach dem Aufruf einen Zeiger auf eine Fenster-Struktur. Mit
Hilfe dieses Zeigers kann man die Abfrage des Requesters
selbst bewerkstelligen.

BuildSysRequest = -360 (Intuition-Library)
*Window a0 < Zeiger auf eine Window-Struktur oder
Null
*BodyText al < Zeiger auf eine IntuiText-Struktur
(Body)

*PositivText a2 < Zeiger auf eine IntuiText-Struktur (Pos)

*NegativText a3 < Zeiger auf eine IntuiText-Struktur (Neg)

IDCMPFlags do0 < IDCMP-Flags des Fensters

Width d2 < Breite des Requesters

Height d3 < Hohe des Requesters

Window do > Adresse der Window-Struktur des gedffne-
ten Fensters.

Erklarung Durch die Funktion BuildSysRequest wird

zwar ein Requester erstellt, muB die Ab-
frage der Ereignisse jedoch selbst&ndig
vom Programm {ibernommen werden. Dazu er-
halten wir einen Zeiger auf eine Window-
Struktur, in dem sich der Requester be-
findet.
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Auch bei BuildSysRequest stellt Intuition eigene Gadgets mit
einer positiven bzw. negativen Auswahlmoglichkeit zur Verfi-
gung. Diese Gadgets muB man natiirlich mit der eigenen
Routine abfragen. Bei beiden Gadgets wurden die Flags BOOL-
GADGET, RELVERIFY, REQGADGET und TOGGLESELECT gesetzt.

Nachdem wir den Requester mittles der BuildSysRequest-Funk-
tion aufgebaut haben, kdnnen wir iiber den zurlickgelieferten
Zeiger auf die Ereignisse eingehen. Dies geschieht, wie
bereits im Abschnitt iiber die Windows besprochen wurde.

Zur Freigabe des Speichers steht Ihnen die FreeSysRequest-
Funktion zZur Verfiigung. Sie erledigt alle notigen
Verwaltungsarbeiten, braucht dazu allerdings den Zeiger auf
das Fenster, in dem der Requester gezeichnet worden ist.
Diesen Zeiger haben wir beim BAufruf der BuildSysRequest-
Funktion erhalten.

FreeSysRequest = -372 (Intuition-Library)

*Window a0 < Zeiger auf Fenster in dem der Requester
enthalten ist.

Erklarung Gibt den durch den Requester belegten
Speicher wieder frei.

sollte ein Fehler beim Offnen des Requesters eingetreten
sein, so wird anstelle des Requesters ein ARlert mit densel-
ben Texten ausgegeben. Dann darf natiirlich auch die Funktion
FreeSysRequest nicht benutzt werden! (Das Demonstrationspro-
gramm befindet sich auf der Diskette.)

5.6.4 "Richtige" Requester

Als vierte und letzte Mdglichkeit, eigene Requester zu er-
stellen, wollen wir uns die Request-Funktion ansehen. Mit
Hilfe ihrer flexiblen Moglichkeiten kann man eine optimale
Kommunikation zwischen Benutzer und Programm herstellen. Na-
tiirlich bendtigt soviel Flexibilit&t auch einigen Aufwand,
doch lohnt es sich mit Sicherheit, wenn man sein Programm
verschdnern will.

Auch fiir einen Requester gibt es eine Struktur, in die wir
alle Werte eintragen miisssen.

Requester-Struktur:

000 dc.1l *rq_OlderRequest Zeiger auf Requester

!
004 dc.w rq_LeftEdge ; X-Position
006 dc.w rq_TopEdge ; Y-Position
008 de.w rq Width ; Breite
010 dc.w rq_Height ; Hohe

’

012 dc.w rq_RelLeft ; Maus, relative X-Position
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014 dc.w rq RelTop ; Maus, relative Y-Position
016 dc.1l  *rq RegGadget ; Zeiger auf das erste Gadget
020 dc.1l' *rq ReqBorder ; Zeiger auf einen Border

024 dc.1  *rq_ReqText ; Zeiger auf einen Text

028 de.w rq Flags ; Flags

030 dc.b rq BackFill ; Farb.Nr. des Hintergrundes
031 dc.b rq KludgeFilloo ; Fillbyte

032 dc.1 *rq Reqlayer ; Zeiger auf Layer-Struktur
036 ds.b rq ReqPadl, 32 ; Reservierter Bereich

068 de.1 *rq_ImageBMap ; Zeiger auf eigenen BitMap
072 de.1 *rq RWindow ; Zeiger auf das Req.-Fenster
076 ds.b rq_RegPad2,36 ; Reservierter Bereich

112 rq_SIZEOF

*rq_OlderRequest
Zeiger auf eine andere Requester-Struktur (wird von Intui-
tion benutzt).

rq_LeftEdge, rq TopEdge, rq Width, rq Height
Position und GréBenangabe des Requesters.

rq RelLeft, rq RelTop

Relative Positionierung des Requesters zur aktuellen Maus-
zeigerposition. Das heiBt, der Requester wird nicht an den
Koordinaten rq LeftEdge, rq TopEdge ausgegeben, sondern die
Position errechnet sich aus der Mauszeigerposition und den
hier angegebenen Offsetwerten. Um diesen Effekt einzuschal-
ten, muB das Flag POINTREL gesetzt sein.

*rq_RegGadget

Zeiger auf das erste Gadget einer Gadgetliste, die in den
Requester eingebunden werden soll. ACHTUNG: Mindestens eines
der Gadgets sollte mit dem Activation-Flag ENDGADGET ausge-
riistet sein. Sonst kann der Requester nur durch die Funktion
EndRequest geschlossen werden.

*rq_RegBorder
Zeiger auf eine initialisierte Border-Struktur, die im Re-
quester gezeichnet werden soll.

*rq ReqText
Zeiger auf eine initialisierte IntuiText-Struktur, die im
Requester ausgegeben werden soll.

rq_Flags

Wie bei der relativen Positionierung gibt es auch hier wie-
der die Moéglichkeit, mit Flags das Aussehen oder auch die
Verwendung von Eintr&gen festzulegen.

Requester-Flag Wert Bedeutung

POINTREL $0001 Position ist relativ zur Maus
PREDRAWN $0002 Eigene BitMap einbinden
NOISYREQ $0004

REQOFFWINDOW $1000 Requester auBerhalb des Fensters
REQACTIVE $2000 Requester aktiviert
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SYSREQUEST $4000 Requester ist ein System-Requester
DEFERREFRESH $8000 Refreshmodus wird gestoppt
POINTREL Requester relativ zZur aktuellen

Mauszeigerposition anzeigen. Dabei wird
auf die Offsetwerte rqg RelLeft und
rq RelTop zurlickgegriffen.

PREDRAWN Anstelle der angegebenen IntuiText-,
Border- und der in den Gadget-Strukturen
angegebene Grafik-Strukturen wird die
angegebene BitMap verwendet.

REQOFFWINDOW Der Requester befindet sich auBerhalb des ange-
gebenen Fensters.

REQACTIVE Der Requester ist im Augenblick aktiviert.

SYSREQUEST Bei dem Requester handelt es sich um einen Sy-
stem-Requester (AutoRequest z.B.).

DEFERREFRESH Keine Erneuerung.

rq_BackFill
Farbtabellennummer der Farbe, in der der Hintergrund des Re-
questers eingefdrbt werden soll.

*rq ReqLayer
Zeiger auf die Layer-Struktur, die fiir den Requester zustén-
dig ist.

rq_ReqgPadl
Das 32 Byte grofie Array RegPadl wird von Intuition benutzt
und hat interne Bedeutung.

*rq_ImageBMap
Zeiger auf eine initialisierte BitMap-Struktur, die gezeich-
net werden soll.

*rq_RWindow
Zeiger auf das Fenster, in dem der Requester erstellt wurde.

rq_ReqPad2
Wie schon der Eintrag ReqgPadl, sind auch diese Daten nur fir
Intuition angelegt.

Bevor wir den Requester aufrufen, erldutern wir noch die
Funktion namens InitRequest. Durch sie wird die gesamte
Requester-struktur, auf die man einen Zeiger {ibergeben hat,
automatisch mit Nullen gefiillt. Nun miiBte man nachtr&glich
vom Programm aus die Parameter in die Struktur schreiben.
Diese Arbeit kdnnen wir uns sparen. Wir miissen nur darauf
achten, daB alle Eintrdge, die keinen von uns bestimmten
Wert enthalten, mit Null initialisiert sind. Dann konnen wir
auf die InitRequest-Funktion verzichten und die Struktur
direkt als Daten anlegen.

Trotzdem wollen wir Sie kurz auffiihren.
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InitRequest = -138 (Intuition-Library)

*Requester a0 < Zeiger auf die Requester-Struktur, die
geldscht werden soll.

Erkladrung Durch die Funktion InitRequest werden
alle Eintrdge der angegebenen Request-
Struktur auf Null gesetzt. Nach dem Auf-
ruf miissen dann alle Werte in die Struk-
tur eingesetzt werden.

Um den Requester zu erstellen, bendtigen wir die Request-
Funktion.

Request = ~240 (Intuition-Library)

*Requester a0 < Zeiger auf eine Requester-Struktur

*Window al < Zeiger auf eine Window-Struktur, in der
der Requester erstellt und {iiber dessen
Message-Port die Kommunikation laufen
soll.

Success d0 > 1Ist ein Fehler aufgetreten, erh&lt man
eine Null zurlick.

Erkdrung Durch die Request-Funktion wird ein Re-
guester mit der angegebenen Struktur im
angegebenen Fenster erstellt.

Wie man sieht, wird ein Zeiger auf das Fenster, in dem der
Requester erstellt werden soll, bendtigt. Uber dessen Messa-
gePort l8uft dann auch die Kommunikation mit unserem Reque-
ster ab. Dazu sollte man sich jedoch eine spezielle Nach-
richtenroutine fiir Requester schreiben.

Um den Requester wieder zu schliefBen, kennen wir bisher nur
eine MOglichkeit: Ein Gadget mit dem ENDGADGET-Flag muB3
durch den Benutzer betdtigt werden. Fiir den Programmierer
bietet sich die Funktion EndRequest an.

EndRequest = ~120 (Intuition-Library)

*Requester a0 < Zeiger auf eine Requester-Struktur
*Window al < Zeiger auf die Window-Struktur, in dem
der Requester erstellt wurde.

Erklarung Durch die Funktion EndRequest wird der
Requester im angegebenen Fenster ge-
16scht. Die Nachrichten, die iber den
"Fensterkanal" ankommen, beziehen sich
dann wieder auf das Fenster.
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Mit dieser Funktion kann auch der Programmierer den Reque-
ster nach Belieben schlieBen.

5.6.5 DM-Requester

Durch die Request-Funktion kann man zwar einen Requester
aufrufen, wobei jedoch der Zeitpunkt, an dem er gezeichnet
wird, festgelegt ist. Eine flexiblere Art und Weise, einen
Requester zu benutzen, bietet die SetDMReguest-Funktion.
Durch sie wird der Requester an ein bestimmtes Fenster
gebunden und immer dann aufgerufen, wenn ein DoubleClick mit
der rechten Maustaste (Meniitaste) ausgefiihrt worden ist.

Als DoubleClick bezeichnet man das zweimalige Bet&tigen
einer Maustaste in dem von Preferences angegebenen Zeitraum.
Deshalb heiBt diese Funktion auch SetDoubleMenuRequest.

Ruft nun der Benutzer den installierten Requester auf, so
sendet Intuition an unseren MessagePort eine Nachricht. Dies
geschieht natiirlich nur dann, wenn wir die Nachrichten im
Eintrag IDCMP-Flags des Fensters "eingeschaltet" haben.

Gehen wir davon aus, daB dies erfolgt ist, so erhalten wir
zundchst die Meldung REQVERIFY. Sie soll uns mitteilen, daB
ein Requester von Intuition erstellt werden soll. Der
Requester wird jedoch erst gebildet, wenn wir die Nachricht
mittels ReplyMsg bestdtigt haben. Danach bekommen wir die
Meldung REQSE, was soviel heif3t wie: Requester erstellt.
Spdtestens bei diesem Flag sollten wir in die gesonderte
Nachrichtenroutine flir Requester verzweigen!

Nun beziehen sich alle Nachrichten, die wir durch den Messa-
gePort unseres Fensters erhalten, auf den Requester. Wurde
das ENDGADGET betdtigt, beendet Intuition den Requester und
sendet uns die Nachricht REQCLEAR. Jetzt konnen wir mit der
"normalen" Nachrichteniiberwachung weitermachen.

Jetzt aber endlich zu der SetDMRequest-Funktion!

SetDMRequest = -258 (Intuition-Library)

*Window a0 < Zeiger auf das Fenster, in dem der Re-
quester erscheinen und iiber dessen Mes-
sagePort nachher die Kommunikation ab-
laufen soll.

*Requester al < Zeiger auf eine initialisierte Reque-
ster-Struktur.

Success do > Falls schon ein anderer Requester als
DMRequester definiert ist, kommt in do
eine 0 zurlick, ansonsten eine -1.

Erklarung Die Funktion SetDMRequest setzt einen
Double-Menu-Requester, der durch einen
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DoubleClick der rechten Maustaste ausge-
16st werden kann.

Um den "schlafenden" Requester zu l&schen, gibt es auch eine
Funktion, die das fiir uns {ibernimmt. Sie heifit ClearDMRe-
quest und bendtigt lediglich einen Zeiger auf das Fenster,
dessen Requester-Liste geldscht werden soll.

ClearDMRequest = -48 (Intuition-Library)
*Window a0 < Zeiger auf eine Window-Struktur.
Erkldrung Durch ClearDMRequest wird der gesetzte

DMRequester wieder geldscht.
Nun zum Demoprogramm:

*Programm 5.17: Anwendung von DM-Requestern

ExecBase = 4

0ldopenLib = -408

CloseLib = -414

ReplyMsg = -378

WaitPort = -384

GetMsg = -372

OpenWindow = -204

CloseWindow = -72

SetDMRequest = -258
ClearDMRequest = -48

Start: move.l ExecBase, a6t

lea IntName,al

jsr 0ldOpenLib{a6)
move.l do0,IntBase
beq IntError
move.l IntBase,a6
lea WindowArgs,a0
jsr OpenWindow(aé6)
move.l  do,WindowHD
beq WinError

move.l  WindowHD,a0
move.l 86(a0),UPort

move.l  IntBase,ab

lea Requester,al
move.l  WindowHD,a0
jsr SetDMRequest(a6)
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MessagelLoop:

Exit:

WinError:

IntError:

MessageBranch:

NoReq:

RegMessage:

OhNo:
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move.l

move.l
jsr
move.l
bne

move.l
jsr
bra
move.l
move.l
jsr

move.l
move.l
jsr

move.l
move.1l
jsr

rts

move. 1l
move.l
move.l
move.w

cmp. 1

bne
bset

move.1l
jsr

btst
bne

cmp. 1
beq

bra
cmp.1
bne

bclr

bra

ExecBase, a6

UPort,al
GetMsg(a6)
do,Message
MessageBranch

Uport, a0
WaitPort(a6)
MessageLoop
IntBase, a6
WindowHD, a0
ClearDMRequest(a6)

IntBase,ab
WindowHD,a0
CloseWindow(aé6)

ExecBase, a6
IntBase,al
CloseLib(a6)

Message, a0
20(a0),Class
28(a0),a0
38(a0),GadID

#5800,Class

NoReq
#1,Flag

Message,al
ReplyMsg(aé6)

#1,Flag
RegMessage

#5200,Class
Exit

MessageLoop

$#5$1000,Class
OhNo
#1,Flag

MessageLoop
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* Datenbereich

GadlD: ‘de.w 0
Class: dc.1 0
Flag: dc.w 0
IntBase: dc.1 0
WindowHD: de.1 0
Message: dc.1 0
UPort: de.l 0
IntName: dec.b "intuition.library",0
even
WinName: dc.b "Window",0
even
WindowArgs:
dc.w 0,0,640,256
dc.b 1,3
de.l $1A00,50100F,0,0,WinName, 0,0
dc.w 100,50,200,100,1
Requester: de.1 0
dc.w 0
dec.w 0
rq Width: dc.w 38*8
rq Height: dc.w 54
rq_RelLeft dc.w -275
rq_RelTop dc.w -38
rq_ReqGadget: dc.l EndGadget
rq_ReqBorder: dc.l Border0
rq ReqText: dc.l IText0
rq_Flags: dc.w 1
dc.b 0
even
de.l 0
dcb.b 32,0
de.1l 0
dc.l 0
dcb.b 36,0
* Gadget

EndGadget: dc.1 0
dc.w  260,28,32,20,4,5,1
dc.1 Image0,0,0,0,0
dc.w 1
de.1l 0

* IntuiText-Struktur

IText0: dc.b 1,3,0
even
de.w 21,11

dc.1 0,ITextDatal,IText!

ITextDatao0:
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dc.b "Dies ist ein DM-Requester !",0
even

ITextl: dc.b 2,3,0
even

dc.w 20,10
dc.1 0,ITextData0,0

* Border-Data
Border0: dc.w 0,0

de.b  2,0,0,3
dc.1 BorderData0,Borderl

BorderData0:

dc.w 0,52,0,0,299,0
Borderl: dc.w 0,0

dc.b 1,0,0,3

dc.1 BorderDatal, 0
BorderDatal:

dc.w 299,1,299,52,2,52

* Image-Data

Image0: dc.w 0,0,32,20,2
de.1l ImageData0
dc.b %$11,0
de.l 0

Section "",Data C

ImageData0:
dc.1l $00000000,500000001,$1FFFFFF9,$10000001
de.1l $10000001,510000001,510000001,$101FFCO1
dc.1 $101FFCO01,$101FFC01,5101FFC01,$101FFCO1
de.l $101FFCO01,$103FFC01,$10000001,5$10000001
de.l $10000001,510000001,500000001, SFFFFFFFF

dc.1 SFFFFFFFF, $80000000,580000008,580000008
dc.1 $80000008, 580000008, $803FFC08, $803FF808
de.1l $803FF808,$803FF808,$803FF808,$803FF808
dc.1 $80200008,580000008,$80000008,$80000008
dc.1 $80000008, $8FFFFFF8,$80000000,580000000

Programm 5.17: Anwendung von DM-Requestern

5.7 BAuswertung sonstiger Nachrichten

Nachdem wir fast am Ende dieses Kapitels angekommen sind,
wollen wir uns nochmals der IntuiMessage-Struktur zuwenden
und auf spezielle Arten von Nachrichten, die wir durch sie
empfangen kénnen, eingehen.
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5.7.1 RAWKEY/VANILLAKEY

Wie wir schon wissen, miissen wir, wenn wir iiber Tastaturein-
gabe in unser Fenster benachrichtigt werden wollen, eins der
beiden IDCMP-Flags VANILLAKEY oder RAWKEY setzen. Bei VANIL-
LAKEY kOnnen wir aus der IntuiMessage-Struktur den schon be-
handelten Tastencode auslesen. Das heiBt, wir erhalten das
Zeichen, welches der gedriickten Taste durch eine Tastaturta-
belle zugeordnet worden ist.

Bei RAWKEY erhalten wir zwar auch einen Wert, es handelt
sich hierbei jedoch um den unbehandelten, also rohen Tasta-
turcode (RAW-Keycode).

ESC F1 |F2 |F3 [F4 |F5 F6 |F7 |F8 [F9 |F10
$45 $50($52($52{653|554 $55[$56|$57|$58($59
' 112 @(3 #(4 $[5 %{6 "|7 &8 *{9 (|0 )[- _|= +| \ |BACKS
$00 [$01($02($03|$04($05(506|507[508{509|50A|50B]{S0C|$0D| $41
TAB Q q|W w(E e|R r|T t|Y y|U u|I i|0 ofP p|[ {|1 }
$42 [§10(811($12813|514$15|%516(|$17|$18{$19|S1A[$1B| RETURN
CTRL |[CAPSL|A a|S s|D d|F £|G g|H h|J j|K k|L 1|; " $44
$63 | $62 [$20(521($22)%5231524|%$25]626{527|%28|529{$2A($2B

>|/ 2| sHIFT

SHIFT g Z z|X x|C c|V v{B b|N n|M m|, <[|.
$60 30($31($32]533|634{835/636($37(538(639(%3A $61
ALT A SPACE A |{ALT
$64| $66 $40 $67 | 565
DEL HELP oy 1ty |
$46 $5F $1A{$1B|$3n|588
7 {8 |9

$3D|$3E|$3F ;4A

$2D|$2E|$2F|S0C

up 1 {2 (3 |EN

$4C $1D|$1E|$1F|TER

LEFT |DOWN |RIGTH 0 DEL|$43
$4F | $4D | $4E $OF [$3C

Bild 5.12: Tastaturbelegung mit RAW-Codes
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Jede Taste hat einen sogenannten RAW-Code und kann so ein-
zeln abgefragt werden. Neben dem Wert der gedriickten Taste,
der iibrigens im Eintrag Code der IntuiMessage-Struktur
steht, bekommen wir auch noch mitgeteilt, ob eine Qualifier-
Taste gedriickt worden ist. Unter Qualifier-Tasten versteht
man z.B. die Shift- oder Control-Taste. Wir kOnnen die Flags
der Tasten im Eintrag Qualifier der IntuiMessage-Struktur
Gberpriifen.

Folgende Qualifier-Flags stehen zur Verfiigung:

IEQUALIFIER LSHIFT = $0001
IEQUALIFIER RSHIFT = $0002
IEQUALIFIER CAPSLOCK = $0004
IEQUALIFIER_CONTROL = $0008
IEQUALIFIER LALT = $0010
IEQUALIFIER RALT = $0020
IEQUALIFIER LCOMMAND = $0040
IEQUALIFIER RCOMMAND = $0080
IEQUALIFIER NUMERICPAD = $0100
IEQUALIFIER_REPEAT = $0200
IEQUALIFIER_INTERRUPT = $0400
IEQUALIFIER MULTIBROADCAST = $0800
IEQUALIFIER_ MIDBUTTON = $1000
IEQUALIFIER RBUTTON = $2000
IEQUALIFIER LEFTBUTTON = $4000
IEQUALIFIER RELATIVEMOUSE = $8000

5.7.2 MOUSEBUTTONS/MOUSEMOVE

Sicher erinnern Sie sich auch noch an das IDCMP-Flag MOUSE-
BUTTONS. Es gab Intuition die Erlaubnis, eine Nachricht zu
senden, sobald eine Maustaste gedriickt worden ist. Dabei ist
jedoch noch nicht zu erkennen, welche Maustaste betdtigt
worden ist. Diese Information k&nnen wir auch aus der Intui-
Message-Struktur auslesen, dazu missen wir nur den Code-Ein-
trag auf folgende Werte iberpriifen:

SELECTDOWN = $0068 ; LMT gedriickt
SELECTUP = SOOES8 ; LMT losgelassen
MENUDOWN = $0069 ; RMT gedriickt
MENUUP = $O00E9 ; RMT losgelassen
Achtung!: Man erhdlt filir die rechte Maustaste nur eine
Meldung, wenn das Flag RMBTRAP gesetzt worden
ist.

Die Mausbewegung ist noch einfacher. Man wertet einfach die
Eintrdge MouseX und MouseY der IntuiMessage-Struktur aus,
wenn man eine Meldung des Typs MOUSEMOVE erhalten hat.
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5.8 Sonstige Funktionen

Bevor wir die Struktur der IntuitionBase besprechen, folgen
nun alle Library-Funktionen, die noch nicht besprochen
wurden.

AlohaWorkbench = -402 (Intuition-Library)
WBPort a0 < Zeiger auf den WB-MessagePort.
Erkldrung Nach Ausfiihren dieser Funktion meldet

Intuition an den angegebenen MessagePort
eine Meldung vom Typ WBMESSAGE, wenn die
Workbench vom eigenen oder anderen Pro-
grammen geschlossen werden soll, damit
man Gelegenheit erhdlt, Fenster-Aufrium-
arbeiten zu erledigen.

CurrentTime = -84 (Intuition-Library)
*Seconds a0 < Speicher fiir Sekundenwert
*Micros al < Speicher fiir Mikrosekundenwert
Erkldrung burch die Funktion CurrentTime wird die

aktuelle Systemzeit in die angegebenen
Variablen kopiert.

DoubleClick = -102 (Intuition-Library)
SSeconds do0 < Sekundenwert der Startzeit
SMicros dl < Mikrosekundenwert der Startzeit
CSeconds d2 < Sekundenwert der aktuellen Zeit
CMicros d3 < Mikrosekundenwert der aktuellen Zeit
isdouble do > -1, falls das Zeitintervall ein Dou-
bleClick war
Erkldrung Priift, ob das angegebene Zeitintervall
Startzeit - aktuelle Zeit kurz genug
war, um laut den Preferences-Einstellun-
gen als DoubleClick zu gelten.
GetDefPrefs = -126 (Intuition-Library)

*Preferences a0 < Zeiger auf Speicherbereich, in dem die
Preferencesdaten abgelegt werden sollen
(ndhere Beschreibung finden sie im An-
hang).
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Size do

Prefs do

Erkl&rung

GroBe des Puffers

Zeiger auf den Puffer, in dem die Daten
abgelegt worden sind. Hier sollte der in
a0 gespeicherte Zeiger iibergeben werden.

Durch die Funktion GetDefPrefs
(GetDefaultPreferences) werden die Stan-
dardvoreinstellungen ausgelesen und in
den angegebenen Puffer abgelegt.

GetPrefs

= -132 (Intuition-Library)

*Preferences a0

Size do

Prefs do

Erkldrung

Zeiger auf Speicherbereich in dem die
Preferencesdaten abgelegt werden sollen
(ndhere Beschreibung finden sie im An-
hang).

GroBe des Puffers

Zeiger auf den Puffer, in dem die Daten
abgelegt worden sind. Hier sollte der in
a0 lUbergebene Zeiger ibergeben werden.

Durch die Funktion GetPrefs werden die
aktuellen Voreinstellungen ausgelesen
und in den angegebenen Puffer abgelegt.

ViewAddress

= -294 (Intuition-Library)

View ao

Erkldrung

Nachdem die Funktion aufgerufen wurde,
erhdlt man in dO0 einen Zeiger auf die
View-Struktur von Intuition wieder.

Durch die Funktion ViewAddress erhdlt
man die Adresse der Intuition-View-
struktur (ndheres siehe Graphics-Kapi-
tel).

ViewPortAddress

= -300 (Intuition-Library)

*Window ao
View do

Erkldarung
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Zeiger auf ein Fenster
Zeiger auf den ViewPort, der fiir das
Fenster verantwortlich ist.

Mit der Funktion ViewPortAddress kann
man die Adresse der ViewPort-Struktur
des angegebenen Fensters = ermitteln
(ndheres siehe Graphics-Kapitel).
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SetPrefs = -324 (Intuition-Library)

*prefbuffer a0 < Zeiger auf Puffer, aus dem die Preferen-
ces-Daten geholt werden sollen

Size do0 < Anzahl zu kopierender Prefs-Bytes

Flags dl < -1, falls Window-Flag NEWPREFS gesetzt
werden soll

Erklarung Setzt die System-Preferences neu, indem
ihre Daten aus einem Puffer (Prefbuffer)
in den System-Prefs-Bereich kopiert wer-
den. Wahlweise kann danach an das Fen-
ster die Message NEWPREFS geschickt wer-

den.
LockIBase = -414 (Intuition-Library)
lock d0 > Locknummer fiir UnlockIBase
Erkldrung Verhindert Scheibzugriffe auf die Intui-

tion-Base-Struktur durch die Int-Library
(Struktur siehe weiter unten). Dadurch
wird ein Umschalten von Screens, Windows
usw. und auch die Bewegung der Maus ver-

hindert.
UnLockIBase = -420 (Intuition-Library)
iblock a0 > Von LockIBase erhaltene Lock-Adresse
Erkldarung Hebt die 1Intuition-Base-Sperre wieder

auf. Achtung: Eine falsche Lock-Adresse
flihrt zum Absturz!

5.9 Die Basis-Struktur der Intuition-Library

Bisher haben wir die Basisadresse der Intuition-Library im-
mer dazu benutzt, um mit negativen Offsets auf ihre Funktio-
nen zuzugreifen. Doch die IntuitionBase-Struktur besteht
nicht nur aus der Sprungtabelle, sondern hat auch noch einen
Datenteil, der mit positiven Offsets angesprochen werden
kann. Man findet hier ganz interessante Eintrdge. Deshalb
sehen wir uns zum AbschluB auch diese Struktur an.
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IntuitionBase-Struktur:

000 de.1l *1n Succ H 1

004 de.l *1n Pred ;

008 dc.b 1n Type ;| Node

009 dc.b ln Pri ;

010 de.l *1n_Name ;

014 dc.w lib Flags ;

016 dc.w lib NegSize ; Library-Struktur
018 de.w lib Possize ;

020 dc.w 1ib_Version ;

022 dc.w 1ib Revison ;

024 dec.l *1ib idString H

028 dec.1 lib Sum H

032 de.w 1ib_OpenCnt ; -

034 dc.1 *ib ViewPort ; Erster Viewport

038 dc.1 *ib LOFCprList ; Haupt-Copperliste

042 dc.1 *ib SHFCprList ; Interlace-Zweitcopperliste
046 dc.w ib DyOffset ; y-Offset des Intui-View
048 dc.w ib DxOffset ; x-Offset des Intui-view
050 dc.w ib Modes ; Erlaubte Viewmodes

052 dc.l *ib ActiveWindow ; aktives Fenster

056 de.l *ib ActiveScreen ; aktiver Screen

060 dec.l *ib FirstScreen ; erster Screen

064 dc.1 ib Flags

068 dc.w ib MouseY ; Y-Mausposition

070 dc.w ib_MouseX ; X-Mausposition

072 de.1 ib_Seconds ; Systemzeit

076 dc.1 ib Micros ;

; Der Datenteil der Intuition-Library ist zwar an dieser
; Stelle noch nicht beendet, doch sind die Werte, die jetzt
; folgen, nicht festgelegt.

*1n Succ - lib OpenCnt

Die ersten dreizehn Eintrdge sind fiir die Verwaltung der
Library reserviert. Ihre Bedeutungen werden erst im Exec-
Kapitel beschrieben.

*ib ViewPort
Zeiger auf die erste ViewPort-Struktur des Intuition-view.

*ib LOFCprList
Zeiger auf Copperliste fiir die Aufltsungen interlaced und
nicht-interlaced.

*ib SHFCprList
Zeiger auf Copperliste fiir interlaced-Darstellung.

ib DyOffset, ib DxOffset
Positionierung des Intuition-View. Es
Werte erlaubt (siehe auch
"BenchQuake").

sind auch negative
Graphics-Kapitel, Programm
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ib Modes
Erlaubte ViewModes.

*ib ActiveWindow
Zeiger auf Fenster-Struktur des aktiven Fensters.

*ib ActiveScreen
Zeiger auf Screen-Struktur des aktiven Screens.

*ib FirstScreen
Zeiger auf erste Screen-Struktur.

ib_Flags
Intuition-interne Flags.

ib MouseY, ib_ MouseX
Position des Mauszeigers.

ib Seconds, ib Micros

gystemzeit im Intuition-Format (Sekunden/Mikrosekunden).
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Die Diskfont-Library ist fiir die Verwaltung der Zeichensdtze
zustédndig, die nicht im ROM, sondern auf der Diskette
untergebracht sind. Da beim Amiga nur der System-Font
("Topaz") im ROM steht, wird man um die Benutzung der Disk-
font-Library wohl kaum herumkommen.

Da es langweilig widre, bei dem grofien Angebot an Zei-
chensdtze filir den Amiga nur den Topaz-~Font zu benutzen (die
Designer der {ibrigen Fonts haben sich schliefilich auch Ar-
beit gemacht), wollen wir in diesem Kapitel lernen, wie man
Zeichensdtze von der Diskette einlddt, in eigenen Programmen
benutzt und wieder aus dem Speicher entfernt. AuBerdem
werden wir erfahren, wie man sich Informationen {iber die
verfiigbaren Fonts verschafft. AnschlieBlend werden wir uns
etwas Hintergrundwissen iliber den Aufbau einer Font-Datei
aneignen.

Die Diskfont-Library ist nicht im Kickstart-ROM, sondern auf
der Diskette untergebracht, weshalb beim ersten Offnen die
Startdiskette verlangt wird. Die Lib muB aber nur einmal
eingeladen werden und bleibt dann bis zum ndchsten Reset im
RAM.

6.1 Grundwissen iiber Fonts

Alle Disk-Zeichensdtze sind im FONTS-Verzeichnis unterge-
bracht, in dem sie von allen Diskfont-Routinen auch gesucht
werden. Hinweis: Gesucht wird im logischen Ger&t FONTS:,
welches dem FONTS-Verzeichnis der Startdiskette zugewiesen
ist. Sollen Zeichensdtze von einer anderen Diskette geladen
werden, so muB die FONTS:-Zuweisung mit dem CLI-Befehl
ASSIGN gedndert werden.

Fiir jeden Font wird im FONTS-Verzeichnis ein Verzeichnis mit
dem Namen des Fonts (z.B. "garnet") und eine
Verwaltungsdatei, die das Anh&ngsel ".font" bekommt (z.B.
"garnet.font"), angelegt.

Das Amiga-System sieht die Moglichkeit vor, ein Font in
mehreren GrdBen zu verwenden. Als Kriterium fiir die
Grofeneinteilung wird immer die Hohe, also die
VertikalgrtBe, benutzt. Den Garnet-Font z.B. gibt es in zwei
GréBen: 16 und 9 (also 16 und 9 Punkte hoch). Die Font-Daten
fiir die verschiedenen GréBSen werden jeweils in einer eigenen
Datei abgelegt. Diese Dateien werden in den Font-
Unterverzeichnisse abgespeichert und bekommen als Namen die
Fontgr6Be. Im Unterverzeichnis "garnet" existieren also zwei
Dateien mit den Namen "16" und "9".

In den ".font"-Dateien sind nun lediglich Informationen iiber
die verfiligbaren GrdBen eines Fonts sowie {iber diverse andere
Eigenheiten abgelegt. Die Zeichendaten selber stehen in den
Unterverzeichnis-Dateien. Das dient dazu, daB zum Einlesen
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aller verfligharen Fonts nicht s&mtliche Unterverzeichnisse
und die darin enthaltenen Dateien durchgelesen werden miis-
sen, sondern nur die kleinen Info-Dateien im Fonts-Hauptver-
zeichnis.

6.2 Das Einladen von Fonts

Zum Laden eines Fonts von der Diskette dient die Routine
OpenDiskFont:

OpenDiskFont = -30 (Diskfont-Library)

*textAttr a0 < Zeiger auf TextAttr-Struktur, die den
gesuchten Zeichensatz beschreibt

*font do > Zeiger auf TextFont-Struktur des ge-
ladenen Font oder 0 bei Fehler

Erkldrung Ladt den in der TextAttr-Struktur defi-
nierten Zeichensatz von Diskette

Wenn der Font geladen werden konnte, haben wir in do0 den
Zeiger auf eine TextFont-Struktur. Diesen Zeiger miissen wir
bei allen weiteren Operationen mit dem Zeichensatz angeben.
Zum Offnen eines Fonts, der im ROM steht oder schon einmal
von Diskette geladen wurde, gibt es noch eine andere Rou-
tine. Diese steht allerdings in der Graphics-Library und
kann nicht auf die Diskette zugreifen. Ihr Name ist Open-
Font. Ihre Parameter und Funktionsweise entsprechen bis auf
die Einschrénkung 'kein Disk-Zugriff' exakt der von Open-
DiskFont. Vorteile bietet die Benutzung von OpenFont nicht,
da auch OpenDiskFont den Zeichensatz nur einmal wirklich
einlddt und allen weiteren Programmen, die ihn &6ffnen wol-
len, nur noch den TextFont-Zeiger iibermittelt.

OpenDiskFont erwartet einen Zeiger auf eine neue Struktur,
ndmlich TextAttr. TextAttr steht fiir "Text Attributes", die
Struktur beschreibt also die Eigenschaften des gewiinschten
Zeichensatzes. Sie sieht folgendermaBen aus:

Die TextAttr-Struktur:

00 dc.1  *ta Name ; Zeiger auf Font-Name

04 dc.w ta Ysize ; Vertikale GréBe des Fonts
06 dc.b ta Style ; Stil des Fonts (siehe unten)
07 de.b ta_Flags ; Art des Fonts

08 ta _SIZEOF
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*ta Name

Ein Zeiger auf den Namensstring des Zeichensatzes, der auch
die Endung ".font" enth&lt und wie fast alle Namenstexte mit
einem Nullbyte abgeschlossen sein muB.

ta_Ysize

Die HBhe des gesuchten Fonts.

Falls es den Font in dieser

Hdhe nicht gibt, wird die HBhe benutzt, die der gewlinschten
am ndchsten kommt.

ta_ Style

Bit-Maske fiir den Schreibstil des Fonts. Folgende Werte, die

bei Bedarf natiirlich auch kombiniert

(aufaddiert) werden

kénnen, sind méglich:

Schreibstil Wert Bedeutung

FSF_NORMAL 0 Kein besonderer Stil

FSF UNDERLINED 1 Unterstrichen

FSF_BOLD 2 Fettdruck

FSF_ITALIC 4 Kursiv-(Schrég-)Druck

FSF_EXTENDED 8 Doppelte Breite (bei normalen Fonts nicht

ta_Flags

Bit-Maske fiir diverse andere Zeichensatz-Eigenarten.
die equ-Tabelle:

moglich)

Hier

Font-Flag Wert Bedeutung

FPF_ROMFONT 1 Font ist im ROM

FPF_DISKFONT 2 Font wurde von Disk geladen

FPF REVPATH 4 Ausrichtung von rechts nach links
FPF_TALLDOT 8 Hires-Noninterlaced-Font
FPF_WIDEDOT 16 Lores-Interlaces-Font
FPF_PROPORTIONAL 32 Proportional-Font

FPF DESIGNED 64 Font ist gezeichnet, nicht berechnet
FPF_REMOVED 128 Font wurde per Lib-Routine entfernt

FPF_ROMFONT

FPF_DISKFONT
FPF_REVPATH

FBF_TALLDOT

FPF_WIDEDOT

FPF_PROPORTIONAL
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Der Zeichensatz befindet sich im ROM (gilt z.Z.
nur flir den Topaz-Font).

Der Zeichensatz ist auf Diskette zu finden.

Die Zeichen sollen nicht von links nach rechts,
sondern von rechts nach links ausgegeben werden.
Der Zeichensatz ist fiir eine Bildschirmaufldsung
von 640x256 Punkten (Hires Non-Interlaced) ge-
dacht.

Der Zeichensatz ist fiir eine Bildschirmaufl&sung
von 320x512 Punkten (Lores Interlaced) gedacht.
Die Zeichen werden auf dem Bildschirm proportio-
nal ausgegeben, d.h. sie nehmen nur so viel
Platz ein, wie sie wirklich brauchen. Bei nicht-
proportional-Zeichensdtzen nehmen alle Zeichen
gleich viel Platz ein.
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FPF_DESIGNED Die ZeichensatzgrtBe wurde gesondert entworfen
und nicht vom System berechnet. Eine solche Be-
rechnung ist erst ab der Version 2.0 des Be-
triebssystems méglich.

FPF_REMOVED Der Zeichensatz wurde mit einer Graphics-Routine

- aus der Systemliste entfernt.

Der Eintrag ta Flags ist nur vollstd&ndig von Interesse, wenn
Sie sich Informationen {iber alle verfiigbaren Zeichensitze
geben lassen. Beim Offnen eines bestimmten Fonts brauchen
nur FPF ROMFONT bzw. FPF_DISKFONT entsprechend gesetzt zu
werden.

Zum Eintrag ta YSize ist noch folgendes zu sagen. Unter
Kickstart 2.0 TIst es mdglich, einen Zeichensatz auch in
einer GroBe darzustellen, die nicht eigens entworfen wurde.
Gibt man in ta YSize eine GréBe an, die im Font-Verzeichnis
nicht existiert, wird der Font, der dieser Gr6Be am nachsten
kommt geladen und dann auf die gewlinschte GrtBe umgerechnet.
Die Punkte, aus denen die Zeichen aufgebaut sind, werden da-
bei einfach je nach Bedarf verdoppelt, verdreifacht usw. Die
Zeichen sind danach zwar gr&Ber, sehen aber auch viel grober
aus. Bel dlteren Versionen des Betriebssystems ist eine sol-
che automatische VergréBerung noch nicht méglich, hier wird
bel nicht vorhandener Gr&B8e nur der Font geladen, der der
gewlinschten Gr&fBe am ndchsten kommt.

Die TextFont-Struktur (nicht zu verwechseln mit TextAttr),
auf die der Riickgabewert von OpenDiskFont zeigt, ist fiir den
Programmierer eigentlich weniger wichtig. Sie wird nur vom
System zur Verwaltung des Fonts benutzt. Sie soll hier aber
trotzdem vorgestellt werden:

Die TextFont-Struktur:

00 ds.b tf Message, 20
20 dc.w tf ¥size
22 dc.b tf Style
23 dc.b tf Flags

Eine Exec-Message (siehe unten)
Y-GroBe des Fonts

Schreibstil

Font-Eigenschaften

24 dc.w tf Xsize Standard-Fontbreite
26 dc.w tf Baseline Grundlinie

28 dc.w tf_BoldSmear

30 dc.w tf_Accessors Anzahl der Zugriffe

32 dc.b tf LoChar
33 dc.b tf HiChar
34 dc.l  *tf CharData
38 dc.w tf Modulo
40 dc.1 *tf CharLoc

Erstes ASCII-Zeichen im Font
; Letztes ASCII-Zeichen im Font
; Zeiger auf die Zeichen-Daten

D R

44 dc.l  *tf CharSpace ; Zeiger auf Proportional-Daten
48 dc.1  *tf CharKern ; Zeiger auf Rerning-Daten

52 tf SIZEOF

tf Message

Vor den eigentlichen Font-Daten befindet sich eine Struktur,
die aus der Exec-Library stammt. Sie nennt sich "Message-

259



Kapitel 6

Struktur" und wird im Kapitel iiber die Exec-Lib genauer be-
sprochen.

tf ¥Ysize, tf Style, tf_Flags
Diese drei Eintrdge entsprechen den gleichnamigen in der
TextAttr-Struktur.

tf XSize

Bel nicht- proportlonalen Fonts steht hier die Pixelbreite
der Zeichen. Bei Proportionalfonts hat der Eintrag keine Be-
deutung.

tf BaseLine

Hier wird der Abstand der Grundlinie vom oberen Zeichenrand
eingetragen. Auf diese Linie beziehen sich die y- ~-Positionen
bei Textausgaben. Wenn ein Text z.B. ab der Zeile 200 ausge-
geben werden soll, seine Grundlinie aber 10 Pixel von der
Oberkante entfernt liegt, wird er in Wirklichkeit ab Zelle
190 ausgegeben.

tf Accessors

Die Anzahl der OpenDiskFont-Aufrufe fiir den 2eichensatz.
Beim SchlieBen des Zeichensatzes wird der Z&hler um eins
verkleinert. Wenn er Null erreicht, wird der Zeichensatz aus
dem Speicher geldscht.

tf LoChar, tf_ HiChar
Das erste und letzte ASCII-Zeichen, fiir das der Zeichensatz
entworfen wurde.

*tf CharData
Ein” Zeiger auf die eigentlichen Pixel-Daten des Fonts.

*tf CharSpace, *tf CharKern

Zwel Zeiger auf Datenfelder, die bei Proportionalfonts be-
nutzt werden. In den Feldern stehen die Pixelbreiten der
einzelnen Zeichen.

Wenn ein Zeichensatz nicht mehr bentdtigt wird, sollte er ge-
schlossen werden. Das {ibernimmt die Routine CloseFont, die
sich allerdings in der Graphics-Library befindet. Wir
greifen hier etwas vor, aber die CloseFont-Routine paBt
thematisch besser in dieses Kapitel.

CloseFont = -78 (Graphics-Library)

*textFont al < Zeiger auf die TextFont-Struktur des zu
schlieBenden Zeichensatzes

Erklarung SchlieBt den angegebenen Zeichensatz.
Wenn alle Offnungs-Aufrufe ' durch den
Close-Aufruf riickgéngig gemacht wurden,
wird der Zeichensatz aus dem Speicher
entfernt.
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Noch ein kurzes Beispielprogramm, das den Zeichensatz
"Garnet" mit einer Y-Gr&6Be von 16 Punkten 6ffnet und wieder
schlieBt. Die Basis der Graphics- und Diskfont-Library wer-
den in Vvariablen vorausgesetzt.

Diskfont-Basis nach a6
Zeiger auf TextAttr-Struktur
Font 6ffnen

TextFont-Zeiger sichern

move.l dfbase,aé6
lea textattr,a0
jsr ~30(ab6)
move.l do,de

B

move.l  gfxbase,ab ; Graphics-Basis nach a6
move.l d6,al ; TextFont-Zeiger nach al
jsr ~78(a6) ; Font schlieBen
textattr: de.l fontname ; Zeiger auf Font-Namenstext
dc.w 16 ; Hohe: 16 Pixel
dc.b 0 ; Text-Stil: Normal
dc.b 2 ; Font-Art: Diskfont
fontname: dc.b "garnet.font",0
even

Bild 6.1: Offnen und SchlieBen eines Fonts

Nun wissen wir, wie man Zeichensdtze &ffnet und schlieBt.
Bevor wir aber zur ihrer Benutzung in Programmen kommen,
wollen wir uns erst ansehen, wie man sich Informationen iber
alle verfiigharen Zeichensdtze geben lassen kann.

6.3 Informationen iiber verfiigbare Zeichensétze

In der Diskfont-Library existiert eine Routine, die einen
Pufferspeicher, den wir reservieren und dessen Startadresse
wir der Routine {iibergeben miissen, mit diversen Strukturen
fiillt. Aus diesen Strukturen Xann man Informationen {iiber
alle auf der Diskette (und im ROM) verfiigbaren Fonts, ihre
Gr6Ben, Schriftarten und sonstigen Eigenheiten ablesen. Die
Routine heifit AvailFonts:

AvailFonts = -36 (Diskfont-Library)
*buffer a0 < Startadresse, ab der die Info-Strukturen
angelegt werden sollen
bufBytes d0 < GroBe des Info-Puffers in Bytes
flags dl < Geben an, welche Typen von Fonts gesucht

werden sollen
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error do > BAnzahl der Info-Bytes, die nicht mehr in
den Puffer paBten oder 0, wenn alles in
Ordnung war

Erkl&rung Fiillt einen Speicherbereich mit Info-
Strukturen iiber die verfligbharen Fonts.
Falls der Bereich zu klein ist, werden
nicht alle Fonts behandelt und die An-
zahl der fehlenden Bytes gemeldet.

Zuerst die mglichen Werte fiir die Flags:

Font-Typ Wert Bedeutung
AFF_MEMORY 1 Suche Fonts im ROM
AFF_DISK 2 Suche Fonts auf der Diskette

AFF_MEMORY und AFF _DISK kénnen auch kombiniert (aufaddiert)
werden, dann werden Fonts im ROM und auf Disk gesucht. Nun
zu den Strukturen, die im Info-Puffer angelegt werden. Zu
Beginn kommt eine AvailFontsHeader-Struktur. Sie besteht ei-
gentlich nur aus einem Wort-Eintrag, der angibt, wieviele
AvailFonts-Strukturen danach folgen werden:

Die AvailFontsHeader-Struktur:

00 dc.w afh NumEntries ; Anzahl der folgenden AF-Strukturen
02 ds.b afh AF,10 ; Die erste AvailFonts-Struktur

12 ds.b afh AF,10 ; Die zweite AvailFonts-Struktur

. teee eeeaeens ; usw.

Die GrdBe dieser Struktur ist also nicht festgelegt. Sie be-
trdgt 2 (fiir das NumEntries) plus Anzahl Fonts * 10.

Die AvailFonts-Struktur:

00 dc.w af_Type ; AFF_MEMORY oder AFF_DISK
02 dc.l *af Name,0 ;

06 dc.w af_Ysize ;| TextAttr-

08 dc.b af Style H Struktur

09 de.b af_Flags H

10 af_ SIZEOF

Die AvailFonts-Struktur besteht aus einem Wort, das angibt,
ob der Font im ROM steht (1) oder auf Disk (2), und einer
TextAttr-Struktur, welche die eigentlichen Informationen
enth&dlt.

Das folgende Beispielprogramm wird die Benutzung  von Avail-
Fonts noch etwas klarer machen. Es gibt Namen, GréBen und
Modi (proportional oder nicht) aller Fonts auf der Diskette
aus.
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* Programm 6.1: Anzeige aller verfiigbaren Diskfonts

ExecBase =
OpenLib =
CloseLlib =
RAvailFonts =
Output =
Write =
move.l
lea
clr.1l
jsr
move.l
lea
clr.1l
jsr
move.l
move.l

ExecBase, a6 ; DOS-Lib &ffnen
dosname,al

do

OpenLib(a6)

d0,dosbase ; Basis sichern

dfname,al ; Diskfont-Lib 6ffnen
do

-552(a6)

do,dfbase ; Basis sichern

dfbase,ab ; Benutze Diskfont-Lib

* Fontinfo-Puffer fiillen

lea
move.l
move.l
jsr

move.l
jsr
move.l

lea
move.w

subq

lea
bsr

* Hauptschleife:

mainl: addq
move.l
bsr

lea
bsr

clr.l
move.w
lea

fontbuff,ad ; Zeiger auf Fontinfo-Puffer
#2000,d0 ; 2000 Bytes sollten reichen
$2,d1 ; Flags: Nur Diskfonts
AvailFonts(a6) ; Puffer fiillen lassen
dosbase, a6 ; Benutze jetzt DOS-Lib
Output(a6) ; Output-Handle holen

do,d4

fontbuff,ab ; Start Fontbuffer in Arbeitsregister
(a5)+,d6 ; Anzahl Fonts nach d6

$#1,d6 ; DBRA l&uft bis -1

texto0,a0 ; Titeltext

print ; ausgeben

Einen Fonteintrag ausgeben

#2,a5 ; Type-Wort in AF-Struktur iiberspr.
(a5)+,a0 ; Zeiger auf Font-Name nach a0
print ; Name ausgeben

textl,a0 ; Zwischentext

print ; ausgeben

do ; d0 long-ldschen

Fonthohen-Wort nach do
Start des Dez-Puffers

(a5)+,do
dezbuff,a0

~

-~
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bsr
lea
bsr

move.w

btst
beq

lea
bsr

main2: lea
bsr

dbra

move.l

move.l

jsr

move.l

jsr
rts

print:

clr.l
pril: addq

tst.b

bne

subg

move.l

jsr

movem. 1

rts

dezascii:

movem, 1

clr.b
lea

dal: clr.b

da2: addq
sub.1
bece
add.1l
subg

tst.b
beq

264

movem. 1
move.1l

dezascii
dezbuff,a0
print

(a5)+,do
#5,d0
main2

text2,a0
print

text3,a0
print

dé6,mainl
ExecBase, a6

dosbase,al
CloseLib(aé)
dfbase,al
CloseLib(a6)

d1-d3,-(sp)
a0,d2

d3

#1,d3

(a0)+

prl

$1,d3

d4,d1
Write(as6)
(sp)+,d1-d3

dl/d2/al,-(sp)
d2

values,al
d1

$#1,d1
(al),do
da2
(a1),do
#1,d1

d1
da3

~e we e

~e we we

~ =

T

!

Zahl umrechnen
Dez-Puffer-Inhalt
ausgeben

Style- u. Flag-Byte nach do
Bit 5 im Flag-Byte gesetzt?

Wenn nein, kein Prop-Font

Sonst Text "Prop" ausgeben

Return-Zeichen

ausgeben

Zur Hauptschleife

Jetzt Exec-Lib benutzen

DOS-Lib
schlieBen
Diskfont-Lib
schlieBen
und Ende

SUB Textausgabe fiir DOS-Write
*30 < Zeiger auf Text (0-terminiert)
d4 < Handle der Ausgabedatei

SUB Umrechnung Dez-Zahl -> ASCII-Text
do <- Dezimalzahl
*a0 <- Pufferzeiger
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add.b $"o",d1
move.b dl,(a0)+
moveq #1,d42
bra da4

da3: tst.b d2
beq da4
move.b  #"0",(a0)+

da4: cmp. 1 #1,(al1)

beq da5s
add.1l #4,al
bra dal

da5: move.b  #0,(a0)
movem.l (sp)+,dl/d2/al
rts

* Datenbereich

dosname: dc.b "dos.library",0
even

dfname: dc.b "diskfont.library",0
even

dosbase: dec.1 0

dfbase: dc.1l 0

fontbuff: ds.b 2000

texto: dc.b 10,"Liste der verfiigbaren Disk-Fonts:",10
dc.b " ",10,10,0

textl: de.b "o

text2: dc.b " (Prop)",0

text3: dc.b 10,0

dezbuff: ds.b 8

values: dc.1 1000000000,100000000,10000000,1000000
de.l 100000,10000,1000,100,10,1

Programm 6.1: Anzeige aller verfiigbaren Diskfonts

Die Benutzung der AvailFonts-Routine diirfte klar sein. Das
Library-6ffnen und Output-Handle-Holen sowieso. Interessant
wird es an der Stelle

lea fontbuff,as ; Start Fontbuffer in Arbeitsregister
move.w  (a5)+,d6 ; Anzahl Fonts nach dé
subg #1,d6 ; DBRA l&auft bis -1

Wir speichern den Start des Fontpuffers ins AdreBregister
a5, das wir in Zukunft immer zum Zugriff auf den Puffer
benutzen werden. Das erste Wort ist die Anzahl der Fonts,
also der AvailFonts-Strukturen, die nach dem Wort folgen
werden. Die Hauptschleife wird mit DBRA aufgebaut, weshalb
wir 1 von der Fontanzahl subtrahieren miissen. In der Zeile
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mainl: addg #2,a5 ; Type-Wort in AF-Struktur iberspr.

erhthen wir den Pufferzeiger um zwei, wodurch wir das Type-
Wort, das in jeder AF-Struktur vor dem TextAttr- Teil steht,
ubersprlngen. Da wir sowieso nur Diskfonts einladen, 1st
eine Auswertung des Font-Typs {(berfliissig. Das ndchste
Langwort ist ein Zeiger auf den Fontnamen, der, fiir unsere
Print-Routine sehr glinstig, mit einem Nullbyte endet. Wir
kénnen Print also direkt aufrufen:

move.l (a5)+,a0 ; Zeiger auf Font-Name nach a0
bsr print ; Name ausgeben

Das nidchste Wort beinhaltet die FontgrdBe, die wir nach Um-
rechnung durch DezAscii von Print ausgeben lassen kdnnen. In
der Zeile

move.w  (a5)+,d0 ; Style- u. Flag-Byte nach do

holen wir die Bytes fiir Style und Flags auf einmal nach do.
Elgentllch brauchen wir nur die Flags, aber durch das MOVE.W
kénnen wir uns ein Erhohen des AdreBzelgers um eins sparen.

Der MOVE-Befehl schreibt das Flags-Byte ins unterste Byte
des Registers. Wir kdnnen also das Bit Nr. 5 von do0, welches
das PROPORTIONAL-Bit des Flagbytes enthdlt, testen:

btst $5,do ; Bit 5 im Flag-Byte gesetzt?
beq main2 ; Wenn nein, kein Prop-Font

War das Bit nicht gesetzt, wird die BAusgabe des Textes
"prop" {ibersprungen. Der Rest des Programms diirfte eigent-
lich klar sein.

6.4 Textausgabe mit eingeladenen Fonts

Es gibt zwei Mdglichkeiten, zur Textausgabe der eingeladenen
Fonts. Die erste beruht auf einer Routine aus der Graphics-
Library, genannt SetFont, die einen wdhlbaren Zeichensatz
einstellt. Da diese Routlne aber nur im Zusammenhang mit
weiteren Graphics-Routinen und -Strukturen einsetzbar ist,
werden wir im Graphics-Kapitel darauf zurilickkommen.

Die zweite Mogllchkelt beruht auf Intuition-Strukturen, die
das Einsetzen eines Font-Zeigers erlauben. Das sind die New-
screen-Struktur und die IntuiText-Struktur. Man kann also
schon beim ®ffnen eines neuen Screens angeben, daB ein be-
stimmter Zeichensatz verwendet werden soll. Dieser wird dann
fiir alle Textausgaben im Screen (auch die Titelzeile usw.)
und in allen entsprechenden Windows benutzt.

Die IntuiText-Struktur wird bekanntlich iiberall da einge-

setzt, wo es um direkte Textausgabe (mit PrintIText) oder
Angabe eines Gadget- oder Meniitextes usw. geht. Durch Ver-
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wendung eines Font-Zeigers kann man hier individuelle Fonts
einstellen, die sich auch vom Standard-Font (beim Offnen des
Screens angegeben) unterscheiden kénnen.

Wichtig ist dabei, daB erstens der entsprechende Font vor
der Benutzung in Intui-Strukturen gedffnet worden sein mus,
und daB zweitens, der Font-Zeiger ein Zeiger auf die
TextAttr-Struktur sein muB, also auf die selbe Struktur, die
wir zum Offnen mit OpenDiskFont benutzten, nicht den
Riickgabe-Zeiger (auf TextFont-Struktur) dieser Routine. Die
Graphics-Routine, die wir spdter kennenlernen werden,
erwartet allerdings einen TextFont-Zeiger.

Alle erforderlichen Routinen und Strukturen zum Screendffnen
und zur Fontbenutzung sind ja schon bekannt, daher k&nnen
wir sofort ein Beispielprogramm bringen. Es &ffnet einen
Screen unter der Benutzung des Fonts 'Garnet 16', auf dem
Screen ein Fenster, und in dieses wird mit dem Font 'Emerald
17' ein Text ausgegeben. Diese beiden Fonts finden Sie
"serienmdBig" auf der Workbench-Diskette.

* Programm 6.2: Benutzung von Diskfonts in Screens und Windows

ExecBase = 4
OpenLib = -552
CloseLib = -414
OpenDiskFont = -30
OpensScreen = -198
OpenWindow = -204
PrintIText = -216
Waitport = -384
GetMsg = -372
ReplyMsg = -378
CloseWindow = -72
CloseScreen = -66
CloseFont = -78
move.l 4,a6 ; Int-Lib 6ffnen
lea intname,al
clr.l do
jsr OpenLib(a6)
move.l  do0,intbase
lea gfxname,al ; Graphics-Lib 6ffnen
clr.l do
jsr OpenLib(a6)
move.l dO0,gfxbase
lea dfname,al ; Diskfont-Lib 6ffnen
clr.1 do
jsr OpenLib(a6)
move.l do0,dfbase
tst.1 do ; Fehler?
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beq
move.l

lea
jsr
tst.1
beq
move.1l

lea
jsr
tst.l
beq
move.1l

move.l

lea
jsr
move.l

lea
jsr
move.l

move.l
move.1l
move.l

move.l
lea
move.w
nove.w
jsr
move.l
move.l
jsr
move.l
jsr
move.l
jsr
move. ]
move.l
jsr
move.l
jsr

move.l

endel ;
dfbase, a6 ;

tattrl,a0
OpenDlskFont(as)
do ;
ende2 ;
do,tfontl H

tattr2,a0
0penD1skFont(a6)
do ;
ende3 H
do,tfont2 ;

intbase, a6

nscreen,al ;
OpenScreen(aé6)
do,wscreen

nwindow,a0 ;
OpenWindow(aé6)
do,window

-

do,a0
$32(a0), a4 ;
$56(a0),a5 ;

a4,al
itext,al
#0,do H
#0,d1
PrintIText(a6)

~

ExecBase,ab

ab,al
WaitPort(as)
ab,al ;
GetMsg(a6) ;
I
!

do,al
ReplyMsg(a6)

intbase, a6

window,a0 ;
CloseWindow(a6)

wscreen,al ;
CloseScreen(a6)

gfxbase,ab

Wenn ja

Benutze Diskfont-Lib

; Font 'Garnet 16' dffnen

Fehler?
Wenn ja
TextFont-Zeiger sichern

; Font 'Emerald 17' 6ffnen

Fehler?
Wenn ja
Zeiger sichern

Screen Offnen

Window 6ffnen

Zeiger nach a0

Rastport nach a4

Userport nach a5

Text ausgeben mit PrintIText

Position steht in der Struktur

Warte auf Nachricht

; Nachricht

abholen

; Nachricht
; quittieren

Window schlieBen

Screen schlieflen
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move.l  tfont2,al ; Fonts schlieBen
jsr CloseFont(a6)
ende3: move.l tfontl,al
jsr CloseFont(a6)
ende2: move.l ExecBase, a6 ; Alle Libs schlieBen
move.l dfbase,al
jsr CloseLib(aé)
endel: move.l gfxbase,al
jsr CloseLib(aé)
move.l  intbase,al
jsr CloseLib(a6)
rts

* Datenbereich

intname: dc.b "intuition.library",0
even
dfname: de.b "diskfont.library",0
even
gfxname: de.b "graphics.library",0
even
intbase: dc.1 0
dfbase: dec.1 0
gfxbase: dec.l 0
tattrl: dc.1l fnamel
dc.w 16
dc.b 0,2
fnamel: dc.b "garnet.font",0
even
tattr2: de.l fname2
dc.w 17
dc.b 0,2
fname2: dc.b "emerald.font",0
even
nscreen: dc.w 0,0,640,256,1 ; Screen-Dimensionen und -tiefe
dc.b 0,1 ; Zeichenstifte
dc.w $8000,15 ; Modus HIRES, Typ CUSTOMSCREEN
dc.1 tattrl ; Zeiger auf TextAttr fiir Font
dc.1 stitle ; Zeiger auf Titel
dc.1 0,0 ; Keine Gadgets und Custombitmap
stitle: dc.b "Garnet-Screen (Font = Garnmet 16)",0
even
nwindow: dc.w 0,30,640,180 ; Window-Dimensionen
dc.b 0,1 ; Zeichenstifte
dc.1 $200,15 ; IDCMP: CLOSEWINDOW, Alle Gadgets
dc.l 0,0 ; Keine Gadgets und Checkmark
dc.1 wtitle ; Zeiger auf Titel
wscreen: dc.1 0 ; Zeiger auf Screen
de.1 0 ; Keine Custombitmap
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dc.w 200,100,640,200 ; Min- und Max-GroBe
dc.w 15 ; Typ CUSTOMSCREEN
wtitle: dc.b "<- Close-Gadget klicken zum Beenden",0
even
window: dc.1 0
tfontl: de.1l 0
tfont2: de.1 0
itext: dc.b 1,0 ; Farben
dc.b 0,0 ; Draw-Mode u. Adjust-Byte
dc.w 10,30 ; Text-Position
dc.l1 tattr2 ; Zeiger auf TextAttr fiir Font
de.1l itextr ; Zeiger auf Text
de.l 0 ; Kein weiterer Text
itextr: dc.b "Dies ist ein Text in Emerald 17",0
even

Programm 6.2: Benutzung von Diskfonts in Screens und Windows

Das Interessanteste ist diesmal in den Strukturen zu finden.
In der Screen-Struktur heiBt es jetzt

&é:l tattrl ; Zeiger auf TextAttr fiir Font

was die Benutzung von Garnet 16 als Standard-Font bewirkt.
Der Screen-Titel und alle Windows, die wir O6ffnen wollen,
werden in diesem Font dargestellt. Beachten Sie, daB nicht
der von OpenDiskFont gemeldete TextFont-Zeiger hier
eingetragen werden mufB, sondern der Zeiger auf die TextAttr-
Struktur, die wir auch zum Offnen des Fonts verwendet haben.
Auf die selbe Weise verfahren wir in der IText-Struktur:

éé:l tattr2 ; Zeiger auf TextAttr fiir Font

Beachten Sie noch die Zeilen

move.l a5,al Warte auf Nachricht

jsr WaitPort(a6)

move.l a5,al ; Nachricht
jsr GetMsg(a6) ; abholen
move.l do,al ; Nachricht
jsr ReplyMsg(a6) ; quittieren

Wir warten hier einfach auf eine Nachricht, holen sie ab und
quittieren sie sofort. Auszuwerten brauchen wir sie nicht,
da es sowieso nur die eine sein kann, die wir fiir das Fen-
ster zugelassen haben (CLOSEWINDOW).
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Damit diirfte die Anwendung von Diskfonts in eigenen Screens
und ITexten klar sein.

6.5 Insider-Wissen iiber Diskfonts

Nun wollen wir uns noch etwas Hintergrundwissen aneignen.
Fiir die Benutzung von Fonts sind die beiden folgenden Ab-
schnitte nicht unbedingt nétig, aber flir den einen oder an-
deren sind sie vielleicht interessant.

6.5.1 Font-Informationen auf eine etwas andere Weise
Neben der besprochenen Routine AvailFonts, die eine gleich-

namige Struktur aufbaut, gibt es noch eine weitere Routine:
NewFontContents. Sie sieht folgendermaBen aus:

NewFontContents = —-42 (Diskfont-Library)

*fontsLock do < Lock auf das gewlinschte Font-Directory

*fontName al < Zeiger auf den Namen der Font-Verwal-
tungsdatei
*fch do > Adresse der FontContentsHeader-Struktur

oder 0 bei Fehler wdhrend der Erstellung

Erkl&arung Liest die Font-Daten aus der angegebenen
Verwaltungsdatei und stellt sie in einer
FontContentsHeader-Struktur zusammen

Mit dieser Routine kann man sich Informationen {ilber einen
bestimmten Font besorgen. In do0 muB ein Lock auf das ge-
winschte Font-Verzeichnis stehen (z.B. "df0:fonts/garnet")
und in al ein Zeiger auf den Namen der Font-Verwaltungsdatel
(z.B. "dfo:fonts/garnet.font"). Im Gegensatz zu AvailFonts
braucht man keinen Zeiger auf den Speicherbereich zu ilberge-
ben, in dem die Info-Struktur angelegt werden soll. NewFont-
contents wdhlt den Speicherplatz selber aus. Die FontCon-
tentsHeader-Struktur (kurz ‘'fch'), in der die Informationen
zusammengestellt werden, sieht so aus:

Die FontContentsHeader-Struktur:

000 dc.w fch FileID ; $o0foo

002 dc.w  fch NumEntries ; Anzahl der folgenden fc-Strukturen
004 ds.b  fch FH,260 ; Die erste FC-Struktur

264 ds.b  fch_FH,260 ; Die zweite FC-Struktur

ces Ceve eeeesaeis ; usw.
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fch_FileID
Dies ist das erste Wort, das in der ".font"-Datei steht. Es
kennzeichnet die Datei als Font-Verwaltungsdatei. Da

NewFontContents im Prinzip diese Datei einfach nur einl&dt,
steht in der fch-Struktur auch als erstes dieses Kennungs-
Wort.

Der Aufbau dieser Struktur l&uft analog zur AvailFontsHea-
der-Struktur. Das zweite Wort gibt an, wieviele FontCon-
tents-Strukturen folgen werden, die so aussehen:

Die FontContents-Struktur:

000 ds.b  fc FileName,256
256 dc.w fc_YSize
258 dc.b  fc_style
259 dc.b  fc_Flags
260 fc_SIZEOF

Name der Fontdatei (0-terminiert)
Y-GroBe

Schreibstil

Font-Eigenschaften

~e ~e me we

Die Felder entsprechen bis auf fc FileName denen der Tex-
tAttr-Struktur. Der FileName-Eintrag steht hier in der
Struktur selber und wird nicht iiber einen Zeiger angespro-
chen. Der Eintrag flir den Namen ist immer 256 Bytes groBR,
auch wenn der Name filir gewdhnlich viel kilirzer sein diirfte
(dann sind die restlichen Zeichen mit Nullen gefiillt). Auch
hat der Name hier einen anderen Aufbau: Im Falle des Fonts
Garnet 16 wiirde hier nicht "garnet.font" stehen, sondern
"garnet/16", also der Pfad- und Dateiname der Font-Datenda-
tei (vom Verzeichnis FONTS: aus gesehen).

Da die Routine NewFontContents selbststdndig einen Speicher-
bereich fiir die Struktur auswdhlt, muB es auch eine Routine
geben, die diesen wieder freigibt. Sie heiBt DisposeFontCon-
tents und sieht folgendermafBen aus:

DisposeFontContents = -48 (Diskfont-Library)
*fch al < Zeiger auf die zu entfernende fch-Struk-
tur
Erklarung Gibt den von der angegebenen fch-Struk-

tur belegten Speicher frei.

Sinnvoll ist die Benutzung von NewFontContents, wenn Sie nur
iber einen bestimmten Font Informationen benétigen,
ansonsten benutzen Sie besser AvailFonts.

6.5.2 Der Aufbau einer Font-Datendatei

Ob Sie es glauben oder nicht, eine Font-Datendatei ist im
Prinzip ein ausfiihrbares Programm! Sie konnen es ja mal ver-
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suchen und "fonts:garnet/16" als Programm starten. Eventuell
miissen Sie vorher das Execute-Schutzbit mit dem CLI-Befehl
SetProtection setzen. Passieren wird dabei allerdings nicht
viel. Woran das liegt, werden Sie gleich erfahren.

Der Grund, warum die Font-Dateien den gleichen Aufbau haben
wie ausfiihrbare Programme, liegt in den Zeigern, die in der
Fontdatei verwendet werden. Die Datei muB ja an jeden belie-
bigen Platz im Speicher geladen werden k®nnen, ein absoluter
Zeiger wilirde sie aber an eine bestimmte Adresse binden. Um
das zu umgehen, wird das Einladen vom DOS-Programmlader
Ubernommen, der die absoluten Adressen bekanntlich anhand
einer Tabelle anpaBt.

Damit es aber keinen Absturz gibt, wenn man eine Fontdatei
"einfach mal aus SpaB" als Programm startet, stehen =zu
Beginn der Datei die Befehle "moveqg #0,d0" und "rts" in der
Datei. Vor diesen Befehlen findet sich noch ein Null-Zeiger.
An seiner Stelle steht bei einem richtigen Programm der Zei-
ger auf das zweite Programmsegment (falls vorhanden), da es
bei einer Fontdatei aber kein solches gibt, wird einfach
eine Null eingetragen. Nach diesen beiden Langworten (die
beiden Befehle sind zusammen ein Langwort groB) folgt die
DiskFontHeader-Struktur, die so aussieht:

Die DiskFontHeader-Struktur:

000 ds.b  dfh DF,14 ; Ein Exec-Node (siehe unten)
014  dc.w dfh FileID ;i $0f80

016 dc.w  dfh Revision ; Revisionsnummer des Fonts
018 de.l dfh Segment ; Segment-Adresse nach Laden
022 ds.b  dfh Name,256 ; Name der Fontdatei

278 ds.b  dfh TF,52 ; Eine TextFont-Struktur

330 dfh”SIZEOF

dfh DF

Diese Struktur, die in die dfh-Struktur eingebettet ist,
stammt aus der Exec-Library. Sie dient zum Verkniipfen der
einzelnen Zeichens&dtze im Speicher. Genauer besprochen wird
sie im Exec-Kapitel.

dfh _FileID
Das Wort $0f80 kennzeichnet die Datei als Font-Datendatei.

dfh Revision
Eine Art interne Versionsnummer des Zeichensatzes (mehr oder
weniger Spielerei).

dfh_Segment
Hier wird nach dem Einladen die Startadresse der als Segment
geladenen Fontdatei eingetragen.

dfh Name

Entspricht dem FileName-Eintrag in der FontContents-Struk-
tur.
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dfh TF

Eingebettet in die dfh-Struktur ist auch eine TextFont-
Struktur, die zur Verarbeitung des Zeichensatzes unerldBlich
ist. Sie enthdlt alle weiteren wichtigen Daten.
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Wenn wir die Intuition-Library benutzen und uns von ihr Win-
dows, Meniis oder Gadgets darstellen lassen, brauchen wir uns
um das eigentliche Zeichnen der Grafiken nicht zu kiimmern.
Als nachstes wollen wir im Betriebssystem eine Stufe tiefer
gehen und uns ansehen, wie wir all das, was von Intuition
automatisch gezeichnet wird (Linien, Blécke, Punkte usw.),
selbst auf den Bildschirm bringen ké&nnen.

Dazu bedienen wir uns der Graphics-Library. Sie ist filir die
erwdhnten einfachen Zeichenroutinen zustédndig, umfafit aber
auch komplexere Dinge wie Textausgabe, Spriteverwaltung,
Display-Handling und Bildschirmscrolling. Ehe wir mit
einfachen Zeichenroutinen beginnen, brauchen wir noch ein
paar allgemeine Grundlagen =zur Benutzung der Graphics-
Library.

7.1 Die wichtigsten Graphics-Strukturen

7.1.1 Die Rastport-Struktur

Zhnlich, wie wir bei den Intuition-Routinen Window-, Screen-
und sonstige Strukturen verwendeten, um unsere Objekte
anzusprechen, gibt es in Graphics drei Strukturen, die das
anzusprechende "Grafik-Fenster" bestimmen. Die eine ist die
RastPort-Struktur. Einen RastPort kann man als Graphics-
Instanz eines Intuition-Fensters bezeichnen. Er enthdlt
Informationen iiber die Farben, die beim Zeichnen verwendet
werden sollen, iiber den Zeichensatz, die Cursorposition usw.
Rastports koénnen sich, genau wie Fenster, {ilberlagern. Wenn
wir in einen Rastport zeichnen, wird nur der Teil sichtbar,
der nicht von anderen Rastports iliberlagert wird.

Fiir jeden Intuition-Screen und jedes Intuition-Fenster wird
automatisch ein Rastport eingerichtet und in der Screen-
bzw. Window-Struktur eingetragen. Wenn wir in ein Fenster
oder einen Screen zeichnen wollen, brauchen wir also die
Rastport-Startadresse nur aus der entsprechenden Struktur
abzulesen. Es besteht aber auch die M&glichkeit, Rastports
unabh&ngig von Intuition-Objekten einzurichten. Diese werden
dann aber nicht automatisch auf dem Bildschirm dargestellt,
das muB man dann schon selbst ibernehmen. Wie das geht, wer-
den wir spédter noch sehen.

Die RastPort-Struktur sieht folgendermaBen aus (nicht alle
Eintrdge sind fiir den Programmierer interessant):

Die RastPort-Struktur
000 dc.l  *rp Layer ; Zeiger auf den Layer des Rastports
004 dc.l  *rp BitMap ; Zeiger auf zugehdrige BitMap

008 dec.1 *rp AreaPtrn ; Zeiger auf Fiillmuster
012 dc.1  *rp TmpRas ; Zeiger auf Zwischenspeicher
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016 de.1 xrp Arealnfo ; Zeiger auf Area-Struktur

020 dc.1 *rp:GelsInfo ; Zeiger auf GelsInfo-Struktur
024 dc.b rp Mask

025 dc.b rp FgPen ; Vordergrundfarbe

026 dc.b rp BgPen ; Hintergrundfarbe

027 dc.b rp AOLPen ; Begrenzungsfarbe beim Fiillen
028 dc.b rp_DrawMode ; Zeichenmodus

029 de.b rp AreaPtSz ; Anzahl Worte im Fiillmuster
030 dc.b rp Dummy ; Nicht benutzt

031 dc.b rp linpatent

032 dc.w rp Flags ; System-Flags

034 de.w rp LinePtrn ; Linienmuster

036 dc.w rp cp X ; X-Position des Zeichencursors
038 dc.w rp cp Y ; y-Position des Zeichencursors
040 ds.b rp minterms,8 ; Blittermaske (Grafik-Hardware)
048 dc.w rp PenWidth ; Breite des Zeichenstiftes

050 dc.w rp PenHeight ; Hohe des Zeichenstiftes

052 de.1 *rp Font ; Zeiger auf TextFont-Struktur
056 dc.b rp AlgoStyle ; Font-Stil

057 dc.b rp TxFlags ; Font-Flags

058 dc.w rp TxHeight ; Hohe des Fonts

060 dc.w rp TxWidth ; Breite des Fonts

062 dc.w rp TxBaseline ; Position der Font-Grundlinie
064 dc.w rp TxSpacing ; Leer-Abstand der Fontzeichen
066 dc.l  *rp RP User ; Zeiger auf Reply-Port

070 ds.b rp_regerved,30 ; Reserviert flir Erweiterungen
100 rp SIZEOF

*rp Layer

Layers werden vom System zur Verwaltung der Zeichenebenen
eingesetzt, damit entsprechend reagiert werden Kkann, wenn
sich RastPorts {iberlagern. Fir den Assembler-Programmierer
sind sie weniger interessant.

*rp BitMap

In dieser Struktur ist verzeichnet, wie breit und wie hoch
die Zeichenebene ist und wieviele Farben (Bitplanes) sie
hat. Zu ihr werden wir sp&ter noch kommen.

*rp AreaPtrn

Falls Sie beim Ausfiillen einer Fl&che nicht das Standard-
Fiillmuster (vollstdndig ausgefiillt) benutzen méchten, konnen
Sie hier einen Zeiger auf ihre eigenen Fiillmusterdaten ein-
tragen.

*rp_TmpRas

In der TmpRas-Struktur, auf die hier ein Zeiger steht, ist
die Adresse eines Zwischenspeichers eingetragen, der fiir be-
stimmte Zeichenroutinen bendtigt wird.

*rp Arealnfo

Die sog. Area-Zeichenroutinen bendtigen hier einen Zeiger
auf ihre Info-Struktur.
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*rp GelsInfo

Falls Graphic-Elements (VSprites, Bobs) im Rastport ange-
zeigt werden sollen, muB hier ein Zeiger auf ihre Info-
Struktur stehen.

rp_| FgPen, rp BgPen, rp AOLPen
Die Farbregister-Nummern fiir die Vordergrund-, Hintergrund-
und Fiillrandfarbe.

rp DrawMode

Hier wird der derzeitige Zeichenmodus (JAMi, JAM2, COMPLE-
MENT oder INVERSVID) eingetragen. Genauere Beschreibung
siehe Zeichenmodus-Abschnitt (7.2.3).

rp AreaPtsz
Gibt an, wieviele Punkte das durch rp AreaPtrn festgelegte
Fiillmuster hoch ist.

rp_LinePtrn

Bitmuster, das angibt, mit welchem Muster Linien gezelchnet
werden sollen. Gesetzte Bits erzeugen einen Punkt in der
Linie. Normalerweise steht hier SFFFF (alle Bits gesetzt),
was eine durchgezogene Linie erzeugt.

rp_Cp_X, rp Cp_y .
Die aktuelle Position des Grafik-Cursors (pixel-genau zu
setzen).

rp_PenWidth bis rp TxSpacing
Hier finden sich die entsprechenden Eintr&ge aus der Text-
Font-Struktur des derzeit eingestellten Zeichensatzes.

*rp RP User

Ein Zeiger auf einen Exec-Messageport. Dieser dient zum Sen-
den und Empfangen von Nachrichten (genauere Beschreibung im
Exec-Kapitel).

Wie gesagt werden einige Eintrdge dieser Struktur nur vom
System benutzt. Alle brauchbaren Eintr&dge werden spédter noch
ausfiihrlich beschrieben.

Vorausgesetzt, wir wollen keinen eigenen RastPort einrich-
ten, konnen wir in Windows zeichnen, indem wir den Eintrag
wd_RPort (Offset 50) der Window-Struktur auslesen (dort
steht der RastPort-Zeiger):

move.l  window,a0 ; Window-Struktur-Beginn nach a0
move.l 50{(a0),al ; Rastport-Beginn dann in al

Wir koénnen auch direkt auf den Screen =zeichnen, wobei der
Rastport bei Screen+86 steht. Wichtig ist, daB in der
Screen-Struktur kein Zeiger auf den Rastport steht, sondern
der Rastport direkt in der Screen-Struktur enthalten ist:
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move.l  screen,al ; Screen-Struktur-Beginn nach a0
lea 86(a0),al ; Rastport-Beginn dann in al

7.1.2 Die ViewPorts

Die zweite wichtige Struktur ist die ViewPort-Struktur. Sie
enthdlt Informationen {iber die verwendeten Farben, iiber die
Bildschirmmodi und zur Ansteuerung der Grafik-Hardware. Die
einzelnen Eintrdge des ViewPort und die dritte Struktur, ge-
nannt "View-Struktur", sind bis auf den ColorMap-Eintrag im
ViewPort nur dann wichtig, wenn man eigene Rast- und View-
Ports einrichten will. Die kompletten Strukturen stellen wir
spdter vor. Zundchst setzen wir voraus, daB View und
ViewPort schon eingerichtet sind, sprich ein Intuition-
Screen oder -Window gedffnet ist.

In diesem Fall muB man wissen, wo man sich den Zeiger auf
die ViewPort-Struktur besorgen kann. Einen ViewPort gibt es,
im Gegensatz zum RastPort, nur fiir Screens, da die Farben
und Aufldsung fiir alle Objekte auf einem Screen gleich sind.
Bendtigt wird der ViewPort-Zeiger haupts&dchlich fiir Farbén-
derungen. Man findet ihn in der Screen-Struktur bei Offset
44, Es gilt dasselbe wie fiir den Rastport im Screen: Es han-
delt sich nicht um einen Zeiger, sondern der Viewport ist in
der Screen-Struktur direkt enthalten. Durch folgende Befehle
kann man sich den Zeiger besorgen:

move.l screen,al ; Screen-Struktur-Beginn nach a0
lea 44(a0),al ; Viewport-Beginn dann in al

Falls man den Viewport-Zeiger ausgehend von einem Window ha-
ben mdchte, muB man eine Library-Routine bemiihen, da in der
wWindow-Struktur kein solcher Zeiger vorhanden ist:

ViewPortAddress = -300 (Graphics-Library)
*window a0 < Zeiger auf Window, dessen Viewport er-
mittelt werden soll
*yiewPort do > Zeiger auf zugehbrigen Viewport
Erklérung Ermittelt die Adresse eines, 2zu einem

Window gehSrigen, Viewports.

7.2 Das Einstellen der Farben

Zu diesem Thema zdhlen drei Dinge: die Anderung der Farbpa-
lette, also die Einstellung einer ganz neuen Farbe, das Be-
stimmen der Vorder- und Hintergrundfarbe und die Festlegqung
des Zeichenmodus. Zundchst zur Farbpalette.
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7.2.1 Einstellen der Farbpalette

Die maximale Anzahl Farben, die auf einem Bildschirm dar-
stellbar sind, ist durch die Angabe 'Depth' (Tiefe) beim
Offnen des Screens festgelegt. Depth gibt die Anzahl der
Bitplanes an, die verfiigbare Farbanzahl betradgt 2DePth, gzur
Knderung einer Farbe aus dieser Palette gibt es drei Routi-
nen. Die erste:

SetRGB4 = -228 (Graphics-Library)
*yviewPort a0 < Zeiger auf viewPort
index d0 < Nummer des zu &ndernden Farbregisters
r dl < Rotanteil der neuen Farbe (0-15)
g d2 < Griinanteil
b d3 < Blauanteil
Erkldrung Nimmt die Einstellung eines Farbregi-

sters in einem ViewPort vor. Die neue
Farbe wird dann sofort auf den Bild-
schirm {ibernommen.

Hier haben wir also das erste Einsatzgebiet flir den View-
Port. Ein Anwendungsbeispiel in einem Programm wird spédter
noch folgen. Die zweite Routine zur Farbeinstellung ist fol-
gende:

SetRGBACM = -630 (Graphics-Library)
*colorMap a0 < Zeiger auf ColorMap
color d0 < Nummer des zu dndernden Farbregisters
r dl < Rotanteil der neuen Farbe (0-15)
g d2 < Grilinanteil
b d3 < Blauanteil
Erklarung Endert eine Farbe in einer ColorMap. Die

AEnderung wird nicht sofort am Bildschirm
dargestellt, sondern erst nach Aufruf
der RemakeDisplay- oder MakeScreen-Rou-
tine.

Der Unterschied zu SetRGB4 ist, daB hier ein Zeiger auf eine
ColorMap-Struktur erwartet wird. Dieser ist in der ViewPort-
Struktur im Eintrag vp_ColorMap (Offset 4) zu finden. AuBer-
dem wird die neue Farbe nicht sofort sichtbar, sondern erst
nach Aufruf der MakeScreen- oder RemakeDisplay-Routine:
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MakeScreen = -378 (Intuition-Library)
*screen a0 < Zeiger auf den neu 2zu berechnenden
Screen
Erkldrung Fiihrt eine Neuberechnung der Hardware-

Kontrollstrukturen fiir den angegebenen
Screen durch.

RemakeDisplay = -384 (Intuition-Library)

Erklarung Ruft MakeScreen fiir alle Screens auf.

Beachten Sie, daB sich die beiden Routinen in der Intuition-
Library befinden. Am besten benutzen Sie allerdings SetRGB4,
das erspart Ihnen die Arbeit, eine dieser Routinen aufzuru-
fen.

Die dritte Farbroutine erméglicht es, gleich mehrere Farben
auf einen Schlag einzustellen:

LoadRGB4 = -192 (Graphics-Library)

*viewPort a0 < ViewpPort, dessen Farben eingestellt wer-
den sollen

*colors al < Zeiger auf Farb-Feld (1 Wort pro Farbe)

count d0 < Anzahl der einzustellenden Farben
(eingestellt werden die Farben 0 bis
count-1)

Erklarung Stellt mehrere Farben eines ViewPorts,
die aus einem Farbfeld gelesen werden,
ein.

Im Farbfeld muB fiir jede einzustellende Farbe ein Wort ste-
hen. Das Wort, welches man am glinstigsten in hexadezimal an-
gibt, hat den Aufbau $0rgb, wobei r, g und b die Farbanteile
Rot, Griin und Blau darstellen. Das oberste Nibble des Wortes
wird nicht benutzt. Um eine Farbe auf Rot 12, Griin 6 und
Blau 4 einzustellen, verwendet man also das Wort $0cé64.

Neben den Farbeinstell-Routinen gibt es noch eine, die das
Auslesen eines Farbwertes aus einer ColorMap ermdglicht:

GetRGB4 = -582 (Graphics-Library)
*colorMap a0 < Zeiger auf die auszulesende Colormap
entry d0 < Nummer des gewlinschten Farbeintrags
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color d0 > Ermittelter RGB-Farbwert

Erklarung Liest einen Farbwert aus einer Colormap-
Struktur aus.

Hier wird wieder ein Zeiger auf eine ColorMap-Struktur er-
wartet (ViewPort, Offset 4). Die Ergebnisfarbe ist in einem
Register zusammengefaBt. Das unterste Nibble von d0 enthdlt
dabei den Blauwert, das zweitunterste den Griinwert und das
drittunterste den Rotwert (wie bei der Einstellung mit
LoadRGB4). Mit einer AND-Verkniipfung kann man problemlos die
einzelnen Farbanteile isolieren:

do AND $00f ergibt den Blauwert
do AND S$ofo ergibt den Griinwert
do AND S§foo0 ergibt den Rotwert

7.2.2 Wechseln der Zeichenfarben

Die Graphics-Routinen verwenden eine Vorder- und Hin-
tergrundfarbe. Die gesetzten Punkte des auszugebenden Objek-
tes werden in der Vordergrundfarbe dargestellt und die ge-
16schte in der Hintergrundfarbe. Letztere wird natiirlich
nicht bei allen Grafikobjekten gebraucht, so wird ein
ausgefiilltes Rechteck wohl kaum geldschte Punkte enthalten.

Wenn Sie mit Fiillroutinen arbeiten, wird noch eine weitere
Farbe verwendet, die Filillrandfarbe. Diese gibt an, welche
Farbe als Begrenzung der zu fiillenden Fl&che dient.

Zum Einstellen der Farben gibt es zwei Routinen:

SetAPen = -342 (Graphics-Library)
*rastPort al < Rastport, dessen Zeichenfarbe ge&ndert
werden soll
pen do < Farbnummer flir den Vordergrund
Erkldrung Stellt die Vordergrund-Zeichenfarbe ei-

nes RastPorts ein

SetBPen = —-348 (Graphics-Library)
*rastPort al < Rastport, dessen Zeichenfarbe gedndert
werden soll
pen d0 < Farbnummer fiir den Hintergrund
Erkl&rung Stellt die Hintergrund-Zeichenfarbe ei-

nes RastPorts ein
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Zur Einstellung der Fiillrand-Farbe existiert leider keine
Graphics-Routine, hier muB man "von Hand" auf den RastPort
zugreifen: 'Die betreffende Farbnummer steht im Eintrag
rp AOLPen (Offset 27) und ist ein Byte groB. Folgende Be-
fehlssequenz kann zur Einstellung dienen:

move.l  rp,a0 ; Rastport-Zeiger nach a0
move.b  #2,27(a0) ; Stellt Farbe 2 als Fiillrandfarbe ein

Ein Beispielprogramm, in dem auch diese Routinen zur Anwen-
dung kommen, werden wir uns ansehen, wenn wir genug "Stoff"
(demonstrierwiirdige Routinen) beisammen haben.

7.2.3 Einstellen des Zeichenmodus

Hierbei wird eigentlich keine Farbe ein- oder umgestellt, es
wird nur festgelegt, wie die gesetzten und geldschten Punkte
eines zu zeichnenden Objekts interpretiert werden. Geldschte
Punkte k&nnen z.B. vorkommen, wenn Sie Text ausgeben. Das
Grafikobjekt Textzeile wird dabei als Rechteck angesehen, in
das der Text genau hineinpaBt. Die Stellen im Rechteck, an
denen der Text steht, sind dann die gesetzten Punkte, und
die restlichen gelten als geldscht.

Zur Einstellung des Zeichenmodus verwendet man die Routine
SetDrMd. Beachten Sie, daB der eingestellte Modus fiir fast
alle Zeichenroutinen der Graphics-Library gilt.

SetDrMd = -354 (Graphics-Library)
*rastPort al < Rastport, dessen Zeichenmodus gesetzt
werden soll
drawMode do0 < Gewlinschter Zeichenmodus
Erkldrung Stellt den Zeichenmodus in einem Rast-
port ein.

Folgende Zeichenmodi, die bis auf JAM1 auch miteinander kom-
biniert werden konnen ('equ'-Werte aufaddieren), k&énnen in
d0 eingetragen werden:

Zeichenmodus Wert Bedeutung

JAM1 0 Normal

JBM2 1 Geldschte Punkte in Hintergrundfarbe
COMPLEMENT 2 Vorhandene Grafik NOT-verkniipfen

INVERSVID 4 Zu zeichnende Grafik invertieren

JAM1 Der 'normale' Zeichenmodus. Gesetzte Punkte wer-

den in der mit SetAPen gewdhlten Farbe gezeich-
net, bei geldschten Punkten bleibt die vorher
vorhandene Grafik erhalten.
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JAM2 Gesetzte Punkte werden in der SetAPen-Farbe ge-
zeichnet, geldschte in der SetBPen-(Hintergrund)
Farbe. Die Grafik an den Stellen mit geldschten
Punkten bleibt also nicht erhalten.

COMPLEMENT Die mit SetAPen und SetBPen eingestellten Farben
haben hier keine Bedeutung. Die vorher vorhan-
dene Grafik wird komplementiert, d.h. die Farb-
nummer (Palettennummer, nicht direkte Farbe!)
des Punktes wird mit NOT-verkniipft. BAus einem
Punkt mit der Farbe Nr. 9 (bindr 1001) wlirde
also ein Punkt mit der Farbe 6 (bindr 0110), aus
Farbe 5 (%101) wilirde 2 (%010). Von dieser
Komplementierung sind alle Punkte betroffen, an
deren Position sich ein gesetzter Punkt im zu
zeichnenden Objekt befindet. Wird COMPLEMENT mit
JAM2 kombiniert (equ-Wert 3), sind auch die
punkte betroffen, an deren Position sich ein
geloschter Objekt-Punkt befindet. Die gesetzten
und geltschten Punkte im Objekt werden dann also
gleich behandelt.

INVERSVID Eine Kombination mit diesem Wert bewirkt, daf
die gesetzten und geldschten Punkte im zu zeich-
nenden Objekt invertiert, also umgedreht werden.
vor allem Texte konnen so sehr leicht invertiert
ausgegeben werden.

Eine gute Anwendungsmoglichkeit fiir den Zeichenmodus COMPLE-
MENT findet man in vielen Malprogrammen: Wenn man dort z.B.
ein ausgefiilltes Rechteck zeichnen will, kann man mit der
Maus seine Gr&Be bestimmen. Dabei wird bei jeder Mausbewe-
gung ein Rechteck gezeichnet, das die gegenwdrtig gewdhlte
GrbBe angibt. Solche Rechtecke werden im Modus COMPLEMENT
ausgegeben, da man sie dann sehr einfach wieder verschwinden
lassen kann, ndmlich durch nochmaliges Zeichnen in COMPLE-
MENT (Ausgangsgrafik zweimal NOT-verkniipft ergibt wieder die
Ausgangsgrafik).

7.3 Einfache Zeichenroutinen

Zu den einfachen Zeichenroutinen =z&hlen Punkte, Linien,
Kreise, Bldcke und das Ausfiillen. Legen wir los:

7.3.1 Punkte: Zeichnen und Farbabfrage

Um einen einzelnen Punkt auf den Bildschirm zu zeichnen, be-
nutzt man die Routine WritePixel:
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WritePixel = -324 (Graphics-Library)
*rastPort al < Rastport, in dem gezeichnet werden soll
X d0 < x-Koordinate des Pixels
y dl < y-Koordinate des Pixels
error d0 > -1 bedeutet, daB der Punkt auflerhalb des

Rastports lag.
Erkldrung Setzt einen Punkt in einem Rastport in
der mit SetAPen gewdhlten Farbe

Wenn wir wissen wollen, welche Farbe ein bestimmter Bild-
punkt hat, verwenden wir die Routine ReadPixel:

ReadPixel = -318 (Graphics-Library)
*rastPort al < Auszulesender Rastport
x d0 < x-Koordinate des zu lesenden Punktes
y dl < vy-Koordinate dieses Punktes
pen do > Nummer der Farbe in der Palette, die

dieser Punkt hat oder -1, wenn der Punkt
auBerhalb des Rastports lag

Erkldrung Ermittelt die Farbnummer eines bestimm-
ten Punktes in einem Rastport.

Wichtig ist, daB diese Routine nicht den direkten Farbwert
des Punktes liefert, sondern die Palettennummer, mit der der
Punkt gezeichnet wurde.

Nun haben wir viel gelernt, was wir in einem
Komplettprogramm demonstrieren k&nnen. Sie finden es im
Verzeichnis  “KAPITEL 7" unter dem Namen "PRG 7_1.8".
Komplett abdrucken werden wir es nicht (wegen der L&nge und
weil es viele Teile enthdlt, die in fritheren Kapiteln
beschrieben wurden).

Das gilt auch filir die folgenden Programme. Das Programm Off-
net ein Fenster auf der Workbench, merkt sich die einge-
stellten Farben, stellt dann andere Farben ein und l&8t Sie
mit der Maus Punkte zeichnen. Die linke Taste setzt einen
Punkt (sie kann auch festgehalten werden) und die rechte
schaltet zur ndchsten Zeichenfarbe weiter. Beim Verlassen
des Programms (auszultsen durch Klick auf das Close-Gadget)
werden die gemerkten Workbench-Farben wieder eingestellt.
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* Programm 7.1 (Auszug): Demonstration GetRGB4, LoadRGB4, WritePixel,
* SetAPen

v

* Diverse Zeiger besorgen

move.l do,a0 ; Window nach a0

move.l $2e(a0d),ad ; Zeiger auf Screen

lea $2c(ao0),a0 ; Jetzt zum ViewPort

move.l  a0,a5 ; ViewPort merken

move.l  4(a0),ad ; Zeiger auf ColorMap merken

* Alte Workbench-Farben merken

moveq #0,d4 ; Z&ahler fiir Farben

lea oldcol,a3 ; Zeiger auf Feld fiir alte Farben
main2: move.l a4,al ; ColorMap nach a0

move.l d4,do ; Farbnummer

jsr GetRGB4 (a6)

move.w d4,d1

asl.w $#1,d1

move.w d0,0(a3,dl.w) ; Farbe in Farbfeld eintragen

addq #1,d4

cmp.b $4,d4

blt main2

* Neue Farben einstellen

move.l a5,a0 ; ViewPort-Zeiger nach al

lea colors,al ; Zeiger auf Farbfeld nach al

moveq #4,d0 ; Setze 4 Farben

jsr LoadRGB4(a6) ; LoadRGB4 aufrufen
mbutton:

cmp. 1 #568,d5 ; Linke Taste gedriickt?

beq mbl ; Wenn ja

cmp. 1 #Se8,d5 ; Linke Taste losgelassen?

beq mb2 ; Wenn ja

cmp. 1 #569,d5 ; Rechte Taste gedriickt?

bne mb3 ; Wenn nein

* Farbnummer erhdhen

add.b #1,drawcol ; Ndchste Farbe anwdhlen
cmp.b #3,drawcol ; Hochste Farbnummer iiberschritten?
ble mb3 ; Wenn nein
move.b  $#0,drawcol ; Zur Farbe 0 zuriick
bra mb3
mbl: move.b  #1,drawon ; Zeichnen aktivieren
bra mmove
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mb2: clr.b drawon ; Zeichnen deaktivieren

mb3: bra mainl ; Zur Hauptschleife

mmove: tst.b drawon ; Zeichnen aktiviert?
beq mml ; Wenn nein

* punkt an Mauskoordinaten setzen

move.l gfxbase,a6
move.l a4,al

move.b  drawcol,do
jsr SetAPen(a6)

Rastport nach al
Farbe nach do
Farbe setzen

P TS

move.l a4,al
move.w dé6,d0 Maus-x-Position
move.w d7,d1 Maus-y-Position
jsr WritePixel(a6); Punkt zeichnen

Rastport

mml: bra mainl ; Zur Hauptschleife

Programm 7.1 (Auszug)

Zundchst besorgen wir uns diverse Zeiger. In der Window-
Struktur (Zeiger in a0) steht ab Offset $2e der Zeiger auf
den Screen, auf dem das Fenster liegt. In dessen Struktur
ist ab $2c ein ViewPort eingebettet (deshalb LEA und nicht
MOVE.L), und in diesem ab Offset 4 der ColorMap-Zeiger.

Nun miissen wir uns die derzeitig eingestellten Workbench-
Farben merken. d4 wird unser Farbnummer-Zdhler, in a3 kommt
die Startadresse des vier Worte grofSen Puffers. Dann rufen
wir fiir jede der vier Farben GetRGB4 auf und schreiben das
Ergebnis nach a3 (Pufferstart) plus d4 (Farbnummer) mal 2
(ein Wort oder zwei Bytes pro Farbe).

Nachdem wir mit LoadRGB4 unsere Farben eingestellt haben,
kénnen wir auf Nachrichten vom Fenster warten. Wenn eine
Meldung eintrifft, merken wir uns die wichtigen Werte aus
der IntuiMessage (Class, Code, MouseX und MouseY). Als
Nachricht lassen wir CLOSEWINDOW (Sprung zum Programmende),
MOUSEBUTTONS und MOUSEMOVE zu.

In der MOUSEBUTTONS-Routine wird gepriift, was mit welcher
Maustaste angestellt wurde. Beli Driicken der linken Taste
wird ein Flag gesetzt, daB ab jetzt gezeichnet werden soll.
Bei Loslassen der linken Taste wird selbiges geldscht. Bei
Druck auf die rechte Taste wird die Zeichenfarbnummer um
eins erhdht und auf 0 gesetzt, wenn die 3 {iberschritten
wurde (die Workbench hat die Farben 0-3). Im Falle von linke
Taste gedriickt wird zur Zeichenroutine gesprungen, ansonsten
zur Hauptschleife.
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Die Zeichenroutine, die immer bei Verwendung von MOUSEMOVE
aufgerufen wird, ist ganz einfach. Wenn das Zeichen-Flag
gesetzt ist, wird die Zeichenfarbe mit SetAPen eingestellt
und an die Maus-Koordinaten (gemerkt zum Zeitpunkt des
Eintreffens der MOUSEMOVE-Nachricht) mit WritePixel ein
Punkt gesetzt.

In der Finish-Routine werden vor dem SchlieBen des Fensters
usw. die alten Farben per LoadRGB4 wieder eingestellt.

Wenn Sie das Programm ausprobieren, wird Ihnen bestimmt auf-
fallen, daB bei schnellen Mausbewegungen keine durchgezoge-
nen Linien gezeichnet werden. Das liegt daran, daB Intuition
die Mausposition nur in gewissen Intervallen abfragen kann
und deshalb bei hoher Geschwindigkeit einige Positionen
"verpaBt". Im n#chsten Beispielprogramm werden wir dieses
Manko ausgleichen.

7.3.2 Setzen des Stiftes und Zeichnen von Linien

In jedem Rastport gibt es einen sog. "Zeichenstift", der auf
einen Punkt zeigt und daher auch punkt-genau zu setzen ist.
Seine derzeitige Position ist in der RastPort-Struktur ver-
merkt. Diesen Stift kann man liber den Rastport bewegen, und
zwar entweder mit oder ohne gleichzeitigem Zeichnen. Die Be-
wegung ohne Zeichnen besorgt die Move-Routine:

Move = -240 (Graphics-Library)
*rastPort al < Rastport, dessen Stiftposition gedndert
werden soll
X d0 < Neue x-Position
y dl < Neue y-Position
Erklarung Versetzt den Zeichenstift in einem Rast-

Port, ohne dabei zu zeichnen.

Das Verschieben mit Zeichnen besorgt die Draw-Routine:

Draw = -246 (Graphics-Library)
*rastpPort al < Rastport, dessen Stiftposition gedndert
werden soll
X d0 < Neue x-Position
y di < Neue y-Position
Erklarung Versetzt den Zeichenstift in einem Rast-

Port und zeichnet dabei eine Linie in
der APen-Farbe mit dem LinePtrn-Muster
von der alten Stiftposition zur neuen.
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Nun ist klar, wie man eine Linie zeichnet: Man setzt den
Zeichenstift mit Move auf den Startpunkt und zieht ihn mit
Draw zum Endpunkt. Sie haben vielleicht erwartet, daB es nur
eine Graphics-Linienroutine gibt, der man Start- und End-
punkt ibergeben mufi. Die verwendete Methode mit den zwei
Routinen bietet aber Vorteile, wenn man zusammenh&ngende Li-
nien zeichnet, also der Endpunkt einer Linie gleichzeitig
der Startpunkt der n&chsten ist. Dann braucht man jeweils
fiir jede Linie nur den n&chsten Endpunkt anzugeben - der
Startpunkt ist ja durch den Zeichenstift, der beim Zeichnen
der letzten Linie mit verschoben wurde, festgelegt.

AuBerdem gibt es noch einige weitere Routinen, die sich auf
die mit Move (oder Draw) gewdhlte Zeichenstiftposition be-
ziehen, z.B. Text oder ClearEOL.

Mit unserem jetzigen Wissen konnen wir das letzte Beispiel-
programm noch etwas aufpeppen: Es hatte ja den Nachteil, daB
aufgrund der intervallartigen Mausabfrage durch Intuition
bei schnellen Mausbewegungen keine durchgezogenen Linien ge-
zeichnet wurden. Das werden wir nun &ndern. Das zugehdrige
Programm finden Sie unter dem Namen "PRG_7_2.8" auf der Dis-
kette.

* Programm 7.2 (Auszug): Demonstration GetRGB4, LoadRGB4, SetAPen,
WritePixel, Move, Draw

move.l a4,al ; Rastport nach al
move.b  drawcol,do ; Farbe nach do
jsr SetAPen(a6) ; Farbe setzen

move.l  a4,al
move.w d6,do
move.w d7,d1

Rastport
Maus-x-~Position
Maus-y-Position

jsr WritePixel(a6); Punkt zeichnen
move.l a4,al ; Rastport
move.w d6,do ; x-Pos
move.w d7,d1 ; y-Pos

i

jsr Move(a6) Zeichenstift repositionieren

move.l a4,al
move.w dé6,do
move.w d7,dl
jsr Draw(a6)

Rastport

Maus-x-Position
Maus-y-Position

Linie zum neuen Punkt ziehen

~. e we we

Programm 7.2 (Auszug)
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Viel hat sich nicht gedndert. In der Routine, die das Driik-
ken der linken Maustaste bearbeitet, wird neben dem Setzen
des Zeichen-Flags an die angekllckte Position ein Punkt ge-
setzt und auBerdem der Zeichenstift mit Move dorthin ge-
bracht. In der Routine filir Mausbewegungen wurde lediglich
der WritePixel-Aufruf durch einen Draw-Aufruf ersetzt.

Ergebnis: Wird die Maustaste nur gedriickt und wieder losge-
lassen, wird an dieser Stelle ein Punkt gesetzt (mit Wri-
tePixel in der mbutton-Routine). Wird bei gedriickter Taste
die Maus bewegt, werden Linien gezeichnet, wodurch die In-
tervall-Tastenabfrage von Intuition "iberlistet" wird und
durchgezogene Linien erscheinen.

Zeichnen von mehreren Linien mit PolyDraw

Fiir den Fall, daB Sie mehrere Linien hintereinander zeichnen
wollen, brauchen Sie nicht fiir jede die Draw-Routine aufzu-
rufen. Es gibt eine Routine, die man als "Abkiirzung" einset-
zen kann, und zwar PolyDraw:

PolyDraw = -336 (Graphics-Library)

*rastPort al < Rastport, in dem gezeichnet werden soll

*polyTable a0 < Zeiger auf die Tabelle, die die Linien-
Koordinaten enthdlt

count do < Anzahl der zu zeichnenden Linien

Erklarung Zeichnet mehrere Linien, deren Koordina-
ten aus einer Tabelle gelesen werden, in
einen Rastport (Abkiirzung fiir mehrmali-
gen Aufruf von Draw).

In der Tabelle werden fiir jede Linie die Koordinaten des
Zlelpunktes angegeben. Die x- und y-Koordinaten sind jeweils
ein Wort groB. Da der Zeichenstift beim Linienzeichnen mit-
bewegt wird, ist der Endpunkt jeder Linie glelchzeltlg der
Anfangspunkt der nichsten (genau wie bei Draw). Ein Beispiel
fiir einen PolyDraw-Aufruf, der ein Quadrat auf den Bild-
schirm zeichnet:

move.l a4,al
move.l  #100,d0
move.l  #100,d1

Rastport stehe in a4
Das Quadrat soll bei 100/100 beginnen,
dazu muf der Stift dorthin geMovet

. e me w

jsr -240(a6) werden, da PolyDraw wie Draw arbeitet
lea poly,al ; Zeiger auf Punkt-Tabelle

move.l  #5,d0 ; Zeichne 4 Linien

jsr -336(a6) ; PolyDraw anspringen

ve
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poly: dc.w 150,100
dc.w 150,150
‘de.w 150,100
dc.w 100,100

Zeichne nach 150/100
Dann nach 150/150
usw.

Bild 7.1: Zeichnen von mehreren Linien mit PolyDraw

Knderung des Linienmusters

Nun zum Linienmuster. In der Rastport-Struktur gibt es ab
Offset 34 einen Wort-Eintrag namens rp LinePtrn. Dieses Wort
dient in Bindrdarstellung als Pixel-Muster, in dem alle Li-
nien gezeichnet werden. Ein gesetztes Bit im Muster erzeugt
einen gesetzten Punkt und ein geldschtes Bit einen gel&sch-
ten Punkt. Falls die zu zeichnende Linie l&dnger als 16 Pixel
(so viele Bits hat ein Wort) ist, wird im Muster wieder von
vorne begonnen. Der Standardwert filir das Muster ist SFFFF
(alle Bits gesetzt, durchgezogene Linie).

Das Muster kann jederzeit durch Zugriff auf den Rastport ge-
dndert werden. Um ein unterbrochenes Linienmuster anzuwdh-
len, kénnte folgender Befehl dienen:

move.w  #%1010101010101010,34(al) oder
move.w  #$aaaa,34(al)

wenn der Rastport-Zeiger in al steht.

7.3.3 Zeichnen von Kreisen und Ellipsen

Eine Ellipse ist im Prinzip ein Kreis mit getrennt anzuge-
benden Radien filir die horizontale und vertikale Richtung.
Der BAmiga geht den "umgekehrten" Weg: Er stellt nur eine
Routine zum Zeichnen von Ellipsen zur Verfiigung; einen Kreis
erstellt man einfach als Ellipse mit identischen Radien. Die
zusténdige Routine heiBt DrawEllipse:

DrawEllipse = -180 (Graphics-Library)
*rastPort al < Rastport, in dem gezeichnet werden soll
cxX d0 < x-Koordinate des Mittelpunkts
cy dl < y-Koordinate des Mittelpunkts
a d2 < Horizontaler Radius
b d3 < Vertikaler Radius
Erklarung Zeichnet eine Ellipse in der APen-Farbe

in einen Rastport

Wichtig ist, daB Sie die Aufl®ésung des Screens beachten, auf
den Sie zeichnen wollen. Beispiel: Bel einem Screen mit ho-
rizontal hoher und vertikal niedriger Auflésung wirkt sich
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der Vertikalradius doppelt so stark aus wie der Horizontal-
radius, da die Pixel doppelt so hoch wie breit sind. Wenn
Sie die Radien gleich einstellen, wird die Ellipse also dop-
pelt so hoch wie breit sein. Um Kreise auf solchen Screens
zu zeichnen, muB der Horizontalradius immer doppelt so grof
sein wie der Vertikalradius. Bei Screens mit anderen Auflé-
sungen gilt Entsprechendes. Falls die Aufldsungen des
Screens horizontal und vertikal gleich sind, konnen Sie die
Radien "ganz normal" wéhlen.

Zum Thema Ellipsen wollen wir uns auch ein Demoprogramm an-
schauen. Es zeichnet eine Anzahl von konzentrischen Ellipsen
mit variierenden Vertikal- und Horizontalradien in einen
Screen mit vertikal und horizontal niedriger Auflésung, also
einem LORES-Screen (damit es keinen HKrger mit den Radien
gibt). Das Programm steht unter "PRG_7_3.S8" auf der Dis-
kette.

Der Kern des Programms steckt in einer Schleife, in der
zundchst eine Ellipse mit festem Mittelpunkt und variablen
Radien ausgegeben wird:

mainl: move.l a4,al ; Rastport nach al
move.l  #160,d0 ; Mittelpunkt: Bildschirmmitte
move.l  $#125,d1
move.l  xrad,d2 ; Radien nach d2 und d3
move.l  yrad,d3
jsr DrawEllipse(a6)

Die Variablen xrad und yrad finden Sie im Datenbereich:

xrad: dc.1l 140 ; Merker fiir x-Radius
yrad: dc.1 0 ; Merker fiir y-Radius

Die Ellipse startet also mit einem x-Radius von 140 und ei-
nem y-Radius von 0. Das entspricht einer waagerechten Linie,
die in der Mitte des Bildschirms liegt. Bel jedem Schleifen-
durchlauf werden nun die Radien verdndert:

sub.1 $#7,xrad
add.l #5,yrad y-Radius minus 5
cmp. 1 #120,yrad y-Radius gréBer als 1207

; X-Radius plus 7
i
H
bgt finish ; Wenn ja, Ende
1
i
i

cmp. 1 #0,xrad ; X-Radius unter Null?
blt finish wenn ja
bra mainl Nachste Ellipse

Der x-Radius wird jeweils um 7 kleiner und der y-Radius um 5
grbBer. Die Ellipse wird also immer hoher und immer schmé-
ler. Beendet wird die Schleife, wenn entweder der y-Radius
120 {iberschreitet oder der x-Radius kleiner als 0 wird (ein
DrawEllipse-Aufruf mit negativen Radien gibt n&mlich einen
Absturz). Das Ergebnis ist eine interessante Figur, die Sie
sich am besten im Programm selbst anschauen. Sie konnen mit
den Radien-Werten und den sub- und add-Befehlen nach Her-
zenslust experimentieren.
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7.3.4 Normale und ausgefiillte Rechtecke

Zum Zeichnen eines nicht-ausgefiillten Rechtecks gibt es
keine besondere Routine, Sie miissen dies mit einem Move- und
vier Draw-Befehlen erledigen. Beispiel: Um ein Rechteck zu
zeichnen, dessen Ecken bei den Koordinaten 50,50 (linke
obere Ecke) und 100,100 (rechte untere Ecke) liegen, gehen
Sie folgendermaBen vor:

- Move nach 50,50

- Draw nach 50,100
- Draw nach 100,100
- Draw nach 100,50
- Draw nach 50,50

Sie fahren also die vier Seiten des Rechtecks ab. Zur
Erstellung eines ausgefiillten Rechtecks gibt es jedoch eine
Graphics-Routine:

RectFill = -306 (Graphics-Library)
*rastPort al < Rastport, in dem gezeichnet werden soll
x1 do0 < x-Koord. der linken oberen Ecke
yl dl < y-Koord. der linken oberen Ecke
xu d2 < x-Koord. der rechten unteren Ecke
yu d3 < y-Koord. der rechten unteren Ecke
Erkldrung Zeichnet ein Rechteck im angegebenen

Rastport in der APen-Farbe und fillt es
in der gleichen Farbe aus.

Beachten Sie, dafB die End-Koordinaten (rechte untere Ecke)
des Rechtecks nicht oberhalb bzw. links von den Startkoordi-
naten liegen dirfen (d2 bzw. d3 also kleiner sind als do
bzw. dl). In diesem Fall gibt es n&mlich einen (meistens
grafisch recht intensiven) Absturz.

Das Rechteck-Beispielprogramm dient gleichzeitig auch der
Demonstration des COMPLEMENT-Zeichenmodus. Es &6ffnet ein
Window auf der Workbench und 188t Sie mit der Maus ausge-
fiillte Rechtecke zeichnen. Sie miissen zuerst die linke obere
Ecke anfahren, dann die linke Taste festhalten, zur rechten
unteren Ecke fahren und die Taste loslassen. Wdhrend der
Mausbewegung bei gedriickter Taste werden Sie sehen, daf3 je-
weils die MomentangrdBe des Rechtecks gezeigt wird, und zwar
durch Komplementierung der schon vorhandenen Grafik. Dadurch
kann das "Derzeit-Rechteck" 1leicht wieder entfernt werden,
ndmlich einfach durch nochmaliges Zeichnen (siehe auch Ab-
schnitt "Einstellen des Zeichenmodus", 7.2.3). Sie finden
das Programm unter "PRG_7_4.S" auf der Diskette.
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* Programm 7.4 (Auszug): Demonstration RectFill und Zeichenmodus

COMPLEMENT
mbl: move.l gfxbase,ab
move.b  #1,recton ; Zeichnen aktivieren
move.w d6,xs
move.w d7,ys
move.w d6,xe
move.w d7,ye
move.l a4,al
moveq $2,do
jsr SetDrMd(a6)
move.l a4,al
move.w xs,d0
move.w ys,dl
jsr WritePixel(a6)
bra mainl
mb2: move.l gfxbase,aé
clr.b recton ; Zeichnen deaktivieren
move.l a4,al
clr.l do
jsr SetDrMd(a6)

move.l a4,al
move.b rectcol,do

jsr SetAPen(a6)
bsr drawrect

mmove: tst.b recton ; Zeichnen aktiviert?
beq mainl ; Wenn nein

move.l gfxbase,ab
bsr drawrect

move.w dé6,xe
move.w d7,ye

bsr drawrect

bra mainl ; Zur Hauptschleife
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drawrect: move.l a4,al
move.w Xs,d0
move.w ys,dl
move.w xe,d2
move.w ye,d3
cmp.w do,d2

bge drl
exg do,d2
dri: cmp.w d1,ds3
bge dr2
exqg di,d3
dr2: jsr RectFill(a6)
rts

Programm 7.4 {(Auszug)

Das Programm arbeitet wieder mit Auswertung der Messages
MOUSEBUTTONS und MOUSEMOVE. In der Routine 'linke Taste ge-
driickt' wird eine Marke gesetzt, die anzeigt, daB ab jetzt
die "Derzeit-Rechtecke" gezeichnet werden sollen. In die
Variablen xs, ys, xe und ye, welche die Start- und
Endkoordinaten des Rechtecks beinhalten, werden die
derzeitigen Mauskoordinaten geschrieben. AnschlieBend wird
der Zeichenmodus COMPLEMENT eingeschaltet und an die
Mausposition ein Punkt gesetzt.

In der Routine 'linke Taste losgelassen' wird das Rechteck-
Flag geldscht, der 2eichenmodus wieder auf JAM1 zuriickge-
stellt, die Farbe gemdB dem Inhalt der Variablen "rectcol"
eingestellt und die Rechteck-Zeichen-Unterroutine "drawrect"
aufgerufen.

Beim Bewegen der Maus wird 2zuerst das vorige Rechteck ge-
16scht, indem es in COMPLEMENT noch einmal an die gleiche
Stelle gezeichnet wird. Danach ist wieder die Grafik, die
vor dem Zeichnen des Rechtecks da war, zu sehen. Dann wird
die Rechteck-Endkoordinate in den Variablen xe und ye auf
den aktuellen Mausstand gesetzt und das Rechteck erneut ge-
zeichnet.

Die Rechteckzeichen-Unterroutine schlieBlich versorgt die
Register mit den filir RectFill notwendigen Daten. Falls die
Endkoordinate flir x oder y Kkleiner sein sollte als die
Startkoordinate (was ja nicht sein darf), werden Start und
Ende entsprechend vertauscht. Das dient dazu, daB man die
Rechtecke in alle Richtungen zeichnen kann.

Zeichenprogramme bieten gewShnlich die Funktion des Linien-
zeichnens, wobei der Start- und Endpunkt auf die gleiche
Weise mit der Maus bestimmt wird, wie beim Zeichnen von
Rechtecken. Unsere Methode mit dem COMPLEMENT-Zeichnen ko&n-
nen wir auch problemlos auf Linien {ibertragen. Im Programm
"PRG_7_5.8" ist dies geschehen.
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* Programm 7.5 (Auszug): Demonstration Move, Draw und Zeichenmodus
COMPLEMENT

drawline:

move.l a4,al
move.w xs,d0
move.w ys,dl
jsr Move(ab)
move.l a4,al
move.w xe,do
move.w ye,dl
jsr Draw(a6)
rts

Programm 7.5 (Auszug)

Das einzige, was sich an diesem Programm gedndert hat, ist
die Haupt-Zeichenroutine (jetzt "drawline" und nicht mehr
"drawrect"). Hier wird per Move der Startpunkt der Linie an-
gesprungen und per Draw die Linie zum Endpunkt gezogen. Ein-
fach, aber wirkungsvoll.

7.3.5 Das Ausfiillen von Fléchen

Manchmal will man noch weitere ausgefiillte Figuren
erstellen. Dazu muB man zuerst die Umrandung der Figur mit
Draw, Ellipse o0.d. zeichnen und diese anschlieBend aus-
fiillen. Bevor wir die Routine benutzen kénnen, miissen wir
allerdings ein bifchen Vorarbeit leisten.

Die tempordren Rastports

Ein tempor&rer (zeitweiser) Rastport ist quasi ein Grafik-
Zwischenspeicher, der in bestimmten F&llen von der Fiillrou-
tine bendtigt wird. Welche Fdlle das sind, werden wir gleich
sehen. Jetzt wollen wir zuerst erfahren, wie man diesen tem-
pordren Grafikspeicher anmelden kann. Dazu bendtigen wir
eine neue (sehr kurze) Struktur:

Die TmpRas-Struktur (Temporal Rastport)

00 dec.1l  *tr RasPtr ; Zeiger auf den Speicherbereich
04 de.1 tr_Size ; GroBe dieses Bereichs
08 tr SIZEOF
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*tr_ RasPtr
Ein Zeiger, der auf den Beginn des Speicherbereiches weist,
der fiir den zeitweisen Rastport verwendet werden soll.

tr size

Die Gr&Be des Grafikzwischenspeichers. Er muB mindestens so
groB sein, daB das gr&Bte auszufiillende Objekt hineinpaBt,
also im Zweifelsfalle die GroBe des Bildschirms besitzen.

Diese Struktur richtet man am besten auf folgende Weise ein:

Zuerst 188t man sich vom System Speicherbereich fiir den tem-
pordren Rastport reservieren. Dafiir stellt Graphics eine
komfortable Routine zur Verfligung, der man nur die bendtigte
Hbhe und Breite der Grafik mitteilt. Sie rechnet dann
automatisch die Byte-GroBe der Grafik aus und reserviert
entsprechend Speicherplatz im Chip-Memory. Die Reservierung
von Speicherbereich wird im Exec-Kapitel noch vertieft
werden.

AllocRaster = -492 (Graphics-Library)
width do0 < Breite des Grafik-Rasters in Punkten
height dl < HoOhe des Grafik-Rasters in Punkten
*planeptr do > start des reservierten Speicherbereichs

oder 0, falls nicht genligend freier
Speicher verfligbar war.

Erklarung Rechnet aus der Grafikhodhe und -breite
die bendtigte SpeicherplatzgréBe aus und
reserviert diesen Speicherplatz im Chip-
Memory.

Sie k&énnen den Speicherplatz filir den tempordren Rastport na-
tlirlich auch selbst bereitstellen (z.B. mit einem 'ds.b'-Be-
fehl), miissen aber daflir sorgen, daB der Speicherbereich im
Chip-Memory liegt, da die Graphics-Routinen ihn zum Zugriff
auf die Grafikhardware benutzen, die ihrerseits nur auf das
Chip-Memory zugreifen kann.

Als ndchstes miissen Start und GrdBe des reservierten
Speicherbereich in die eben vorgestellte TmpRas-Struktur
eingetragen werden. Das k&énnte man "von Hand" (mit MOVE-
Befehlen) tun, doch es gibt dafiir auch eine Graphics-
Routine:

InitTmpRas = -468 (Graphics-Library)
*tmpras a0 < Zeiger auf den Speicherbereich, in dem
die TmpRas-Struktur eingerichtet werden
soll
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*buff al < Startadresse des Speicherbereichs fiir
der tempordren Rastport

size d0 < GroBe des Rastport-Speicherbereichs

Erklarung Stellt aus den Angaben in al und dO eine
TmpRas-Struktur ab der Adresse in a0 zu-
sammen.

Die 8 Bytes flir die TmpRas-Struktur stellt man am giinstig-
sten mit einem 'ds.b'-Befehl im Programm bereit. Nachdem die
TmpRas-Struktur eingerichtet ist, braucht man nur noch einen
Zeiger auf sie in der RastPort-Struktur des Rastports, in
dem ausgefiillt werden soll, zu setzen. Er muB im Langwort
rp TmpRas (Offset 12) abgelegt werden. Das waren die
Vorarbeiten, nun konnen wir das eigentliche Fillen
besprechen.

Die Flood-Routine

Die Routine, die beliebig begrenzte Fl&chen ausfiillt, heiBt
Flood (zu deutsch Flut):

Flood = -330 (Graphics-Library)
*rastPort al < Rastport, in dem gefiillt werden soll
X d0 < x-Koordinate -eines beliebigen Punktes

innerhalb der zu filillenden Flé&che

Yy dl < y-Koordinate dieses Punktes
mode d2 < Fiillmodus
Erkl&arung Fiillt eine beliebig begrenzte Fl&che in

einem Rastport mit der APen-Farbe aus

Fiir den Fiillmodus kann eine 0 oder 1 angegeben werden. Bei
einer 0 wird der Bildschirm, egal welche Farbe er hat, so-
weit ausgeflillt, bis Flood auf Punkte in der Begrenzungs-
farbe, die im AOLPen-Eintrag des Rastports festgelegt ist
(siehe Abschnitt Wechseln der Zeichenfarben, 7.2.2), trifft.
Sie miissen hier aufpassen, daB die Begrenzungslinien in der
AOLPen-Farbe keine Liicken aufweisen, da der Bildschirm sonst
"{iberlduft" (die Bezeichnung Flood ist dann recht wdrtlich
zu nehmen).

Bei Benutzung dieses Fiillmodus ist die Einrichtung eines
tempordren Rastports nicht unbedingt nétig. Fehlt er, so
kann man den Ablauf des Fiillvorgangs, der je nach GrdBe der
zu fiillenden Fldche einige Sekunden dauern kann, am Bild-
schirm verfolgen. Wurde aber ein TmpRas eingerichtet, ge-
schieht die eigentliche Berechnung des Fiillvorgangs
"yverdeckt", ndmlich im tempordren Rastport, der nicht auf
dem Bildschirm zu sehen ist. Erst wenn das Fiillen beendet
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ist, wird der "richtige" Zeichenrastport aktualisiert, das
Ausfilillen geschieht also quasi "auf einen Schlag”.

Eine 1 als Fiillmodus bewirkt, daB nur Punkte, die die glei-
che Farbe haben wie der, der mit x und y im Routinenaufruf
festgelegt ist, ausgefiillt werden. Jede andere Farbe als die
des x/y-Punktes gilt hier als Begrenzungsfarbe. Fiir diesen
Flillmodus ist die Einrichtung eines tempor&ren Rastports al-
lerdings unerl&Blich.

Wenn man den tempordren Rastport nicht mehr braucht, sollte
man den von ihm belegten Speicher wieder freigeben, da dies
nicht automatisch beim Programmende geschieht.

Zur Freigabe dient die Routine FreeRaster:

FreeRaster = -498 (Graphics-Library)

*planeptr a0 < Zeiger auf den mit AllocRaster reser-
vierten Speicherbereich

width d0 < Seine Breite in Punkten
height dl < Seine HBhe in Punkten
Erklarung Gibt mit AllocRaster reservierten

Speicherbereich wieder frei.

Vor der Freigabe mit dieser Routine sollte der Eintrag
rp_TmpRas in der Rastport-Struktur wieder geldscht werden,
damit nicht "aus Versehen" Fiilloperationen mit nicht mehr
reservierten Speicher vorgenommen werden (Guru-Gefahr).

Einstellung des Fiillmusters

Die Flood-Routine f£fi{illt Fl&chen standardmdBig vollstdndig
aus. Falls Sie ein eigenes Filillmuster benutzen mdchten, miis-
sen Sie auf zwei Eintrdge in der RastPort-struktur zugrei-
fen. In den Eintrag rp_AreaPtrn (Offset 8) muB ein Zeiger
auf ein Datenfeld, das das Fiillmuster angibt, weisen. 1In
diesem Datenfeld steht fiir jede Zeile des Musters ein Wort.
Sie miissen also fiir jede Zeile eine Folge von 16 gesetzten
oder geldschten Punkten (Bits) angeben, die sich beil
gréBeren Fillfldchen wiederholen wird. Die Anzahl der Zeilen
wird im Byte-Eintrag rp AreaPtSz (Offset 29) angegehen. Der
Wert, den man dort hineinschreibt, muB dabei 24eilenzahl
betragen, also 0 fiir eine Zeile, 1 filir zwei Zeilen, 2 fiir 4
Zeilen usw. Bei Fiillfldchen, die hoéher sind als das
Flillmuster, wird sich dieses auch in der vertikalen Richtung
wiederholen. Das so eingestellte Fiillmuster gilt fir alle
Graphics-Routinen, die irgendetwas ausfiillen, so auch
RectFill und die Area-Routinen (letztere kommen spdter). Ein
kleines Beispiel: Die folgende Befehlssequenz stellt ein
schraffiertes Fiillmuster, das acht Zeilen hoch ist, ein.
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move.l rp,al
move.l  #ptrn,8(al)
move.b  #3,29(al)

e

Rastport nach al
Beginn der Pattern-Daten
Das Pattern ist 23=8 Zeilen hoch

~e me e

ptrn: dc.w %$1111000011110000
dc.w %0111100001111000
dec.w %0011110000111100
dc.w %0001111000011110
dc.w %0000111100001111
de.w %$10000111100060111
dc.w $1100001111000011
dc.w $1110000111100001

Bild 7.2: Einstellung eines Schraffur-Fiillmusters

Dieses Muster findet auch im Beispielprogramm "PRG_7_6.S"
Verwendung. Das Programm 8ffnet ein Window auf der Workbench
und fiillt es mit dem Schraffur-Muster aus. Auch kdnnen Sie
die Anwendung von AllocRaster, InitTmpRas und FreeRaster in
diesem Programm in der Praxis sehen: Mit

move.l  #640,d0 ; Breite 640 Pixel

move.l  #256,d1 ; HOhe 256 Pixel

jsr AllocRaster(a6); Speicher fiir TmpRas holen
tst.l do ; keinen bekommen?

beq ende ; Wenn ja, Ende

move.l  dO,rasmem ; Speicher merken

reservieren wir genug Speicher flir einen 640 Punkte breiten
und 256 Punkte hohen Rastport. Wir prifen, ob wir den
Speicher erfolgreich erhalten haben, springen im Fehlerfalle
(do steht auf 0) zum Ende und sichern ansonsten den Start
des Speicherbereichs. Dann legen wir die TmpRas-Struktur an:

lea tmpras, a0 ; Zeiger auf 8 Bytes fiir TmpRas
move.l  rasmem,al ; Adresse des Rastport-Speichers
move.l  $#20480,d0 ; Lange: 20480 Bytes

jsr InitTmpRas(a6) ; TmpRas-Struktur einrichten

Wir fiillen sie mit dem Start und der GroBe unseres reser-
vierten Speicherbereichs. Die Berechnung der Byte-Anzahl
funktioniert so: Man teile die Breite der Grafik durch 8, da
jeder Punkt durch ein Bit dargestellt wird und jedes Byte 8
Bit hat. Dann nehme man das Divisionsergebnis mit der Hohe
der Grafik mal. So berechnet auch die AllocRaster-Routine
den Speicherplatzbedarf.

Den Beginn der TmpRas-Struktur miissen wir noch mit

lea tmpras, a0 ; Zeiger auf TmpRas
move.l a0,12(a4) ; in RastPort eintragen
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in den Rastport eintragen. Dann setzen wir die Zeichenfarbe
(wir benutzen Farbe 1) und tragen Start und GréBe des Fill-
musters mit

move.l  #patt,8(ad) ; Beginn der Pattern-Daten
move.b  #3,51d(a4) ; Das Pattern ist 273=8 Zeilen hoch

in den Rastport ein (in a4 haben wir den Zeiger auf ihn ge-
sichert). Nun k&nnen wir die Flood-Routine aufrufen:

move.l a4,al ; Rastport

move.l  #1,d2 ; Fill-Modus = 1

move.l  #100,d0 ; Beliebige Koordinate im auszu-
move.l  #100,dl ; fiilllenden Fenster

jsr Flood(a6) ; Fillen ausrufen

Die Koordinaten kénnen fiir jeden beliebigen Punkt innerhalb
der zu fiillenden Fliche stehen. Wir benutzen den Fiillmodus
1, wodurch der gesamte Innenraum des Fensters bis hin zum
Rand gefiillt wird. Das geschieht daher, weil wir als Start-
punkt fiir das Fiillen einen Punkt mit der Farbe 0 gewdhlt ha-
ben (an den Koordinaten 100/100 steht in dem neu gedffneten
Fenster sicher nichts). Flood fiillt im Modus 1 alle Punkte,
die die gleiche Farbe wie der Startpunkt haben, wobei alle
anderen Farben als Begrenzung fungieren (in unserem Fall der
andersfarbige Fensterrahmen).

Nach dem obligatorischen Warten auf den Closegadget-Klick
wird der Eintrag fiir den tempordren Rastport wieder aus der
Rastport~Struktur geldscht

cir.1 12(a4) ; TmpRas-Eintrag im Rastport l8schen
und der vorher reservierte Speicherbereich freigegeben:

move.l  rasmem,al ; Raster-Speicher freigeben
move.l  #640,d0

move.l #256,d1

jsr FreeRaster(a6)

Da wir den Fiillmodus 1 benutzt haben, muBten wir einen tem-
pordren Rastport einrichten. H&tten wir 0 benutzt, wire es
auch ohne gegangen, dann hitten wir allerdings die Fiillrand-
farbe im rp ROLPen-Eintrag des Rastports richtig setzen miis-
sen.

Einfarben eines gesamten Rastports

Neben der ‘"normalen" Fiillroutine gibt es noch eine, die
einen gesamten Rastport einfdrbt, ohne auf irgendwelche Be-
grenzungslinien zu achten. Sie £fiillt in einer wahlbaren
Farbe mit dem Standard-Muster (komplett ausgefiillt). Die
Routine heiBt SetRast:
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SetRast = -234 (Graphics-Library)
*rastPort al < Rastport, der komplett ausgefillt werden
soll
color d0 < Nummer des Farbregisters, mit dessen

Farbe der Rastport gefiillt wird

Erklarung Flillt einen gesamten Rastport in einer
wdhlbaren Farbe aus.

7.4 Die Area-Zeichenroutinen

Zu dieser Gruppe gehdren drei Routinen: Das Versetzen des
Zeichenstiftes, das Versetzen mit gleichzeitigem Zeichnen
von Linien und das Zeichnen von Ellipsen. Moment, werden Sie
jetzt denken, das hatten wir doch alles schon. Das stimmt -
fast. Der Aufruf der drei Area-Routinen AreaMove, AreaDraw
und AreaEllipse ist identisch mit dem, der drei schon
bekannten Routinen, allerdings werden die Zeichenbefehle
nicht sofort am Bildschirm ausgefiihrt, sondern in eine Art
"Warteschlange" geschickt, die sich in der Amiga-Sprache
AreaInfo-Struktur nennt. Dort werden alle Punkte (bzw. ihre
x- und y-Koordinaten) der Objekte, die mit den Area-Routinen
gezeichnet werden, abgelegt. Eine weitere Routine, AreaEnd,
leitet dann das Zeichnen aller Objekte in der Warteschlange
ein., Alle Objekte werden automatisch mit dem eingestellten
Fliillmuster ausgefiillt. Sollte ein Vieleck nicht
"geschlossen" sein, d.h. ist sein letzter Punkt nicht gleich
seinem ersten, wird noch eine weitere Linie vom letzten an-
gegebenen Punkt zum ersten gezogen, damit ausgefiillt werden
kann.

7.4.1 Einrichtung der AreaInfo-Struktur

Bevor man Uberhaupt mit Area-Routinen arbeiten kann, muB der
tempordre Rastport filir den Rastport, in dem man =zeichnen
méchte, installiert sein. AllocRaster und InitTmpRas sind
also wieder gefragt. Als ndchstes muB die schon erwdhnte
AreaInfo-Struktur initialisiert werden. Hier zundchst ihr
Aufbau:

Die AreaInfo-Struktur

00 dc.l1  *ai VctrThl ; Beginn der Vektortabelle

04 dc.l  *ai VectrPtr ; Ndchster Vektoreintrag

08 dec.1 *ai FlagTbl ; Beginn der Flagtabelle

12 dc.l1  *ai FlagPtr ; Ndchster Flageintrag

16 dc.w ai_Count ; Derzeitige Vektoreintragsnummer
18 de.w ai MaxCount ; Maximalzahl Vektoreintrége

20 dc.w ai_FirstX ; x-Koord. des ersten Punktes
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22 dc.w ai Firsty ; y-Koord. des ersten Punktes
24 ai_SIZEOF

*ai VctrTbl

Die Bezeichnung "Vektor" steht bei den Area-Routinen flir ein
x/y-Koordinatenpaar. In ai VctrTbl steht ein Zeiger auf den
Beginn einer Wort-Tabelle, in der die Koordinaten aller
punkte der Objekte, die mit den Area-Routinen gezeichnet
werden, stehen (jeweils ein Wort fiir x- und y-Koordinate,
also insgesamt zwei Worte pro Vektoreintrag).

*ai VctrTbl

Dieser Zeiger zeigt auf das nédchste zu belegende Wort in der
Vektortabelle. Nach jedem Area-Routinenaufruf wird er ent-
sprechend der Koordinatenanzahl hochgez&hlt.

*al FlagTbl

Zu jedem Koordinatenpaar wird ein Flag in einer gesonderten
Tabelle aufgezeichnet. Es enthdlt Informationen, um welchen
Typ Punkt (Startpunkt eines Vielecks, Linie in einem Vieleck
oder Koordinaten fiir eine Ellipse) es sich handelt. Die
Flags sind jeweils ein Byte groB.

*ai_ FlagPtr
analog zu al VctrPtr steht hier ein Zeiger auf die Stelle,
an der das nadchste Flag eingetragen werden soll.

ai_Count
Dies ist ein 2Z&hler, der bei 0 startet. Fiir jedes eingetra-
gene Koordinatenpaar wird er um eins erhdht.

ai_MaxCount
Gibt den Maximalwert fiir ai Count, also die maximale Anzahl
von Koordinatenpaaren in der Vektortabelle an.

ai_FirstX

Hier wird, zusdtzlich zur Koordinatentabelle, die x-Koordi-
nate des ersten Punkts im letzten gezeichneten Objekt einge-
tragen.

ai_Firsty
Analog zu ai FirstX steht hier die y-Koordinate.

Wem diese Struktur etwas zu kompliziert vorkommt, den koOnnen
wir beruhigen: Sie brauchen sich um ihre Verwaltung in kein-
ster Weise zu kiimmern. Alles, was Sie tun miissen, ist genug
Speicher filir Vektor- und Flagtabelle und die Info-Struktur
zu reservieren, die Routine InitArea aufrufen (welche die
Info~Struktur automatisch initialisiert) und den Beginn der
Info-Struktur in den Rastport eintragen.

Bevor Sie an die Speicherreservierung gehen, sollten Sie
festlegen, wieviele Punkte ihre Area-Objekte maximal haben
sollen. Jeder AreaMove- und AreaDraw-Befehl braucht einen
Vektoreintrag und jeder AreaEllipse-Befehl zwei. Sicher-
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heitshalber sollten Sie ein paar Punkte mehr vorsehen, da
automatisch zus&tzliche Punkte eingebaut werden, wenn Start-
und Endpunkt eines AreaDraw-Vielecks nicht iibereinstimmen.
Dann zieht die AreaDraw-Routine automatisch eine Linie vom
letzten angegebenen Punkt zum Startpunkt des Vielecks, damit
es "geschlossen" ist.

Jeder Punkt (jedes Koordinatenpaar) benstigt flinf Bytes
(vier fiir die zwei Koordinaten-Worte und eins fiir das Flag).
Der zu reservierende Speicherbereich betrdgt also '5 mal
Punktanzahl' Bytes. Die Reservierung nehmen Sie am besten
mit einem 'ds.b'-Befehl vor. Nachfolgend die Routine, die
die Einrichtung der Arealnfo-Struktur iibernimmt:

InitArea = -282 (Graphics-Library)

*arealnfo a0 < Zeiger auf den Speicherbereich flir die

einzurichtende AreaInfo-Struktur

Zeiger auf den Speicherbereich, in dem

die Koordinatenpaare und Flags abgelegt

werden sollen

vtSize d0 < Anzahl der Paare, die in die Tabelle
passen sollen

*vectorTable al

A

Erklarung Richtet eine AreaInfo~Struktur flir die
Benutzung von Area-Zeichenroutinen ein.

Nachdem die Struktur eingerichtet ist, muB nur noch ein Zei-
ger auf sie in den gewilinschten Rastport eingetragen werden,
und zwar in den Eintrag rp_ AreaInfo (Offset 16).

7.4.2 AreaMove, AreaDraw, AreaEllipse und AreaEnd
Jetzt koénnen wir endlich mit den eigentlichen Area-Routinen

loslegen. Sie entsprechen exakt den "normalen" Routinen
Move, Draw und Ellipse.

AreaMove = —-252 (Graphics-Library)
*rastPort al < Rastport, dessen Arealnfo ein Move hin-
zugefiigt werden soll

x d0 < Neue x-Koordinate
y dl < Neue y-Koordinate
Erklarung Hdngt an die AreaInfo-Liste eines Rast-

ports einen Move-Befehl (Versetzung des
Zeichenstiftes ohne Zeichnen) an.
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AreaDraw = —-258 (Graphics-Library)

*rastport al < Rastport, dessen Arealnfo ein Draw hin-
zugefiigt werden soll

X do0 < Neue x-Koordinate

y dl < Neue y-Koordinate

Erkldrung Hiangt an die ArealInfo-Liste eines Rast-
ports einen Draw-Befehl (Versetzung des
Zeichenstiftes mit Linienzeichnen) an.

AreaEllipse = -186 (Graphics-Library)

*rastPort al < Rastport, dessen AreaInfo eine Ellipse
hinzugefiigt werden soll

cx do0 < x-Koordinate des Mittelpunkts

cy dl < y-Koordinate des Mittelpunkts

a d2 < Horizontaler Radius

b d3 < Vertikaler Radius

Erkl&rung Hangt an die Arealnfo-Liste eines Rast-

ports eine Ellipse an.

Die wichtigste und auch neue Routine kommt nun: AreaEnd
sorgt dafiir, daB alle seit ihrem letzten Aufruf (bzw. seit
der Installierung der Arealnfo-Struktur) getdtigten Area-Be-
fehle auf dem Bildschirm ausgefiihrt werden.

AreaEnd = —-264 (Graphics-Library)

*rastpPort al < Rastport, dessen ArealInfo-Zeichenbefehle
ausgefiihrt werden sollen

Erkldrung Zeichnet alle in der Arealnfo-Struktur
eingetragenen Objekte in den Rastport
und entleert die Arealnfo-Struktur.

Als Zeichenfarbe fiir alle Objekte wird die aktuelle APen-
Farbe (mit SetAPen eingestellt) benutzt. Wichtig: Alle Ob-
jekte, einschlieBlich ihrer Rahmen, werden nach dem Zeichnen
ausgefiillt, und zwar ebenfalls in der APen-Farbe! Die
ArealInfo-Struktur wird durch den AreaEnd-Aufruf entleert,
aber nicht gel&scht. Sie steht sofort f£lir neue Area-Objekte
bereit.

Das zugehdrige Demonstrationsprogramm zeichnet ein regelmi-

Biges Sechseck und eine Ellipse unter Benutzung der Area-Be-
fehle. Sie finden es unter "PRG_7_7.8".
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7.5 Textausgabe und Zeichensdtze

Im Intuition-Kapitel haben wir schon die Moglichkeit der
Textausgabe {ber PrintlIText kennengelernt. Wir muBten dazu
eine Struktur (IntuiText) einrichten, in der die Farben, der
Zeichenmodus, die Positionen, der Zeichensatz und schlieB-
lich ein Zeiger auf den Text selber angegeben wurden. Auf
Graphics-Ebene kénnen wir auch Texte ausgeben, dazu wird al-
lerdings keine Struktur verwendet. Die Ausgabe erfolgt iiber
die Graphics-Routine Text, der wir nur Start und L&nge un-
seres Textes {lbergeben. Ansonsten werden die Einstellungen
von SetAPen, SetBPen, SetDrMd und Move ibernommen.

Text = -60 (Graphics-Library)
*rastPort al < Zeiger auf den Rastport, in dem der Text
ausgegeben werden soll
*string a0 < Zeiger auf den Beginn des Textes im

Speicher. Der Text braucht nicht mit ei-
nem Nullbyte abgeschlossen zu werden.
count do < Lange des Textes in Bytes

Erkldrung Gibt einen Text in den angegebenen Rast-
port in den APen/BPen-Farben, im Set-
DrMd-Zeichenmodus und an der Move-Posi-
tion aus.

Vor dem Aufruf von Text miissen (bzw. sollten) also die Rou-
tinen zur Einstellung von Farbe, Position etc. aufgerufen
werden. Falls mehrere Texte in der gleichen Farbe oder dem
gleichen Zeichenmodus ausgegeben werden, braucht SetAPen
bzw. SetDrMd natiirlich nur einmal aufgerufen zu werden. Die
Textposition sollte aber immer vorher mit Move gesetzt wer-
den.

Neben Text gibt es eine Routine, die die Breite eines Textes
in Pixeln bestimmt (nicht zu verwechseln mit der Anzahl der
Zeichen im Text). Sie berlicksichtigt dabeli auch den gerade
eingestellten Zeichensatz. Die Routine heifit TextLength:

TextLength = ~-54 (Graphics-Library)

*rastPort al < Rastport, fiir den die Textldnge berech-
net werden soll (wichtig, da der einge-
stellte Font beriicksichtigt wird)

*string a0 < Zeiger auf den Textbeginn
count d0 < Lange des Textes in Zeichen
length d0 > Berechnete Breite des Textes in Pixeln
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Erklarung Berechnet die Breite eines Textes in Pi-
xeln, wobei der eingestellte Font be-
riicksichtigt wird.

7.5.1 Zentrierte Textausgabe

Um einen Text zentriert auszugeben, muB man seine Breite in
Pixeln wissen und deren Hdlfte von der Mitte des Ausgabefen-
sters abziehen. Dies ist dann die x-Startposition des Tex-
tes. Das folgende Beispielprogramm gibt den Text in der Kom-
mandozeile zentriert in einem neuen Fenster aus (auf Dis-
kette unter "PRG_7_8.8").

* programm 7.8 (Auszug) : Zentrierte Ausgabe der
Kommandozeile

* pixel-Breite des Textes bestimmen

move.l a4,al Rastport
move.l a3,al Beginn des Textes

i

i
move.l d3,do ; La&nge des Textes
jsr TextLength(a6) ; Routine aufrufen
move.l do,d4 ; Pixelbreite merken

* Textausgabe-Position einstellen

move.l a4,al
move.l  #50,d1
move.l  #320,d0

Rastport
y-Koordinate 50
Mitte des Windows

~e me ma me we

asr #1,d4 Text-Pixelbreite durch 2
sub.1 d4,do x-Koordinate = Mitte - Breite / 2
jsr Move(aé6)

* Text ausgeben

move.l a4,al ; Rastport
move.l a3,a0 ; Text-Beginn
move.l d3,do ; Text-Lange
jsr Text(a6) ; ausgeben

Programm 7.8 (Auszug)

Zundchst rufen wir die Routine TextLength auf und lassen uns
aus der Zeichenanzahl im Text die bendtigte Pixelbreite
feststellen. Dann berechnen wir die x-Startkoordinate des
Textes. Wir schreiben 320 nach do0 (Mitte des Windows). Dann
teilen wir die Pixelbreite durch zwei und ziehen das Ergeb-
nis von der 320 in d0 ab. Als y-Koordinate wdhlen wir 50.
Nun rufen wir Move auf, wodurch der Zeichenstift, der fiir
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die Textausgabe als Textcursor fungiert, gesetzt wird. Da
wir die Farbe und den Zeichenmodus vorher schon eingestellt
haben, konnen wir jetzt sofort Text aufrufen.

7.5.2 Einstellung von Zeichensdtzen

Im Diskfont-Kapitel haben wir gelernt, wie man Zeichensétze,
die sich im ROM oder auf der Diskette befinden, &ffnet. Wir
wissen auch schon, wie man sie in Verbindung mit IntuiTexten
verwendet oder als Screen-Standardfont einsetzt. Nun wollen
wir uns ansehen, wie man einen Rastport mit einem geladenen
Font versorgen kann. Dazu dient die Routine SetFont:

SetFont = -66 (Graphics-Library)

*rastPort al < Zeiger auf den Rastport, dessen Zeichen-
satz eingestellt werden soll

*textFont a0 < Zeiger auf die TextFont-Struktur des ge-
wlinschten Zeichensatzes

Erkl&rung Setzt im angegebenen Rastport den Zei-
chensatz, auf dessen TextFont-~Struktur
a0 zeigt.

Wichtig: Bei den Intuition-Strukturen muBten wir zur Benut-
zung eines Zeichensatzes einen Zeiger auf eine TextAttr-
Struktur eintragen (die gleiche Struktur, die wir zum Aufruf
von OpenDiskFont benutzten). Hier miissen wir allerdings den
Zeiger auf die TextFont-Struktur, also den Riickgabewert von
OpenDiskFont oder OpenFont, benutzen.

Nach dem Aufruf von SetFont werden solange alle Textausgaben
im neuen Zeichensatz durchgefiihrt, bis ein anderer einge-
stellt wird.

Wenn man wissen will, welcher Zeichensatz gerade eingestellt
ist, verwendet man die Routine AskFont:

AskFont = -474 (Graphics-Library)
*rastPort al < Zeiger auf den Rastport, dessen Zeichen-
satz abgefragt werden soll
*textAttr a0 < Zeiger auf 8 Bytes reservierten Speicher

(z.B. per ‘'ds.b'-Befehl), in dem eine
TextAttr-Struktur angelegt wird

Erklarung Legt eine TextAttr-Struktur mit Informa-

tionen {iber den momentan in einem Rast-
port eingestellten Zeichensatz an.
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Den Speicherplatz fiir die Struktur legt man am besten mnit
dem Befehl "ds.b 8" im Datenbereich des Programms an. Die
einzelnen Eintrdge der TextAttr-Struktur (Zeiger auf Font-
name, H6he, Stil und Flags) koénnen nach dem AskFont-Aufruf
ausgewertet werden.

Wahl des Schriftstils
Die Graphics-Routine AskSoftStyle ermittelt, welche Schrift-

arten fiir den derzeitigen Font in einem Rastport m6glich
sind:

AskSoftstyle = -84 (Graphics-Library)
*rastPort al < Rastport, dessen mdgliche Zeichensatz~
Schriftarten ermittelt werden sollen
style do0 > Mogliche Schriftarten
Erkldarung Ermittelt die mdglichen Schriftarten des

momentan eingestellten Zeichensatzes im
angegebenen Rastport.

Die Bedeutungen der Schriftstil-Werte sind folgende:

Schriftstil Wert Bedeutung

FSF_NORMAL 0 Kein besonderer Stil

FSF_UNDERLINED 1 Unterstrichen

FSF_BOLD 2 Fettdruck

FSF_ITALIC 4 Kursiv-(Schrag-)Druck
8

Doppelte Breite (bei normalen Fonts nicht
mdglich)

FSF_EXTENDED

Im Ergebnis-Register d0 stehen die aufaddierten Werte aller
méglichen Schriftarten. Wenn fiir einen Font UNDERLINED und
ITALIC zugelassen sind, ware der Riickgabewert also 5. Die
Werte miissen Sie als Wertigkeiten der Bindrstellen der Riick-
gabezahl sehen. Ein Wert von 5 wiirde bedeuten, daB Bit Nr. 1
und Nr. 3 (Z28hlung beginnt bei 0) gesetzt sind. AskSoftStyle
gibt Werte =zurilick, bei denen die unbenutzten Bits 5-7
(Wertigkeiten 16-128) des Style-Bytes gesetzt sein konnen,
was aber keine Bedeutung hat.

Das £Ergebnis einer AskSoftStyle-Abfrage kann, muB3 aber

nicht, in der folgenden Routine angewandt werden, die zur
Einstellung des Schriftstils dient:
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Setsoftstyle = -90 (Graphics-Library)

*rastPort al < Rastport, dessen Schriftart eingestellt
werden soll

style do < Gewilnschter Schriftstil

enable dl < 2Zugelassene Arten {(von AskSoftStyle zu-
riickgegeben)

newstyle do0 > Wirklich gesetzter Schriftstil (ergibt
sich durch OR-Verknilipfung von style und
enable)

Erkl&rung Setzt den gewlinschten Schriftstil im an-

gegebenen Rastport

Falls die Ausgrenzung bestimmter Arten nicht gewlinscht wird
(die allermeisten Fonts sind sowieso in allen Schriftarten
bis auf EXTENDED darstellbar), kann 'enable' auf -1 gesetzt
werden, wodurch alle Bits gesetzt und alle Schriftstile zu-
gelassen sind.

Nun ein Programm, das einen Text in einem Fenster ausgibt
(unter Benutzung der Text-Routine), und zwar im Zeichensatz
Garnet 16 und im Schriftstil fett und unterstrichen. Es
steht unter "PRG_7_9.8" auf der Diskette.

* Programm 7.9 (Auszug): Graphics-Textausgabe mit Diskfonts

lea tattr,a0 ; Font Garnet 16 6ffnen
jsr OpenDiskFont (a6)

tst.l do

beq ende2

move.l do0,tfont

* Font und Stil einstellen

move.l a4,al ; Rastport

move.l  tfont,a0 ; Riickgabewert von OpenDiskFont
jsr SetFont(a6) ; Font einstellen

move.l a4,al ; Mogliche Stile erfragen

jsr BskSoftStyle(a6)

move.l do,d4 ; und in d4 sichern

move.l a4,al ; Rastport

Gewiinschter Stil
Verkniipft mit den mdglichen

moveq #3,do
move.l d4,dl

~

~
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jsr SetSoftStyle(aé6)

move.l a4,al ; Koordinate 100/50 setzen
moveq $100,d0
moveq #50,d1

jsr Move(aé6)

move.l a4,al ; Text ausgeben
lea ausgtext,ad

moveq #31,do

jsr Text(a6)

Programm 7.9 (Auszug)

Das Offnen eines Diskfonts ist aus Kapitel 6 schon bekannt.
Als n&chstes werden Vordergrundfarbe und Zeichensatz einge-
stellt. Von AskSoftStyle lassen wir uns die zugelassenen
Schriftarten des Fonts geben und schreiben sie beim SetSoft-
Style-Aufruf als 'enable'-Maske nach di. Als Schriftstil ge-
ben wir 3 an, was unterstrichen (1) und fett (2) ergibt. Mit
Move springen wir nach 100/50 und geben dort den Text aus.

Wie Sie sehen, miissen wir die Lange des auszugebenden Textes
wieder abzdhlen. Erinnern Sie sich noch an unsere Print-Rou-
tine aus dem DOS-Kapitel? Sie nahm uns die Arbeit des Text-
langen-Z&hlens ab. Diese Routine wollen wir nun filir die Gra-
phics-Textausgabe umschreiben.

gprint: move.l a2,-(sp) ; Register sichern

move.l a0,a2 Text-Start sichern

clr.l do ; Ldnge ldschen
gprl: addq #1,do ; Lénge plus 1
tst.b (a0)+ ; Textende-Kennzeichen erreicht?
bne gprl ; Wenn nein
subgq #1,do ; Letzten addq riickgédngig
move.l a2,al ; Textstart zuriickholen
move.l a4,al ; Rastport-Zeiger nach al
jsr Text(a6) ; Text aufrufen
move.1 (sp)+,a2 ; Register zurlick
rts ; Das wars

Bild 7.3: Eine Print-Subroutine fiir Graphics-Text

Die Routine arbeitet analog zur DOS-Print-Routine, wir nen-
nen Sie 'gprint' (Graphics-Print), um sie von der anderen
unterscheiden zu koénnen.
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7.5.3 Loschen des Bildschirms

Fiir diesen 2Zweck existieren zwei Routinen. Die erste:

ClearEOL = -42 (Graphics-Library)

*rastPort al < Rastport, in dem eine Zeile geldscht
werden soll

Erkl&rung Ldscht eine Textzeile des angegebenen
Rastports ab der Zeichenstiftposition
bis zum Zeilenende. Der freiwerdende Be-
reich wird mit der Hintergrundfarbe
(SetBPen) aufgefiillt.

Die Anzahl Zeilen, die dabei geldscht wird, entspricht der
H8he des derzeit eingestellten Zeichensatzes, damit wirklich
genau eine Textzeile entfernt wird. Die zweite Routine:

ClearScreen = -48 (Graphics-Library)
*rastPort al < Rastport, der geldscht werden soll
Erklirung Ldscht einen kompletten Rastport, d.h.

er wird mit der Hintergrundfarbe
(SetBPen) aufgefiillt.

Dazu braucht wohl nichts mehr gesagt zu werden.

7.6 Grafik-Kopier- und Scroll-Routinen

Neben der Vielzahl an Routinen, die Grafiken auf den
Bildschirm bringen, gibt es auch solche, die schon vorhan-
dene Grafiken kopieren oder verschieben. Die Graphics-
Library bedient sich zu diesem Zweck eines Coprozessors, des

sogenannten "Blitters". Die Bezelchnung Blitter ist eine
Zusammenfassung von "Block Image Transfer", also
"Blockgrafik-Kopierer". Dies beschreibt auch gleich die
Hauptaufgabe des Blitters: Die Kopie von rechteckig-

organisierten Grafiken. Rechteckig-organisiert bedeutet, daB
die Begrenzungslinien einer =zu kopierenden Grafik immer
horizontal bzw. vertikal sein mniissen, also keine im Ratio
abweichenden Grafiken kopieren kann.

Der Blitter ist ein Spezialprozessor, dessen einzige F&hig-
keit das Kopieren von Speicherbereichen (mit dazugehdrigen
Verkniipfungsoperationen) ist. Diese F&higkeit beherrscht er
dafiir aber sehr gut, d.h. er weist eine sehr hohe Kopierge-
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schwindigkeit auf. Diese hohe Geschwindigkeit nutzen auch
die Graphics-Routinen aus.
7.6.1 Kopieren auf Rastport- und Bitmap-Ebene

Die erste Routine, die vorgestellt werden soll, ist Clip-
Blit:

ClipBlit = -552 (Graphics-Library)
*sSrcrp a0 < Zeiger auf Quell-Rastport
srcx d0 < x-Startkoordinate der Quellgrafik
srcy dl < y-Startkoordinate der Quellgrafik
*destrp a0 < Zeiger auf Ziel-Rastport
destx d2 < x-Koordinate der Zielgrafik
desty d3 < y-Koordinate der Zielgrafik
sizex d4 < x-GroBe der zu kopierenden Grafik
sizey d5 < y-GrtBe der zu kopierenden Grafik
minterm d6 < Logische Verknlipfung fiir die Kopie
Erklarung Kopiert einen rechteckigen Grafik-Aus-

schnitt aus einem Rastport in einen an-
deren (oder auch in denselben).

Wie Sie sehen, arbeitet diese Routine auf Rastport-Ebene.
Rastports werden bekanntlich filir Screens und Windows einge-
richtet. Die Koordinaten fiir die Quell- und Zielgrafik sind
also relativ zur oberen, linken Ecke des Screens bzw. Win-
dows zu sehen. Wenn Sie beispielsweise ein Window haben, das
bei 50/50 beginnt, bezieht sich eine Koordinatenangabe von
10/10 beim ClipBlit-Aufruf fiir dieses Window auf die reale
Screen-Position 60/60.

Nun wollen wir uns die logische Verkniipfung (minterm) noch
etwas ndher ansehen. Der Koprozessor Blitter hat die M6g-
lichkeit, drei unabh&ngige Quell-Grafiken in einer festleg-
baren Weise zu verkniipfen und in die Ziel-Grafik zusammenzu-
kopieren. Die Mini-Terms (wofiir 'minterm' steht) sind Boole-
sche Gleichungen, welche die Verkniipfungsart festlegen. Im
Falle der Graphics-Blitterroutinen arbeiten wir nur mit ei-
ner Quelle und einem Ziel.

Alle Blitterroutinen sehen die Quellgrafik und die am Ziel
bisher vorhandene Grafik als Ausgangsgrafiken an, verkniipfen
sie und schreiben das Ergebnis in die Zielgrafik. Die Ver-
knlipfung geht punktweise vor sich, d.h. je ein Punkt aus der
Quellgrafik wird mit dem entsprechenden Punkt aus der alten
Zielgrafik verkniipft und der Punkt in der neuen Zielgrafik
entsprechend dem Verkniipfungsergebnis gesetzt oder gel&scht.
Dabei kénnen wir in den Parameter ‘minterm' Werte schreiben,
welche die Art und Weise festlegen, wie die Quell- und alte
Zielgrafik verkniipft werden. Zugelassen sind die Werte 128,
64, 32 und 16. Jede dieser Zahlen steht fiir eine ganz
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bestimmte Verkniipfungsvorschrift. Falls Sie mehrere dieser
vVorschriften verwenden mdchten, kénnen Sie die ent-
sprechenden Zahlen addieren. Hier nun die Bedeutungen der
einzelnen Zahlen:

Mini-Term 128 Ein Punkt in der neuen Zielgrafik ist dann ge-
setzt, wenn die entsprechenden Punkte in beiden
Busgangsgrafiken gesetzt waren.

Mini-Term 64 Ein Punkt in der neuen Zielgrafik ist dann ge-
setzt, wenn der entsprechende Punkt in der
Quellgrafik gesetzt, in der alten Zielgrafik
aber geldscht war.

Mini-Term 32 Ein Punkt in der neuen Zielgrafik ist dann ge-
setzt, wenn der entsprechende Punkt in der
Quellgrafik geldscht, in der alten =Zielgrafik
aber gesetzt war.

Mini-Term 16 Ein Punkt in der neuen Zielgrafik ist dann ge-
setzt, wenn die entsprechenden Punkte in beiden
RAusgangsgrafiken geldscht waren.

Da die Miniterms auch beliebig addiert werden k&nnen, er-
geben sich insgesamt 16 verschiedene Moglichkeiten, eine
Grafik an eine andere Stelle zu kopieren. Nachfolgend die
Effekte der verschiedenen Kombinationen:

240 (128+64432+16) Die neue Zielgrafik wird, egal was vorher in den
Ausgangsgrafiken war, komplett ausgefiillt.
224 (128+64+32) Die neue Zielgrafik entsteht durch Zusammen-Ko-

pieren der Quellgrafik und der alten Zielgrafik:
Neuziel = Quelle OR Altziel.

208 (128+64+16) Die neue Zielgrafik entsteht durch Zusammen-Ko-
pieren der Quellgrafik und der invertierten al-
ten Zielgrafik: Neuziel = Quelle OR (NOT Alt-

ziel).
192 (128+64) Die neue Zielgrafik wird durch die Quellgrafik
ersetzt, egal, was in der alten Zielgrafik war.
176 (128+32+16) Die neue Zielgrafik entsteht durch Zusammen-Ko-

pieren der invertierten Quellgrafik und der al-
ten Zielgrafik: Neuziel = (NOT Quelle) OR Alt-

ziel.
160 (128+32) Die Zielgrafik wird nicht verdndert.
144 (128+16) Die Zielgrafik enthdlt dort gesetzte Punkte, wo

in beiden Ausgangsgrafiken die Punkte entweder
gesetzt oder geldscht waren.

112 (64+432+16) Die neue Zielgrafik enthdlt dort gesetzte
Punkte, wo entweder in der Quellgrafik oder in
der alten Zielgrafik gesetzte Punkte oder in
beiden Ausgangsgrafiken geldschte Punkte waren.
An den Stellen, an denen in beiden Ausgangsgra-
fiken gesetzte Punkte waren, enthdlt die neue
Zielgrafik geldschte Punkte.

96 (64+32) Die neue Zielgrafik enth&lt dort gesetzte
Punkte, wo entweder in der Quellgrafik oder in
der alten Zielgrafik gesetzte Punkte waren. An
den Stellen, an denen in beiden Ausgangsgrafiken
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gesetzte Punkte waren, enth&lt die neue Zielgra-
fik geldschte Punkte: Neuziel = Quelle EOR Alt-

i ziel.
80 (64+16) Die Zielgrafik wird, unabh&ngig von der Quell-
grafik, invertiert (Ziel NOT-verkniipft).
48 (32+16) Die Zielgrafik wird durch die invertierte Quell-
grafik ersetzt (Quelle NOT-Verkniipft).
0 Die neue Zielgrafik wird, egal was vorher in den

Ausgangsgrafiken war, komplett geldscht.

Die Griinde filir die Wirkungen der einzelnen Kombinationen
kénnen Sie sich klarmachen, wenn Sie liberlegen, wie die Kom-
binationen der verschiedenen Verkniipfungs-Vorschriften auf
die Punkte der Quell- und Zielgrafik wirken. Am Beispiel 192
wollen wir das einmal durchgehen:

192 bildet sich aus den Werten 128 und 64. 128 besagt, daB
der neue Zielpunkt definiert sein soll, wenn beide
Ausgangspunkte vorhanden sind. Bei 64 wird der Zielpunkt
aktiviert, wenn der Quellpunkt gesetzt, der alte Zielpunkt
aber geldscht war. Das ergibt eine 1:1-Kopie der Quellgrafik
ohne Beriicksichtigung der alten Zielgrafik. Mit den {librigen
Miniterm-Kombinationen kann man es analog halten.

Die nichste Kopierroutine heifBt BltBitMap:

BltBitMap = -30 (Graphics-Library)

*srcbm a0 < Zeiger auf Quell-Bitmap

sSrcx d0 < x-Startkoordinate der Quellgrafik

srcy dl <« y-Startkoordinate der Quellgrafik

*destbm a0 < Zeiger auf Ziel-Bitmap

destx d2 < x-Koordinate der Zielgrafik

desty d3 < y-Koordinate der Zielgrafik

sizex d4 < x-GréBe der zu kopierenden Grafik

sizey d5 < y-GrdBe der zu kopierenden Grafik

minterm dé < Logische Verkniipfung fiir die Kopie

mask d7 < Maske fiir die zu kopierenden Planes

*buffer a2 < Zeiger auf Zwischenspeicher bei Uberla-
gerung der Quell- und Zielgrafiken
(sollte groB genug fiir eine Grafik-Zeile
sein).

Erkldrung Kopiert einen rechteckigen Grafik-Aus-

schnitt aus einer Bitmap.

Im Gegensatz zu ClipBlit erwartet BltBitMap Zeiger auf sog.
Bitmap-Strukturen. Im Intuition-Kapitel haben wir schon et-
was liber den Aufbau einer Amiga-Grafik erfahren. Zur Erinne-
rung: Eine Grafik besteht aus bis 2zu sechs Bitplanes, die
alle die gleiche Spalten- und Zeilenzahl haben. Die Farbta-
bellennummer eines Punktes ergibt sich als Kombinations-
Bindrzahl aus den "i{ibereinanderliegenden" Punkten (Bits) al-
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ler Bitplanes. Die Zusammenstellung der Bitplanes 2zu einer
Grafik nennt man Bitmap. Sie stellt die unterste Stufe der
Grafikverwaltung dar.

In jedem Rastport findet man einen Zeiger auf die Bitmap-
Struktur, in der die Grafik verwaltet wird (Eintrag
rp_BitMap, Offset 4). Alle Rastports (und damit alle Win-
dows) auf einem Screen werden in ein und derselben Bitmap
dargestellt. Uberlagerung und Hintergrund/Vordergrund wie
bei den Windows gibt es hier nicht, denn irgendwo miissen
die, miteinander verkniipften Fenster, in einer einzigen
Grafik zusammengefaBt werden, damit sie auf dem Bildschirm
erscheinen konnen.

Im Zusammenhang mit der BltBitMap-Routine ist es wichtig,
daB die anzugebenden Koordinaten nicht relativ zur 1linken
oberen Ecke des Rastports, sondern relativ zur Oberkante des
Screens, auf dem der Rastport liegt, zu sehen sind. Hat man
also ein Window, das bei 50/50 auf dem Screen beginnt, so
mu3 man, um die window-relativen Koordinaten 10/10 zu errei-
chen, die Koordinaten 60/60 an BltBitMap ilibergeben.

Die Benutzung von BltBitMap bietet insofern Vorteile gegen-
iiber ClipBlit, als Sie hier angeben konnen, welche Planes
der Bitmap kopiert werden sollen. Angenommen, Sie haben
einen Screen mit 16 Farben, also 4 Planes. Nun wollen Sie
Grafiken kopieren, die ausschlieflich die Farbe mit der Re-
gisternummer 2 enthalten. Fiir einen solchen Grafikpunkt
braucht lediglich des entsprechende Bit in der 1. Bitplane
gesetzt zu sein (2Z&hlung beginnt bei 0), da 21 gleich 2 ist.
Hier reicht es also v6llig aus, nur die 1. Bitplane zu
kopieren, vorausgesetzt, die {ibrigen Planes im Grafik-
Zielbereich enthalten nur Nullen.

Im Masken-Register d7 muB nun flir jede Bitplane, die kopiert
werden soll, das ihrer Nummer entsprechende Bit gesetzt wer-
den. In obigem Beispiel miiBte also das 1. Bit (fir die 1.
Plane) gesetzt werden, d.h. ins Register miiBte eine 2 ge-
schrieben werden. Im Falle der 1. und 3. Bitplane wére es
eine 10 usw.

Ins Register a2 muB ein Zeiger auf einen Zwischenspeicher
eingetragen werden, der grof genug flir eine Grafikzeile der
Quellgrafik sein sollte. Er wird bei Uberlagerungen der
Quell- und Zielgrafik benttigt.

Nun zur dritten Blitterroutine:
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BltBitMapRastPort = -606 (Graphics-Library)

*srcbm a0 < Zeiger auf Quell-Bitmap

SIrcx d0 < x-Startkoordinate der Quellgrafik

srcy dl < y-Startkoordinate der Quellgrafik

*destrp a0 < Zeiger auf Ziel-Rastport

destx d2 < x-Koordinate der Zielgrafik

desty d3 < y-Koordinate der Zielgrafik

sizex d4 < x-GrdBe der zu kopierenden Grafik

sizey d5 < y-GroBe der zu kopierenden Grafik

minterm d6 < Logische Verkniipfung fiir die Kopie

Erklarung Kopiert einen rechteckigen Grafik-Aus-
schnitt aus einer Bitmap in einen Rast-
port.

Diese Routine stellt eine Transfer-Kopierroutine dar, die
Grafiken aus einer Bitmap in einen Rastport kopiert. Im
Grunde kann man sich natlirlich auch aus dem Ziel-Rastport
den Zeiger auf die Bitmap besorgen und dann BltBitMap benut-
zen. Diese Routine kann man einsetzen, wenn es programmtech-
nisch giinstig ist.

7.6.2 Schnelles Loschen von Grafiken

Die 1letzte Blitter-Routine, dient nicht dem Kopieren,

sondern dem schnellen Loschen von Grafiken und
Speicherbereichen:
BltClear = -300 (Graphics-Library)
*Memory al < Zeiger auf Beginn des zu 1l8schenden
Speicherbereichs
size d0 < GrodBe des zu ldschenden Speicherbereichs
flags dl < Bestimmt die Interpretation von 'size'

und das Warteverhalten der Routine

Erkldrung L&scht rechteckige Grafiken oder
Speicherbereiche.

Im 'flags'-Register sind nur die zwei untersten Bits von Be-
deutung. Wenn das Bit 0 gesetzt ist, wird das aktivierte
Programm wdhrend des L&schvorgangs angehalten, die Routine
kehrt also erst nach Beendigung des Ldschens zuriick. Anson-
sten wird das Programm sofort fortgesetzt, das Ende des
Ldschvorgangs wird nicht abgewartet.

Das Bit 1 legt fest, wie die 'size'-Angabe in d0 zu inter-
pretieren ist. Bei geldschtem Bit gibt d0 die Gesamtl&nge
eines zusammenhdngenden Speicherbereichs in Byte an. Ist das
Bit gesetzt, so wird das obere Wort des Langworts d0 als HG-
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hen- und das untere Wort als Breitenangabe eines rechteckig-
organisierten Speicherbereichs (allerdings in Byte, nicht in
Pixeln) angesehen. Die Gesamt-Bytezahl berechnet BltClear
aus der Multiplikation des oberen mit dem unteren Wort.

Das folgende Programm demonstriert die Benutzung von Clip-
Blit und BltBitMap. Es zeichnet zwei verschiedenfarbig aus-
gefiillte Kreise in ein Fenster und kopiert sie unter Anwen-
dung verschiedener Minterms in ein zweites Fenster. Sie fin-
den es unter "PRG_7_10.8" auf der Diskette.

* Programm 7.10 (Auszug): Demonstration ClipBlit und BltBitMap

bsr verz ; Verzogerung per Delay

* 1:1-Kopie des Windows 1 ins Window 2

move.l a3,ad ; Quell-Rastport

moveq #0,d0 ; Quell-Startkoordinaten
moveq #0,d1

move.l $32(a5),al ; Ziel-Rastport

moveq #0,d2 Ziel-Koordinaten
moveq $0,d3
move.l  #300,d4
move.1l #100,d5
move.b  $#192,d6

jsr ClipBlit(aé6)

Breite und Hohe
der Grafik
Minterm-Modus = 1:1-Kopie

bsr verz
* Invertierte Kopie von Window 2 in Window 1

move.l  $32(ab),al ; Quell-Rastport

moveq #0,do ; Quell-Koordinaten
moveq #0,d1
move.l a3,al
moveq #0,d2
moveq #0,d3

Ziel-Rastport
Ziel-Koordinaten

move.l  #300,d4 ; Breite und Hohe

move.l  #100,d5

move.b  #48,d6 ; Minterm-Modus = Invertiere Kopie
jsr ClipBlit(a6)

bsr verz

* OR-Verkniipfung der ersten Planes der beiden Windows

move.l §32(a4),a0 ; Quelle = Window 1
move.l  4(a0),al ; Vom Rastport zur Bitmap
moveq #5,do ; Start-x = 5

moveq #15,d1 ; Start-y = 15
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move.l  $32(a5),al ; Ziel = Window 2
move.l  4(al),al ; Zur Bitmap
move.l  #315,d2 ; Ziel-Koordinaten
move.l  $#120,d3
move.l  #290,d4 ; Breite
move.l  #70,d5 ; Hohe
move.b  #224,d6 ; Minterm-Modus: OR-Verkniipfung
move.b  #1,d7 ; Nur Plane 1 betroffen
lea buff,a2 ; Zwischenspeicher
jsr BltBitMap(a6)
bsr verz

* EOR-Verkniipfung
move.l a3,al ; Quelle = Window 1
moveq $0,do ; Koordinaten
moveq $#0,d1
move.l  $32(a5),at ; Ziel = Window 2
moveq $#0,d2 ; Koordinaten
moveq #0,d3
move.l  #300,d4 ; Breite
move.l  #100,d5 ; Hohe

1

move.b  #96,d6
jsr ClipBlit(a6)

Minterm-Modus: EOR-Verkniipfung

Programm 7.10 (Auszug)

Beachten Sie den Unterschied zwischen ClipBlit und BltBitMap
bezugnehmend auf die Wahl der Koordinaten: Wie schon erwdhnt
sind die Koordinaten von ClipBlit relativ zum jeweiligen
Rastport zu sehen, wdhrend sie bei BltBitMap relativ zur
Screen-Oberkante sind.

7.6.3 Scrollen von Bildausschnitten

Unter "Scrolling" versteht man die pixelweise Verschiebung
eines Grafikbereiches. Man k&nnte dafiir eine Kopierroutine
verwenden und die Koordinaten der Quell- und Zielgrafik ent-
sprechend widhlen. Graphics stellt uns aber auch eine spe-
zielle Routine zur Verfiigung:

ScrollRaster = -396 (Graphics-Library)

*rp al < Zeiger auf Rastport, in dem gescrollt
werden soll

dx do < BAnzahl der Pixel, um die die Grafik in
x-Richtung verschoben werden soll

dy dl < BAnzahl der Pixel, um die die Grafik in
y-Richtung verschoben werden soll

minx d2 < x-Koordinate der linken oberen Ecke des
Grafikausschnitts
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miny d3 < y-Koordinate der linken oberen Ecke des
Grafikausschnitts

maxx d4 <« x-Koordinate der rechten unteren Ecke
des Grafikausschnitts

maxy d5 < y-Koordinate der rechten unteren Ecke
des Grafikausschnitts

Erklarung Scrollt (verschiebt) einen rechteckigen
Grafikausschnitt um eine wdhlbare Anzahl
Pixel.

Beachten Sie, daB die Werte fiir 'dx' und 'dy' angeben, um
wieviel die Grafik nach links bzw. oben gescrollt wird. Soll
sie nach rechts bzw. unten gescrollt werden, sind fiir dx und
dy negative Werte anzugeben.

7.6.4 Multitasking-gerechtes Warten auf Graphics-Ebene

Im DOS-Kapitel haben wir eine Methode kennengelernt, die
eine Verzdgerung des Programms ohne Behinderung des
Multitasking-Betriebs erreicht. Auf Graphics-Ebene gibt es
dhnliche Fédlle. Hier ist es oft nbtig, bestimmte
Funktionsaufrufe mit dem Bildaufbau zu koordinieren. So ist
es z.B. recht unglinstig, Anderungen an Bildschirmgrafiken
vorzunehmen, wenn der Rasterstrahl, der das Monitorbild
aufbaut, gerade diese Grafikbereiche darstellt. Die
einfachste Methode, um dies zu verhindern, ist, auf den
Riicklauf des Strahl vom rechten unteren zum linken oberen
Rand zu warten, und genau das tut die Routine WaitTOF:

WaitTOF = -270 (Graphics-Library)

Erklarung Wait for Top of Frame - wartet auf den
Ricklauf des Elektronen-Rasterstrahls.

WaitTOF versetzt unser Programm solange in den Wartezustand
und verhindert die Vergeudung von Prozessorzeit, bis der
Strahlriicklauf durchgefithrt wurde.

Es gibt noch eine weitere Rasterstrahl-Warteroutine, deren
Funktionsweise Sie erst nach dem n&chsten Abschnitt richtig
verstehen koénnen. Sie sei hier aber schon einmal vorge-
stellt:

WaitBovpP = -402 (Graphics-Library)

*vVp a0 < Zeiger auf viewPort, auf dessen Ende ge-
wartet werden soll :

Erkl&rung Wait for Bottom of ViewPort - wartet,
bis der Rasterstrahl die 1letzte zeile
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des

hat.

angegebenen Viewports gezeichnet

Als Beispielprogramm fiir ScrollRaster und WaitTOF eignet
sich ein kleines Scrollschriftprogramm sehr gut. Es &ffnet
ein 12 Pixel hohes Window am unteren Rand der Workbench,
zeichnet =zwei waagerechte Linien und 1&Bt einen Text im

Fenster scrollen.

* Programm 7.11 (Auszug): Demonstration ScrollRaster

.

lea scrtext,a3

mainl: move.l gfxbase,aé
moveq $0,d6

main3: move.l a5,al
move.l  #637,d0
tst.b de
beq main2
subq #4,do
main2: moveq #8,d1
jsr Move (a6)

move.l a5,al
move.l a3,al
moveq #1,do
jsr Text(a6)

move.l a5,al
moveq $4,do
moveq $0,d1
moveq $0,d2
moveq #2,d3
move.l  #639,d4
moveq $10,d5

jsr ScrollRaster (a6
jsr WaitTOF (a6)
addgq #1,d6

cmp.b #2,d6

bne main3

add.1 #1,a3

tst.b (a3)
bne main4
lea scrtext,a3

i

~e ma w4 me we we =

- L

~e me we wa

Textzeichen-Zeiger

Schleife: Jeden Buchstaben zweimal
ausgeben

; Rastport
; X-Start des Textes auf 637

Zweiter Schleifendurchlauf?

; Wenn nein

x-Start auf 633
y-Start auf 8 (relativ zum Window)
Zeichencursor setzen

Ein Textzeichen ausgeben

Rastport
Scrolle 4 Pixel nach links
Kein Scrolling nach oben
x-Start bei 0
y-Start bei 2
x-Ende bei 639
y-Ende bei 10
; Scrollen

Warte auf Strahlriicklauf

Schleife Textausgabe

Zeichenzeiger erhdhen
Ende-Nullbyte erreicht?
Wenn nein

Scrolltext von vorne
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main4: move.l ExecBase,ab

move.l  §$56(a4),al ; Message abholen
jsr GetMsg(a6)
tst.1 do ; Keine da?
beq mainl ; Wenn so
scrtext: dc.b "Mein erster Scrolltext ! ",0
even

Programm 7.11 (Auszug)

Beim Scrolling wird der Text in einer Schleife durchlaufen,
wobei bei jedem Durchlauf ein Zeichen ausgegeben wird.

Ausgabe und Scrollen erfolgt flir jedes Zeichen zweimal: Zu-
erst wird das Zeichen ganz am linken Rand ausgegeben, dann
wird die ganze Zeile vier Pixel nach 1links gescrollt,
anschlieBend wird das Zeichen vier Pixel vom linken Rand
entfernt ausgegeben und die ganze Zeile nochmal um vier
Pixel gescrollt. Vor jedem Ausgabeaufruf wird per WaitTOF
auf den Riicklauf des Rasterstrahls (50 Mal pro Sekunde)
gewartet. Das Monitorbild wird also alle 1/50 Sekunde von
neuem aufgebaut.

Die zweifache Ausgabe jedes Zeichens hat den Zweck, das
Scrolling nicht zu schnell werden zu lassen. Man konnte
natiirlich jedes Zeichen auch nur einmal ausgeben und die
Zeile dann um 8 Pixel scrollen, dann 3jedoch wiirde die
schrift kaum noch lesbar sein. Will man aber gezielt hohe
Geschwindigkeiten erreichen, gibt man jedes 2eichen nur
einmal aus.

Die Geschwindigkeit kann aber auch herabgesetzt werden: An-
statt jedes Zeichen ein- oder zweimal auszugeben, k&nnte man
dies auch viermal oder sogar achtmal tun. Bei viermaliger
Ausgabe miiBte man dann jedesmal um zwei Pixel scrollen, bei
achtmaliger sogar nur um einen (Ergebnis: Scrollschrift im
Schneckentempo).

7.7 Einrichten eigener Rast- und ViewPorts

Bisher haben wir nur Rast- und Viewports benutzt, die quasi
von Intuition "vorgefertigt" waren. Es gibt aber auch die
M&glichkeit, diese Strukturen selbst anzulegen und so einen
von Screens und Windows unabhdngigen Ausgabebildschirm zu
erzeugen. Fangen wir dabei mit dem einfacheren Thema an: den
Rastports.
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7.7.1 Initialisierung einer neuen Rastport-Struktur

Dazu ist kein groBer Aufwand ndtig. Sie brauchen lediglich
100 Bytes fiir die Struktur zu reservieren (am besten mit
'ds.b') und die InitRastPort-Routine aufzurufen:

InitRastPort = -198 (Graphics-Library)

*rastPort al < Zeiger auf Speicherbereich fiir zu in-
itialisierende Rastport-Struktur

Erklarung Richtet eine neue Rastport-struktur ein
und flillt sie mit den Standard-Werten.

Das war schon alles. Auf den so eingerichteten Rastport kén-
nen Sie alle Graphics-Routinen, die mit Rastports arbeiten,
anwenden. Es entsteht allerdings ein Problem: Die Grafik-Be-
fehle, die Sie auf den Rastport ausfiihren, laufen nur "im
Hintergrund" ab. Sehen koénnen Sie die Grafik nicht, da sie
ja zu keinem Screen oder Window gehdrt, sondern sozusagen
"frei im Speicher schwebt". Um sie auf dem Bildschirm
sichtbar zu machen, miissen Sie die Viewports benutzen. Dazu
werden wir uns aber erst ein wenig Hintergrundwissen
aneignen.

7.7.2 Die View- und ViewPort-Struktur

Einen ViewPort kann man als Graphics-Aquivalent eines Intui-
tion~-Screens ansehen. Er hat eigene Farben, eine eigene Auf-
16sung und seine Startposition und Ausdehnung k&nnen festge-
legt werden. Aus den Viewports berechnet die Graphics-Li-
brary Steuerprogramme fiir die Grafik-Hardware, wodurch die
Grafik letztendlich erst sichtbar wird.

Interessant ist in diesem Zusammenhang, wie die Uberlagerung
von Intuition-Screens funktioniert. Intuition arbeitet auch
mit Viewports; fiir jeden Screen wird ein solcher eingerich-
tet. Uberlagern sich nun mehrere Screens, werden ihre View-
ports entsprechend angepaBt. Ihre Positionen werden gemdB
denen der Screens verschoben, und ihre vertikalen Gré&Ben
werden so eingestellt, daB sie den sichtbaren Teilen ihrer
zugehdrigen Screens entsprechen. Viewports selbst diirfen
sich n&mlich nicht {berlagern, sie miissen alle hiibsch unter-
einander stehen. Diese Viewport-Liste wird dann auf dem
Bildschirm angezeigt, wodurch sich eine scheinbare Uberlage-
rung ergibt. Jetzt ist auch klar, warum das Ziehen eines
Screens manchmal etwas z8h vor sich geht: Bei jeder Anderung
an der Lage der Screens zueinander miissen die ganze View-
port-Liste und die daraus resultierenden Hardware-Strukturen
neu berechnet werden, was eine Weile dauern kann.
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Alle Vlewports sind untereinander verkettet. Der erste ent-
hilt einen Eintrag, der auf den zweiten zeigt, dieser einen,
der auf den dritten =zeigt usw. Beim letzten Viewport ist
dieser Zeiger 0. An den "Kopf" der Viewport-Liste wird nun
eine sog. "vView-Struktur" gestellt, die das ganze Viewport-
Chaos verwaltet. Einen View kann man als die Zusammenfassung
aller momentan auf dem Bildschirm sichtbaren Screens (sprich
Viewports) ansehen. Die Struktur sieht so aus:

Die View-Struktur

00 dc.l  *v_ViewPort ; Zeiger auf den ersten ViewPort
04 dc.l  *v LOFCprList ; Zeiger auf Longframe-Copperlist
08 dc.1  *v_SHFCprList ; Zeiger auf Shortframe-Copperlist
12 dc.w v_Dyoffset ; y-Startkoordinate des View

14 dc.w v_DxOffset ; x-Startkoordinate des View

16 dc.w v_Modes ; Bildschirmaufl&sung etc.

18 v_SIZEOF

*v_ViewPort
Dieser Zeiger leitet die Viewport-vVerkettung ein.

*v LOFCprLlst

Hier steht ein Zeiger auf eine CprList-Struktur, welche dem
Aufbau der sogenannten "Copperliste" des View dient. Die Li-
ste, auf die hier gezeigt wird, findet im interlace- und
nicht-interlace-Modus des Bildschirms Anwendung. Der Copper
ist ein Koprozessor, der in Abh&ngigkeit von der Position
des Rasterstrahls bestimmte Hardwareregister verdndern kann.
Er ist in erster Linie fiir die Ansteuerung der Grafik-Hard-
ware zustdndig, so laufen die Einstellung der Farben, der
Aufldsung und der auszugebenden Grafik iiber ihn. Eine Cop-
perliste ist nichts anderes, als ein Programm fiir den Ko-
prozessor.

*y_ SHFCprList

Befindet sich der Bildschirm im interlace-Modus, werden zweil
Copperlisten bendtigt. In diesem Fall steht hier der Zeiger
auf die zweite Liste.

DyOffset v DxOffset
Diese Eintrdge bestimmen die Startkoordinaten des View auf
dem Bildschirm.

v Modes

Die hier anzugebenden Aufl&sungs- und Bildschirmmodi ent-
sprechen denen beim Offnen eines Intuition-Screens. Die
Viewmodes, die Sie hier angeben, gelten als erlaubte Modis
fiir alle Viewports. Hier die Liste der Zahlenwerte, eine
genaue Beschreibung finden Sie im Intuition-Kapitel.
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View-Mode Wert Bedeutung

GENLOCK VIDEO $0002 Bindet eine externe Signalgquelle ein
EXTRA HALFBRITE $0080 64-Farben Modus

DUALPF $0400 Dual-Playfield

Hold-And-Modify $0800 HAM-Modus (4096 Farben)

VP HIDE $2000 Kein Bild

SPRITES $4000 View mit Hardware-Sprites

HIRES $0004 Verdoppelt Aufldsung in x-Richtung
LACE $8000 Verdoppelt Aufldsung in y-Richtung

Noch ein paar Worte zu den Startkoordinaten. Sie stimmen
nicht mit den von Intuition gewohnten Koordinaten {iiberein.
0/0 liegt also nicht da, wo man sonst die linke obere Ecke
eines neuen Screens mit den Koordinaten 0/0 erwarten wiirde,
sondern weit auBerhalb des sichtbaren Bildschirmbereichs.
Die wvon Intuition benutzten View-Startkoordinaten liegen
etwa bei 40 in y- und 120 in x-Richtung. Diese Werte ko&nnen,
je nach Preferences-Bildeinstellung, etwas variieren. Der
sichtbare Bereich beginnt bei 29 in y- und 93 in x-Richtung.

Nun wissen Sie auch, wie das Preferences-Programm in bezug
auf die Bildzentrierung arbeitet. Es verdndert einfach die
Startkoordinaten des Intuition-~View (in gewissen Grenzen).
Auflerdem f&llt bei Betrachtung der von Intuition verwendeten
Startkoordinaten und der Koordinaten, bei denen der sicht-
bare Bildbereich beginnt, auf, daBR das Bild noch ein ganzes
Stiick links bzw. oberhalb der Intuition-Begrenzung sichtbar
ist. Man kdnnte also das Bild nach links und oben verschie-
ben, und es dafiir ein Stlick breiter und héher machen.
Tatsdchlich lassen sich so Grafiken darstellen, die iiber die
Intuition-Begrenzung von 640 Punkten horizontal und 256
Punkten vertikal (im Modus Hires Non-Interlaced) hinausge-
hen. Dies nennt man Overscan-Modus.

Beim Anlegen eines eigenen View brauchen Sie sich im Normal-
fall nicht mit dem Ausprobieren der giinstigsten Startkoor-
dinaten herumzuschlagen, sie werden von der Initialisie-
rungsroutine automatisch auf die Intuition-Standardwerte ge-
setzt (die Sie natilirlich nachtrdglich &ndern k®nnen).

Es gibt eine Graphics-Routine, die eine neue View-Struktur
anlegt, d.h. diese mit Standard-Werten f£fi{illt. Sie brauchen
spdter nur noch den Zeiger auf den ersten Viewport und den
Viewmode einzutragen. Die Routine heiBt InitView:

Initview = -360 (Graphics-Library)

*yview al < Zeiger auf Speicherbereich filir neue
View-Struktur

Erkldrung Legt eine neue View-Struktur an und
fiillt sie mit Standardwerten.
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Sie brauchen also lediglich 18 Bytes Speicher 2zu reservie-
ren, InitView aufzurufen und spdter ViewPort und Modes zu
setzen. Um die restlichen Eintri3ge miissen Sie sich nicht
kiimmern (zumindest nicht direkt).

Nun kommen wir zu den eigentlichen Viewports. Ihre Struktur
sieht folgendermaBen aus:

Die ViewPort-Struktur

00 dc.l  *vp Next ; Zeiger auf den ndchsten ViewPort
04 dc.1  *vp ColorMap ; Zeiger auf ColorMap-Struktur
08 dc.l1  *vp Dsplns ; Zeiger auf Display-Copperliste
12 dc.1 *yp Sprins ; Zeiger auf Sprite-Copperliste
16 dc.1  *vp Clrins ; Zeiger auf Color-Copperliste
20 de.1l *yp UCopIns ; Zeiger auf User-Copperliste

24 dc.w vp_DWidth ; Breite des ViewPorts

26 dc.w vp DHeight ; Hohe des ViewPorts

28 dec.w vp_DxOffset ; x-Startkoordinate

30 dc.w vp_DyOffset ; y-Startkoordinate

32 dc.w vp_Modes ; Bildschirmaufldsung etc.

34 dc.w vp reserved ; Reserviert fiir Erweiterungen
36 dc.l  *vp RasInfo ; Zeiger auf RasInfo-Struktur

40 vp_SIZEOF

*vp Next

Wie gesagt sind alle Viewports eines View untereinander ver-
kettet. An dieser Stelle steht jeweils ein Zeiger auf den
nédchsten Viewport, im letzten steht hier eine 0.

*yp_ColorMap
Die ColorMap-Struktur gibt die Farben fiir den Viewport an.
Zu ihr kommen wir gleich.

*vp DspIns - *vp UCopIns

Diese Zeiger weisen auf CopList-Strukturen, welche dem Auf-
bau der Teil-Copperlisten des Viewport dienen. Es gibt ge-
trennte Copperlisten fiir die Bildschirmaufl&sung, die Spri-
tes (falls vorhanden) und die Farben. In vp UCopIns k&nnen
Sie eine eigene Copperliste einbinden (User-Copperlist).
ttber eine Graphics-Funktion werden die Teillisten aller
Viewports zur Gesamtliste des {ilbergeordneten View zusammen-
gefaBt.

vp _DWidth, vp_ DHeight
Die HBhe und Breite des Viewports. Diese Werte kénnen auch
kleiner sein als die voll auszugebende Grafik, dann fehlen

einfach die entsprechenden Teile an den Seiten.

vp_DxOffset, vp DyOffset

Diese Eintrdge geben die horizontale und vertikale Startko-
ordinate des Viewports an. Sie sind relativ zu den Offsets
des iibergeordneten View zu sehen und kénnen &uch negativ
sein (dann beginnt der Viewport 1links bzw. oberhalb vom
Haupt-vView).
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vp_Modes
Die View-Modi des Viewports. Erlaubt sind nur die Modi, die
im Modes-Eintrag des View angegeben sind.

*yp RasInfo

Zeiger auf eine Struktur, welche die Verbindung zwischen
Viewport und den eigentlichen Grafikdaten im Speicher
herstellt.

Auch zur Initialisierung dieser Struktur gibt es eine Gra-
phics-Routine:

InitvPort = -204 (Graphics-Library)

*viewPort a0 < Zeiger auf Speicherplatz fir die neue
ViewPort-Struktur

Erkldrung Richtet eine neue ViewPort-Struktur ein
und belegt sie mit den Standard-Werten.

Die durch diese Routine eingestellten Standardwerte k&nnen
Sie natiirlich auch nachtrdglich &ndern, z.B. die Positions-
Offsets oder die Viewmodi. Selbst belegen miissen Sie die
Eintrdge vp DWidth, vp DHeight, vp_ColorMap und vp_RasInfo,
da dies nicht von InitVPort iibernommen wird.

ColorMap, BitMap und RasInfo

Kommen wir nun 2zur n#chsten bendtigten Struktur, der Co-
lorMap-Struktur. Ihre Einrichtung brauchen Sie wie gewohnt
nicht von Hand zu {ibernehmen, trotzdem sei sie hier vorge-
stellt:

Die ColorMap-Struktur

00 dc.b cm_Flags ; Interne Flags

01 dc.b cm_Type ; Betriebssystemsversion
02 dc.w cm_Count ; Anzahl der Farbeintrége
04 dc.l  *cm ColorTable ; Zeiger auf Farbtabelle
08 cm_SIZEOF

cm Flags

Interne Flags, fiir den Programmierer unwichtig (im Zweifels-
fall auf 0 setzen).

cm_Type
Bel der Betriebssystemsversion 1.2 oder frither steht hier
eine 0, bei spdteren eine 1.

cm_Count
Anzahl der Farbeintrags-Worte in der Farbtabelle
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cm ColorTable

Ein Zeiger auf eine Wort-Tabelle, in der jedes Wort filir
einen Farbeintrag steht. Die Kodierung erfolgt wie im Ab-
schnitt liber die Farbpalette (LoadRGB4) besprochen.

Fiir die Einrichtung dieser Struktur ist die Routine GetCo-
lorMap zusténdig:

GetColorMap = -570 (Graphics-Library)
entries do < Anzahl der gewlinschten Farb-Eintréage
*Cm d0 > Zeiger auf initialisierte ColorMap-

Struktur oder 0, wenn der Speicherplatz
nicht ausreichte

Erkl&rung Reserviert Speicher fiir eine ColorMap-
Struktur einschlieBlich Farbtabelle und
richtet die Struktur ein.

Den Zeiger, den wir von dieser Routine erhalten, brauchen
wir nur in den Eintrag vp ColorMap (Offset 4) des Viewports
einzutragen, und schon ist unser Viewport bereit fiir Farbdn-
derungen. Diese k&nnen mit den schon bekannten Routinen Se-
tRGB4, SetRGB4CM oder LoadRGB4 vorgenommen werden, genau
wie bei Intuition-Screen-Viewports.

Nun wollen wir aber nicht nur Farben einstellen und Bild-
schirmparameter bestimmen. Wir wollen auch Grafik zeichnen,
und fiir die brauchen wir einen Speicherbereich. Dieser
Speicherbereich wird spdter von der Videohardware auf dem
Bildschirm abgebildet, weshalb er im Chip-RAM liegen muB. Im
Intuition-Kapitel haben wir schon etwas iiber den Bitplane-
artigen Aufbau einer Amiga-Grafik erfahren. Zur Erinnerung:
Eine Grafik besteht aus bis zu sechs Bitplanes, die alle die
gleiche Spalten- und Zeilenanzahl haben. Die Farbtabellen-
nummer eines Punktes ergibt sich als Kombinations-Bin&rzahl
aus den "libereinanderliegenden" Punkten (Bits) aller Bitpla-
nes.

Auf Graphics-Ebene ist das natilirlich genauso. Fiir jede Bit-
plane, {iber die unsere Grafik verfiigen soll, miissen wir
gesondert Speicher reservieren und die Startadressen in
einer neuen Struktur, der BitMap-Struktur, ablegen (die auch
noch ein paar weitere Daten enthdlt):

Die BitMap-Struktur

00 dc.w bm BytesPerRow ; Anzahl Bytes in einer Grafikzeile
02 dc.w bm_Rows ; Anzahl Zeilen in der Grafik

04 dc.b bm_Flags ; System-Flags '

05 dc.b bm Depth ; Tiefe, Anzahl Bitplanes

06 dc.b bm_Pad ; Reserviert fiir Erweiterungen
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08 ds.1 *bm_Planes, 8 ; 8 Langwort-Planezeiger
40 bm_SIZEOF

bm_BytesPerRow

Die Anzahl Bytes pro Zeile ergibt sich aus der Division der
Pixelzahl pro Zeile durch 8 (jedes Bit reprédsentiert ein Pi-
xel, ein Byte hat 8 Bit).

bm Rows

Die Anzahl Bytes pro Zeile muB mit der Anzahl Zeilen malge-
nommen werden, dann ergibt sich die SpeichergréBe, die ein
Plane der Grafik benétigt

bm Depth
Nimmt man diese GrdBe noch mit der Anzahl der Planes mal,
hat man den Gesamtspeicherbedarf des Grafikschirms.

*bm Planes

Hier miissen die Zeiger auf die Bitplane-Startadressen (fiir
jede Plane getrennt) eingetragen werden. Obwohl hier 8 Lang-
worte vorgesehen sind, liegt die Maximalzahl Bitplanes in
einer Grafik bei 6. (Vielleicht will Commodore in Zukunft
einen 8-Bitplane-Amiga herausbringen ?7?)

Auch filir diese Struktur gibt es eine Initialisierungs-Rou-
tine in der Graphics-Library:

InitBitMap = -390

*bitMap a0 < Zeiger auf Speicherplatz fiir die zu in-
itialisierende Bitmap-Struktur

depth d0 < Anzahl der Planes filir die Bitmap

width dl < Breite der Bitmap in Pixeln

height d2 < HoShe der Bitmap in Pixeln

Erkl&rung Initialisiert eine Bitmap-Struktur mit

den angegebenen Werten.

Den Speicher fiir die Planes reserviert man am besten mit Al-
locRaster (beschrieben im Abschnitt {iber die tempordren
Rastports, 7.3.5), da diese Routine die Umrechenarbeit Pi-
xelhShe/-breite in Bytes ilbernimmt und automatisch Chip-RAM
anfordert.

Der Zeiger auf die somit erstellte Bitmap-Struktur muf in
eine weitere Struktur, RasInfo, eingetragen werden, die so
aussieht:

Die RasInfo-Struktur

00 dc.l  *ri Next ; Zeiger auf ndchste RasInfo
04 dc.1  *ri BitMap ; Zeiger auf Bitmap
08 dc.w ri RxOffset ; x-Koordinate des Rasters
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10 dc.w ri_RyOffset ; y-Koordinate des Rasters
12 ri_SIZEOF
*ri Next

Wenn man mit Spezial-Grafikmodi wie Dual-Playfield arbeitet,
werden mehrere Raster-Bitmaps fiir einen Viewport bendtigt.
Im Normalfall aber kann hier einfach eine 0 eingetragen wer-
den.

*ri BitMap
Ein Zeiger auf eine Bitmap-Struktur. RasInfo dient somit als
"Verbindungsstiick" zwischen Viewport und Bitmap.

ri RxOffset, ri_ RyOffset

Auch dem Raster-Bitmap kann eine Startkoordinate gegeben
werden. Das ist niitzlich, wenn Sie nicht die komplette Gra-
fik anzeigen wollen, sondern erst ab einer bestimmten Zeile
und/oder Spalte. Im Normalfall konnen Sie einfach 0/0 ein-
tragen.

In die RasInfo-Struktur wird ein Zeiger auf die Bitmap ein-
getragen, und in die Viewport-Struktur der Zeiger auf die
RasInfo-Struktur (Eintrag vp RasInfo, Offset 24). Die Ver-
bindung zwischen Viewport und Bitmap ist somit hergestellt.
Die RasInfo-Struktur ist die einzige Struktur in diesem Zu-
sammenhang, fiir die es keine Initialisierungs-Routine in der
Graphics-Library gibt. Sie miissen die Werte also "von Hand"
mit MOVE-Befehlen in die Struktur schreiben.

Der Zeiger auf die Bitmap-Struktur muf schlieBlich auch noch
in die Rastport-Struktur, in den Eintrag rp Bitmap (Offset
4), geschrieben werden.

7.7.3 Vorbereitung des Views zur Bilddarstellung

Wenn Sie alle gewlinschten und bendtigten Einstellungen in
view und Viewport vorgenommen haben, insbesondere die Ein-
stellung von vp_DWidth und vp_DHeight gemdB der GroBe der
Grafik, die Sie Tanzeigen m&chten, trennen Sie nur noch drei
Routinen-Aufrufe vom eigenen Grafikschirm. Der erste ist Ma-
keVPort:

MakeVPort = -216 (Graphics-Library)
*view a0 < Zeiger auf View-Struktur, zu der der zu
initialisierende Viewport gehért
*viewPort al < Zeiger auf zu initialisierenden Viewport
Erkldrung Berechnet die Teil-Copperlisten eines

Viewports und stellt sie in CopList-
Strukturen zusammen. )
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Wie diese Routine genau arbeitet, insbesondere wie die Co-
pList-Struktur aussieht, ist hier nicht von Interesse. Sie
miissen nur wissen, daB diese Routine aufzurufen ist, um aus
den Angaben fiir die Startkoordinaten und die GréBe eines
Viewports sowie die Lage seiner Bitmap im Speicher, die
Teil-Copperlisten flir den Viewport zu berechnen. Die nichste
Routine faBt alle Teil-Copperlisten der Viewports in einer
Gesamt-Copperliste fiir den View zusammen:

MrgCop = -210 (Graphics-Library)

*view al < Zeiger auf den View, dessen Gesamt-Cop-
perliste berechnet werden soll

Erkl&rung Fat alle Teil-Copperlisten der View-
ports zur View-Gesamt-Copperliste zusam-
men und bringt sie in eine CprList-
Struktur.

vVielleicht interessiert Sie der Unterschied zwischen einer
CopList~- und einer CprList-Struktur. In der CopList-Struktur
stehen die Copper-Befehle in einer Graphics-spezifischen
Form mit diversen System-Informationen wie Zeigern auf den
ndchsten Befehl etc. In der CprList aber steht nur das reine
Copper-Programm, das der Coprozessor direkt ausfiihren kann.
Nun zur dritten und letzten Routine:

LoadView = —-222 (Graphics-Library)
view al < Darzustellender View
Exrkl&rung Stellt den angegebenen View auf dem

Bildschirm dar.

Diese Routine sorgt also dafiir, daB unser vorbereiteter und
Copper-berechneter View auf dem Bildschirm ausgegeben wird.

Falls Sie den Sinn der letzten drei Routinen noch nicht so
ganz begriffen haben, macht nichts, rufen Sie sie einfach
nach Beendigung Ihrer Viewport-Vorbereitungen oder
-Enderungen nacheinander auf, dann kann nichts schiefgehen.

Damit nach Beendigung des Programms wieder die Grafik
erscheint, die vorher zu sehen war, sollte man sich am
besten irgendwann vor dem LoadView-Aufruf die Adresse des
aktuellen Views speichern. Dies geschieht mit der Routine
ViewAddress:
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ViewAddress = -294 (Intuition-Library)
*view do > Zeiger auf den aktuellen View
Erkldrung Ermittelt einen Zeiger auf die Struktur

des derzeit angezeigten View.

Beachten Sie, daB sich diese Routine in der Intuition-Li-
brary befindet! Vor dem Programmende konnen Sie dann, um die
alte Grafik wieder erscheinen zu lassen, LoadView mit der
von ViewAddress gemeldeten Adresse aufrufen.

7.7.4 "Aufrdumarbeiten" vor dem Programmende

Im Laufe der View- und Viewport-Vorbereitungen haben wir
eine ganze Menge Routinen aufgerufen, die einige Strukturen
angelegt haben. Als "ordentliche" Programmierer sollten wir
diese Strukturen vor dem Programmende natiirlich auch wieder
n"aufrdumen”, sprich den belegten Speicherplatz freigeben.
Das diirfen Sie aber erst tun, wenn der View durch Aufruf von
LoadView mit der alten View-Adresse vom Bildschirm entfernt
worden ist!

Beginnen wir mit dem Speicherbereich des Grafikrasters, den
wir mit AllocRaster definiert und in die Bitmap-Struktur
eingetragen haben. Mit der Routine FreeRaster, die bereits
im Abschnit tempordre Rastports besprochen wurde, kénnen wir
den Raster wieder freigeben.

Als nichstes nehmen wir uns die, von GetColorMap angelegte
Colormap-Struktur vor. Sie ist recht einfach zu entfernen:

FreeColorMap = -576 (Graphics-Library)
*colorMap a0 < Zeiger auf freizugebende Colormap
Erklarung Gibt den, von der angegebenen Colormap-

Struktur belegten Speicherbereich frei.

Anschliefiend behandeln wir die Teil- und Gesamt-
Copperlisten. In den Viewports wurden durch MakeVPort vier
CopList-Strukturen angelegt. Diese miissen durch einen Aufruf
der folgenden Routine freigegeben werden:

FreeVPortCoplLists = -540 (Graphics-Library)

*viewPort a0 < Zeiger auf Viewport, dessen Teil-Copper-
listen freigegeben werden sollen
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Erkldrung Gibt den, von den vier Teil-Copperlisten
des angegebenen Viewports belegten Spei-
cher frei.

Diese Routine muB fiir alle Viewports, die Sie benutzt haben,
aufgerufen werden. In diesem Zusammenhang sei noch eine an-
dere Routine, die auch zum Freigeben von CopLists dient,
vorgestellt:

FreeCopList = -546 (Graphics-Library)
*copList a0 < Zeiger auf freizugebende CopList
Erkldrung Gibt den von einer CopList belegten

Speicher frei.

Anstatt FreeVPortCopLists, die sich automatisch alle vier
CopLists eines Viewport vornimmt, k&énnen Sie FreeCopList
benutzen, was allerdings etwas mehr an Arbeit bedeutet.
Dieser Routine miissen Sie n&mlich die Inhalte der vier
Copperlist-Eintrdge vp DspIns bis vp UCoplIns Ihrer Viewports
iibergeben. FreeCopList ist nur wirklIich sinnvoll, wenn Sie
eigene CopList-Strukturen aufgebaut h&tten.

Jetzt kommen die beiden Gesamt-Copperlisten aus der View-
Struktur an die Reihe. Zeiger auf sie sind zu finden in den
Eintrdgen v LOFCprList (Offset 4) und v SHFCprList (Offset
8). Die Inhalte dieser Eintrige miissen der folgenden Routine
iibergeben werden:

FreeCprList = -564 (Graphics-Library)
*cprlist a0 < Zeiger auf freizugebende CprList
Erklarung Gibt den von einer CprList-Struktur be-

legten Speicherplatz frei.

Beachten Sie den Unterschied zwischen CopList und CprList!
Im Viewport stehen CoplLists, im View aber CprLists, die mit
unterschiedlichen Routinen zu entfernen sind.

7.7.5 Vorgehensweise bei der Arbeit mit Views
Da es wohl etwas schwierig ist, all die Informationen der
letzten Abschnitte zu behalten, hier noch einmal eine Kurz-

Zusammenstellung der fiir eine View-Erstellung notwendigen
Schritte:
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1. Mit 'ds.b' (leeren) Speicherbereich fiir die Strukturen
RastPort (100 Bytes), View (18 Bytes), ViewPort (40 By-
tes), RasInfo (12 Bytes) und BitMap (40 Bytes) im Pro-
gramm reservieren.

2. RastPort, ViewPort und BitMap durch Aufruf der Routinen
InitRastPort, InitVvPort und InitBitMap (letztere mit den
Angaben fiir Breite, Hohe und Tiefe der Grafik) initiali-
sieren.

3. Mit AllocRaster Speicher fiir jede Bitplane der Grafik
reservieren und die Zeiger auf sie in die BitMap-Struk-
tur (Eintrag bm Planes) eintragen.

4. Von GetColorMap eine ColorMap-Struktur einrichten 1las-
sen, den Zeiger auf die Struktur in den Eintrag
vp _ColorMap des Viewport schreiben und die Farben mit
SetRGB4, SetRGB4CM oder LoadRGB4 einstellen.

5. Die RasInfo Struktur durch Belegen der Eintrage
ri BitMap, ri DxOffset und ri_DyOffset einrichten und
den Zeiger ~auf sie in den Viewport eintragen
(vp RasInfo).

6. Den Eintrag rp BitMap des Rastports mit dem Zeiger auf
die Bitmap belegen.

7. Die View-Struktur mit Initview initialisieren und den
Zeiger auf den (ersten) Viewport darin eintragen.

8. Bei Verwendung mehrerer Viewports die Schritte 1-3 wie-
derholen und die Viewports durch Eintragen der Zeiger
auf den jeweils ndchsten untereinander verketten.

9. Die Eintr&ge vp DWidth, vp DHeight, vp Modes und v_Modes
mit den gewlinschten Werten_belegen.

10. Wenn gewlinscht, die Eintrdge v DxOffset, v DyOffset,
vp_DxOffset und vp_DyOffset nach Bedarf andern

11. Die Routine MakeVPort fiir alle Viewports aufrufen.

12. Die Routine MrgCop aufrufen.

13. Die Adresse des alten Views mit ViewAddress holen und
merken.

14. Mit LoadView den neuen View auf den Bildschirm bringen.

Zur ordentlichen Entfernung eines View sind folgende
Schritte notwendig:

1. Zurlickholen des alten, gemerkten View per LoadView mit
der alten View-Adresse.

2. Freigabe der Teil-Copperlisten aller Viewports durch Auf-
ruf von FreeVPortCopLists.

3. Freigabe der View-Gesamtcopperlisten mit FreeCprList.

4. Freigabe des Colormap-Speichers mit FreeColorMap.

5. Freigabe des Grafik-Rasters mit FreeRaster.

Ubrigens: Vielleicht wundert es Sie, daB zwischen Rastport
und Viewport iiberhaupt keine direkte Zeiger-Verbindung be-
steht. Dies ist aber auch nicht nétig, da beide mit der
Bitmap, die ja die eigentlichen Grafikdaten reprdsentiert,
in Verbindung stehen. Uber den Rastport wird in die Bitmap
gezeichnet, und iliber den Viewport wird selbige auf dem Bild-
schirm dargestellt. Alles klar?
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Nun haben wir endlich alles beisammen, um einen eigenen, In-
tuition-unabhédngigen Grafikbildschirm erstellen, anzeigen
und wieder entfernen zu k&nnen. Das war sicherlich ein har-
tes Stiick Theorie, aber das Thema Views und Viewports ist
halt nicht so einfach.

7.7.6 Beispielprogramme

Die Mithe hat sich aber bestimmt gelohnt, denn die nun fol-
genden Beispielprogramme sind sehr interessant und teilweise
auch recht witzig. Fangen wir gleich zilinftig an mit einem
"Workbench-Erdbeben-Programm". Es verdndert zufallsgesteuert
die Bild-Startkoordinate des Intuition-vView in bestimmten
Grenzen (maximal 2 Pixel iiber oder unter der richtigen Ein-
stellung) und bewirkt so einen recht "erschiitternden" Ef-
fekt:

* Programm 7.12: "Bench-Quake" (Erdbeben auf der Workbench)

ExecBase = 4
OpenLib = ~552
CloseLib = -414
ViewAddress = -294
RemakeDisplay = -384
WaitTOF = -270
move.l  ExecBase,a6 ; Libs o6ffnen
lea intname,al
clr.l do
jsr OpenLib(a6)
move.l do0,intbase
lea gfxname,al
clr.l do
jsr OpenLib(a6)

move.l  doO,gfxbase

move.l  intbase,ab

jsr ViewAddress(a6) ; Adresse des Intui-View holen
move.l  do,a3 ; und sichern

move.w 12(a3),d3 ; y-Koordinate des View

move.w 14(a3),d4 ; x-Koordinate

mainl: move.w d3,dl
bsr random
add.w do,d1
move.w d4,d2
bsr random
add.w do,d2
move.w dl,12(a3)
move.w d2,14(a3)

Alte y-Roordinate nach di
zZufallszahl erzeugen (-2 bis +2)
Zur y-Koordinate hinzuaddieren
Selbiges fiir die x-Koordinate

Zufdllig gednderte Koordinaten in den
View eintragen

~
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jsr RemakeDisplay(aé6) ; Display neu berechnen lassen

move.l gfxbase,aé
jsr WaitTOF (a6 ) ; Buf Strahlriicklauf warten

move.l intbase,a6é

btst #6,5bfe001 Linke Maustaste gedriickt?

I
bne mainl ; Wenn nein
btst #2,58dffo16 ; Rechte Taste gedriickt?
bne mainl ; Wenn nein
move.w d3,12(a3) ; Alte Viewkoordinaten wiederherstellen
move.w d4,1l4(a3) ; und das Display neu berechnen lassen
jsr RemakeDisplay(a6
move.l  ExecBase,a6
move.l  intbase,al ; Libs schlieBen und Ende
jsr CloseLib(aé)
move.l gfxbase,al
jsr CloseLib(a6)
rts
random: move.l a5,d0 ; Zufallszahlen-Generator:
asl.l $1,do ; Erzeugt eine Zahl zwischen -2 und +2
bhi rni ; und gibt sie in do zurlick
eor.l #51d872b41,do
rnl: move.l do,as
and.l $S$£fif,do
divu #5,d0
swap do
and.l $SE£££,do
not.w do
add.w #2,do
rts
* Datenbereich
intname: dc.b "intuition.library",0
even
gfxname: dec.b "graphics.library",0
even
intbase: dc.l 0
gfxbase: de.1 0

Programm 7.12: "Bench-Quake" (Erdbeben auf der Workbench)

Die wurspriinglichen Einstellungen fiir die Startkoordinaten
werden aus der Intui-view-Struktur ausgelesen und in d3 und
d4 zwischengespeichert. Bei jedem Durchlauf der Haupt-
schleife wird 2zu diesen Koordinaten eine Zahl zwischen +2
und -2 hinzuaddiert, und die neuen Koordinaten werden in die
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View-Struktur eingetragen. Nach Aufruf von RemakeDisplay
wird der View mit den neuen Einstellungen dargestellt. Abge-
brochen werden kann die Schleife durch gleichzeitiges
Driicken beider Maustasten. Vor dem Programmende werden dann
die "richtigen" startkoodinaten wieder eingetragen.

Das ndchste Demoprogramm initialisiert einen kompletten, ei-
genen View. Auf diesem wird dann das schon bekannte Ellip-
sen-Muster dargestellt:

* Programm 7.13: Einrichtung eines Views

ExecBase = 4
OpenLib = -552
CloseLib = -414
InitRastPort = -198
InitBitMap = -390
InitvPort = ~204
Initview = -360
AllocRaster = -492
GetColorMap = -570
LoadRGB4 = -192
MakeVPort = -216
MrgCop = -210
ViewAddress = -294
LoadView = -222
ClearScreen = -48
DrawEllipse = ~180
FreeVPortCL = -540
FreeCprList = -564
FreeColorMap = -576
FreeRaster = -498
move.l 4,a6 ; Libs 6ffnen
lea intname,al
clr.l do
jsr OpenLib(a6)
move.l  d0,intbase
lea gfxname,al
clr.l do
jsr OpenLib(a6)

move.l d0,gfxbase

move.l gfxbase,aé

lea rport,al ; Rastport einrichten
jsr InitRastPort(a6)

lea vport,al ; Viewport einrichten
jsr InitvPort(aé)

lea bmap, a0 ; Bitmap mit den Werten
moveq #2,do ; Tiefe = 2
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move.1l
move.1l
jsr

lea

move.l
move.l
jsr

move.1l

move.l
move.l
jsr

move.l

moveq
jsr
lea
move.1l

lea
noveq
jsr

lea
lea
move.l
lea
move.l
lea
move.l

lea
jsr

lea
lea
move.l

move.w
move.w
move . w
move.w
jsr

lea
jsr

move.l

jsr
move.l

#320,d1 ;
$256,d2 H
InitBitMap(a6) ;

bmap,a4 H

#320,do ;
#256,d1

AllocRaster(aé6)
do,8(a4) ;

’

$320,d0 :
#256,d1
AllocRaster(as6)
do,12(a4)

GetColorMap(a6)
vport,a0 H
do,4(a0) ;

#4,do H

coltab,al H
$2,do
LoadRGB4(a6)

bmap, a0
rport,al
a0, 4(al)
rinfo,al
ao,4(al)
vport,a0
al,$24(a0)

view,al
Initview(a6)

view,a0 ;
vport,al H
al,(ao) ;

#320,$18{al) ;
#256,51a(al) ;
#0,520(al) H
$0,$10(a0) H
MakeVPort(a6é) ;

view,al ;
MrgCop(aé6) ;

intbase, a6

ViewAddress(a6)
do,oldview ;

Breite = 320

Hohe = 256

einrichten

Start der Bitmap-Struktur
Speicher fiir Plane 1

; allokieren
Zeiger auf Speicher in Bitmap-

; Struktur eintragen

Dasselbe mit Plane 2

Colormap fiir 4 Farben holen

Zeiger auf sie in Viewport
eintragen

Zeiger auf Farbtabelle

; Zwei Farben setzen

Bitmap-Zeiger

Rastport-Zeiger

Bitmap in Rastport eintragen
Rasinfo-Zeiger

Bitmap in Rasinfo eintragen
Viewport-Zeiger

Rasinfo in Viewport eintragen

View-Struktur einrichten
View-Zeiger

Viewport-Zeiger
Viewport in View eintragen

; Breite des Viewport = 320
; Hohe des Viewport = 256

Viewmode des Viewport = 0

; Viewmode des View = 0

Teil-Copperlisten berechnen

View-Gesamtcopperlisten
berechnen

; alte View-Adresse holen
und merken
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move.l

lea
jsr

lea
jsr

lea

mainl: move.l

finish: btst
bne

move.1l
jsr

lea
jsr

lea
move.l
jsr
move.l
jsr

lea
move.1l
jsr

lea
move.l
move.l
move.1l
jsr
move.l
move.1l
move.l
jsr
move.1l
move.l
jsr
move.l
jsr
rts

* Datenbereich

intname:

gfxname:

gfxbase, a6

rport,al H
ClearScreen(at)

view,al ;
LoadView(a6)

rport,a4

a4,al i

#6,5bfe001 ;
finish ;

oldview,al ;
LoadView(a6)

vport,a0 ;
FreeVPortCL(a6)

view,a3
4(a3),a0
FreeCprList(a6)
8(a3),a0
FreeCprList(aé6)

vport,al ;
4(a0),a0
FreeColorMap(aé6)

bmap,a3
8(a3),al ;
$320,d0

$256,d1
FreeRaster(a6)
12(a3),a0 ;
#320,do

#256,d1
FreeRaster(a6)

ExecBase, a6

gfxbase,al ;
CloseLib(a6)
intbase,al
CloseLib(aé6)

Rastport léschen

Neuen View darstellen

Ellipsen-Muster zeichnen

Linke Maustaste gedriickt?
Wenn nein

Gemerkten View wieder darstellen

Teil-Copperlisten freigeben

Gesamt-Copperlisten freigeben

Colormap freigeben

Zeiger auf Bitmap
Speicher fiir Plane 1 freigeben

Speicher fiir Plane 2 freigeben

Libs schliefen und Tschiif

dc.b "intuition.library",0

even

dc.b "graphics.library",0
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even
intbase: dc.1 0
gfxbase: dc.1 0

rport: dcb.b  100,0
view: dcb.b 18,0
vport: dcb.b 40,0
rinfo: dcb.b 12,0
bmap: dcb.b 40,0
oldview: dc.1 0

coltab: dc.w $000,5£f0
xrad: de.l 140

yrad: de.l 0

Programm 7.13: Einrichtung eines Views

Die Funktionsweise dieses Programms diirfte aufgrund der vor-
angegangenen ausfiihrlichen Beschreibung klar sein.

Kommen wir zum ndchsten Programm. Es richtet keinen komplet-
ten View, sondern nur einen Viewport ein und h&ngt diesen in
die Liste der Intuition-vViewports, sprich der Screens.
Dadurch erscheint der neue Grafikbereich vor den Intuition-
Screens, ist selbst aber kein solcher. Auf diesem Viewport
lassen wir eine Scrollschrift 1laufen, wie schon aus einem
der vorangegangenen Programm bekannt.

* Programm 7.14: Scrollschrift auf eigenem Viewport

ExecBase = 4
OpenLib = -552
CloseLib = -414
InitRastPort = -198
InitBitMap = -390
InitVPort = -204
AllocRaster = -492
GetColorMap = -570
LoadRGB4 = ~192
MakeVPort = -216
MrgCop = -210
ViewAddress = -294
LoadView = -222
ClearScreen = -48
Move = -240
Text = -60
ScrollRaster = -396
WaitToF = =270
RemakeDisplay = -384
FreevVPortCL = -540
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FreeCprlist
FreeColorMap
FreeRaster

move. 1
lea
clr.1
jsr
move.l

lea
clir.l
jsr
move.1l

move.l

lea
jsr

lea
jsr

lea
moveq
move.1l
move.l
jsr

lea

move.1l
move.l
jsr

move.l

move.l
move.l
jsr

move.l

moveq
jsr
lea
move.l

lea
moveq
jsr

lea
lea
move.1
lea
move., 1
lea

4,a6
intname,al
do
OpenLib(a6)
do, intbase

gfxname,al
do
OpenLib(a6)
do,gfxbase

gfxbase,ab

rport,al
InitRastPort(aé

vport,aDd
InitvPort(as)

bmap,a0

#2,do

#640,d1

#14,d2
InitBitMap(a6)

bmap, a4

#640,d0

$14,d1
AllocRaster(aé6)
do,8(a4)

$640,d0

$#14,d1
AllocRaster(a6)
do,12(a4)

$#4,d0
GetColorMap(aﬁ)
vport,al
do,4(a0)

coltab,al
$2,d0
LoadRGB4 (ab6)

bmap,ad
rport,al
a0,4(al)
rinfo,al
a0,4(al)
vport, a0

i

Libs ¢ffnen

; Neuen Rastport einrichten

)

’

7

~

7

; Neuen Viewport einrichten

Bitmap-Struktur mit gewiinschten
Werten initialisieren

Speicher fiir Plane 1 allokieren

; und in Bitmap-Struktur eintragen

Selbiges fiir Plane 2

; Colormap-Struktur fiir 4 Farben
; holen
; und in Viewport eintragen

Farben per LoadRGB4 setzen

Bitmap nach a0

Rastport nach ai

Bitmap in Rastport eintragen
RasInfo nach al

Bitmap in Rasinfo eintragen
Viewport nach a0
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mainl:
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move.l

lea

move.w
move.w
move.w
move.w

move.1l

jsr
move. 1

move.1l

lea

move.l
move. 1l
move.l

jsr
move.l
jsr
lea
jsr
move.1l
jsr

lea
lea

move.l

move.1l

move.1l
jsr

lea
jsr

lea
move.l
jsr

lea
move.l
move.l
move.l
jsr
move.1l

al,$24(a0) ; Rasinfo in Viewport eintragen

vport,al ; Viewport holen

I’
#640,518(al) ; Breite eintragen
#14,51a(al1) ; Hohe eintragen
$$8000,$20(al) ; Viewmode HIRES
$#245,51e(al) ; y-Start-Koordinate
intbase, a6
ViewAddress{a6) ; Intui-View holen
do,as
gfxbase, a6
vport,al ; Unser Viewport
(a5),oldvport ; Alten Intui-Viewport merken
(a5), (al) ; Unseren Viewport in Intui-View
ai,(a5) ; einklinken

MakeVPort(a6) ; Teil-Copperlisten berechnen

a5,al ; Gesamt-Copperlisten berechnen
MrgCop(aé)

rport,al ; Rastport 1dschen
ClearScreen(ab)

a5,al ; Intui-View neu darstellen
LoadView(a6)

scrtext,a3 ; Bekannte Scroll-Routine
rport,a4

gfxbase, a6

oldvport,(a5) ; Alten Intui-Viewport in View

intbase,a6 ; Display neu berechnen
RemakeDisplay(aé6)

vport,a0 ; Viewport-Copperlisten freigeben
FreeVPortCL(a6)

vport,a0 ; Colormap freigeben
4(a0),a0
FreeColorMap(a6)

bmap,a3 ; Bitmap-Speicher freigeben
8(a3),a0

$640,d0

$14,d1

FreeRaster(a6)

12(a3),a0
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move.l  #640,d0

move.l  $#14,d1

jsr  FreeRaster(a6)

move.l  ExecBase,ab ; Libs schlieBen und Ende

move.l gfxbase,al

jsr CloseLib(as6)
move.l intbase,al
jsr CloseLib(aé)
rts

* Datenbereich

intname: dc.b "intuition.library",0
even

gfxname: dc.b "graphics.library",0
even

intbase: dc.l 0

gixbase: de.1 0

rport: dcb.b 100,0

vport: dcb.b 40,0

rinfo: dcb.b 12,0

bmap: dcb.b 40,0

coltab: dc.w $000,S8£f0

scrtext: dc.b "scrolltext auf eigenem Viewport !!! ",0
even

oldvport: de.1 0

Programm 7.14: Scrollschrift auf eigenem Viewport

7.8 Grafik-Elemente (Gels)

Wenn Sie sich schon einmal mit Actionspielen befafit haben,
dann haben Sie sicherlich reichlich Bekanntschaft mit den
Gels (Graphic-Elements) gemacht. Es handelt sich dabei um
(meist relativ kleine) schnelle, bewegliche Grafiken, z.B.
Raumschiffe, Gegner oder Schiisse. Es gibt drei verschiedene
Typen von GELS, von denen sich zwei sehr &hneln, die dritte
aber v8llig anderer Art ist. Befassen wir uns zundchst mit
dem einfachsten GEL-Typ: den SimpleSprites.

7.8.1 Die Simp