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1. WSTEP

BASIC, PASCAL, C, FORTH, COBOL, LOGO... Dlugo mozna wyliczaé liste tzw. jezy-
kow programowania wysokiego poziomu. Programy w tych jezykach zapisujemy jako ciagi
liter i innych symboli, uzywajac czesto konwencji zapozyczonych z techniki a nawet zycia
codziennego. Czy to mozliwe, Ze procesor — ,serce” komputera — jest poliglota, wiadaja-
cym tymi wszystkimi narzeczami?
~ Odpowiedz brzmi: nie! Komputer jest urzadzeniem elektronicznym i jedynym jezykiem,
jaki ,rozumie" bezposrednio, sa sygnaly elektryczne. Jezyk impulsow, tzw. jezyk maszyno-
wy, jest .jezykiem narodowym" procesora. Aby procesor mégt wykonaé program w innym
jezyku, potrzebuje ,ttumacza". Role te spetniaja translatory (programy ttumaczace) jezykow
programowania. Zadaniem kazdego z nich jest przeksztalcenie ,zdan" jezyka wyzszego
poziomu na rozkazy jezyka maszynowego.
¥, Cziowiek mysli i porozumiewa sig na co dzien w tzw. jezyku naturalnym, skrajnie od-

miennym od jezyka procesora. Sensem istnienia jezykow programowania wyzszego pozio-
mu jest wiasnie umozliwienie uzytkownikowi formutowania programéw w sposob mozliwie
zblizony do potocznego. Czlowiek piszacy program nie widzi ,twarzy" komputera, jest zwol-
niony od zgtebiania jego anatomii i ,zwyczajow". Czlowiek kontaktuje sie tylko z posredni-
kiem — translatorem — ktory instruuje procesor w jego jgzyku wewnetrznym, co i jak zro-
bic.

Ustugi tlumacza maja swoja ceng. Tlumaczenie zajmuje czas, zas$ jego wynik, wiernie
oddajac sens oryginatu (tzw. tekstu Zrodiowego), czesto jest tylko , niegramatycznym” zle-
pkiem rozkazow. Coz, kazdy jezyk ma swa specyflke i |d|0my, ktore w przekiadzie trzeba
zastepowaC zagmatwanymi objasnieniami i ,przypisami”. Wiedza o tym znawcy literatury,
studiujacy jgzyki obce tylko po to, aby przeczytaé w oryginale Wergiliusza, Goethego lub
Conrada. , Tyle razy zyjesz, ile znasz |ezykbw — myé$l ta odnosi sie takze do. mformatykl
' Hozmamajac z procesorem W jego ,jezyku narodowym” mozemy uzy¢ wszystkich
uastapnych w nim poje¢ i sformutowaé nasze postulaty w sposéb najbard2|e1 zwigzly, Aby
to as|agnaé musimy ]ednak poznac blizej procesor. Jezyk to wszak nie tylko stownictwo,
ﬂe m.in. takze skiadnia i stylistyka.

Programujac w jezyku wewnetrznym mozna maksymalnie wykorzysta¢ mozliwosci sa-
mego komputera i dotaczonych do niego urzadzen. Z tego powodu programy, ktérych efek-
tywnoéé (np. szybkosc¢ pracy) jest szczegdinie istotna, pisze sig wlasnie w jezyku maszyno-

vy . Programy stworzone w jezykach wyzszego poziomu — BASIC, PASCAL itd. — cze-

korzystala z ustug podprograméw maszynowych, realizujacych zadania szczegdlnie
{exasach!onne albo po prostu niemozliwe do zaprogramowania w tych jezykach.

Program w Jezyku wewnetrznym jest ciagiem liczb zakodowanych w postaci elektrycz-

r“?i Liczby wyraza}a konkretng czynnosé procesora (np. dodanie dwoch wartosci) lub pre-

(cyzuja sposob jej wykonania. Postugiwanie sie przy programowaniu kodami liczbowymi by-

by bardzo niewygodne. W praktyce rozkazy przedstawiamy w postaci symbolicznych
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skrétow (np. ADD — dodaj). Tak zapisany program musi by¢ przed wykonaniem przettuma-
czony na kody liczbowe | wprowadzony do kemputera. Wykonuje to program zwany asem-
blerem. Ttumaczenie przez asembler (asemblacja) rézni sie od pracy translatorow jezykow
wysokiego poziomu tym, ze kazdej instrukcji symbolicznej odpowiada dokiadnie jeden roz-
kaz maszynowy o $ciéle okreslonym kodzie. Jgzyk asemblera, potocznie zwany po prostu
asemblerem, nie jest wigc odrebnym jezykiem programowania, lecz tylko wygodnym dia
cztowieka sposobem zapisu (notacji) rozkazow maszynowych.

Znajomos$¢ asemblera ma, poza ,narzedziowym"”, jeszcze inny aspeki — swiatopogla-
dowy. Migdzy programista a procesorem nie ma juz zadnego posrednika uszczuplajacego
jego wiadze nad maszyna. Dostepne staja si¢ najbardzie] nawet sekretne mechanizmy. Ta-
jemniczy i ,madry" komputer stopniowo ulega odbrazowieniu.

Wreszcie po zgteblemu ostatniego watpliwego szczegotu, nadchodzi czas od krywczej i
zarazem oczyszczajace] konstatacji: , procesor — 6z to za tepe liczydto!"



JIEZBEDNE WIADOMOSCI O SYSTEMIE DWOJKOWYM

F yznajac jezyk maszynowy postaramy sig nie wnikaC niepotrzebnie w techniczne
ty pracy komputera. Jednym z wyjatkow bedzie dwojkowy (binarny) system liczbo-
owiacy podstawe wspdiczesnej techniki cyfrowe]. Znajomosé podstaw systemu
}I-;owegc jest bowiem podstawowym narzedziem w analizie | uktadaniu programéw ma-

Iczba moze byc jednak przedstawrona na wiele sposobow. Wybér reprezentacii dyk-
runki techniczne, System dziesietny, stosowany powszechnie w nauce, technice i
odzlennym jest wygodny w ,recznych"” rachunkach. Urzadzenia eleklronlczne pre-
ednak tzw. system dwadjkowy.

imbole uzywane do zaplsu liczb nazywamy cyframi. W odroznieniu np. od systemu
(ego, systemy: dwojkowy | dziesietny sa typu pozycymego Znaczy to, ze liczba cyfr
6ry ograniczona, zas znaczenie cyfry zalezy nie tylke od niej samej, ale i od jej pozy-
w stosunku do innych cyfr. W systemie pozycyjnym mozna przedstawi¢ praktycznie kaz-
iczbe o skonczone] wartosci, zwigkszajac tylko liczbe pozycji uzytych do jej zapisu.
‘przechowywaniu liczb w urzadzeniu technicznym korzysmie jest wartosc kazdej
edstawic jako stan pewnego zjawiska fizycznego, np. napigcia na kondensatorze.
ystemie dziesietnym (systemie o podstawie 10) nalezatoby dziesigciu cyfrom przypisac
roznych wartodci napiecia. Rozpoznawanie cyfry, zakodowane] w formie napigcia,
foby niezawodnego rozrézniania tych napiec, podobnie jak czyni to woltomierz cyf-
st to technicznie mozliwe, lecz ztozone. tatwiej i pewniej jest uzywac tylko dwoch
nych stanow, np. 0 V i napigcia zblizonego do pewnej wartosci maksymalnej, przypus-
. Technologia wytwarzania elementéw dwustanowych jest prosta i tania, co decydu-
yplacalnosci produkeji masows;.

ysponujemy elementami dwustanowymi. Kazdy z nich moze zapamigtac jedna cyfre
wa, czyli bit (ang. binary digit). Nie wnikajac w szczegoty techniczne oba przeciwsta-
ne stany oznaczymy umownie jako ,0" (inaczej: L, low, poziem niski) i ,1" (H, high, po-
wysoki). Te dwie cyfry umozliwiaja przedstawienie w komputerze dowolnej informacii:
), tekstow, rysunkow, a takze programow. Bit o wartosci 1 nazywamy czesto bitem usta-
bit 0 wartosci 0 — skasowanym. System, w ktorym wystepuja tylko dwie cyfry, na-
1y dwojkowym (systemem o podstawie 2). Jest on systemem naturalnym w zastoso-
Ioglcznych gdzie takze wystepuja tylko dwie wartosci: prawda (ang. true) | falsz




Co oznacza w prakityce pozycyjnos¢ zapisu? Zacznijmy od liczby dziesietnej:
1474 = (1*1000)+(4%100)+(7*10) +(4%*1)

Wspétczynniki 1000, 100, 10 i 1 to tzw. wagi poszczeg6inych cyfr. Nie sa one bynaj-
mniej liczbami magicznymi, lecz kolejnymi potegami podstawy systemu, czyli 10. Cyfry sa
numerowane od prawej do lewej, zaczynajac od 0. Waga cyfry to podstawa systemu podnie-
siona do potegi, odpowiadajacej numerowi cyfry:

1474 =(1*10"3) +(4*10°2) + (7F1071) + (4%10"0)

Reguly znane z systemu dziesigtnego wystepuija takze i w dwojkowym — z jednym wy-
jatkiem: podstawa systemu wynosi 2. Wagi bitdw sa potegami nie 10, lecz 2. Aby wyzna-
czy¢ wage bitu na danej pozycji, wystarczy podwoi¢ wage jego prawego sasiada. W liczbie
catkowitej pierwszy bit z prawej, zwany najmniej znaczacym albo najmtodszym, ma zawsze
wage 1. Poniewaz komputer postuguje sie systemem dwojkowym, a ludzie — dziesietnym,
przeksztatcanie postaci zapisu liczb (tzw. konwersja systeméw) z dwéjkowego na dziesiet-
ny | vice versa jest czynnoscia dos¢ czesta. Aby znalez¢ dziesieiny odpowiednik liczby
dwdjkowe], najprosciej dokonact jej rozwinigcia:

1011 (1*2°3) +(0*"2) + (1 ¥271) + (1 %270)
1*8 + 04 4+ 1*Z + 1%*1
i1 (dzies.)

nonn

Co oznacza zapis 110: liczbe sto dziesie¢ w zapisie dziesietnym, czy liczbe dwojkowa
o dziesietnym odpowiedniku 6? Czgsto stosowang konwencja zapisu jest konczenie liczby
dwojkowej litera ,B", np. 110B. Niekiedy liczby dwdjkowe poprzedza sie znakiem %, np.
%110 uznamy za liczbe dwojkowa, 110 — za dziesietna.

Liczbe dziesietna najtatwiej przeksztatcié na dwoéjkowa, odejmujac od niej wagi kolej-
nych bitéw. Oto one:

nr bitu 7 & 3 4 3 2 1 0

waga bitu |128| 64| 32| 16| 8 4 2 1

Odejmowanie zaczniemy od bitéw najstarszych. Gdy odejmowanie okaze sig niewyko-
nalne (odjemnik przewyzsza odjemna), to anulujemy je, za$ bitowi przypisujemy wartose 0.
W przeciwnym razie roznica zajmie miejsce odjemnej, zas bit przyjmie wartosé 1. Jak wy-
glada liczba 53 w postaci dwojkowej? -

53 53 53 21 5 5 1 1
-128 -64 -32 =-16 -8B -4 2 -l
_— == 21 5 -- 1 - 0

bit = 0 0 1 el 1 0 1

Ostatecznie, dwodjkowa reprezentacja 53 jest 00110101B lub po prostu 110101B.
Pojedynczy bit rzadko wystarcza do przedstawienia jakiejs informacii. Bity taczy si za-
tem w grupy, zwykle po 8. Grupa o$miu bitéw, stanowiaca pewng jednostke funkcjonalng i
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uczestniczaca jako catosé w podstawowych operacjach, nazywana jest bajtem (ang. byte).
Przy pomocy jednego bitu mozna przedstawic tylko dwie liczby, 01 1. Dwa bity to juz cztery
liczby, od 00B (0) do 11B (3). Petny bajt moze reprezentowa¢ liczby od 000000008 (0) do
111111118, czyli 255: w sumie 256 r6znych wartosci.

W nowoczesnych komputerach, a zwtaszcza mikrokomputerach, bajt jest podstawowa
Jporcja” informacii. Z tego powodu pojemnosé pamieci podaje sie nie w bitach, lecz w baj-.
tach. Dla uniknigcia duzych liczb operuje sie kilobajiem (1KB, 2710=1024 bajty) i mega-
bajtem (1MB =1024 KB). Dla odroznienia od powszechnie stosowanego , kilo", oznaczaja-
cego 1000, zapisujac KB uzywamy duzego ,K".

Checac zapamietaé wartosci wigksze niz 255, trzeba potaczy¢ kilka bajtow. Najczesciej
uzywane sa liczby dwubajtowe (szesnastobitowe), w systemach osmio- | szesnastobito-
wych zwane czesto stowami (ang. word). Stowo pozwala przechowac liczby od 0 do 65535.

2.2. Szczypta arytmetyki

Liczby dwéjkowe dodajemy podobnie jak dziesietne. Gdy po dodaniu dwoch cyfr uzys-
kujemy wartos¢ niemozliwg do zapisania pojednycza cyfra, zachodzi tzw. przeniesienie.
Odejmujemy wtedy od wyniku podstawe systemu, zas do nastepnej, starszej pozycji doda-
jemy 1. W przypadku liczh dwoéjkowych przeniesienie wystapi juz wtedy, ady wynik dodawa-
nia dwoch bitdw bedzie wiekszy od 1:

01110101
+00110110

J

10101011

Odejmowanie mozna zastapi¢ zmiana znaku odjemnika i dodawaniem. Jak przedstawi¢
w systemie dwéjkowym liczbe ujemna? Dotad postugiwalismy sie tylko catkowitymi liczbami
dodatnimi. Liczby ujemne kojarza sie z pojgciem znaku. Jak wszystko inne, znak takze trze-
ba zakodowaé dwdjkowo. Jeden z bitéw liczby, zwykle najstarszy, jest zarezerwowany dla
znaku. Wartosc 0 oznacza liczbe dodatnia, 1 — ujemna. Rozwazajac liczby jednobajtowe,
zapis 00000011B oznacza 8, za$ 10000011B maogiby przedstawia¢ —3. Co jednak znacza
zapisy: 00000000B i 1000000B? Czy +0 | =07 Taka interpretacja jest naturalng konsekwen-
cia przyjete] konwencji. Niestety, rodzi to powazne problemy techniczne. Dlatego w prakty-
ce przyjat sie inny system zapisu liczb ujemnych, mniej oczywisty, lecz nie zagrazajacy pod-
woina reprezentacja zera. Mowa o systemie uzupetnienia dwoéjkowego.

Aby wyznaczy¢ dwojkowa reprezentacje liczby ujemnej, nalezy wziac je| dodatnia po-
staé, zanegowac wszystkie bity, a nastepnie dodaé 1 do wyniku. Negacja bitu oznacza zmia-
ne jego wartosci na przeciwng (z 0 na 1i 1 na 0). Oto jak wyznaczy¢ dwdjkowa postat liczby

00101000 +40

11010111 riegacia wszystkich bitdéw

+00000001 dodanie Jjedynki, czyli inkrementacia
11011000 40 w systemie uzupelnienia dwbikoweao




W identyczny spos6b mozna zmieni¢ na przeciwny, znak liczby ujemnej. Sprawdzmy:

11011000 -40 w systemie uzupeimenia dwéikowego
noiooniil rniegacia wszystkich bitdw

+00000001 inkrementacia

0101000 +40

System uzupetnienia dwojkowego jest korzystny z technicznego punktu widzenia. Z
odejmowania mozna zrezygnowac, zastepujac je prosta negacja i dodawaniem, zas doda-
wanie liczb dodatnich i ujemnych jest prowadzone w my$l jednolitych regut. Sprawdzmy:

11011000 -40
+00101000 +40
oooo0ogoo o

Scisle biorac, otrzymali$my 100000000, gdyz na najstarszej pozycji wystapito przenie-
sienie. Poniewaz jednak operujemy na bajtach, to dziewiaty bit juz sie ,nie miesci” i jest
odrzucany. Zachodzi tu analogia np. do licznika kilometréw w samochodzie, ktdry po osiag-
nieciu stanu 99 999 wraca z powrotem do 00 000.

W systemie dopetnienia dwojkowego zachowana jest zasada, ze najstarszy bit liczby
ujemnej ma zawsze warto$¢ 1, a dodatniej 0 (liczba 0 uchodzi za dodatnig). Rozwazmy licz-
by jednobajtowe. O ile interpretacja liczb od OB do 01111111B (0 do 127) jest jednoznacz-
na, to zapisy 100000008 do 11111111B moga mie¢ dwa znaczenia: liczby dodatnie od 128
do 255 lub liczby ujemne od —128 do —1. W pierwszym przypadku mowimy o liczbach bez
znaku (najstarszy bit stuzy do przedstawiania wartosci liczby dodatniej), w drugim o liczbach
ze znakiem. Wybdr interpretacii nalezy do programisty. Na szczgscie w wigkszoSci operacii
dziatania na liczbach bez znaku przebiegaja identycznie jak na liczbach ze znakiem. Poza
tym w zastosowaniach praktycznych wybdr interpretacji narzuca sie sam.

2.3. Podstawowe operacije logiczne

Podczas gdy w jezykach wysokiego poziomu dominuja operacije arytmetyczne, progra-
my maszynowe nasycone sa tzw. operacjami logicznymi. W operacjach tych liczba dwdjko-
wa traktowana jest nie jako catos$c¢, lecz jako zbior pojedynczych bajtow.

Najprostsza, bo jednoargumentowa operacja logiczna jest negacja logiczna (NOT). Po-
lega ona na zmianie na przeciwna wartosci wszystkich bitow. Bajt 10011101B po negaciji lo-
gicznej przyjmie posta¢ 01100010B. Negacja logicZzna nazywana jest czesto dopetnieniem
logicznym (ang. complement).

Sposrod operacji dwuargumentowych najwazniejsze sa: suma logiczna (OR), iloczyn
logiczny (AND) i réznica symetryczna (EXCLUSIV — OR, w skrdcie: XOR). W kazdym przy-
padku operacja odbywa si¢ oddzielnie na parach odpowiadajacych sobie bitow w obydwu
argumentach (operandach). Kazdy bit wyniku zalezy wiec wyfacznie od stanu dwoch bitow
w operandach o tym samym numerze (tej samej wadze).

W czesto stosowane] sumie logicznej dany bit wyniku jest zerem tylko wtedy, gdy od-

10



I

powiednie bity obydwu argumentow takZze sg wyzerowane. W rezultacie iloczynu logiczne-
go ustawione sa tylko te bity, ktérym odpowiadaja bity o wartosci 1 w obydwu operandach.
Przyktady:

gioiooii 0i010011

00111001 11011001
R — - AND ——0—————

01111011 01010001

Suma logiczna jest uzywana do ustawiania wybranych bitéw niezaleznie od stanu pozo-
statych bitéw liczby dwojkowej. Wystarczy wyznaczy€ sume logiczna tej liczby z inna liczba,
w ktorej wartos¢ 1 maja tylko bity na tych pozycjach, ktére zamierzamy ustawi¢ w pierwszym
operandzie. lloczyn logiczny pozwala kasowaé wybrane bity (méwimy o , maskowaniu"” bi-
tow). Trzeba w tym celu poddaé liczbe dwdjkowa operacji iloczynu logicznego z taka liczba,
w ktore] ustawione sa wszystkie bity z wyjatkiem przeznaczonych do skasowania. Oto przy-
kiady, W pierwszym chodzi o ustawienie najstarszego bitu w pierwszym operandzie, w dru-
gim — o skasowanie najmtodszego:

oooi0i10 10110111

10000000 11111110
oR " — AND ——M8MM ——

10010110 10110110

W rezultacie roznicy symetrycznej wyzerowane sa wszystkie bity, ktorych odpowiedniki
w argumentach maja identyczng wartosé (0 0 lub 11 1). Tam, gdzie wartosci bitdw s3 rézne,
w wyniku wystepuje jedynka:

01101011
01110110

HSOR =
ono11101

Réznica symetryczna umozliwia selektywna negacje wybranych bitow liczby dwdjko-
wej. Wystarczy odpowiednio dobrac¢ drugi argument, ustawiajac w nim bity odpowiadajace
tym pozycjorn pierwszego argumentu, ktore maja zosta¢ zanegowane. Jezeli drugi argu-
ment jest zerem, rezultat jest rowny pierwszemu argumentowi. Gdyby w drugim argumen-
cie byty ustawione wszystkie bity, operacja XOR odpowiadataby jego negacii logiczne;.

Operacje logiczne na dwéjkowych postaciach liczb sa dostepne w niektorych jezykach
pragramowania wysokiego poziomu, m.in. w MICOROSFT—BASIC. Wystepujace w tym je-

| zyku zmienne typu catkowitegoe (np. |%, WART%) sa przechowywane w pamigci jako dwu-
bajtowe liczby dwdjkowe ze znakiem. Jesli dwie liczby potaczone sa operatorem logicznym
OR, AND lub XOR, odpowiada to operacji logicznej na dwojkowych, szesnastobitowych po-
staciach argumentow. Podobnie umieszczenie operatora (symbolu operacji) NOT przed li-
czba odpowiada negacji logicznej jej dwojkowej reprezentacji. tatwo teraz pojaé, dlaczego
NOT 0 = -1, a nie 1, co wydawatoby sig bardziej logiczne. Uwzgledniajgc szesnastobitowa
postac liczby, NOT 0 = NOT 00000000 00000000B = 11111111 11111111B, co w syste-
mie uzupetnienia dwéjkowego odpowiada wiasnie dziesietnemu —1.
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2.4. System szesnastkowy

Aczkolwiek system dwajkowy wiernie odzwierciedla sposob przedstawienia liczb W pa-
mieci komputera, to rozwleklo$¢ zapisu nie czyni go wygodnym w uzyciu. Programujac w
jezyku wewnetrznym nie wolno jednak tracic z oka kompozycji bitow w poszczeg6lnych baj-
tach. Zachowajmy wigc system dwojkowy, stosujac tylko zwigZlejsza forme zapisu.

Zacznijmy od podziatu liczby dwéjkowej na czterobitowe grupy, poczynajac od prawej.
Grupy takie czesto nosza nazwe pétbajtéw (ang. nibble). Kazdy z potbajtéw wyrazimy za po-
moca pojedynczego symbolu, W ten sposéb zmniejszymy czterokrotnie ilos¢ cyfr, zacho-
wujac tatwy dostep do poszczegdlnych bitéw, czego nie daje system dziesietny.

Jeden potbajt moze przedstawic liczby dwojkowe od 00008 do 1111B (0-do 15). Pierw-
szych dziesieé kombinacji mozna wyrazi¢ cyframi dziesigtnymi ,0" do ,9". Dla pozostatych
szesciu cyfry trzeba wymyslic. Uzyjmy pierwszych 6 liter alfabetu ,A" do .F". W ten spo-
s6b stworzymy system o podstawie 16, zwany szesnastkowym.’ Rozpowszechniona jest tez
niezbyt poprawna nazwa: system heksadecymalny. Oto cyfry szesnastkowe i ich wartosci:

Cyvfra szesnastkowaWartosc dwoikowa Wartosc dzriesietna
& gooo i}
1 o00l 1
=z o010 z2
3 o011 3
4 0100 4
5 0iol 5
& 0iio &
7 oi1i 7
8 1000 8
9 1001 =
a i0gio 10
B 1011 11
= 110 iz
I 101 i3
E 11ii0 14
F 1111 , 5
Przeksztatémy liczby dwojkowe do postaci szesnastkowej:
111000108 goiiigigiiiioonii
iti10 Q010 o011 1011 1111 0001

T 3z g Cofies i T

Konwersja z zapisu szesnastkowego na dwojkowy jest réwnie prosta. Wystarczy za-
miast kazde] z cyfr szesnastkowych wstawi¢ odpowiadajaca cyfrze grupe czte rech bitéw:

3C = 001111008 FOA7 = 1111000010100111E
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Liczby szesnastkowe zapisujemy zazwyczaj dodajac na koncu litere H, np. 3CH lub
OFOAT7H (pierwszym znakiem musi bye cyfra 0-9). Niekiedy stosowana jest inna konwen-
cja, w ktorej liczba szasnastkowa poprzedzona jest znakiem 4", np. 4 3C lub ¥ FOA7
(czasem zamiast ,#" uzywa sie , %", zwlaszcza w asemblerze mikroprocesora 6502). Zau-
wazmy, iz przejscie od systemu dwojkowego do szesnastkowego i na odwrodt jest fatwe i na-
turalne — inaczej niz w przypadku systemu dziesietnego. Wynika to z faktu, ze liczba 16 jest
potega liczby 2. System szesnastkowy ma charakter pozycyjny i obowiazuja w nim znane
reguty:

3BF1H (3*1673) +{11*1672)+(1S5*1671 )Y+ (1*1670)
(FF4096) +{11*256) +{(15¥%16) +(1¥1)
15345

o n

Cyfr szesnastkowych i odpowiadajacych im kombinacji bitéw warto po prostu sie nau-
czy¢. Ten niewielki wysitek wkrotce sie optaci.

Utatwieniem w przeliczaniu liczb jednobajiowych z systemu dwojkowego i szesnastko-
wego na dziesietny i odwrotnie jest tablica w Dodatku A.




3. JEZYK MASZYNOWY | JEZYK ASEMBLERA

Choé ogdine zasady dziatania mikroprocesoréw sa zblizone, poszczegoine ich typy ro-
7nia sig istotnie szczegdtami konstrukcyjnymi. Wptywa to z kolei na sposob programowania.
Kazdy typ mikroprocesora ma inng budowe i zestaw dostepnych operacji oraz wiasny jezyk
wewnetrzny. Szczegdinie popularne sa w Polsce dwa procesory: INTEL 8080 i ZILOG Z80.
8080 byt pierwszym mikroprocesorem o$miobitowym, ktéry doczekat sig wielkiego rozpo-
wszechnienia. Jego odpowiednik (MCY880) jest produkowany takze w Polsce. W poréwna-
niu z 8080 procesor Z80 jest wygodniejszy w zastosowaniu i posiada wieksze mozliwosci.
Twérey Z80 postarali sie jednak, aby mégt on wykonywac programy przeznaczone dla 8080
(z drobnymi wyjatkami). Obydwa procesory maja podobna organizacjg, a technika ich pro-
gramowania jest zblizona.

Podczas gdy 8080 stosowany jest gtéwnie w systemach przemystowych, w kompute-
rach osobistych, a zwlaszcza domowych, dominuje Z80. Procesor ten jest ,sercem” takich
mikrokomputerow jak ZX81 i ZX Spectrum, MERITUM, Laser 110/210/310, CPC 464/664/
6128 i Joyce, PCW 8256 oraz wszystkich systeméw MSX. Procesory 8080 i Z80 umoziiwia-
ja tez prace w najpopularniejszym wéréd osmiobitowcéw systemie operacyjnym CP/M 80. Z
tego powodu w dodatkowy procesor Z80 wyposazane sa maszyny skonstruowane pod ka-
tem innych mikroprocesoréw, np. Apple Il i Commodore C-128.

Zajmiemy sie programowaniem procesora Z80. Ograniczymy sig przy tym do pewnego
podzbioru jego mozliwo$ci, odpowiadajacego praktycznie procesorowi 8080. Wystarczy
nam to w zupetnosci do tworzenia nawet doé¢ ztozonych programow bez obcigzania sig
nadmierna iloscia.szczegdiéw. Lepiej opanowac solidnie podstawy programistycznego rze-
miosta stosujac niezbgedne minimum ,narzedzi”. Gdy zdobedziemy nieco wyczucia i do-
swiadczenia, szybko opanujemy bardziej zaawansowane mechanizmy | nauczymy sig je
sensownie stosowaé. Uzupetnieniu wiadomosci o procesorach 8080 i Z80 poswigcony jest
ostatni rozdziat.

Aby programowaé procesor W jego jezyku wewnetrznym, trzeba najpierw poznaé spo-
s6b jego dziatania, jakze odmienny od funkcjonowania jezykow wysokiego poziomu.

3.1. Cwiczenie dla wyobrazni

Przed nami tablica. Jej powierzchnia podzielona jest na sie¢ niewielkich pdl-komarek.
Kazde pole ma swéj numer: 0, 1, 2 itd. W jednej komérce wolno zapisac tylko jedna liczbe,
o wartoéci od 0 do 255, lub, jesli wolimy, od —128 do 127. Odpowiada to jednobajtowe]
liczbie dwéjkowej, prawda? Numer komérki nazywamy jej adresem. Najmniejszy adres wy-
nosi zawsze 0, za$ najwigkszy zalezy tylko od rozmiaru tablicy. W naszym przypadku wy-
nosi on 65535, co odpowiada 65536 komérkom.
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Pod tokciami czujemy blat biurka. Lezy na nim liczydio i kilka tabliczek. Siedem mnigj-
szych jest oznaczonych literami A, B, C, D, E, H, L i ma rozmiar kratek tablicy (moze pomie-
sci¢ liczbg jednobajtowa). Tabliczka A zajmuje uprzywilejowarie miejsce na wprost naszego
nosa, zas reszta tabliczek jest powiazana w pary: Bz C, Dz Ei H z L. W razie czego tablicz-
ki pary mozna zestawiac i zapisywaé na nich liczby dwubajtowe. W tym przypadku B, D i H
leza zawsze z lewe] i stuza do zapisu starszych cyfr. Osma mata tabliczka, nazwana F, po-
dzielona jest na trzy pola. W kazdym z nich mozna zapisaé¢ tylko jeden bit. Oprocz tego na
blacie leza dwie duze tabliczki, nazwane PC i SP. Mozna na nich zapisac po jednej liczbie
dwubajtowej (0-65535). Ostatnim rekwizytem jest lista rozkazéw. Zawiera ona liczbowe
kody poszczegoinych czynnosci oraz dokiadny opis regut ich wykonania.

Przedstawiona rupieciarnia jest modelem komputera. Tablica to pamieé operacyjna
(PAO), zas my wraz z biurkiem reprezentujemy procesor (CPU). Bedziemy sterowac dziata-
niem modelu.

Zadaniem pamieci operacyjnej jest przechowywanie niezbednych informacji, czyli da-
nych i rozkazéw programu. Procesor przetwarza dane $ciéle wediug wskazéwek programu.
Przyjrzyjmy sie tablicy. Jej cze$¢ przestania szyba. Komarki pod szyba mozna fatwo odczy-
ta¢, lecz nie sposob zmieni¢ ich zawartosci. Odpowiada to pamieci typu ROM (tylko do od-
czytu). Reszta tablicy jest dostgpna dla gabki i kredy. Mozna zetrze¢ stara zawartosé komor-
ki i w jej miejsce wpisat nowa liczbe. To pamieé RAM (zapis/odczyt). Tabliczki na biurku to
rejestry wewnetrzne. Przypominaja one komérki tablicy, ale sa ,pod reka”, stuzac do robo-
czych notatek przy wykonywaniu dziatai. Na tabliczce A notujemy wynik wiekszosci opera-
cji. Podwajna tabliczka (dwubajtowy rejestr) PC zawiera numer komaérki z opisem nastepnej
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czynnosci do wykonania (adres kolejnego rozkazu). PC nazywany jest w zwiazku z tym
wskaznikiem programu lub czesciej, lecz mniej precyzyjnie, licznikiem programu (ang. pro-
gram counter). :

Tablica jest juz zapisana. Zacznijmy dziata¢. Rzut oka na PC: zawigra adres 0. Skoro PC
wskazuje komorke 0, trzeba przyjaé, ze jej zawartos¢ jest rozkazem. Z komorki O odczytalis-
my liczbe 6. Spojrzenie na liste rozkazéw: , Do rejestru B wpisz liczbe podana w nastepnej
komorce pamigci. Rozkaz zajmuje dwie komorki”. Pierwsza czynnoscig jest powigkszenie
PC o ilog¢ komérek PAQ zajetych przez rozkaz. Od tej chwili PC zawiera 2. Teraz postusz-
nie przepiszemy odczytana liczbg 101 do B. Rozkaz wykonany, wszystko zaczyna sig¢ od
poczatku.

Spogladamy na PC: zawiera 2. Pod adresem 2 mamy liczbe 58, czyli kod ,Do A wpisz
liczbe z tablicy (z PAQ) o adresie podanym w dwoch nastgpnych komdrkach. Diugosé roz-
kazu: 3 komorki". Przede wszystkim zwigkszamy PC o 3 (od tej pory PC zawiera 5). Adres
moze mieé warto$é od 0 do 85535, nie mozna wiec zmiedcié go w pojedynczej komorce.
Potrzebne jest dwubajtowe stowo, Bezposrednio po kodzie rozkazu nastepuje mtodszy bajt
adresu, za nim starszy. Taka kolejno$¢ zapisu bajtéw stéw jest zelazna reguta. Waga star-
szego bajtu przewyzsza 256 razy wage miodszego. Odczytujemy obydwie komorki, wyzna-
czamy adres (256*2+6=>518) i kopiujemy zawartos¢ komérki nr 525 do rejestru A. Odtad A
zawiera 64.

Kolejny rozkaz: komérka nr 5 przechowuje kod 128 — , Do zawartosci akumulatora do-
daj liczbe z rejestru B i zasygnalizuj cechy wyniku operaciji ustawiajac wskazniki stanu. Diu-
gosé rozkazu: 1 bajt”. W akumulatorze mamy 64, w rejestrze B — 101, suma wynosi 165.
Wpisujemny ja do akumulatora zamiast pierwszego sktadnika. Rejestr B zachowat swg war-
to$¢. Gotowe? Prawie. Pozostato nadac wiasciwa warto$¢ wskaznikom (bitom) stanu.

Trzy wskazniki stanu (flagi) to jednobitowe pola rejestru F, zwanego rejestrem stanu lub
rejestrem flagowym, w ktérych wigkszos¢ operaciji odnotowuje charakterystyczne cechy re-
zultatu. Bit Z (ZERQ) wskazuje, czy wynik dziatania byt zerem. Jezeli tak, bit przyjmuje war-
tos6 1. Gdy wynik operacii jest rozny od zera, bit Z jest zerowany. Bit S (SIGN=znak) okre-
$la, czy wynik jest liczba ujemna w sensie arytmetyki uzupetnieniowej. Innymi stowy, wska-
znik S przyjmuje te sama wartos¢, co najstarszy bit akumulatora (bit nr 7): 1 dla liczb ujem-
nych, 0 dla dodatnich. Jezeli wynik operacji interpretujemy jako liczbe bez znaku, to wskaz-
nik S podaje, czy wynik jest wigkszy od 127, Trzeci wskaznik jest oznaczany jako C (CAR-
RY) i sygnalizuje przeniesienie. Aby uniknaC pomylek wskutek identycznego oznaczenia
bitu przeniesienia | jednego z rejestrow, bit CARRY bedziemy zapisywac jako CY. Przy de-
dawaniu | odejmowaniu bit CY jest jakby lewostronnym przedfuzeniem akumulatora, jego
dziewiatym bitem. Jesli suma dwoch skiadnikéw (traktowanych jako liczby bez znaku) wy-
pada wigksza od 255, to bit CY zostanie ustawiony, w przeciwnym razie — wyzerowany.

Nasz wynik nie jest zerem (w pole Z tabliczki F wpisujemy 0), jednak wynik jest wigkszy
od 128 (165 = 10100101B). W pole S musimy wiec wstawi¢ 1. Przeniesienie nie zaszto,
wiec bit CARRY zerujemy. Pozostaje zwigkszy¢é PC o dtugo$é rozkazu, czyli o 1. PC zawiera
6, rozkaz wykonany.

W komérce 8 mamy kod 210: ,Jezeli wskaznik CY ma warto$¢ 0, wpisz do rejestru PC
dwubajtowa liczbe zawarta w dwdch kolejnych komérkach. W przeciwnym razie nic nie rob.
Diugo$é rozkazu: 3 bajty”. Zwigkszamy PC o 3 | przygladamy sie bitowi CY. Jest wyzerowa-
ny. Zgodnie z poleceniem wpisujemy do PC bajty 5 i 0, przedstawiajace dwubajtowq liczbg
5. Koniec.

Wpisanie do PC nowej zawarto$ci oznacza zaburzenie normalnej kolejnosci wykonywa-
nia programu, czyli skok. Nastepny rozkaz zostanie pobrany spod adresu wskazanego w r0z-
kazie skoku. W naszym przypadku skok byt warunkowy, gdyz mogt zostaé wykonany albo
nie, zaleznie od okolicznosci (w jezyku BASIC: IF... THEN GOTO).

Po wykonaniu skoku PC zawiera 5. Ten rozkaz juz wykonywalismy, mamy wigc do czy-
nienia z petla programowa w jezyku maszynowym. Zwigkszamy PC o 1§ powtarzamy doda-
wanie: 165+101. Suma sktadnikow wynosi 266, czyli dwoéjkowo 100001010B. W akumula-

16




lorze miesci sig tylko osiem miodszych bitdw (00001010B, dziesietnie: 10), zas dziewiaty,
najstarszy, przechodzi do wskaznika CY. Wskazniki Z | S zerujemy | przechodzimy do na-
stepnego rozkazu pod adresem 6. Tym razem warunek wykonania skoku nie jest spetniony
(CY=1), zawartos¢ licznika programu PC pozostaje niezmieniona. Nastepny kod rozkazu
adczytamy zatem z komérki nr 9.

Wystarczy. W przysziosci realizacje programu zlecimy procesorowi. Zabawa w proce-
sor miata tylko zilustrowa¢ mechaniczny, bezmysiny tryb realizacji programu maszynowego.
Zauwazmy, ze operacje byty bardzo prymitywne i nie pozostawiaty wykonawcy zadne] swo-
body interpretacji. Procz tego w apisie czynnosci nie byto sformutowan typu: ,wez wynik
przedostatniej operacji”, , jesli przy wykonaniu ostatniego rozkazu...", itd. Procesor nie pa-
mieta historii swych dziatan | kazdy rozkaz traktuje w catkowitym oderwaniu od poprzednich.
Jesli migdzy poszczegdinymi fragmentami programu ma by¢ przekazana jakakolwiek infor-
macja, moze sig to odby¢ wytgcznie za posrednictwem komérek PAO lub rejestrow, w tym
rejestru stanu F z bitami wskaznikow.,

Wskazniki zmieniaja swoj stan wytacznie podczas operacji , przetworczych", jak doda-
wanie, odejmowanie lub suma logiczna. Przesytanie danych z udziatem rejestrow i komérek
PAO nie wptywa na bity stanu, Stan wskaznikéw nie jest wige tylko zwyktym odzwierciedle-
niem zawartosci akurnulatora.

Zardwno program, jak i dane przedstawione sa w pamieci operacyjnej jako masa baj-
tow. Sposéb interpretacji kazdego bajtu zalezy tylko od programu. Co wiece], moze zaist-
niec¢ sytuacja, w kiorej komérka PAO bedzie raz interpretowana jako rozkaz, innym razem
jako dana. Wpiszmy do kemarki nr 4 naszej ,tablicy” zamiast 0 — 2 i uruchommy program
ponownie. Drugi rozkaz zataduje do akumulatora zawarto$¢ komérki nr 6, czyli liczbe 210.
Ta sama komérka zostanie w chwile pézniej zinterpretowana jako kod rozkazu skoku! Moze
zajS¢ sytuacja, ze program maszynowy zapisze nowa wartosé¢ do ktorejs z komorek kodu i w
ien sposob w trakcie pracy zmodyfikuje sam siebie. Procesor po prostu nie odréznia (bo i po
czym?) bajtow kodu programu od bajtéw danych. Wszystkie baijty, na ktére kiedykolwiek
wskaze licznik programu PC, beda potraktowane jako rozkazy — oto jedyna reguia.

Omoéwione cechy programu maszynowego zdecydowanie odbiegaja od witasciwosci
programow w jezykach wyzszego poziomu, jak BASIC lub PASCAL. Program i dane sa ro-
zrozniane w sposob naturalny, a sam translator jezyka chroni nas przed wielu nonsensow-
nymi operacjami, jak np. proba zapamigtania zamiast liczby, imienia kolegi. Programy w je-
zyku BASIC, mimo zréznicowania dialektow, mozna zaadaptowaé do pracy na roznych
komputerach. W jezyku maszynowym jest inaczej. Kazdy typ procesora posiada wiasny je-
zyk wewnetrzny. Liczba 133 (85H) interpretowana jako rozkaz przez procesor Z80, oznacza
«doakumulatora dodaj zawartos¢ rejestru L". Procesor MOS 6510 rozpozna te sama liczbe
jako polecenie zapamigtania zawartosci akumulatora we wskazanej komorce PAO.

Jezyk maszynowy daje programiscie zupetna swobode korzystania z procesora i PAQ.
Procesor zrealizuje postusznie kazde zyczenie, kiére da sie wyrazié w formie programu —
nawet zyczenie absurdalne. Catkowita odpowiedzialnos¢ za prace komputera lezy wiec po
stronie programisty. Cena swobody jest tez stabo$¢ mechanizméw wezesnego wykrywania
bledow. Jesli przy wykonywaniu programu w jezyku wyzszego poziomu wystapi btad, ope-
rator otrzyma najczesciej komunikat o jego lokalizacji i charakterze. Usterka w programie
maszynowym konczy sie zwykle ,zatamaniem” systemu, czyli utrata mozliwosci porozu-
miewania z komputerem. Zawarto$¢ pamigci RAM jest przy tym czesto niszczona. W przy-
padku takiego , zacierania sladow” wysledzenie przyczyny bledu moze byé uciazliwe. Przy
tworzeniu programow maszynowych jest wiec niezbedna szczegéina starannosé i systema-
tycznosc.
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3.2. Co to jest asembler?

Bawiac sie w procesor zatozyliémy, ze program i dane znajduja sig juz w PAQ, nie wni-
kajac jednak, skad sie tam wziety. Starsze komputery dysponowaty bateriami przetgczni-
kéw, pozwalajacych zapisywa¢ wybrane komérki PAO bez udziatu procesora, a nastgpnie
uruchamia¢ program od wybranego adresu. W mikrokomputerach byloby to zbedna kompli-
kacja.

Po wiaczeniu zasilania licznik PC mikroprocesora Z80 jest zerowany, a wigc mikroproce-
sor rozpoczyna wykonywanie programu od komérki 0. Pod tym adresem znajduje si¢ pamiec
ROM z zapisanym w niej na state programem maszynowym. Moze by¢ to tzw. bootstrap, czyli
program fadujacy z dyskietki np. system operacyjny. W komputerach domowych wystepuje jed-
nak zazwyczaj interpreter jezyka BASIC. W kazdym razie po wiaczeniu mikrokomputer jest w
stanie nawiaza¢ z uzytkownikiem dialog za posrednictwem klawiatury | monitora.

W jezyku BASIC zapis i odczyt komérek PAO jest mozliwy dzigki instrukcii POKE i
funkcji PEEK. POKE aaaa, nn zapisuje do komérki o adresie aaaa bajt nn, funkcja PEEK
(aaaa) odczytuje bajt z komérki numer aaaa. Samo wprowadzanie programu maszynowego .
do PAO nie jest problemem. Znacznie trudniej jest ten program utozy¢. Wszystkie czynnos-
¢ nalezy bowiem opisa¢ w formie jednobajtowych liczb, umieszczonych w $cisle okreslo-
nych komorkach PAO. Niezbgdna jest oczywiscie znajomos¢ listy rozkazow. Trzeba wie-
dzieé, jak komponowaé prymitywne operacje, zeby osiagna¢ pozadany skutek. Wiadomosci
te mozna jednak posias¢, chociazby z ksiazek. Sam algorytm, a nawet precyzyjna koncepcja
zrealizowania go dostepnymi rozkazami maszynowymi nie wystarcza. Konieczne jest jesz-
cze zakodowanie tych wszystkich rozkazéow w postaci ciagu bajtow.

Zapisywanie programoéw maszynowych wprost w postaci kodow liczbowych jest w
praktyce nierealne. Program taki bytby zupetnie nieczytelny. Gdyby jeszcze program sktadat
sie z samych kodéw operacji! Wiemy jednak, ze czg$¢ rozkazéw ma jedno- lub dwubajtowe
argumenty. Jeéli argument ten przedstawia adres, np. w rozkazie skoku, powstaja nowe
komplikacje. Trzeba bowiem znaé wszystkie adresy, do ktérych sig skacze, zapisuje dane
itd. Przypusémy, ze nalezy wykona¢ skok ,w przéd”, do niezakodowanego jeszcze frag-
mentu programu. Jak okresli¢ adres skoku? Nalezy zarezerwowa¢ dwa bajty dla argumentu,
za$ na zakonczenie uzupetnié brakujace adresy. Wszystko to jest uciazliwe i tworzy mnost-
wo okazji do popetnienia przypadkowych bieddw.

Prawdziwa bieda zaczyna sie przy wprowadzaniu poprawek. Niech zajdzie koniecznos¢
dodania jednego, jedynego rozkazu w $rodku programu. Aby zrobi¢ dia niego miejsce, ko-
nieczne jest przesunigcie wszystkich nastgpujacych po nim rozkazéw. Rozkazy te zmieniaja
swoje adresy. Do wielu z nich z pewnos$cia zaplanowano skoki. Adresy zapisane w rozka-
zach skokow staly sie nieaktualne. W praktyce oznacza to konieczno$¢ przeanalizowania
catego programu i aktualizacji wszystkich zmienionych adresow w argumentach skokow.
Uruchomiajac nieduzy program maszynowy trzeba nieraz wprowadzic Kilkadziesigt modyfi-
kaciji. Brrri!!

Ratunek tkwi w zastosowaniu jezyka symbolicznego. Zamiast kodowa¢ rozkazy wprost
w formie liczb, uzyjemy mnemonicznych nazw, zwigzanych z funkcja rozkazu. W miejsce
kodu 128 (do akumulatora dodaj rejestr B) napiszemy ADD A, B. ADD oznacza po angielsku
dodaj, za$ LD pochodzi od angielskiego stowa LOAD (faduj). Rejestry mozemy podac ja-
wnie, za$ argumenty bedace statymi liczbowymi zapisa¢ w systemie dziesiginym. Kazdy
rozkaz umieszczamy w oddzielnym wierszu, niezaleznie od tego, z ilu bajtow sig on skfada.
Tak wygladatby w postaci symbolicznej nasz mini-program, analizowany w poprzednim roz-
dziale:

LD B, 101
LD A, {(513)
AP A, B

JP NC, S

N NO

18



W czterech wierszach zapisano kolejno: ,faduj do B statg 101", ytaduj do A baijt z ko-
morki 518", ,dodaj B do A", ,jesli CY=0, skocz do adresu 5". Liczby z lewe] strony wska-
zuja adresy rozkazéw. Poniewaz diugos$¢ kazdego rozkazu jest stata, w oparciu o adres
pierwszego mozna wyznaczyé pofozenie wszystkich nastepnych. Znajomosé adresow byla
niezbgdna do podania argumentow skokow. Jak uniknaé bezposredniego podawania adre-
sow? Stosujac tzw. etykiety (ang. label), Oto nasz program w nowej wersji:

LD B, 101

LD . A, (S518)
DODAJB: ADD A, B

JP_ NC, DODAJB

Przed wszystkimi rozkazami lub innymi komaorkami PAO, do ktorych chcemy odwotac
sie w programie, umieszczamy etykiety (np. DODAJB). Przyjmijmy, ze nazwa etykiety moze
sktadac sig z 1 do B znakow alfanumerycznych (liter lub cyfr) | ze pierwszy znak musi by¢ li-
tera. Nazwy: ,ALFA", ,X1", ,Q" i ,BE3K” sa dozwolone, ,1X" lub ,TYP-2" — nie. Cza-
sem Zqda sig, aby etykieta nie byfa nazwa rozkazu ani rejestru. Etykieta musi znajdowac sie
na poczatku wiersza | na ogdl powinna by¢ oddzielona dwukropkiem. Konsltruujac program,
nie musimy znac jego przysziej lokalizacji w PAO. W tej fazie interesuje nas tylko prawidto-
wy ukiad rozkazow i zwiazki funkcjonalne miedzy nimi. Planujac np. skoki, nie podamy
wprost adresu, lecz tylko nazwe etykiety, umieszczonej przed rozkazem, stanowiacym cel
skoku, Wybér nazwy jest przywilejem programisty. Warto wybiera¢ nazwy mnemoniczne
zwigzane z funkcjg danego fragmentu programu (DODAJ, KASUJ, WYDRUK). Utatwia to
istotnie orientacje w programie.

Uzycie symbolicznych nazw rozkazow i etykiet utatwito zapis programu, lecz pozostat
problem tlumaczenia go na kod liczbowy. Czynnos¢ te moze jednak wykonaé maszyna. Za-
miast do zeszytu, wpiszemy program symboliczny do pamigci komputera, a przetltumacze-
nie go na postac maszynowa zlecimy innemu programowi. Program tlumaczacy zapis sym-
boliczny na kod maszynowy nazywamy asemblerem. Jezyk symboliczny jest przeto nazy-
wany czesto jezykiem asemblera. Zdarza sie, ze zamiast ,jezyk asemblera” uzywane jest
PO prostu okresienie ,asembler”. Stowo to ma wigc w zargonie informatykéw dwa znacze-
nia: jezyk symboliczny i program tfumaczacy ten jezyk na postac dwojkowa.

Firmy INTEL i ZILOG forsowaty dla swych procesoréw rézne jezyki symboliczne. Zna-
czy to, ze ten sam program moze mie¢ inna postaé w obydwu jezykach. Do tej pory postugi-
walismy sig zapisem asemblerowym dla Z80, ktdry jest nowoczesniejszy i bardziej konsek-
wentny. Pozostaniemy przy nim takze w nastepnych rozdziatach. Nic nie stoi na przeszko-
dzie, aby w jezyku symbolicznym Z80 zapisywac programy takze i dla 8080, pod warun-
kiem, Zze ograniczymy sig do rozkazow akceptowanych przez ten procesor. W koneu, nieza-
leznie od sposobu zapisu, uzyskamy identyczny kod maszynowy. Oto jak wygladatby nasz
pierwszy programik w notacji 8080:

MVI H, 101

LDA 518
pODATIB: ADD B
JNC DODAJE

Problem w tym, ze wiele asemblerdw, zwtaszcza w stystemie CP/M 80, dopuszcza je-
dynie zapis symboliczny firmy INTEL. W zwiazku z tym w Dodatku B zamieszczono oprocz
symbolicznych nazw rozkazow dla Z80 takze rownowazny im zapis w konwencji INTEL.
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3.3. Zapis programow w jezyku asemblera

W przysziosci bedziemy zapisywaé programy maszynowe wytacznie w postaci symbo-
liczne|, pozostawiajac asemblerowi ich tumaczenie | rozlokowanie w pamieci. Poznajmy za-
tem podstawowe zasady zapisu programow'w tym jezyku. Oto przyktadowy program w jezy-
ki asemblera; :

: Frezvktad progaramu w dezsvkuy asemblera

BETA EGuL  Su rdefinicia states o nazwie BETAH
ORG 25600 s Tokalizacia programu w Fal
START : LIx a, (ALFA) ztadul do A bait = komérki ALFA
LD B. BETA :Yadui do B =tatz BETA
ADD A. E

JP MG, FRZEN
LD B. BETA+S zwpis=z do B staita BETA+G

FRZEN: CPL twyTrnacz dopeinisnie dwdikows &
JF START

Al FA: DEFE G rreferwacia badtuy (war. pocz=0)

APRZEN: DEFW FRZEN-1 rererwacia =toawa (w. =FRZIEN-1)

Program ma typowa budowe, kazdy wiersz zawiera pojedyncza instrukeje jezyka sym-
bolipznego. [nstrukela dziell sie na cztery pola (niektore z pol moga by¢ puste). Z lewe| stro-
ny wystepuje pole etykiety, w srodku pola operacji i argumentow, z prawej, oddzielone $re-
dnikiem. pole komentarza. W wigkszoscl wierszy pole elykiely jest puste. Sensownie jest
bowiem umieszezac etykiety tylko przed tymi punktami programiu, do ktdrych zamierzamy
sig odwofywac w innych miejscach. Pole komentarza rozpoczyna sie srednikiem, pe ktorym
mozna umieseic dowolny tekst (jak po REM w jezyku BASIC). Tekst ten |est przeznaczony
dla osaby analizujgce| tresc programu. Poniewaz tekst komentarza |est ignorowany podczas
asemblacil, nie md on najmniejszego wplywu na wynikowa (dwojkowad) pestaé programu (w
gzvku BASIC jest Inaczej: komentarz nie wplywa na sposob dziatania programu, lecz
zwigksza jego objetosc | zwalnia prace) Stosowanie komentarzy jest bardzo wskazane. Na-
lezy & wykorzystywac do objagniania sensu poszczegdolnych operacji. znaczenia kamaorek
pamigcl itd. Gdy polrzebne sa obszerne opisy, mozna uzyc w programie linii zawierajacych
wytacznie pole komenlarza.

W polu operac)l najezescie] wystepuje nazwa rozkazu maszynowego. Niektore rozkazy
nie potrzebuja argumentow (np. CPL). Inne wymagajg jednego argumentu (np. JP START)
lub wigce| (np, ADD A, B). Jesli argumenitow jest kilka, addzielamy je przecinkami.

Niektare instrukeje mogg zawierat nie rozkazy maszynowe, lecz tzw. dyrektywy. Dy-
rektywa nie definiuje zadnego rozkazu maszynowego | czesto nie dostarcza zadnego kodu.
Dyrektywy sa bowiem wskazowkami dla asemblera, okreslajgeymi sposob ttumaczenia pro-
gramu lub interpretacie nazw.

Dyrektywa wystepujaca praktycznie w kazdym programie jest ORG. Ma ona jeden ar-
gument, okreslaigey adres, pod ktorym zostanie umieszczony w PAO kod maszynowy, wy-
tworzony przez instrukcie nastepujace po ORG. W naszym przyktadzie rozkaz: LD A,
(ALFA) zostanie wpisany pod adres 25600, zas nastepne rozkazy — bezposrednio za rnim.
W razie potrzeby mozna uzye kilku dyrektyw ORG w roznych punktach programu. Pozwala
to umiescic dane |ub fragmenty kadu w roznych obszarach PAO.

Poznalismy juz jeden sposob przyplsania wartosci nazwie przez umieszczenie jef w
polu elykiety wybrane] Instrukeji. Inny sposob 1o uzycie dyrektywy EQU, Nazwie wymienio-
nel po lewel stronie stowa EQU zostanie przypisana wartose pedana po prawe]. W naszym
przyktadzie nazwie BETA nadano wartos¢ 50. Od te) pory przy kazdym wystapieniu w pro-
aramie nazwy BETA zostanie zamiast niej wstawiona wartogc¢ 50. Operowanie nazwami sta-
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tych zamiast bezposrednio ich warto$ciami ma liczne zalety. Po pierwsze, mozna nazwacé
stala w sposob objasniajacy jej funkcje (np. CZAS EQU 30). Po drugie, zdarza sie, ze ta
sama stata wystepuje w wielu miejscach programu. Gdy stafa poadali$my wprost, przy kazdej
zmianie wartosci statej trzeba modyfikowaé wszystkie instrukeje, w ktorej zostaia uzyta. Ina-
czej przy zastosowaniu nazwy statej. Wartos¢ jest przypisywana nazwie w jednym miejscu
programu, na ogét na poczatku. Wystarczy wtedy zmienié tylko jedna dyrektywe EQU.

Program to nie tylko sam kod maszynowy, ale najczesciej i zbior komoérek PAO, prze-
chowujacych dane, posredniczacych w ich przekazywaniu itp. Do rezerwaci jednobajto-
wych komorek stuzy dyrektywa DEFB (w asemblerach dia 8080: DB). Po stowie DEFB nale-
2y wymieni¢ jeden lub wigcej argumentéw. Kazdy z nich powinien byé liczba o wartosei od 0
do 255 (liczne asemblery dopuszczaja zakres od —255 do 255; —1 Znaczy tyle samo co
+255, =255 co +1). Przy umaczeniu programu asembler zarezerwuije tyle kolejnych ko-
marek PAQ, ile podano argumentow DEFB. Do kazdej z komérek zostanie wpisana podana
wartose.

Programy zawieraja czgsto teksty, ziozone ze znakow w kodzie ASCII. Wpisywanie
tekstow bezposrednio w postaci ciagu kodéw byfoby uciazliwe. Dlatego dyrektywa DB do-
puszcza jeszcze inng postac argumentu ciag ztozony z lednego lub wigcej znakow, ujety w
apostrofy:

DB 'A', 0, ‘TEKST 1°'

Zamiast znakow, asembler podczas ttumaczenia programu wstawi w ich miejsce edpo-
wiednie kody ASCII. Pojedynczy znak w apostrofach moze wystapic takze jako argument
rozkazu, w roli statej liczbowej reprezentujacej kod wskazanego znaku. Ponizsze zapisy sa
rownowazne (kod ASCI! dla litery , A" =65):

LD B, 65
LD B. ‘A’

Czesto zachodzi koniecznosé rezerwacji PAO dla liczb dwubajtowych. Umozliwia to dy-
rektywa DEFW (dla 8080: DW). Po DEFW musi wystapi¢ jeden lub kilka argumentow o war-
tosciach od 0 do 65535 (czasem od —65535 do 65535). W tym przypadku dla kazdego ar-
gumentu zostang zarezerwowane dwie kolejne komorki PAO. W komérce o nizszym adre-
sie wpisany zostanie miodszy bajt wartosci, w nastepnej komérce — starszy bajt. W przykia-
dzie do pary komoérek nazwanej PRZEN zostanie wpisana warto$é PRZEN-1, czyli adres roz-
kazu CPL pomniejszony o 1.

Ostatni przykfad zasygnalizowat, ze zamiast pojedynczej statej lub nazwy mozna uzyé
wyrazenia. Budowa wyrazen jest podobna jak w jezyku BASIC. Najprostsze asemblery do-
puszczaja tylko operatory dodawania i odejmowania, jednak wigkszo$é pozwala korzystac
takze z mnozenia i dzielenia catkowitego oraz z nawiasow. Korzystajac z wyrazen nalezy
stale mie¢ na uwadze, ze ich wartos¢ jest ostatecznie wyznaczana juz w fazie thumaczenia
programu. Warto$¢ wyrazenia jest pojedyncza liczba, wpisywana do podanej komarki PAO
w chwili fadowania programu do pamigci. Wyrazenie zastosowano tez w rozkazie LD B, BE-
TA+5. W naszym przykiadzie jest on réwnowazny rozkazowi: LD B, 55. !

Dyrektywa DEFS (dla 8080: DS) rezerwuje podana liczbe bajtéw (np. na tablice da-
nych) nie okreslajac ich poczatkowej zawartosci. DEFS 30 rezerwuje trzydziesc kolejnych
bajtow PAO.

Czes¢ asembleréw, zada, aby na koricu programu znajdowata sig dyrektywa END. Niek-
tore asemblery wymagaja poprzedzania wszystkich dyrektyw znakiem kropki, np. .ORG,
.DEFB, .DEFW. Wbrew pozorom jest to bardzo praktyczne i podnosi czytelnosé programu,

Wymienilismy tylko najwazniejsze dyrektywy, akceptowane nawet przez najprostsze
asemblery. Na poczatek zupetnie nam one wystarcza.
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3.4. Jak dziata asembler?

Jak dziata asembler? Jak odbywa sig ttumaczenie jezyka symboelicznego na kod ma-
szynowy? Najlepiej bedzie sprébowac ,recznie” wykonaé¢ Humaczenie (asemblacje) krot-
kiego programu, nasladujac dziatanie asemblera. Postuzmy sig przyktadem z poprzedniego
rozdziatu. Nie interesuje nas dzialanie programu, podebnie jak asembler nie analizuje sensu
ttumaczonych instrukeji. Zamierzamy tylko przetozy¢ zapis symboliczny na wiernie odpo-
wiadajacy mu kod.

Wiekszos¢ asemblerow analizuje tekst programu dwukrotnie (méwimy o pierwszym i
drugim przebiegu asemblacji). Wiasciwe tiumaczenie, ktorego efektem jest.kod maszyno-
wy, odbywa sie dopiero w drugim przebiegu. Celem pierwszego przebiegu jest jednoznacz-
ne okreslenie wartosci wszystkich uzytych w programie nazw i zbudowanie tzw. stownika
nazw (tablicy nazw, tablicy symboli). Po pierwszym przebiegu tablica nazw zawiera przynaj-
mniej wszystkie te nazwy, ktére zostaly w programie zdefiniowane w polu etykiety lub dy-
rektywa EQU (wszystkie nazwy o okreslonych wartosciach). Oprocz tablicy nazw, tworzone|
w trakcie asemblacji, asembler postuguje sig kilkoma tablicami statymi. Najwazniejszg spo-
§rod nich jest tablica symboli rozkazow, w kitére] zgromadzone sg mnemaoniczne nazwy roz-
kazdw, ich kody operacji | Informacje dodatkowe (diugos¢ rozkazu, dozwolone argumenty
itp.). W innych tablicach zawarte sa nazwy i kody rejestrow wewnetrznych itd. Podczas ana-
lizy programu Zrodtowego asembler pordwnuje poszczegolne sfowa programu ze wzorcami
zgromadzonymi w tablicach i w ten sposob je rozpoznaje.

Waznym elementem asemblera jest zmienna, zwana wskaznikiem rozkazow (symboli-
cznym licznikiem rozkazow). Zmienna ta zawiera adres, pod jakim zostanie zapisany w PAO
najblizszy utworzony bajt kodu. Wartos¢ wskaznika mozna zmignia¢ dyrektywa ORG. Stad
bierze sie wymaganie, aby ORG wystapita przed pierwszym rozkazem programu w celu za-
inicjowania {(nadania wartosci poczatkowej) wskaznika rozkazow. W chwili rozpoczecia kaz-
dego przebiegu wskaznik zawiera wartos¢ standardowa (np. O lub adres pierwszej wolnej
komorki PAO za obszarem zajetym przez sam asembler).

Asembler ,czyta" program Zrédiowy linia po linii (instrukcja pao instrukeji), Najpierw
sprawdza, czy na poczatku wiersza wystepuje etykieta. Mozna ja rozpoznac po tym, Ze koni-
czy ja dwukropek albo (w asemblerach nie wymagajacych dwukropka) ze rozpoczyna sie od
lewego skraja wiersza. W pierwszym przebiegu po wykryciu etykiety jej nazwa jest umiesz-
czana w tablicy symboli, zas jako wartosé te] nazwy wpisuje sie aktualna wartosé wskaznika
rozkazow. Jesli w linii tej wystam rozkaz, to wartos¢ nazwy jest rowna przysztemu adresowi
tego rozkazu w PAQ. ’

Po sprawdzeniu obecnosci BWKIGW | ewentualnym wpisaniu jej do tablicy nazw asem-
bler bada pole operacji. Musi w nim wystapi¢ nazwa rozkazu lub dyrektywy. Po rozpoznaniu
rozkazu, tzn. odnalezieniu rozkazu w tablicy symboli statych, nastepuje ustalenie diugosei
jego kodu (ilosci bajtow, sktadajacych sie na rozkaz). Czesto trzeba w tym celu przeanalizo-
wac jeszcze argumenty rozkazu, gdyz rozkaz moze mieé kilka wariantow. Wyznaczona diu-
gos¢ rozkazu jest dodawana do aktualnej zawartosci wskaznika rozkazow i asembler rozpo-
czyna analize nastegpnej linii programu Zrodiowego. Koniec pierwszego przebiegu koriczy
sie w chwili wykrycia dyrektywy END lub po osiagnigeciu konca tekstu programu.

W drugim przebiegu do tablicy symboli nie depisuje sig juz nowych wartosci (np. ety-
kiety sa ignorowane). Wiecej uwagi poswieca sie rozkazom. Po rozpoznaniu rozkazu anali-
zuje sie jego argumenty i w razie potrzeby wylicza ich wartosci (np. gdy argument jest wyra-
zeniem przedstawiajacym statg liczbowa lub adres). Tam, gdzie w charakterze argumentu
wystapi nazwa, asembler odszukuje nazwe w tablicy symboli i w miejscu nazwy wstawia je|
warto$¢. Po wyznaczeniu argumentow kompletowany jest rozkaz. Niektdre asemblery wpi-
suja rozkaz od razu w przewidziane miejsce PAO. Inne zapamigtuja kody rozkazéw w pa-
migci zewnetrznej. Po zakonhczeniu asemblacji przettumaczony program maszynowy musi
by¢ wtedy zatadowany do PAQ z pamieci zewneirznej.
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Rzeczywisty asembler wykonuje jeszcze wiele innych funkcji. Przed wpisaniem nazwy
do tablicy sprawdza sie np., czy przypadkiem podobna nazwa juz nie wystepuje, a jesli tak
— sygnalizowany jest bfad. Meldunek o btedzie nastapi tez wtedy, gdy w polu operacji wy-
stapi nazwa nie majaca odpowiednika w tablicy rozkazow, albo gdy rozkaz ma niedozwaolone
argumenty. Asembler wykrywa tez przypadki, gdy argument rozkazu jest nieokreslony (np.
skok do nie istniejace] w programie etykiety).

Czas przystapi¢ do asemblac]i. Rozpoczniemy od sporzadzania tablicy nazw. Oto jgj
postat korficowa po pierwszym przebiegu:

Nazwa Wartodd dzies. Wartosd szes=n.
BETA S0 32H
START 25600 &400H
PRZEN 25611 64084
ALFA 25615 &40FH
APRZEN 25616 E410H

W drugim przebiegu ignorujemy etykiely i dyrektywy EQU, zajmujac sie kompletowa-
niem kodu rozkazéw. Tak wyglada rezultat asemblacji: adresy wszystkich rozkazow i zawar-
tosci poszczegéinych komérek PAO sg juz ostatecznie okreslone:

v s tFPFrzyvetad programu masTynowsego

Adres

dzZies. SITEeSi. SZEeSh. BETA EG S50

ORG 25600
2S00 &400 34 START: LD a4, (ALFaA)
25601 &401 oF
25602 [ 1 a4
25603 5403 s LD B. BETA
25604 &4 32
ZEE0NS 405 210 AbD A, B
Z5ENE S4106 Lz JF NC, PRFEN

25807 £407 N
IS0 5403 G4

25609 £409 s LD B. BETA+S
25611 E40H 37

25611 &40B ZF PRZIEN: B g 8

25612 E400 &3 JpP START

25513 &40D 0o

25614 £40E &4

25615 &40F ng ALFA: DEFE a
25816 6410 DA AFPRZEN: DEFW FRZEN-1
ZS617 &411 &4

Kolumna liczb po lewej stronie przedstawia kod programu, jednoznacznie odpowiadaja-
cy jego symbdlicznemu zapisowi po prawej. Rgczna asemblacija jest sensowna tylko w przy-
padku bardzo krétkich programéw, liczacych kilka rozkazéw. W przysztosci bedziemy zaj-
mowac sie wylacznie uktadaniem programoéw symbolicznych, powierzajac ich ttumaczenie
asemblerowi. Asembler moze dostarczy¢ podobnego zestawienia jak wyzej, zwanego listin-
giem asemblacji. Dla wigksze] zwartosci petny kod kazdego rozkazu umieszczany jest w jed-
nym wierszu: bajt najmiodszy po lewej, bajt najstarszy po prawej:
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1 oo0og :Przykiad proaramu maszyvhiiowsao
= ooun BETA Evy S0

3 &400 ORG 25600

4 6400 3A OF 64 START: LD A, (ALFAY
5 &402 06 32 LD B. BETA

& 6405 30 aplr A. B

7 &406 DZ 0B &4 3 JF NC.FRZEN
g2 &409 06 37 ¥ LD B, BETA+S
9 &40B 2F FRZEN: CPL

10 &40C C3 00 64 JF START
11 &40F 00 ALFA: LEFEB 0

12 &410 0A 64 AFRZEN: DEFW FRZEN-1

Pierwsza kolumna z lewej przedstawia kolejny numer linii tekstu, Utatwia to np. odnaj-
dywanie btednych instrukcji w razie potrzeby wprowadzenia poprawek. Druga kolumna za-
wiera szesnastkowe adresy poszczegdlnych rozkazow, trzecia — ich kod.

Do czego stuzy listing asemblaciji? Skoro tlumaczenie wykenuje asembler, znajomo$c
kodow i ich adreséw chyba nie powinna by¢ nam potrzebna? Zgoda, lecz tylko pod warun-
kiem, ze program jest bezbtedny! W przeciwnym razie czeka nas zmudne tropienie bledu |
analiza pracy programu krok po kroku, Wtedy znajomosé lokalizacji poszeczegolnych rozka-
zOw i danych bedzie wprost nieodzowna.




4. POZNAJEMY ROZKAZY, BUDUJEMY PROGRAMY

Znajomos¢ zasad notacji nie wystarcza do samodzielnego konstruowania programéw.
Trzeba jeszcze poznac¢ dostepny budulec, czyli rozkazy procesora. Zaczniemy od najbar-
dziej elementarnych i najczesciej spotykanych. Bedziemy sie przy tym interesowac wytacz-
nie dziataniem rozkazu, mozliwoscia jego wykorzystania w programie oraz sposobem zapi-
skl w jgzyku symbolicznym, nie zas sposobem zestawiania odpowiadajacego mu kodu ma-
szynowego. Tym riechaj zajmie sie asembler.

4.1. Podstawowe narzedzie: rozkazy przestan

Z punktu widzenia danych jezyk maszynowy jest mniej , demokratyczny” od jezykdw
wyzszego poziomu. Zamiast rownoprawnych zmiennych mamy podziat na komorki pamiec
| rejesiry wewnetrzne procesora o réznym stopniu uprzywilejowania. Aby wykonaé na da-
nych okreslone operacje, nalezy wpierw wprowadzi¢ je do odpowiednich rejestrow. Z tego
powodu najczgstszym zadaniem procesora jest przesytanie danych migdzy rejestrami a pa-
migcia oraz miedzy samymi rejestrami. Grupa rozkazow jest szczegdlnie liczna. Wszystkie
one maja wspodlna nazwe mnemoniczna LD (ang. LOAD — taduj).

Najprostsze sa przestania migdzyrejestrowe. Pojedynczym rozkazem mozna przepisac
bajt z dowolnego rejestru Zrodlowego do dowolnego rejestru przeznaczenia. Jako pierwszy
wymieniamy zawsze rejestr przeznaczenia (ten, ktérego bajt jest wpisywany), a dopiero po-
tem — zrodio informacii:

LD A B H

sskopiul bajt =z rejsstru B do A
B B b “usl

cpiuld bajit z rejestru L do B

Lista rozkazow w Dodatku B zawiera takie pozycje jak LD A, A; LD C, C itd. Rozkazy ta-
kie niczego nie zmieniaja | w zasadzie sa catkowicie zbedne. Czym wyttumaczy¢ ich istnie-
nie? Analizujac kod operacji przestan miedzyrejestrowych, zauwazyliby$my, ze dwa najstar-
sze bity sa niezmienne — 01 — zas pozostate dziela sig na dwie grupy trzybitowe. Kazdy
rejestr jest zakodowany w postaci kombinacji trzech bitoéw: B — 000, C — 001, A — 111,
itd. Trzy starsze bity przedstawiaja rejestr docelowy, trzy mtodsze — Zrédiowy. Kod:
01111000B odpowiada wiec rozkazowi LD A, B. Procesor nie bada, czy kod rejestru w obu
grupach nie jest przypadkiem identyczny, lecz postusznie wykonuje bezsensowny rozkaz.
Widzimy zatem, ze procesor jest w gruncie rzeczy urzadzeniem prymitywnym i niedoskona-
tym. Cata ,inteligencja” komputera tkwi w jego oprogramowaniu.

Gdy zajdzie potrzeba przepisania jednej pary rejestrow do drugiej, np. HL do BC, trze-
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ba oddzielnie przepisaC obydwa baijty. Kolejnos¢ jest dowolna, ale trzeba zachowaé odpo-
wiednios¢ bajtow starszych | mfodszych:

Kiedy trzeba zamieni¢ zawartos¢ rejestrow, np. D i B, nie obejdzie sig bez pomocy
trzeciego rejestru, np. A:

L A, D
L D, B
LD B, A

Do zamiany pary rejestrow trzeba az 6 rozkazéw. Wkrétce przekonamy sie, ze para HL
jest bardzo uprzywilejowana i konieczno$¢ wymiany jej zawartosci z pozostatymi parami re-
jestréw zachodzi szczegodinie czgsto. Upraszczaja ja specjalne instrukcje wymiany EX
(ang. exchange — wymiana):

EX HL, DE
oraz EXx HL. BC

-Pierwsza zamienia zawartosci par HL i DE, druga— HL i BC.

\  Czestym zadaniem jest wpisywanie do rejestrow statych liczbowych, do czego stuza
specjalne rozkazy LD. Pierwszym argumentem jest rejestr, drugim — jednobajtowa stata.
Stata mozZna poda¢ w spos6éb dogodny dla programisty:

L A, 111 sdo akumulatora wpisz statag 111
LD H, O0FFH :w rejestrze H umiedd =talta OFFH
3 (dziesietrnie: 255 Tub -1)

Chcac zatadowac do pary rejestrow, np. HL, szesnastobitowa stata, np. 16387, mozna
uezynic to dwoma rozkazami:
LD L. 3 sl —redjestyr micdszy, H -starszv
LD H, &4 3256FH + L = Z56%64+3 = 16387

Ten sam skutek osiggniemy w prostszy spos6éb specjalnymi instrukcjami tadowania par
rejestrow:

LD EC, O iwWwvzerulj redestry B 1 O
LD DE, OFFFFH twpisz do DE statg 65535
LDk HL, 16337 swpisxz do HL statrs 16387

Zamiast dwoéch rozkazow i czterech bajtéw potrzeba jednego rozkazu i trzech bajtow.
Co wazniejsze, program tumaczacy sam dzieli liczbe na bajt mitodszy i starszy, uwalniajac
nas od tej niewdzigcznej czynnosci.

Chcgc odezytac lub zapisaé wskazana wprost komaérke PAO, trzeba postuzyé sie aku-
muiatorem. Dla innych rejestréw nie przewidziano odpowiednich rozkazéw:

LD A, (32769) ;wpisz do A bajt z kom. 32769
LD (32770). A ;skopiui A do komérki 32770
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Ujgcie argumentu w nawiasy sygnalizuje, ze to nie on sam uczestniczy w operacii, lecz
wskazywana przezen komdrka pamigcei, czyli ze argument jest adresem. Jest to konwencja
uniwersalna, obowigzujgca takze w innych rozkazach.

Przy operacjach na ciagach bajtéw podawanie adresu kazdego z nich wprost w rozkazie
bytoby niewygodne i najczesciej niemozliwe. Korzystamy wtedy z tzw. adresacji posredniej,
Adres komorki PAO jest zawarty we wskazanej parze rejestrow:

LD A, (BC) swpisz do A bajt o adresie w BC
LD A, (DE) twpisz do A bajt o adresie w DE
LD (BCY., A rkopiul A do PAD pod adres z BC
LD (DE): A skopiui A do PAO pod adres =z DE

Nazwa pary rejestrow wystepuje w nawiasach, gdyz para zawiera nie operand, lecz tyl-
ko jego adres. Adres podawany jest wiec posrednio. Pary BC i DE moga stuzyé do adresacji
tylko przy wymianie danych miedzy PAO i akumulatorem. Uzycie w adresacji posredniej
pary rejestrow HL pozwala przesyfaé dane miedzy PAQ a dowolnym rejestrem:

LD A, (HL) swpisz do A basjt o adresie w HL
L (HL), C skepiui C do PAO Frod adres z HL
L B, (HL) skopiul do B bajt spod adresu w HL

Komoérka PAO, zaadresowana zawartoscig pary HL moze wystapié w wigkszos$ci rozka-
zow zamiast rejestru wewnetrznego. Przyktadem niech bedzie umieszczanie statej w ko-
morce PAO:

LD HL., So0oQ ! L A, 100
LD {(HL). 100 LD (S0000), A

Obie pary rozkazow umieszczaja liczbe 100 w komdrce PAO nr 50000. Ostatnie dwa
rozkazy pozwalaja przesyta¢ migdzy parg HL a PAO dwubajtowe stowa:

LD HL, (60000) swpisz do HL =Yowo spod adr. 600460
LD (60000), HL 3:zaw. HL wpisz w PAOD pod adr. 60000

Pierwszy rozkaz umiesci w L bajt z komérki 60000, a w H — bajt spod adresu 60001.
Drugi rozkaz skopiuje L do komérki 60000, H do 60001. Utrzymana jest zasada, Zze miodszy
bajt zajmuje adres nizszy.

Wszystkie rozkazy LD i EX przesytaja bajty lub stowa w postaci niezmienionej, nie wpty-
wajac na stan zadnego z bitéw stanu (warunkow).

27




4.2. Najprostsze operacje arytmetyczne i logiczne

Przesylanie danych z jednego miejsca w inne w procesie ,obrobki" informacji petni
zwykle funkcje tylko ustugowa. Typowymi operacjami ,przetworczymi” sg: dodawanie i
odejmowanie.

Chcac dodaé dwie liczby jednobajtowe, nalezy jedna z nich umiescié w akumulatorze, a
druga w dowolnym rejestrze. Przy odejmowaniu do akumulatora wpisujemy odjemna, za$
odjemnik do innego rejestru. Wynik znajdzie sie w akumulatorze. Bedzie to reguta we
wszystkich dwuargumentowych operacjach na liczbach jednobajtowych. Dodamy zawartos-
ci rejestrow B i D, od sumy odejmiemy liczbe z rejestru E:

LD A, B szawartoséd B wpisz do akumulatora
ADD A, D sdodai do akumulatora liczbe = D
SUB E sod  tredci akumulatora odedjmii E

Zapis ADD | SUB jest troche niekonsekwentny, prawda? W pierwszym przypadkiu wy-
mieniamy oba operandy, w drugim tylko jeden. Przy dodawaniu liczb jednobajtowych pierw-
szym argumentem rozkazu ADD musi by¢ zawsze rejestr A. Drugi argument moze by¢ do-
wolnym rejestrem albo komorka pamieci, wskazana za posrednictwem parv HL;

ADD A, (HL) sdodas do A Ticzbe z FAO
SUR (HL ) sodeimid od A Ticzbe = PAO

Jesli drugi operand jest stata liczbowa, nie trzeba umieszcza¢ go w rejestrze. Wolno
skorzystac z wariantow rozkazéw ADD i SUB z tzw. adresacja bezposrednia (stata jest po-
dana jako drugi bajt rozkazu):

ADD A, 35 sdodal do akumulatora stata 35
SUE 4z2H sodegmid od A stats &6

ADD i SUB wptywaja na wszystkie bity stanu zaleznie od wyniku operacji, Bit C jest
ustawiany w zaleznosci od warto$ci sumy lub réznicy operandéw, rozumianych jako liczby
bez znaku. CY=1, gdy przy dodawaniu suma = 255, za$ przy odejmowaniu roznica = 0, Bit
CY nie ma jednak nic wspdlnego z bitem S, trakiujacym wynik jako liczbe ze znakiem.

Odmiana SUB jest rozkaz CMP. Jedyna 1 znica tkwi w fakcie, ze CMP wykonuje odej-
mowanie ,na niby", nie zmieniajgc zawartosci akumulatora, lecz ustawiajgc bity stanu tak,
jak uczynitby to rozkaz SUB. Rozkaz CMP jest bardzo przydatny przy porownywaniu ze
soba dwoch liczb:

CMF B spordwnai zawartosci rejestréw A 1 B
CcME (HL) sparbwnal akumulator = komérka PAO
CMP €5 spordwnad akumulator =ze stals 65

Sprawa bitu Z jest oczywista: przyjmie wartos¢ 1 tylko wtedy, gdy obie poréwnywane li-
czby sg rowne. Bity: CY i S wskazuja, ktora z dwu liczb jest wigksza. Bitu CY uzywamy, gdy
interpretujemy obie liczby bez znaku (jako nieujemne, od 0 do 255), bitu S — ze znakiem
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(—128:+127). Bity te sa ustawione, gdy poréwnywana liczba jest wieksza od zawartosci
akumulatora, i skasowane, gdy mniejsza lub rowna. Moze sie zdarzyé, ze bit CY bedzie wy-
zerowany, a'S — ustawiony, i odwrotnie:

LE A, S szatadui do akumulatora liczhs S
CMP 255 sPordwnal zaw. A z 255 (inaczei:-1)

Rozkaz ,nie wie", jak interpretujemy wartosci, i ustawia bity CY | S oddzielnie, na wy-
padek obu wariantéw. W powyzszym przykfadzie CY=1 (255 jest wigksze od 5), zaé S=0
(=1 mniejsze od +5).

Przy odliczaniu itd. czesto zachodzi koniecznosé zmniejszania lub zwiekszania zawar-
losci rejestrow o 1 (inkrementacji i dekrementacji). Realizuja to specjalne rozkazy INC |
DEC. Argumentem moze by¢ dowolny rejestr, lub komérka PAO, wskazana za posrednic-
twem pary HL:

INC A sZwigksz o 1 zawartosd akunmulatora
DEC B szmiiedsz o 1 zawartoddé rejestru B
INC (HL) iZwigksz o 1 zawartodd komdérkdi PAQ

Gdy rejestr lub komérka PAO zawiera 258, kolejna inkrementacja zeruje ja. Dekremen-
tacja rejestru zawierajacego 0 daje 255 (inaczej: —1).

Po inkrementacji lub dekrementaciji argumentéw jednobajtowych bity stanu: Z i N odpo-
wiadaja wynikowi, a bit C zachowuje pierwotna wartosé.

Inkrementacje lub dekrementacje par rejestrow umozliwiaja specjalne rozkazy:

INC  BC izwisksz o 1 zawartosd BC
INC DE 1Zwieksz o 1 zawartosd DE
INC HL szwiekszr o 1 zawartosdé HL
DEG i BE sZmnielsz ¢ 1 zawartosé B
DEC DE sEmniteldszx o 1 zawartodé DE
DEC  HL szmnieldsz o 1 zawartodd HL

Niech HL zawiera poczatkowo 0. Czym rdzni sie rozkaz INC L od INC HL? Poczatkowo
niczym istotnym. Gdy jednak zawarto$¢ L oslagnie stan 255, to po kolejnym rozkazie INC L
rejestr L zostanie po prostu wyzerowany, bez dalszych skutkéw. INC HL traktuje rejestry Hi
L jako catosc¢, a zatem wyzeruje L, zwiekszajac o 1 zawartosé H (uwzgledni przeniesienie).

Rozkazy inkrementacii i dekrementacii par rejestréw nie wplywaja na bity stanu. Nieba-
wem przekonamy sie, ze ten pozorny paradoks dowodzi dalekowzrocznosci projektantow
procesoral

Przejdzmy do operaciji logicznych Negacja logiczna nazywamy zmiane wartosci posz-
czegéinych bitow. Jesli przed negacja bajt=011100018, to po negaciji: 10001110B. Negac-
Jg akumulatora wykonuije rozkaz:

CFL sPeEguld logicznie akumulator

CPL nie wplywa na bity stanu.

Suma logiczna i iloczyn logiczny to jedne z najczestszych operacii, realizowane przez

29




rozkazy OR | AND. Pierwszy operand | wynik operacji znajduja sie w akumulatorze, zas dru-
gi operand moze by¢ zawartoscig rejestru, kemérki PAO zaadresowanej przez pare HL lub
statg, podang w rozkazie (jak w ADD | SUB):

OR B tablicz sume logiczrma A 1 B

AND L twyTnacz 1loczyrr logiczny A 1 L

R (HL) soblicz sume lToaiczna A 1 komdrka FAO
AND 15 si1iloczyvn lod. rejestru A 1 Ticzhby 15

Wszystkie operacje logiczne zawsze kasuja bit CY i zmieniaja wartosci bitow Z | S zgo-
dnie z wynikiem rezultatu. Rozkaz OR pozwala ustawiac, zas AND — zerowac pojedyncze
bity lub ich grupy. W ponizszym przykiadzie zerowane sa cztery najstarsze bity akumulatora
i ustawiany bit najstarszy — niezaleznie od ich pierwotne| wartosci:

AND 15 315 = 000011118, =zerud bity mr 0-3
OR 128 :128= 10000000B, ustaw bit nr 7

Rozkaz XOR wyznacza roznice symetryczna akumulatora ze wskazanym bajtem. Do-
puszczalne argumenty — jak dla OR lub AND. Po operacji wyzerowane sa te bity akumula-
tora, ktorym odpowiadaty bity operandow o zgodnych wartosciach, np. 010 lub 17 1. Na tych
pozycjach, gdzie bity byly rozne, w wyniku bedzie 1. Rozkaz XOR moze stuzyé do negacji
logicznej (zmiany wartosci na przeciwna) pojedynczych bitow. Checemy oto zanegowac bit
nr 2 (trzeci od prawej) w akumulatorze:

“OR 4 srdZnica symetryvczna A zTe stala 000001008

4.3. Skoki warunkowe i bezwarunkovge

Programowanie petli | rozgatezien jest mozliwe dzigki rozkazom skokow. Argumentem
rozkazu skoku jest adres rozpoczynajacy kolejna sekwencje rozkazéw, gdyz dotychczaso-
wa zostafa przerwana. Najprostszy jest skok bezwarunkowy, klory wykona sie zawsze, bez
wzgledu na bity stanu:

JP 32769 sskocz bezwarunkowo do adresu 32769
JF FETLA :cskocz bezwarunkowo do etvkiety PETLA

W rozkazach skoku warunkowego skok dojdzie do skutku tylko pod warunkiem, ze wy-
brany bit stanu posiada okreslong wartosc. Dla kazdego bitu stanu mamy zatem pare sko-
kéw warunkowych. Oto skokl warunkowe odnoszace sie do interesujacej nas tréjki bitow
stanu;

JP NZ. ADRES1 sskocz, Jesli 2= 0 (nie zZero)

JP 2, ADRES2 sskocz, Jesdldi Z= 1 (zero)

JP NC, ADRES3 sskocz., Jesli CY=0 (ni= carry)
JFP C, ADRES4 sskocz, JjesTi CY=1 (carry)

JP P ADRESS sskocz, 1ed11 S= 0 (plus)

JP M, ADRES& srskocz, Jeslit S= 1 (minus)
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Jesli warunek nie jest spetniony, skok nie nastapi, a jako nastepny wykona sie rozkaz
potozony w pamieci bezposrednio za rozkazem skoku. Skoki umozliwiaja warunkowe wyko-
nywanie grup instrukcji. Trzeba zbada¢ zawartos¢ komorki PAO nr 17000 i, jesli jest ona ro-
wna 32, zwiekszyé o 1 zawartos¢ rejestru B:

LD A, (17000) stadui do A zaw. kom. 17000

cP 32 P FoOrownal A =z lIiczbag 32
JP NZ, NIEROW :3Jedldi nmierdwne, przeskocz
INC B szwieksz o 1 zawartosé B
NIEROW: LD A, B  —— dalszy ciada programu

Gdy komérka PAO zawierata inng liczbe niz 32, rozkaz INC B zostatby po prostu ,prze-
skoczony”.

Wazny'n zastosowaniem rozkazéw skoku jest organizacja petli programowych. Poniz-
szy program wyznacza reszte z dzielenia akumulatora przez 10 (zaw. A — liczba ze zna-
kiem). Stata 10 jest odejmowana od A tak dfugo, az zawartos¢ A stanie sie ujemna. Wtedy
wystarczy ,uniewazni¢"” ostatnie odejmowanie, ponownie dodajac 10. Zawarto$¢ akumula-
tora stanie sie wtedy reszta z dzielenia jego pierwotnej zawartosci przez 10:

PETLA: SURB 10 sodesmii stata 10 od akumulatora
JF P, PETLA ;33471 wyinik>=0, powtérz odeimow.
ADD 10 sodtwdrz A sprzed ostat. odeimow.

Oto inna petla, mnozaca zawartos¢ rejestrow B | C. Zastosujemy najprymitywniejszy
spos6b mnozenia: bedziemy tyle razy dodawac do akumulatora liczbe z C, ile wynosi war-
tos¢ B. Na poczatku niech akumulator zawiera 0; po zakonczeniu petli bedzie zawierat ilo-
czyn BiC:

MNDZ: LD A, O twyzerud zawartosd  akumulatora
FOWT 2 ADD A, C sdadai do akumulatora wartodgs C
DEC B szmniedjsr o 1 zawartoégd red. R

JP NZ, POWT :jes11 mie 0, powtdrz dodawanie

Poczatkowa zawartos$c rejestru B okresla ilos¢ powtorzen petli. Po kazdym powtorzeniu
zawartos¢ B jest zmniejszana o 1 (DEC B), rownoczesnie ustawiane sg bity stanu, m.in. Z,
Gdy po kolejnym powtérzeniu warto$¢ B zostanie wyzerowana (bit Z=1), rozkaz skoku nie
wykona sie i petla zostanie zakonczona, Rejestr B odegrat role licznika powtarzen.
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Poznajemy jeszcze jeden skok — tzw. bezwarunkowy skok posredni. Program przej-
dzie bezwarunkowo do adresu, podanego jako zawartosé pary HL w chwili wykenywania
skoku:

JP (HL) t=kocz de adreszu zawartego w HL :

Zaden z rozkazow skoku nie zmienia wartosci bitow stanu ani rejestréw procesora
(poza licznikiem programu PC).

4.4. Analizujemy programy

Zapoznawszy sie z podstawowymi rozkazami sprobujmy swych sit analizujac kilka go-
towych programow. Przy okazji poznamy metody rozwiazywania typowych problemow, wy-
stepujacych przy programowaniu w jezyku asemblera. Postanowilismy nie zajmowac sig ko-
dami rozkazow. Ponizej przedstawiono jednak wyjatkowo obraz pragramu w pamieci PAQ.
Niech postuzy to za przypomnienie i ilustracje bezposredniego zwmzku miedzy programerm
w jezyku symbaolicznym, a kodem maszynowym w PAO.

Czesta operacja jest wypetnienie jakiegos obszaru PAO stata zawartoscia, np. bajtami o
wartosci 0. Ponizszy program zeruje blok pamigci o dtugosci 100 bajtdw, zaczynajacy sie od
adresu 16384:

Fooo ORG OoFQOGH :

Foaon 21 a0 40 ZERUJ: LD HL . 1633834 :HL= adres poc=.
FOO3 0& &4 LD B, ino 1B= 110o3< baitow
FOO0S 36 an PETLA: LD HLY .- B’ twpis=z 0 do P&D
Fan7 23 INC HL rdodai 1 do  HL
Fooz os DELEZ B rodeymid 1 ad B
Foge €2 05 Fo Qs NZ. FPETLA s=skoc=.gdy mie O

Program zawiera petle, wykonujaca sie 100 razy. Parze HL przypadnie rola wskaznika
kolejnych komorek zerowanego obszaru pamieci. Na poczatek wpisujemy do HL adres
pierwszej komorki bloku PAO LD HL, 16384. Rejestr B spetni w naszym programie rale licz-
nika powtdrzen petli. Wpisujemy do niego 100 LD B, 100. Poczynilismy niezbedne przygo-
towania, czas przystapié do sedna sprawy. Wpisujemy liczbe 0 do komérki, kidre] adres za-
warty jest w parze HL LD (HL), 01. Para HL zawiera 16384 i komadrka oty numerze zosta-
nie wyzerowana. Nastepna czynnosciag jest zwigkszenie o 1 liczby w parze HL INC HL. Od
tej chwili HL zawiera juz 16385. Rozkaz DEC B wykonuje dwie operacje: odejmuje od za-
wartoscl rejestru B stata 1 | w zaleznosci od wyniku odejmowania ustawia bity warunkéw, w
szczegodlnoscl bit Z (wskaznik zero), Po pierwszej dekrementacji B zawiera 99, rezultat NIE
JEST ZEREM, a wiec bit Z jest ZEROWANY?

Rozkaz JP NZ, PETLA jest skokiem warunkowym. Skok do adresu PETLA zostanie wy-
konany, jesli bit Z jest WYZEROWANY (NZ=NIEPRAWDA, ZE ZERQ). Za pierwszym razem
skok oczywiscie nastapi. Do liczrika rozkazow PC zostanie wpisany adres, zamarkowany
etykieta PETLA, czyl FO05. Teraz czworka instrukeji bedzie powtarzana cyklicznie. Przy
kazdym powtdérzeniu para HL ulegnie zwiekszeniu o 1 | wskaze adres nastepnej komaorki ka-
sowanego bloku PAO (16385, 16386, 16387,...,16483). Odwrotnie rejestr B: jego zawar-
tos¢ stopniowo sie zmniejsza (99,98,97,....1). Po kolejnych dekrementacjach zawartosé B |
|est ciagle wieksza od 0, bit Z za kazdym razem jest zerowany. Wreszcie B zawiera 1 i po
raz setny wykonywany jest rozkaz DEC B. Po odjeciu 1 w B pozostaje 0, wskaznik Z jest |
ustawiany, skok wartunkowy nie wykonuje sie i program przechodzi do nastepnych rozka-
ZOw.
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Dla lepsze] ilustracji rzuémy okiem na program w jezyku BASIC, wykonujacy te same
czynnosci:

10 LET HL= 16334

20 LET B = 100

30 FOKE HL, 0O

40 LET HL= HL+1

S0 LET B = B -1

&0 IF B<>0 THEN GOTO 30

Analogia jest dos$¢ odlegta: zmienne HL i B nie maja oczywiscie nic wspdinego z reje-
strami procesora o tej samej nazwie, a ich wartosci sa przechowywane w wybranych przez
interpreter jezyka BASIC komarkach PAO.

Inna czesto spotykana czynno$cé to przesytanie (kopiowanie) jednego fragmentu pa-
mieci w inny. Checemy spowodowac szybkie pojawienie sie na ekranie ziozonego rysunku.
Co robimy? Przygotowujemy rysunek. Po czym kopiujemy zawartos¢ pamieci ekranu do
bezpiecznego obszaru pamigcl. Gdy rysunek powinien szybko sie ukazaé (np, mapa terenu
W grze), przepisujemy zapamigtane dane z powrotem do pamieci ekranu. W jezyku maszy-
nowym potrwa to utfamek sekundy.

Ponizszy program kopiuje 1024 bajty poczawszy od komdrki 16384 pod adres 32768:

FoocC ORG OFQOCH

FOOC 21 00 40 KOFIA: LD HL, 16384 :HL= adres oryginalu
FOOF 11 00 80 LD DE; 32768 :DE= adres kopii
Foi12 01 00 04 LD BC. 1024 :BC= ilo4é kombrek
F015 7E PETLA: LD A, (HL) sodczytai bait do A
FO16 12 LD (DEY, A :wysl1ij bajt do PAOD
F0O17 23 INC HL szZwieksz o 1 zaw. HL
F0i8 13 . INC DE szwieksz o 1 zaw. DE
FD19 0B DEC BC sadeimii 1 od BC
faiAa 78 LD A, B sprzepisz B do A
FO1EB Bl OR C ssuma logiczna A =z C
FOiC €2 15 FO JF NZ. FETLA :=skocz. JjeZeli nie 0

Tym razem niezbgdne okazato sie zaangazowanie wszystkich rejestrow. Para HL po-
sfuzy za wskaznik kolejnych komérek ,oryginatu” (zrédia), czyll tego fragmentu PAO, ktory
ma zostac skopiowany. Para DE bedzie wskaznikiem komérek obszaru kopii (celu). Na po-
czatku wpisujerny do HL | DE adresy poczatkowe (adresy pierwszej komarki) obydwu ob-
szarow.

Operacje przepisywania zawarto$ci poszczegoinych komorek trzeba bgdzie powtérzyé
100 razy, Pojedynczy rejestr nie pomiesci tak duzej liczby (maks. 255), w charakterze liczni-
ka uzyjemy zatem pary rejestréw BC. Kopiowanie moze sie rozpoczact. Przepisywanie bajtu
odbywa sig ,na dwa pas". Pierwszy krok to odczytanie bajtu z komérki PAO, wskazane]
przez parg HL (LD A,/HL/), i wpisanie go do akumulatora. Krok drugi polega na zapisaniu
zawartosci A pod adres z pary DE. Pierwszy bajt skopiowany, trzeba wigc ,przestawi¢”
wskazniki na nastepny. Wykonuja to rozkazy INC HL | INC DE. Dzigki rownoczesnej inkre-
mentacji par HL i DE réznica ich zawarto$ci pozostaje niezmieniona.

Pozostato zarejestrowac powtérzenie petli, zmniejszajac o 1 licznik BC rozkazem DEC
BC. Tutaj pojawia sie problem typowy dla procesoréw 8080/Z80. W odroznieniu od rozka-
z6w dekrementujacych pojedyncze rejestry (np. DEC B), dekrementacja par rejestrow nie
wptywa na bity warunkéw. Inacze] méwiac, po wykonaniu rozkazu DEC BC wskaznik zera Z
nie informuje nas, czy para BC zawiera liczbe 0. Trzeba uciec sie do wybiegu.

Jak stwierdzi¢, ze zawarto$¢ pary BC jest zerem? Wystarczy sprawdzi¢, czy wszystkie
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bity rejestrow B i C sa wyzerowane. Najtatwiej postuzy¢ si¢ suma logiczna. Kopiujemy re-
jestr B do akumulatora [LD A,B), a nastepnie wyznaczamy sume logiczng akumulatora i re-
jestru C [OR C]. Odpowiada ona sumie logicznej B i C. Jesli cho¢ jeden bit w ktérymkolwiek
7 rejestrow bedzie ustawiony, suma logiczna okaze sie niezerowa. Rozkaz OR C ustawia
bity warunkéw, a wiec nastepujacy po nim rozkaz skoku warunkowego JP NZ, PETLA wyko-
na sie zgodnie z naszymi intencjami. Petla bedzie powtarzana dopdty, dopoki zawartosé
pary BC nie zostanie wyzerowana, co nastapi dopiero po 1020 powtérzeniach.

Zaproponowany sposob kopiowania nie jest jedynym dozwolonym. Rownie dobrze mo-
zna zacza¢ kopiowaé od ostatniej komaérki bloku PAO. Oto wariant programu kopiujacego,
dziatajgcego ,wspak":

Fooc ORG OFDOCH

Fooc 21 FF 43 KOPIA: LD HL, 17407 :HL= 16334+1023

FOoF 11 FF 83 LD DE., 33791 :DE= 32768+1023

Foi1z 01 OO0 04 LD BC. inz4 :BC= ilodé kombrek
FO15S 7E FETLA: LD A, (HL) sodczytai bajt do A
Fols 12 LD (DEY., A swysl143 bajit do PAQ
FOi7 2B DEC  HL rzmriiedsz o 1 zaw.HL
Faig 1R DEC DE rzmniedsz o 1 zaw.DE
F019 0B DEC BC :odeimii 1 od BC
Fol1Aa 78 LD A, B sprzepisz B do A
FO1R Bl OR c :suma logiczhna A =z C
FO1C C2 15 FO JF NZ. FETLA s:skocz, Jezeli nie 0

Inkrementacje par HL | DC zastapita dekrementacja. Obydwie pary musza poczatkowo
zawierac adres ostatniej komorki obszarow: zrodlowego i docelowego. Zauwazmy, ze adres
ostatniej komdrki obszaru liczacego 1024 bajty rézni sie od adresu poczatkowego nie o
1024, lecz o 1023!

4.5. ,Prawdziwa” arytmetyka

Co poczaé, gdy zajdzie potrzeba obliczenia sumy lub réznicy liczb wielobajtowych (np.
szesnastobitowych)? Rozkazy ADD i SUB nie wystarcza, gdyz operuja tylko na pojedyn-
czych bajtach. '

Dodajac lub odejmujac liczby wielobajtowe trzeba zawsze zaczynac od bajtow najmiod-
szych, a przy wszystkich bajtach starszych uwzgledniac przeniesienie (carry). Stuza do tego
rozkazy ADC (dodaj z przeniesieniem) | SBC (odejmij z przeniesieniem). Jesli przed wyko-
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naniem rozkazu ADC bit C miat warto$¢ 1, wynik dodawania zostanie powiekszony o 1. Jesli
przed wykonaniem SBC bit CY=1, wynik odejmowania bedzie dekrementowany (w przy-
padku odejmowania bit CY przedstawia pozyczke).

Zamierzamy obliczy¢ roznice liczb dwubajtowych. Odjemna znajduje sie w parze HL,
odjemnik — w DE. Wynik ma by¢ umieszczony w HL zamiast odjemnej:

ODEIMZ: LD A. L s:mlodszy bajt odiemnsi do A
: SUR E iadedimii mtodszy bajt odiemnika

LD L. A :wyglii miodszy bajit wyniku do L

LD A, H :starszy bajt odjiemnei do [a}

| SBC D sodeimii starszy badjt odjemnika
I LD H, A ::wpisz starszy bajit wyrniku do H

Niech HL zawiera 519 (bajt starszy= 2, mtodszy= 7), zas DE — 510 (starszy= 1, mtod-
szy= 254). Odejmujemy miodsze bajty: 7—254=—247. Nastapi pozyczka w wysokoscl 256
od starszego bajtu. W akumulatorze pozostanie 256—-247=9, zas bit zostanie ustawiony,
sygnalizujac pozyczke. Warto$¢ 9 zostaje wpisana do L, w akumulatorze odbywa sig odej-
mowanie starszych bajtéw: 2—1= 1, ale poniewaz CY=1, rozkaz SBC zmniejszy wynik o 1,
zatem rezultat brzmi: 0. Ostatecznie para HL zawiera 256%0+9=9, czyli 519-510, Zgadza
sie? Gdyby zamiast SBC wystapit rozkaz SUB, odejmujac starsze bajty bez uwzglednienia
pozyczki otrzymalibysmy: 256%1+9=265, czyli btad!

Nalezy doda¢ dwie dwubajtowe liczby, umieszczone w PAO pod adresami: 20000 i
20002. Wynik nalezy umiescic takze w PAQ, pod adresem 21000. Postuzmy sie adresacja
posrednia. Adres pierwszego sktadnika wpiszemy do BC, drugiego — do HL, adres przysz-
tej sumy — do DE:

pOpAJYZ2: LD BC., Z0000 stadui do BC, DE i HL adresy
LD HL, 20002 :mtodszyvch baitdw obydwu
LD DE. 21000 s:sklradnikéw 1 przysziei sumy

LD A, (BC) sdodad w rejestrze A miodsze
ADD (HL) sbajty sktadnikéw 1 zapisz
LD (DE), A iw pamiect mtodszy bajit sumy
INC BC szwieksz o 1 pary BC,.HL 4 DE.
INC HL sustawiajac adresy starszvch
INC DE sbaitéw sk¥adnikow 1 sumy
LD =i (BC) rdadad starsze basity
ADC A, (HL ) suwzalednialiac przeniesienie
LD (DE), A 11 zapisz w PAD =tarszy bait

Dodawanie liczb dwubajtowych w parach rejestrow utatwiaja specjalne rozkazy:

ADD HL, BC :do zawartosci HL dodasy BC, wynik w HL
ADD HL., DE ;do zawartosci HL dodas DE, wynik w HL
ADD  HL. HL twyznacz w HL sume HL+HL (pomndz HL*2)

Rejestr HL spetnia tu funkcje jak gdyby ,szesnastobitowego akumulatora”. Uwagal W
odréznieniu od rozkazu ADD A,..., rozkaz ADD HL,... wpfywa tylko na bit przeniesienia CY.
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Pozostate bity stanu nie zmieniaja swej wartoscil Trzeba powigkszy¢ zawartosc rejestru HL
0 4096:

LD BC. 4026 sYadus drugi skradmik do BC
ADRD HL, BC swyzhacz sume HL+BC 1 wpisz Ja do HL

Procesor ,nie umie" mnozy¢ i dzielic. Mnozenie najprosciej zastapic wielokrotnym do-
dawaniem, Niech czynniki znajduja sie w parach: BC | DE, za$ iloczyn umiescimy w HL.
Czynniki moga byé dowolnymi liczbami z zakresu 1—65535, byle tylko ich iloczyn nie prze-
kraczat wartosci 65535:

MNOZZ2: LD HL, © spoczagtkowa wartoséd sumy = 0
MINF = ADD HL, DE sdodai do sumy pierwszy czyvhmik
DEC BC szmniedsz o 1 wartosd THicznika
L A, C soblicz w A =ume Togicznag obu
OR B sbhaitéw  lHicznika, Jegli nmie 0O

JP N2, MNF 3;to BC>0 1 powtdrz dodawanie

BC spetnia funkcje licznika petli. Para DE jest dodawana tyle razy do ML, ile wynosita
pierwotna wartose liczby w BC.

Nalezy podzielic HL przez DE. Co znaczy ,iloraz HL i DE"? Po prostu: ,lle razy DE
miesci sie w HL". Przyjmijmy, ze dzielna i dzielnik sg liczbami dodatnimi, bez znaku. Be-
dziemy tak dtugo odejmowac DE od HL, az przy odejmowaniu STARSZYCH bajtow wystapi
pozyczka. Bedzie to znaczyto, ze zawarto$¢ HL stata sie mniejsza, niz DE. Kazde odejmo-
wanie bedziemy rejestrowaé:

DZIELZ: LD B, 0 spoczagtkowa wartosd THicznika =0

DZP: INC BC srejestrul koleine powtdrzenie
LD A, L sodejmild Ticzbe zawarta w DE od
SUB E s 1iczby znaidujacei =sie w HL
LP L & s Jesli wartosd odiemnika bedzie
LD A, H swieksza od wartosci odiemnel,
SBC D SPrIZY ode Imowariu starszvch
LD H, 4] sbaitdw wystapi pozvczka (CY=1)
JP NC, DZP :nie ma pozZzyvczki,. odeimui dales
DEC BC sskorvaul wartoss 1lorazu

Zauwazmy, Ze ostatnie, nieudane odejmowanie (to, po ktorym C=1) takze jest zareje-
strowane. , Uniewaznimy” je, zmniejszajac o 1 zawartos¢ pary BC.
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Jesli potrzebne jest szybkie mnozenie lub dzielenie, stosuje sie efektywniejsze algoryt-
my. Mnozenie najczescie| realizuje sie przez sumowanie przesunigtych wzgledem siebie
lloczynéw czesciowych — podobnie jak w odrecznych rachunkach na liczbach dziesiet-
nych. Ponizszy program mnozy dwie liczby bez znaku: jednobajtowa w A | dwubajtowa w
DE. Wynik jest trzybajtowy: najstarszy bajt w A, dwa miodsze w HL:

MNOZ21: LD B, =8 © stradui licznik bitéw w A
LD HL, 0 szerud wstepnie diloczvn
MNOZ22Z: ADD HL, HL sprzesut 1loczyn W lewo
ADC A, @A sweurt do A bit CY po ADD
JP NC, NIEDOD :skocz, ady wyvsun. bit=0
ADD HL. DE idodai ilaczyrn czedciowy
aADC A, 0 iuwzalednii ewent. carry
NIEDOD: DEC B rodldice koleiny Bit

JP NZ. MNGOZZZ :powtérz,gdy nie ostatndi

W programie zastosowano chytrg sztuczke: rozkaz ADC A, A jednocze$nie wyprowa-
dza do CY kolejne bity mnoznika (ze starszych pozyciji) | wprowadza z prawej strony do A
najstarsze bity iloczynu. Powyzszy program w wigkszo$ci przypadkéw dziata znacznie
szybcie] niz warianty z cyklicznym dodawaniem nieprzesunietego mnoznika.




5. NOWE MECHANIZMY, NOWE PROBLEMY

Poznaliémy juz ,abecadto” programowania w jezyku asemblera. Mozemy wiec zaryzy-
kowa¢ spotkanie z mechanizmami szczegolnie charakterystycznymi dla jezyka maszynowe-
go, nie majacymi bezposrednich odpowiednikéw w wigkszosci jgzykow wysokiego pozio-
mu.

5.1. Stos

Rejestr SP, tzw. wskaznik stosu, byt dotychczas tematem ,tabu”. Pojecie stosu nie jest
nam jednak obce. Studiujemy literature | wyjmujemy z regalu jeden tom po drugim. Gdy
znajdziemy pozyleczne informacje, odkiadamy ksiaZzke na stasik, utworzony z poprzednio
wyselekcjonowanych pozycji. Koficzac szperanie w bibliotece, dysponujemy stosem wolu-
minéw. Ostatnio potozony lezy na szczycie stosu i jest fatwo dostepny. Aby dotrze¢ do ksig-
zek potozonych wezesnigj, czyli znajdujacych sie nizej, musimy najpierw zdjac ze stosu |
przeniesé w inne miejsce wszystkie tomy potozone powyzej.

Stos jest swietnym sposobem czasowego przechowywania pewnych obiektow, gdyz
jest prosty'w obstudze. Jedyne mozliwe czynnosci to uktadanie, wysytanie na stos i zdejmo-
wanie, pobieranie ze stosu. Czynnosci te zawsze odbywaja sie na szczycie stosu, nie naru-
szajac giebiej potoZonych warstw.

Mikroprocesor takze potrafi , ukladac na stosie"” i ,zdejmowac ze stosu" — oczywiscie
nie ksiazki, lecz bajty. W pojedynczej operacji procesor moze utozy¢ na stosie lub odczytaé
z niego zawartosc pary rejestrow: BC, DE, HL i AF. Poniewaz akumulator jest ,bez pary”,
laczy sie go z rejestrem stanu.

Stos procesora przypomina regat z potkami numerowanymi od dotu do gory (im potka
potozona wyzej, tym jej numer wiekszy). Na kazdej poice miesci sig jeden bajt. SP o tabli-
czka z numerem najnizszej zajetej potki (stos ustawiony jest ,do gory nagami” tzn. potki
powyzej SP sa juz wszystkie zajete). Gdy trzeba , potozyc" pare bajtdw, faduja sie one na
dwoch najwyzszych wolnych potkach, zas zawartosé SP jest zmniejszana o 2. Odwrotnie
przy pobieraniu: zabierany jest bajt z potki wskazywanej przez SP i bajt z potki powyzej
(SP+1), zas SP jest zwiekszany o 2. Pobranie bajtéw ze stosu nie oznacza ich fizycznej lik-
widacji, lecz raczej skopiowanie, odczyt. Skopiowane bajty pozostaja na swych , pétkach”,
lecz pdtki te pozostaja po odezycie ponize] wskaznika SP. Oznacza to, ze potki te sa dostep-
ne do ponownego wykorzystania: przy najblizszej okazji zostang na nich umieszczone
nowe bajty, rugujac poprzednia zawariosc.

Reasumujac, potki o numerach nizszych od SP sa wolne, potki o numerach nie mnigj-
szych od SP — zajete. Zawartos¢ zajetych potek jest chroniona przed zniszczeniem az do
chwlill odczytu. SP wskazuje potke, stanowiaca akiualny wierzchotek stosu. Potozona na
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stosie warto$é mozna odczytac tylko raz, gdyz po odczycie wskaznik SP przesuwa sig,
wskazujac na kolejna nieodczytana potke, potozona , pietro wyzej".
Oto rozkazy obsfugujace stos, czyli ukiadajace i zdejmujace z niego pary bajtow:

FUSH BC :1u¥8Z na =tosie zawartosé pary BC
FUSH ©[E su¥dzZ na stosie zawartosddé parv DE
PUSH HL sutdz na stosie zawartosé pary HL
PUSH * AF suldz na stosie akumulator 1 bity stanu

FOP BC rskceiud wierzcholek stosu do pary BC
FOP DE sskopiui wisrzchelek stosw do pary DE
POFP HL sskopiuld wisrzocholek stosu do pary HL
FOP AF rskopiul wisrzcholek do A 1 rejestru starnu

Z wyjatkiem ostatniego, zaden z wymienionych rozkazéw nie zmienia bitéw stanu. Roz-
kaz POP AF odtwarza bity stanu, wystane na stos poprzednim rozkazem PUSH AF.

Gdzie w PAO miesci sig stos? Zalezy to tylko od zawartosci SP. Trzeba zarezerwowac
w pamieci obszar odpowiednie] wielkosci, a nastepnie jego gorny adres, powigkszony o 1,
wpisac do rejestru SP. Wykonuje to rozkaz LD SP, STALA (SP jest rejestrem szesnastobito-
wym):

LD Sk, &0000 sWwpisz oo rejestru SP liczbeg &0000

Po tym rozkazie stos bedzie miescit sie w komdrkach od 59999 w dét. Dlaczego nie od
600007 PowiedzieliSmy, ze SP wskazuje na ostatnia zajeta komaorke. Zawartos¢ SP jest
wiec zmniejszana o 2 przed uktadaniem nowej pary bajtow i zwigkszana o 2 po zdejmowa-
niu. Na poczatku stos jest pusty, ani jedna komaorka nie jest zajeta i SP wskazuje poza ob-
szar stosu.

Najprostszym zastosowaniem stosu jest chwilowe przechowywanie zawartosci reje-
strow, co pozwala uzywac tych rejestrow do celow doraznych. Nalezy oto zwiekszy¢ zawar-
tosc¢ stowa PAO pod adresem 30000 o 2048. Przydalyby sie nam rejestry HL i BC, lecz za-
wieraja one potrzebne dane | ich zawartosci nie wolne naruszyé. Jak postapi¢? Przechowaé
HL i BC na stosie, a po skeficzonym dodawaniu — odtworzy¢ je:

FUSH HL sprzechowai HL na stosie
FLUSH BC sprzechowai BC na stosie
LD HL, (30000) staduij do HL stowos spod 30000
(e BC, 2048 stadui do BLC stata Z042
ADD HL, BC sdodai BLC do zawartodci HL
LD (20000), HL swpisz wynik pod adres 30000
FPOP BCG rodtwérz pierwotng zawartodd BOC
POF HL rodtworz pierwotna zawartosd HL

Porzadek odczytu par rejestréw ze stanu jest odwrotny, niz kolejnosé ich uktadania. Na-
stepny przykiad: trzeba dodat rejestr B do akumulatora, a przy zerowym wyniku skoczy¢ do
etykiety ZERO. Przedtem jednak zawarto$¢ B powinna zostac zwiekszona o 2:

ADD B sdodai rejestr B do akumulatora
PUSH AF szapamietaij na stosie A 1 bity stanu
CINC B szwieksz o 1 =zZawartosd rejestru H
INC B szwiskez o 1 zawsritodsd redjestru B
FPOP aF sodtwdrz akumulator 1 bity stanu

JR-Z, ZERG sskocz, Jesli bit 2Z=1
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Instrukcje INC B nie wptywaja na zawarto$¢ akumulatora, lecz zmieniaja bity stanu.
PUSH AF zapamigtuje na stosie bity stanu bezposrednio po operacji dodawania, Rozkaz
POP AF adczytuje ze stosu zapamigtang wartos¢ rejestru stanu i przywraca bitom warunkow
wartosci sprzed pierwszego rozkazu INC B. Skok warunkowy wykona sie wiec tak, jak gdy-
by znajdowat sig bezposrednio po rozkazie ADD B.

W bardziej zaawansowanych zastosowaniach moga okazac sig przydatne nastepujace
operacje z udziaterm wskaznika stosu SP:

INC  SF s:zwieksz SF o 1 bez zmiany bBivow stanu
DEC SP szmniedsz SF o 1 bez zmiany bitdw starnu
LD SP.HL. sskopiuid do SP zawartosdd pary HL
ADD HL,SP :do HL dodai SF, zmieniaiac odpowiednio

tbit CY 1 zachowluiac reszte bitdéw starnu

5.2. Podprogramy

Rozkazy maszynowe sa prymitywne. Nawet proste operacje, jak mnozenie czy dziele-
nie, polrzebujg wielu rozkazéw. Brakujgce rozkazy mozna zastapi¢ wywotaniami podprogra-
mow, podobnie jak np. w jezyku BASIC (instrukcje GOSUB i RETURN).

Podprogram maszynowy jesl grupa rozkazdw, stanowiacych catosé z funkcjonalnego
punktu widzenia (wykonujacych pewna wyodrebniona czynnose) i umieszczonych poza glo-
wnym nurtem programu. Podprogramy maszynowe sa czesto nazywane procedurami ma-
szynowymi. Wykonanie podprogramu odbywa sie na zadanie, wyrazone rozkazem CALL.
Po zrealizowaniu zadania kontynuowany jest program gtowny, czyli wykonuje sie rozkaz na-
stepny za rozkazem CALL, ktéry podprogram wywotat,

Rozkaz CALL jest odmiana skoku JP. Jedyna réznica polega na tym, ze CALL przed
wykonaniem skoku ukiada na stosie aktualna zawartosé licznika programu PC. Innymi sto-
wy, po CALL na szczycie stosu znajduje sle adres rozkazu nastepnego za rozkazem CALL.
Adres ten umozliwia powrdt do miejsca wywotania, dlalego nazywany jest adresem powro-
tu:

CALL 45000 sskocz do 45000, zapisuisgc adres powrotu

Ostatnim rozkazem w podprogramie musi by¢ rozkaz powrotu z podprogramu RET.
Oznacza on takze skok. Adres skoku nie jest jednak podany w samym rozkazie, lecz zosta-
nie odczytany ze szczytu stosu. Poniewaz podprogram zoslat wywotany rozkazem CALL,
ktory pozostawit na szczycle stosu adres powrotu, to RET spowoduje skok do nastepnego
rozkazu po CALL. CALL i RET traktuja stos podobnie jak PUSH | POP,

Niech zadaniem programu bedzie obliczenie wyrazenia: 10% (10*b+a) i niech wartosé
a znajduje sig w parze rejestrow BC, zag wartos¢ b — w parze HL. Potrzebna bedzie dwu-
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krotnie operacia mnozenia przez 10. Sformuiujemy w tym celu odpowiedni podprogram,
mnozacy przez 10 zawartos¢ pary HL:

sMNOZENIE LICZEY DWUBAJTOWET FPREEZ 10

s dane: mroZzona 11czba w HL
rwvrniikis 1loczyn w HL stracone: HL 1 bity stanu
MNOZi0:=: PUSH BC rprzechowai BC na stosie, adyz
‘ ibh B, H :BC bedzie rejestrem roboczvm
LE Bl :skopiuid zawartosd HL do BC

ADRD HL, HL spodwtd mawartosdE HLy HL= x¥Z
ADD HL, HL spodwd il zawartosd HL; HL= =*4
&0D HL. BC :dodaid BC do HL: HL= x#d+x=x¥5
ADD HL, HL :pocdwdi zawartosd HL: HL= %10
FOF BC rodtwérz pEierwotha tresd  BC
RET swr ¢ do programud wywoluigceao

Podprogram jest mate uniwersalny, ale szybki, oprécz tego operuje zaréwno na licz-
bach ze znakiem, jak | bez. Mnozenie przez 10 odbywa sie wediug przepisu: 2% (4%x+x),
gdzie x jest pierwotna zawartoscia HL. Rejestr BC spetnia funkcje pomocnicza: przechowu-
je pierwotna wartos¢ liczby w HL. Program, wywotujacy podprogram MNOZ10, ,ma prawo”
nie interesowac sig szczegdtami dziatania podprogramu. Pierwotna tresc rejestiru roboczego
BC nalezy wigc przechowac na stosie [PUSH BC] | odtworzy¢ przed powretem do progra-
mu wywotujacego [POP BC]. Postepowanie takie nie zawsze wydaje sig niezbedne — np.
wtedy, gdy program giowny nie przechowuje w BC zadnej waznej informacii. Czegsto zdarza
sie jednak, ze podprogram jest z biegiem czasu uzywany takze w innych miejscach progra-
mu, niz pierwotnie planowano. Moze sie wiedy zdarzy¢, ze podprogram niechcacy niszczy
wazne dane. Polowanie na takie btedy bywa zmudne i frustrujace. Nic dziwnego: program w
jezyku asemblera to tysiace szczegotow, zas pamiec ludzka jest zawodna. Najlepiej wigc
konstruowac podprogramy tak, aby nie zmienialy niczego, co nie wigze sig w bezposredni
spos6b z zadaniem podprogramu, jak np. rejestry zawierajace parametry lub rezultaty. Pod-
program powinien byé mozliwie ,przezroczysty"”, czyli program wywotujacy nie powinien
,zauwazy¢" zadnych ubocznych skutkéw spowodowanych przez podprogram, a nie zwig-
zanych bezposrednio z przekazywaniem parametrow do lub z podprogramu. Takie postgpo-
wanie uchroni nas przed przykrymi niespodziankami. Odstepstwo od zasady ,przezroczy-
stoéci” moze byé uzasadnione jedynie koniecznoscia optymalizacji czasu wykonania kryty-
cznych fragmentow programu.

Kazdy podprogram powinien mie¢ nagtéwek, komentujacy jego dziatanie, sposdb prze-
kazywania parametrow i wynikéw oraz ewentualne efekty uboczne. Raz opracowane pod-
programy zechcemy zapewne wykorzystaé w nastepnych programach i utworzymy ,biblio-
teke" sprawdzonych procedur, realizujacych typowe operacje. Dobrze opisany podprogram
mozna tatwo | bezbtednie zastosowaé nawet wtedy, kiedy szczegdly zwiazane z jego funk-
cjonowaniem dawno wywietrzeja nam z gtowy. Dodatkowy wysitek wiozony w zapewnienie
~przezroczystosci” oraz sumienny opis to bardzo optacalne inwestycje.

Zastosujmy wreszcie podprogram MNOZ10 w praktyce. Oto fragment programu gtow-
nego, wykonujacego przepisane rachunki:

OBLICZ: CALL MNGZ10  smndz HL*10 [10*b]

ADD HL, BC :do HL dodai BC [10%¥b+al
CALL MNOZ1i0 rmnoz HL przez 10 [10*(10*b+a) ]

Nietrudno zauwazyé, ze program gtéwny zyskat na czytelnesci, gdyz nie zawiera zbed-
nych szczegotow, lecz tylko syntetyczne czynnosci, odpowiadajace wystepujacym we wzo-
rze operacjom. Stosowanie podprogramoéw jest wigc takze doskonatym sposobem zwigk-
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szenia przejrzystosci programow i poprawy ich struktury (kazdy podprogram realizuje wyod-
rebniona czynnosc).

W pamigci ROM mikrokomputera znajduje sig wiele uzytecznych podprogramow, ktore
mozna wykorzystac do wiasnych celow. Jednym z najwazniejszych jest podprogram wypro-
wadzajacy na ekran pojedynczy znak. W ZX Spectrum wystarczy CALL 16. Kod znaku musi
znajdowac sie w akumulatorze. Ponizszy program wyswietli litery ABC:

LITERY: LD A, &5 :Yadui do akumulatora kod "AY

CALL 1& swyprowads? <svmbol na ekran
LD A, &5 stadui do akumulatora kod "B®
CALL 16 iwyprowadZz symbol na ekran
LD a. &7 s¥adui do zkumulatora kod "C©
CALL 1& swyprowad? symbol na ekran

Liczby: 65, 66 1 67 to wiasnie kody liter ,A", ,B" i ,C". Dla niewtajemniczonych po-
wyzszy tekst moZe by€ niezta tamigtéwka. Zapiszmy go zatem inaczej, korzystajac z ofero-
wanych przez asembler udogodnien:

FIZNAGK Efld 16 szdefiniul adres FIZNAK

LITERY: LD A. 'A' staduj do red. A kod "a"
CALL FIZNAK swyprowad? znak na ekran
15 T TR - stadui do rej. A kod "B"
cCAaLL FIZNAE :wyprowad? znak na skram
| 0% AT RN 1¥adui do redi. A kod *C*

CAaLL PIZNAE wyprowad?z znal na ekran

Na poczatku zdefiniowali§my symbol PIZNAK, ktéremu zostata przypisana warto$é 16.
Od tej chwili przy kazdym wystapieniu PIZNAK asembler wstawi w to miejsce liczbe 16.

W innych komputerach operacja wyprowadzania znaku odbywa sie inaczej. W jezyku
BASIC wyswietlanie informacji odbywa sie instrukcja PRINT, niezaleznie od typu kompute-
ra. Programujac w asemblerze musimy odwotaé sig do specyficznych wiagciwos$ci kompute-
ra nawet przy elementarnych operacjach wejscia/wyjscia. Najlepszym rozwigzaniem bedzie
skupienie wszystkich szczegotow, zwiazanych z konkretnym sprzetem, w jednym podpro-
gramie. Jesli program korzystajgcy z operacji wejscia/wyjscia ma by¢ adaptowany dla kon-
kretnego komputera, wystarczy wymieni¢ tylko procedure sterujgca w znormalizowany spo-
86b konkretnym urzadzeniem. Procedura obstugi urzadzenia jest w informatycznym slangu
okreslana najczescie] jako ,handler” lub ,driver". Niezaleznie od sposobl dziatania proce-
dury obstugi spos6b przekazywania parametréow musi by¢ oczywiscie w kazdym przypadku
taki sam.

Mozliwosci techniczne rozmaitych typéw mikrokomputeréw moga sie istotnie réznié. W
kazdym przypadku dostgpna jest jednak jedna podstawowa czynno$¢: wyprowadzenie po-
jedynczego znaku na ekran. W przysztych rozwazaniach korzystac¢ bedziemy tylko z tej jed-
nej operacji odwotujgce] sie do mozliwosci sprzetowych. Odpowiedni podprogram (handler)
nazwiemy (oznaczymy etykieta) PISZZN. Oto przykiad definicji procedury PISZZN dla ZX
Spectrum i komputeréw z systemem CP/M:

:Dla Z2¥ Spectrum sDla systemu CRP/M 20

FISZZN: PUSH AF FISZZN: FPUSH AF
PUSH HL FUSH HL
FUSH DE FUSH DE
FLSH BC FPLISH B
CALL 1& LD E. A
FOF BC LI G 2
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FOFP DE CALL S

FOF HL FOF BC

FOF AF FOF DE

RET FOF  HL
FOF  AF
RET

PISZZN jest catkowicie przezroczysta (zachowuje nawet bity stanu sprzed wywotania).
Kod wyprowadzanego znaku musi znajdowac sig w chwili wywotania w akumulatorze.

5.3. Technika korzystania z podprogramow

Podprogramy sa jednym z najwazniejszych narzedzi programisty, a wiasciwa technika
ich stosowania decyduje o stylu programowania. Gléwnym problemem jest przekazywanie
parametrow. Najprosciej czynic to za posrednictwem rejestrow procesora lub stosu.

Czesto wystepujgca czynnoscia jest wyprowadzanie napisow. Rozwiazania polegajace
na kolejnym fadowaniu do akumulatora kodaw znakéw rozkazem LD A, STALA | wywolywa-
niu procedury PISZZN trudno uznac za racjonalne. Przyjmijmy, ze tekst przedstawiony jest
w pamigci maszyny jako cigg bajtow, przedstawiajacych kody kolejnych znakow. Koniec
tekstu jest sygnalizowany np. bajtem o wartoéci 0. Ten bajt o zarezerwowanej wartosci spe-
tnia role ,czerwonej latarni” tekstu i jest czeslo nazywany ,wartownikiem" lub , strazni-
kiem”, Zdefiniujemy podprogram wyswietlajacy tekst o dowolnej dlugosci. Jedyny para-
metr: adres pierwszego bajtu tekstu, jest przekazywany w parze rejestrow HL:

s WYPROWADZANIE TEKSTU ZAKONCZONEGO WARTOWNIKIEM

sdane: adres tekstu w HL (wartownik =bajt 0)

. w chwili powrotu HL wskazuje adres wartownika

3 reszta rejestrédw. 1 bity stanu - bez zmian

TEKST1: PUSH AF sprzechowal akumulator

PEKST1: LD A, (HL) spobierz kod koledneao znaku
AND A stestui kod.ustaw bity stanu
JFr 2, KEKST1 s Jezeldi zero, =zakohcz prace
CALL PISZZN ;wWyprowad? znak na ekran
INC HL sustaw adres nasteprnego kodu
JP PEKST1 51 powtérz petile

KEKST1: POP AF sodtwérz treséd akumulatora
RET swrdc do miejsca wywolania

Oto przykiad zastosowania podprogramu TEKST1 do wy$wietlenia krétkiego napisu:
NAPIS1: DEFB 'OTO NAPIS' s;tu asembler wstawi cigai

NAFIS2Z2: DEFB ' UWAGA! °* s koddw odpowiadaigcyvch
DEFEB 0O s Ppodanvym napisom 1 bajt O
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WYSWIi: LD HL. NAFIS1 sfadui do HL adres NAPIS1

CAalLL TEKST1 rwyvswiet]l tekst na ekranie

LD HL. NAFPISZ2 stadui do HL adres NAFISZ

CALL TEKST1 :wyswiet]l tekst ma ekranmie

Dwie ostatnie dyrektywy DEFB moglismy zastapic jedna, z tym samym skutkiem.
NAPIS2: DB ' UWAGA! ' O

Wywotany podprogram TEKST1 odczyta bajt z komorki PAO wskazane| przez HL | wpi-
sze go do akumulatora. Rozkaz AND A ustawi bity stanu bez zmiany zawarto$ci akumulato-
ra. Jesli bit Z=1, oznacza to odczyty zera, czyli wartownika (wskaznika konca tekstu). W tym
przypadku nastapi powrdt. W przeciwnym razie znak zostanie wystany na ekran, a zawar-
tos¢ HL powiekszona o 1. HL wskazuje wiec na kolejny bajt tekstu. Przy powtérzeniu petli
bajt ten zostanie zbadany itd. Ostatecznym efektem bedzie wyswietlenie napisu: ,OTO NA-
PIS UWAGA! UWAGA!". Zauwazmy, ze formalny zapis tekstu w dwoéch deklaracjach DEFB
nie ma zadnego wpltywu na realizacje programu. Gdy program znajdzie sig w pamigci, jest
juz tylko jednolita masa bajtéw. Postaé zroédiowa jest bez znaczenia.

Gfowna wada przedstawionego rozwiazania jest faki, ze teksty sa umieszczone w in-
nym miejscu, niz program, ktory zada ich wyswietlenia. Nie utatwia to lekiury programu, czy
nie prosciej bytoby umiesci¢ tekst razem z wywotaniem? Funkcjonuje to doskonale w jezy-
kach wyzszego poziomu, np. PRINT ,OTO NAPIS". Ano, sprébujmy. Postac tekstu pozo-
stanie taka, jak poprzednio, ale bedziemy podawac go bezposrednio za wywotaniem. Wyta-
niaja sig dwa problemy: skad podprogram bedzie ,wiedziat”, jaki jest adres tekstu, i jak roz-
wigza¢ sprawe powrotu? Powrdt musi nastapié bowiem nie do pierwszego bajtu za rozka-
zem CALL, lecz do pierwszego bajtu za wartownikiem wyswietlonego tekstu!

Skoro tekst zaczyna sie bezposrednio za rozkazem CALL, to jego adres jest po prostu
umieszeczonym na szczycie stosu adresem powrotu. Adres ten mozna jednak ,zdja¢ ze sto-
su”, odezytujac go np. do pary HL rozkazem POP HL:

: WYFPROWADZANIE TEKSTU WRPISANEGDO W KOD PROGRAMU
sdarme: tekst za wywolaniem. zamkniety bajtem 0
tHL niszczone,irme rej. i bity stanu bez zmian

TEEKSTZ: POP HL radres powrobtu do HL
PUSH AF sprzechowai  akumulator

PEKSTZ: LD A, (HL) sadczvtai kolediny bait
INC HL rustaw adresz nastephnegao
aND A rtestul odczvitany bajt
JF Z.KEKSTZ :des514 0. zakoicz prace
CALL FISZZN swyswiet]l podany symbal
JP FPEKSTZ s:zbadsai nastepny bajt

KEKSTZ2: POP AF radtwérz akumulator
PUSH HL s zmody 1 kowany adres
RET spowrotu na stos 1 wrdd

Umieszczony w HL adres powrotu jest traktowany bezceremonialnie, jako zwykly
wskaznik kolejnego znaku. Para HL jest teraz inkrementowana zaraz po odczytaniu kodu
znaku. To wazny szczegot: HL wskazuje zawsze adres nastepnego bajtu za aktualnie obra-
bianym. Po wykryciu wartownika para HL zawiera zatem adres pierwszego bajtu za wartow-
nikiem, a wigc wiasciwy adres powrotu. Jesli zmodyfikowany adres wyslemy na stos, a po-
tem spowodujemy wykonanie rozkazu RET, powrot nastapi w pozadane miejsce-

WYSWIZ: CALL TEKSTZ swywatal procedureg TEEKSTZ
DEFB 'ABCDE', 0 :tu asemblsr westawi tekst
LB HL, O stutad nastagi powrot




Procedura TEKST2 ma takze wade: niszczy zawarto$¢ pary HL. £atwo jednak tego uni-
kna¢ uzywajac rozkazu wymiany wierzchotka stosu z zawartoscia pary HL:

ER (SPYs HL szamien szczvt stosu z para HL

Dwa bajty na szczycie stosu wedruja do pary HL, zas ich miejsce zajmuje dotychczaso-
wa zawartos¢ pary HL. Bity stanu, wskaZnik-stosu ani pozostate rejestry nie ulegaja zmia-
nom. Zapiszemy ulepszony wariant podprogramu:

sWYFROWADZANIE TEKSTU WPISANEGD W KOD PROGRAMU
sdane: brak: tekst musi byé zamknisety basitem 0
shie niszczone Zadhne rejestry ani bity stanu

TEKST3: EX (5P), HL sadres do HL,HL na stos
FPLISH AF sprzechowas akumulator
FEKST3: LP A, (HL) :odczytai kolediny badt
INC HL sustaw adres nastepneac
AND A stestus odoczytany bajt

CALL NZ.FPISZZN s33ed14 mie 0, wydwietl
JP NZ, PEKST3 z:idesTi mie 0, rowtbrz

FOP AF :odtwérz akumulator
Ex (SP); HL sodtwiorz HL, utéz adres
RET spowrotu na stos 1 wréd

Tym razem procedura jest catkiem klarowna. Nietrudno zauwazyé jeszcze jedna mody-
fikacje: CALL NZ. Warunkowe wywotania podprograméw odpowiadaja $cisle skokom waru-
nkowym, podobnie jak bezwarunkowe wywolanie CALL bezwarunkowemu skokowi JP;

CALL NZ., ADRES1 swywotfaj, Jjesli 2 =0 (hie zero)
CALL Z. ADRESZ2 swywolradi, Jedgli 2 =1 (zero)
CALL NC, ADRES3 swywolai., jesli CY=0 (nie carry)
CALL C, ADRES4 swywolai, Jjesli CY=1 (carry)
CALL P, ADRESS swywotadi, Jesli S =0 (plus)
CALL M., ADRESé& swywofaj. Jesli § =1 (minus)

Wywotanie podprogramu nastapi tylko przy spetnieniu podanego warunku. Wywotania
warunkowe sa cennym narzedziem programistycznym, pozwalajac unikna¢ czesci skokéw
JP, a tym samym poprawi¢ strukture programu (w naszym przykiadzie takze wyeliminowa-
lismy jeden skok). To samo mozna powiedzie¢ o rozkazach warunkowego powrotu z pod-
programu:

RET N2Z, spowrdd, Jedli 2 =0 (nie zero)
RET Z., spowréé, Jegli Z =1 (zero)

RET NC, sPpowrddE, Jesli CY=0 (hie carry)
RET C, spowrdd, Jedld CY=1 (carry)

RET P. spowrdd, Jesli S =0 (plus)

RET M. spowrdd,. Jesli S =1 (minus)

Powrét z podprogramu nastapi tylko wtedy, gdy wybrany bit stanu znajduje sie w zada-
nym stanie. W przeciwnym razie praca podprogramu bedzie kontynuowana.
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5.4. W lewo i w prawo

Podczas gdy w jezykach wyzszego poziomu dziatamy zwykle na liczbach, operacje w
jezyku maszynowym odbywaja sig czesto na bitach. Znajduje to odbicie w ubostwie mozli-
wosci arytmetycznych i sporej ilogci rozkazéw logicznych. Zaliczajg sie do nich m.in, takze
rozkazy tzw. rotacji (przesunigcia cyklicznego) akumulatora: RRA, RLA, RRCA i RLCA. Po-
woduja one przesuniecia wszystkich bitdow akumulatora o jedna pozycje w lewo lub w pra-

wao:
RLA srotud gkumnulator o 1 bit w lewo
RRA srotud akumulator o 1 Bit w prawc
RLCA srotul cykliczmie akumulator o 1 bit w Tews
RRCA rotud cyklicznie akumulator o 1 bBit w prawa

Dziatanie tych rozkazow ilustruja ponizsze schematy i przyktady. W kazdym przyktadzie
gorny rysunek przedstawia stan akumulatora i bitu CY przed wykonaniem rozkazu, dolny —

po wykonaniu;

— F—_ FPrzvklad:

| |

LE]<—7654-3210 E! olilt{tlololals
RLA - .
Rotacia w lews: ma miedisce bhituy
najmfodszeas wchodzi CY. do CY IEI 1110 )oiojild
erzechodza bt najstarszy.

£ £ Przvklad:

[_-»7'654:3'21IZI-—)_4l 0 111 atofo EI
RRA
Rotacia w prawos: na mielscs bituy
nalstarsreac wchodzi CY. do CY 0 ij111lala

przechodzi bt taimtodszy.

> >

-;L'—7-554;3 U:I
RLCA
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najstarszy wchodzi rédwnoczsesnis

Rotacja cyvkliczna w T=swo: bit
ra miejsce naimfodszegs 1 do CY.

< < FPrzvklad:
[—_.7654'3210—>]~} olitij1jojoioil
RRCA
Rotacia cykliczna w prawos bt
tnaimtodszy wchodzi  réwnoczeshiie 1jofij1it1i0j0ila EE]
ra miejsce najstarszego 1 do CY.

Rotacje cykliczne (RLCA i RRCA) roznia sie od normalnych tylko tym, ze bit CY nie
posredniczy w przesytaniu wartosci miedzy najmfodszym i najstarszym bitem akumulatora,
lecz tylko sygnalizuje te wartos¢. Wszystkie cztery rozkazy rotacji wplywaja wylacznie na bit
CY. Pozostate bity stanu pozostaja nienaruszone. Rotacje umozliwiaja rézne operacje na
pojedynczych bitach. Jak odwréci¢ kolejnosé bitow w akumulatorze — np. 101101118 —
11101101B? Potrzeba taka wystepuje np. w grafice komputerowej, przy konstruowaniu lu-
strzanych odbi¢. Realizuje to ponizszy program.

ODWROT: LD B, 3 srejestr B= lHiczhnik bitdw

ODWF RRA swysuri bit =z Tewed do C
LD E., A sprzechowai wartosd A w E
LD A, C scskopiud rejestr C do A
RLA sweurt bit C z prawei do A
LD C, A swartosd z powrotem do C
LD A, E sodtwérz Zawartosd fA)
DEC B szmiiedsz Ticznik bitdéw
JP NZ, ODWF :3jesl1i1 nie zero. powtdrz
LD Ay ' E sprzenied wynik do A

Pierwotna zawartos¢ rejestru C jest bez znaczenia. W kazdym powtdrzeniu petli z aku-
mulatora ,wysuwany” jest najmtodszy bit, ktory nastepnie ,wsuwany” jest w miejsce naj-
miodszego bitu liczby przechowywanej w C. Poniewaz , wsuwanie” i ,wysuwanie"” odbywa
sie w przeciwnych kierunkach, to po 6smym cyklu kolejnosé bitéw w C jest odwrotna, niz w
pierwoinej zawartosci akumulatora.

Rozkazy rotacji pozwalaja w prosty sposéhb analizowaé liczby dwéjkowe bit po bicie.
Wykorzystamy to, sporzadzajac podprogram wyswietlajacy na ekranie monitora ukfad bitow
akumulatora w chwili jego wywotania:

s WYSWIETLANIE JEDNOBAJTOWET LICZBY DWAOJKOWEY
sdane: Ticzba do wyswietlernia w rejsstrze A
sniszczone tylko bity starnu, rejestry bez zmian
BITYAK: FUSH BC sB i C to rejestry robocze

LD B, & sB bedzie liczrnikiem bitdw
BIF: RLCA swsulh koledny bit do CARRY
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LD C, A sprzechowal akumulatar w C
LD A, ‘o s:tadui do A kod cvfry O
IrP NC.,ZER :Gdy CY= 0, nis zmiseniai A
LD A, 1Y rzmien kod cyfry '0°' na '1°

ZER: CALL PISZZN  swyprowad? wiadciwag cyfre
LD A, C sprzesuwany bait zZrnowu do A
DEC E rzmniedsz o 1 Tldiczmik bitow
JF NZ,.BIP :jed11 nie 0, powbtdrz petle
FPOFP BC rodtwdrz pierwotnag tresd BO
RET spowtr 6t do punkitu wywotfania

W kazdym powldrzeniu petli akumulator przesuwany jest o 1 bit w lewo. W ten sposob
bity kolejno, od najstarszego do najmtodszego, kopiowane sa do CY. Zaleznie od tego, czy
warto$é bitu wynosi 0 lub 1, w chwili wywotania procedury PISZZN w akumulatorze znajdzie
sie kod cyfry ,0" lub ,1". Kod ,0" =65, ,1" =66; warto zauwazy¢, ze instrukcje LD A, .1 %
mozna zastapi¢ przez INC A! Po osmiokrotnym powtérzeniu rozkazu RLCA uklad bitow w
akumulatorze powraca do stanu poczatkowego. Dzigki temu w chwili powrotu zawartosc
akumulatora jest taka, jak w chwili wywotania.

Gﬁybysfy zechcieli wyprowadzi¢ liczbg szesnastobitowa, np. zawartosc HL, wystar-
czyloby dwukrotnie wywota¢ procedure BITYAK:

BITYHL: LD A. H :=kopiul starszy bhajit do A
CALL BITYAK :wyprowadz starszy bait
LD A, L sskopiuwl mfodszy bait do A

CALL BITYAK swyprowad? mlodszy bait

5.5. Rekursja

Wiekszosé programow prowadzi dialog z operatorem. Aby dialog ten byt wygodny,
komputer powinien wyswietla¢ liczby w postaci dziesigtnej. Jak przeksztafeic liczbe z posta-
ci dwajkowe] na dziesietna? Mozemy uzy¢ metody kolejnego dzielenia przez 10. Reszta z
pierwszego dzielenia bedzie liczba jednostek, reszta z drugiego — liczba dziesigtek, z trze-
ciego — setek, itd. Zacznijmy od zdefiniowania uniwersalnej procedury, realizujgcej dziele-
nie liczb bez znaku (przyda sig nam tez do innych celéw). Niech liczba w HL jest dzielona
przez liczbe w DE. Po powrocie, w HL ma znalez¢ sig reszta z dzielenia, zag w BC —iloraz,
Uzyjemy najprostszej techniki kolejnego odejmowania, nieco ja jednak ulepszajac.

Aby unikna¢ tysigcy odejmowan przy matym dzielniku, najpierw podzielimy przez dzie-
Inik tylko starszy bajt dzielnej. Nastgpnie uzyskang reszle pomnozymy przez 256, dodamy
miodszy bajt dzielne] | powlorzymy dzielenie. Z pierwszego dzielenia uzyskamy starszy, z
drugiego — miodszy bajt ilorazu. W ten sposob liczba odejmowan nigdy nie przekroczy ok.
500, a w praktyce — kilkudziesieciu, co daje juz dos¢ przyzwoity czas wykonania:

sDZIELENIE Z RESZTA DWOCH LICZE DWURAJTOWYCH BEZ ZNAKU
s dane: dzielna w HL, dzielnik w DE (DE - zachowans)
swyriiki: reszta w HL., idloraz w BC (AF - niszczone)
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DETES MIUCETs B, sprzechowad w B m¥. bajt dzielnei
LD [ 8 mapy seadziel HL przez 256, przenoszac

LD H, D sstarszy badt do L 1 zeruigc H

CALL DZTIELE spodziel zawartosé HL przez DE
LD H. L smndZ HL razy 256.kopiudiac L do H
LD s B sdadad do HL mi. bagdt dzielns=ji
g i 5 B. C skopiud starszy bait ilorazu do H
DZIELE: iD =1 :C bsdzie Ticzmikiem - odeimowar
DZ1: CALL ODHLDE :odedimii zawartosé pary DE od HL
INC ¢ rzwiekszz o 1 1icznik odesmowan

Za Cc

[T

IP NC,DZ1 :ady wynik> =0, portédrz ocdeinowanie
App HL. DE sodtwdrz HL sprzed ostatrn. odedim.
RET spowWrdt zZ wyvwolfania

ODETMOWANIE DWoOCH LICZER DRUBAITOWYCH

dane: odiemna w HL., codiemnik w DE (BC i DE zachowane)

wyrniikiz réZnica w HL. bity stanu {redi. A niszczony)

DHLDE: LD A, L rodedmii w  akumulatorze micd=—-e
Silgp E sthaity, Frzemnies mIodszy bait
{358 b L & :rdZmicy T powrctem do redecstru L
LD &, H socdedmii w akumulatorze starsze
SRC A, b 1hadity. uwzgisdniaiac b1t Y
LI TR < | Ecpiuli starszy badjt ré2micy do H
RET sPowrst z wywotania

Przy okazji wzbogacilismy naszg biblioteke podprogramoéw o procedure odejmowania
HL od DE. Korzysta z niej podprogram DZIEL, mozemy jednak uzy¢ jej tez samodzielnie.
Przenoszac zawartos¢ H do L i zerujac H dzielimy zawartos¢ pary HL przez 256 (reszta jest
pierwotna zawartos¢ L). Podobnie, wpisujac L do H i zerujac L mnozymy HL przez 256. Po-
niewaz miodszy bajt HL jest zerem, dodanie do HL jednobajtowej liczby bez znaku sprowa-
dza si¢ do wpisania tej liczby do L. Zauwazmy, ze podprogram DZIELB jest po prostu frag-
mentem DZIEL, i ze DZIEL wywotuje , wiasny ogon". Jest to przedsmak tego, co ¢zeka nas
hwile. Kolejne reszty z dzielenia przez 10 daja nam wartosci cyfr, poczynajac od naj-
mtodszej. Tymczasem na ekran nalezy wystaC najpierw najstarsza cyfre itd. Rozwazmy
prostszy przypadek: nalezy wyprowadzi¢ tekst w odwrotnej kolejnosci: od ostatniego znaku
do pierwszego. Oto odpowiedni podprogram wraz z przyktadem wywotania:

WYFROWADZANTIE TEKSTU W ODWROTMNEJ KOLEINGOSCT

roane: adres teksiu w HL: tekst koficzy wartowndik = 0
PP poWrocie HL wshkazuie nastepny bajit po wartowndku
spozostals rejestry 1 bajty stanmu  zostadas machowane
WSFOK: FLISH AF su¥Sz na stos A 1 bity stanu
LI a. (HL) sPpobrierz kolsdny zmak tebztu
IMC  HL rustaw adres nastech. zZRabu
BN &4 stestud odoczvitany kod zhakug

CALL NZ, WsPAY  :dedTi pmds wartowni k, wywoiad
CALL NZ.PISZZN 132277 kod 0. wydwiet] =mazlbk
FaF AaF ;odtwaérz A 7 rFedestr stanu
RET twres do missdsca wywoltania

FIGP: DEFB 'PRZYXLAD TEKSTU', 0
ARTs D HL, HNAFISF
CALL #WSPAR




Podprogram WSPAK wywoluje sam siebie. Taka technike programowania nazywamy
rekursja. WSPAK po wywolaniu pobiera pierwszy znak i bada, czy przypadkiem nie jest on
wartownikiem. Jedli tak, to nastepuje niezwioczny powrdt bez wyswietlenia znaku, poprze-
dzony odtworzeniem akumulatora | bitéw stanu. Gdyby odczytany znak nie byt wartowni-
kiem, to przed wyswietleniem tego znaku podprogram zazgda wyswietlenia wszystkich na-
stepujacych po nim, takze w odwrotnym porzadku. Jak? Po prostu wywola zdefiniowany w
tym wiasnie celu podprogram WSPAK, czyll samego siebie! Dziatanie procedury WSPAK
mozna opisaé tak: ,Pobierz znak. Jesli nie jest on ostatnim znakiem tekstu, zastosu
WSPAK do pozostatej czgsci lekslu, a potem wyswietl ten znak”.

Procedury WSPAK , nie obchodzi", czy zostata wywotana z programu gibwnego, czy
lez ze swojego wiasnego wnetrza. Interesuje si¢ ona tylko znakiem tekstu, wskazywanym
przez HL. W ten sposéb na stosie uktadane sg ciagle nowe adresy powrotu i rownoczesnie
wszystkie przeanalizowane do tej pory kody znakéw. Poniewaz przy kazdym wywotaniu ad-
res w HL zwieksza sie 0 1, to za ktdéryms razem zostanie napotkany wartownik i zamiast na-
stepnego wywotania nastapi powr6t. Jest to , kamien wywotlujacy lawine": ze stosu pobiera-
ne sa adresy i odbywaja si¢ powroty z kolejnych poziomow wywotan, Za kazdym razem wy-
swietlany jest tez znak o przechowanym na stosie kodzie. Znamy jednak odwracajaca wias-
ciwosé stosu: pierwszy utozony znak bedzie wyswietlony jako ostatni, zas ostatni jako
pierwszy. O lo chodzito.

Amatorom jezyka BASIC trudno niekiedy oswoic sig z istotg rekursji, Wbrew pozorom,
rekursja odpowiada jednak naturalnej technice rozwiazywania wielu problemow. Ulatwia to
pisanie dobrze zbudowanych programow. Mimo pewnych wad (duze zapotrzebowanie na
pamie¢ stosu, mafa efektywnos¢ z powodu czasochtonnych operacjl na stosie) rekursja jest
poteznym narzgdziem programistycznym. Godnym uwagi jest fakt, ze rekursja pozwala
czeslo ograniczyt liczbe skokow warunkowych | bezwarunkowych.

Wrocmy do programu konwersji dwojkowo-dziesigtnej. Tu takze postuzymy sig rekurs-
ja. Przygotujemy podprogram WYSDEC, sformutowany tak: .Podziel liczbe przez 10. Jesli
iloraz jest rozny od 0, zastosuj do niego procedurg WYSDEC. Nastepnie niezaleznie od ilo-
razu, wyswietl cyfre odpowiadajaca reszcie z dzielenia:"

sWYSWIETLANIE W FORMIE DZIES. LICZRBY DWUBAJT.BEZ ZNAKU
sdane: wyprowadzana liczba w HL;

2 nizzczone rejestry A.B,C.D,E.H,L 1 bity stanu
WYSDEC: LD DE, 10 szatadui dzielnik do pary DE
cAaLL DZIEL spadziel zawartosd HL przez 10
LD A, L rprzenied reszte do rejestru A
LD H, B :zad diloraz przepisz do pary
LD L; C sHL na miejsce dzielnel
PLUSH AF rprzechowai reszte z dzielenia
LD A, L soblicz +diloczyn logiczny L i H
(814 H 17 ustal, czy zawartodd HL = 0
CALL NZ,WYSDEC :ieZeli mnie, wywolad WYSDEC
FOP AF :Tadui do A reszte z dzielenia
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ADD A, '0° soblicz kod odpowiedniei cyfry
CALL PISZZN swyprowadz te cyfre na ekran
RET tpowr ot =z wywotania®

Aby obliczy¢ kod cyfry, wystarczy do wartosci cyfry (0 — 9) dodaé kod cyfry ,0". W ten
sposob uzyskujemy kody 48 — 57, odpowiadajace znakom ,0" — ,9". Zauwazmy, ze for-
mat wyswietlane] liczby przypomina troche jezyk BASIC: nieznaczace zera sa usuwane, a
reszta cyfr jest dosunigta do lewego marginesu,

5.6. Analiza danych wej$ciowych

Prawie kazdy program domaga sie od uzytkownika jakiché danych, czesto liczbowych.
Postarajmy sie wigc stworzy¢ podprogram, ktéry ciag cyfr dziesietnych zamieni na liczbe
dwojkowa. Przyjmijmy, ze ciag cyfr dziesietnych znajduje sie juz w PAO pod wskazanym
adresem, dokad zostat wprowadzony np. z klawiatury. Ogranicznikiem (sygnatem konca)
liczby bedzie pierwszy napotkany znak inny niz cyfra (spacja, ,~", ,+", CR, itd.):

Podprogram DECBIN wezytuje z bufora znak po znaku. Najpierw sprawdza sie, czy
znak jest cyfra. Jesli jego kod jest mniejszy od 48 lub wiekszy od 57, to nie. Oznacza to na-
potkanie ogranicznika i powrGt z wprowadzona wartoscia w HL.. Gdy znak jest cyfra, jest ona
,dopisywana” do liczby:

s KONWERSJA LICZBY DZIESIETNEJ NA DWOJKOWA DWUBAJTOWA
sdanes adres poczatku danych w parze rejestréw DE
ogranicznikiem Jjest kaZdy znak rézZny od cyfry
wyniki: wartosd liczby w HL, -ilogé wprowadzonyvch cyfr
W Cspo powraocie DE zawiera adres ogranicznika
rejestr A 1 bity stanu niszczorne., B bez zmian

) wm e e

ECBIN: LD HL,0 szerud HL - wprowadzona wartodé
: LD C, L szeruj rejestr C -  licznik cyfr
DECBIi: LD A. (DE) sodczytai z bufora koleijny znak

SUB '9°+1 sod A odedmii 58 -kod '9' plus 1
RET P :des11 A>=0 powrét, bo nie cyfra
ADD 10 sdodai do A 10 (-58+10 =48 ='0"')
RET M :Jes1i A0, powrdét, bo nie cyfra
FLISH BC sprzechowai BC =z Ticznikiem cyfr
LD E; L :skopiui zawartosé pary HL do BC
LD B. H

ADD  HL, HL sFpomnd 2 zawartosé pary HL przez
ADD HL, HL 210, o odpowiada przesunieciu

ADD HL, BC sdotychczas wprowadzonych cyfr
abDh HL, HL sdziesietnych o 1 pozycie w lewo

LD £ sw  rejestrze BC umiesé Ticzbe
LD B. 0 sodpowiadaiaca odczytanei cyvfrze
ADD HL, BC 31 dodaj ja do pomnhoZoned liczby
POF BC sodtwdrz Tliczhnik cyfr w rej. B
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INC C rodlicz wprowadzong cyfre
JP DECBI1 :zbadai koleiny =zhak w buforze

Cyfry sa pobierane od lewej. Klopot w tym, ze cyfr moze by¢ kilka. W chwili odezytu
cyfry, nieznana jest je] waga, nie wiadomo, czy bedzie to jedyna cyfra liczby jednocyfrowej,
czy pierwsza cyfra czterocyfrowej. W pierwszym przypadku cyfra przedstawiataby jednostki,
w drugim — tysigce. Oto rozwigzanie: po rozpoznaniu kolejne] cyfry mnozymy cata dotych-
czas wprowadzona wartosé przez 10. Odpowiada to dziesieciokrotnemu powiekszeniu wagi
wszystkich wprowadzonych wczesniej cyfr. Np. w przypadku pierwszej cyfry liczby cztero-
cyfrowej mnozenie przez 10 powtdrzy sie 3 razy — po rozpoznaniu cyfr: drugiej, trzeciej |
czwartej. W efekcie odpowiada to mnozeniu przez 1000. Wprowadzona cyfra dodawana jest
do pomnozenia liczby jako ilos¢ jednostek i ,awansuje” po wykryciu kazdej nastepnej cyfry.

Jesli zamiast pierwszej cyfry rozpoznany zostanie od razu ogranicznik, to nastapi niez-
wioczny powrdt z wartoscia 0 w HL. Sytuacje te mozna rozpoznac, badajac licznik cyfr w re-
jestrze C. W tym przypadku powinien wynosi¢ 0. Nasza procedura jest prosta, lecz niedos-
konata, nie wykrywa np. wprowadzenia liczby wigkszej niz 65535. Nic nie stoi na przeszko-
dzie, aby ja ulepszyc...

Oprécz wezytywania liczb program musi czesto rozpoznawac zlecenia stowne. W naj-
prostszym przypadku moga one mie¢ postac pojedynczych liter. W zaleznosci od podanego
znaku powinien zostac zrealizowany jeden z kilku mozliwych wariantow programu. Problem
ten mozna oczymsme rozwigzac przy pomocy szeregu skokow warunkowych (zakiadamy.
ze znak znajduje sie w A):

cFP 'A' spordwnai akumulator =ze wzorcem 'A'
JP 2. ADRESA :iedld zaodny,skocz do adreszu ADRESA
CP g rpardwnad akumulator ze wzorcem 'S

JP 2, ADRESS :jedli zgodny,skocz do adresu ADRESS

---------------

Gdy wariantow jest wiecej, program przestaje byé czytelny. Lepiej jest uzy¢ ogodinej
metady wyboru wariantow, a informacje o wzorcach znakéw i odpowiadajgcych im adresach
skokéw zgromadzié w oddzielnej strukturze danych, np. liscie adresow, w wyodrebnionym
miejscu programu. Niech program uwzglednia trzy mozliwe warianty, oznaczone literami
JAY ST XY Przyjmijmy, ze kod wariantu znajdzie sie w rejestrze C, Gdyby wystapit kod
innego znaku niz dozwolone, nalezy wyswietlic komunikat. Lista wariantow sklada sig z trzy-
bajtowych elementéw: jednobajiowego wzorca (kodu znaku, odpowiadajgcego danemu wa-
riantowi) oraz adresu skoku. Koniec listy Jest sygnalizowany bajtemn zerowym w miejsce
kodu nastepnego wzorca:

SELEKT: LD HL, ADRESY s=zatadui adres listy wariantdw do HL

SELEKFP: LD A, (HL) spobierz do A koleidny bBajt wzorca
AND A sucstaw bity stanu wedlua bajitu w A
JP Z. KONIEC :wzorzec = 0 - wskaZnik kovica Tisty
INC HL sustaw adres modszego bajtu adresu
cCF C rpordwnal wzorzec =Te zhnakiem w C
JP NZ, NOWYZN :niezgodhne - testui nast. pozvcieg
LD A, (HL? smtodszy hait adresu skoku do A
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INC HL sustaw w HL zdres starszeac baitu
LIx H, (HL) sstarszy bait adresu skoku do HL
LD L. A sskomplietul w HL pelny adres skoku
TE (HL) sskocz do efektywneagos adresu w HL
NOWYZN: INC  HL ;przeschz mfodszy bajt adresu
INC HL sprzecskocz starszy bajt adresu
JP SELEKF sporbwhnai znak = nastepnyvm wzorcem
KONIEC: CaAaLL TEKSTZ2 twypraowad? komunikat o bhfsdzie

DEFB 'NIELEGALNY \KOD',. 0

ADRESY: DEFB 'A" swzorzec dla plierwszego wariantu
DEFW ADRESA sadres skoku dla pierwsz. wariantu
DEFR bal zdane dla drugiego wariantu
BEFW  ADRESS
BEFRE: = Y zdanse dla trzeciego warianty
DEFW ADRESH
DEFER 0 swartownik - wskaZnik korfica Tlisty

Po pobraniu kodu wzorca program , przeskakuje" go, inkrementujac HL. Gdy wzorzec
jest zgodny ze znakiem w C, do HL jest tadowany adres z drugiego | trzeciego bajtu ele-
mentu listy (adres stowa, wskazywanego pierwotnie przez HL), po czym nastepuje skok do
tego adresu. Gdyby wzorzec okazat sie niezgodny z C, program przejdzie do analizy naste-
pnego elementu listy wariantow.

5.7. Komunikacja z otoczeniem

Komputer musi wymienia¢ informacje z otoczeniem. W praktyce oznacza to, ze kompu-
terowi potrzebna jest mozliwos¢ odczytu poziomu logicznego na okreslonych kofcdwkach i
ustawiania tego poziomu na innych wyprowadzeniach. Poziomowi logicznemu ,0" odpo-
wiada najczgsciej napiecie zblizone do 0 V, zas ,1" — napigcie zblizone do 5 V, chociaz
zdarzaja sie | inne konwencje. Do komunikaciji z otoczeniem stuza specjalne ukiady peryfe-
ryjne. Czes¢ ich wyprowadzer) jest potaczona (bezposrednio lub posrednio) z procesorem,
pozostate sg dotaczane do réznych urzadzen zewnetrznych.

Procesor ,porozumiewa sig” z uktadami peryferyjnymi za pomoca tzw. rejestrow wejs-
cia/wyjscia (rejestrow 1/0), zwanych potocznie portami (bramami). Aby wyprowadzié dane
na zewnatrz (np. na monitor), komputer wpisuje bajt do wiasciwego portu wyjsciowego, w
wyniku czego koncowki ukiadu peryferyjnego przyjmuja odpowiednie poziomy logiczne. Je-
§li do koncowek tych sa dotaczone odpowiednie urzgdzenia, np. wzmacniacze, przekazniki
itd., procesor moze sterowac procesami zachodzacymi w jego otoczeniu. Zeby odczytaé
poziomy logiczne na grupie koncéwek wejsciowych uktadu peryferyjnego, procesor po pro-
stu odezytuje wiasciwy port wejSciowy.

W typowe] konfiguracji, komputer z procesorami 8080 lub Z80 moze mie¢ do 256 (nu-
~meracja 0 — 255) portow wejsciowych i tylez wyjsciowych. Do ich obstugi stuza specjaine
rozkazy IN i OUT. Co prawda miedzy komorkami PAO i portami istnieje pewne podobienistwo
(odczyt i zapis bajtow), ale sa i istotne réznice. Przede wszystkim inna jest fizyczna lokaliza-
cja rejestrow i portow. Poza tym pewne rejestry stuza wytacznie do zapisu, zas inne — tylko
do odezyiu. Moze sie zdarzy€, ze np. rejestr wejsciowy nr 1 | rejestr wyjsciowy nr 1 beda
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zlokalizowane w rdznych uktadach peryferyjnych i stuza do przekazywania zupeinie innych
danych.

Rozkaz IN wprowadza do akumulatora bajt z portu wejsciowegd o podanym numerze,
Rozkaz QOUT wpisuje zawarto$é akumulatora do podanego pertu wyjsciowego. Obydwa roz-
kazy nie wplywaja na bity stanu (podobnie jak rozkazy LD):

IN A. (64) rwprowad® do A bait =z portu nr &4
ouT (3. A srawartosd A wpisz do portu i 3

Przypuéémy, ze zamierzamy wykorzystaé komputer do sterowania girlandg choinkowa.
Lampki zostaty podzielone na osiem grup, kazda z nich wiaczana oddzielnym tyrystorem.
Poszczegolne tyrystory sterowane sa z koficowek ukiadu peryferyjnego, sterowanych przez
port nr 8. Logiczny poziem ,0" oznacza wytaczenie, ,1" — wigczenie grupy lampek. Pro-
gram ma cyklicznie wtaczac i wytacza¢ poszczegalne grupy lampek. Jednoczesnie maja pa-
li¢ sie cztery grupy. W kazdym cyklu zapalana zostaje jedna z grup dotychczas wygaszo-
nych, zas jedna z grup zapalonych gasnie. Wygaszanie | zapalanie kazdej z grup ma odby-
wac sie co 4 cykle. W ten sposdb mozna uzyskaé efekt ,wedrujacego swiatta™:

ZWLOKA EGU  Zoooo sdefinicia stafedi cpdZnienia
ORG 40000
START: LD A, gooniiiiE :swepisz do A kompozvcise bitdw

CYKL: oy (2).A rwyprowad:  d3 do portu i S
RLCA :rotul rej. Ao 1 bit w Tewo
23 ) BC. ZWLOEA sYadud Ticzmik opGZnitenia
CPOZN: DEC C sdekrementui miods= b=t
. JF NZ., OFOZN taz do chwild wyzerowania
DEC B sdekrementuld starszy bajt a2
JP NZ., OPO2ZN sdo chwilil wyzerowania B@

JF CYkL spowtdrz cvkl

Akumulator zawiera 'w kazdej chwili cztery zera i tylez jedynek. W kazdym cyklu uktad
bitow przesuwany jest jednak o jedna pozycje w lewo, przy czym najstarszy bit wchodzi na
miejsce najmtodszego. Petla opoZniajaca zapewnia niezbedna zwioke rzedu 0,1 s (op6znie-
nie mozna regulowaé zmieniajac stata ZWLOKA). Zmieniajac poczatkowy uktad bitow ‘w
akumulatorze mozna programowac inne ciekawe efekty.

Kolejny program realizuje prosty algorytm automatycznej kontroli i sterowania. Kompu-
ter nadzoruje uktad o$miu czujnikéw temperatury, ktérych stan jest odczytywany za posred-
nictwem portu wejsciowego nr 16. Kazdemu czujnikowi jest przyporzadkowany jeden bit;
warto$¢ 1 oznacza przekroczenie dozwolonej temperatury. Za posrednictwem portu wyjscio-
wego nr 17 komputer steruje sygnatem ostrzegawczym | wylacznikiem awaryjnym. Ustawienie
bitu nr 0 whacza sygnat, bitu nr 7 — poweduje awaryjne wylaczenie. Jesli ktorykolwiek z czujnl-
kow wskaze przekroczenie temperatury, powinien zostac wigczony sygnat alarmowy. Gdy licz-
ba uaktywnionych czujnikéw wyniesie 3 lub wigcej, musi nastapi¢ awaryjne wytaczenie:

ORG 4U0i00

NADZOR: IN A, (16) rwozvitad do A stan czudmmibkow
AND A sustaw bBity =tanu wediug A
JE 2, HNADZOR :dedgli bity =0, testul daled
L A, i sco nadmnied Jeden z bitbdw=1
OulT (17), A ra wisc wrigcz syanal® alarmu
LD TS 0 szeruld C - Ticznmik Iedynek
NASTEBI: ADD A, A st==stuy kalesiny bit 1 stan A&

JF NC, TENNIE ;degli CY=0. bit byl =ercwy

54




-

INC BC sady bit=1, zwieksz Ticznik
TENNIE: JP NZ, NASTBI :adv A>D kormbtyhnuud zliczanie
LD A. C twpisz  liczhik Jedynek do A
P z2 spordwnsed = wartocéciz maks.
JP P, NADZOR sJezeli A<=2. testui dalss
LD a. iz9 stadui do A bajt 10000001E
auT 17y, A suruchom syarnal 1 wylac=nik
HALT szatrzymal prace proaramu

Zliczanie bitdw o wartosci 1 odbywa sie nastepujaco. Rozkaz ADD A, A odpowiada po-
dwojeniu zawartosci A, inacze] — przesunieciu jego zawartosci w lewo o 1 bit. Najstarszy bit
przechodzi do CY, w miejsce najmtodszego wchodzi 0. Po ADD A, A uzyskujemy rowna-
czesnie dwie informacje: czy wysuniety wiasnie bit byt jedynka (CY=1) oraz czy pozostaty
jeszcze jakie$ niezarejestrowane jedynki w A (Z=1). Najp6Zniej po o$miu powtdrzeniach
akumulator zostanie wyzerowany. Jesli CY=1, trzeba inkrementowa¢ licznik. Dlaczego uzy-
wamy INC BC zamiast INC C? Ot6z INC BC nie zmienia bitow stanu, w szczegolnosci bitu
Z. Poza tym dziatanie obu rozkazéw jest w tym przypadku identyczne (wartoéé C nigdy nie
przekroczy 255, a wiec rejestr B pozostanie niezmieniony). Dzieki temu po INC BC bit Z za-
chowuje wartos¢, jaka nadat mu rozkaz ADD A, A, mozemy wiec bity Z wykorzystac¢ do
sprawdzenia, czy jest sens zliczaé dalej.

5.8. Obstuga przerwan

Przerwania sg poteznym narzedziem, pozwalajgcym procesorowi szybko reagowac na
rézne wydarzenia, a nawet pozomie rownoczesnie wykonywaé kilka odrebnych zadan.
Przerwanie zewngtrzne polega na tym, ze do specjalnej koficéwki mikroprocesora dopro-
wadzany jest z zewnatrz sygnat przerwania. W Z80 polega on na zmianie poziomu logiczne-
go z 1 na 0. Wtym momencie procesor przerywa realizacie biezacego programu i wywotuje
specjalnie przygotowany na te okazje podprogram obstugi przerwania. Po wykonaniu odpo-
wiednich czynnosci nastepuje powrét z podprogramu, po czym pracesor, jak gdyby nic nie
zaszto, kontynuuje przerwany program. Z80 ma dwie koncowki przerwan: INT | NMI, zas
8080 — tylko INT.

NMI to wejscie tzw. przerwan niemaskowalnych, tzn. takich, od obstugi ktérych proce-
sor nie moze sie ,wykreci¢". Po zmianie poziomu z 1 na 0 procesor wywotuje podprogram
pod adresem 66H, czyli 102. Procedura obsiugi przerwania niemaskowalnego musi by¢ za-
mknieta specjalnym rozkazem RETN.

Przerwanie maskowalne INT dziata jak NMI z dwoma wyjatkami: wywotany moze zostaé
jeden z wielu podprogramdw obstugi, zas przerwaniu mozna zapobiec. Kiedy program z pe-
wnych powoddw nie moze by¢€ przerwanym (np. przy odliczaniu czasu czy innych krytycz-
nych czynnosciach), moze zablokowaé na pewien czas przerwania INT, wykonujac rozkaz
DI. Od tej chwili procesor nie reaguje na zadne wydarzenia na koricowce INT. Mozliwosé
przerwan INT przywraca rozkaz El. Skad procesor ,wie", pod jakim adresem znajduje sie
procedura obstugi przerwania? Nie wnikajac w szczegéty, urzadzenie zewnetrzng, ktore
wystato sygnat INT, dostarcza procesorowi dodatkowych informacii. Z80 rozréznia tryby wy-
boru obstugi przerwania, wybierane specjalnymi rozkazami IMO, IM1 lub IM2. W trybie 0 (po
IMO) Z80 reaguije na przerwania identycznie, jak 8080. Procesor potwierdza przyjecie przer-
. wania specjalnym sygnatem. Urzadzenie, ktére spowodowato przerwanie, dostarcza w tym
momencie jednobajtowego wskaznika, wskazujacego na jeden z e$miu mozliwych adre-
séw: 0, 8, 16,..., 56. W najprosiszym trybie 1 (po IM1) kazdy sygnat przerwania INT powo-
duje wywotanie procedury obstugi pod adresem 38H czyli 56. 8080 pracujacy w najprost-
szej konfiguracji moze takze reagowac podcobnie na INT. Tryb 2, tzw. wektoryzowany, umo-
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zliwia wskazanie do 128 réznych procedur obstugi przerwania (w zaleznosci od przyczyny)

W chwill przyjecia przerwania INT, tzn. skoku do programu ebstugi, automatycznie blo-
kowana jest mozlilwos¢ przerwan, jak po rozkazie DI. Zapohiega to przerwaniu programu
obstugi przez inne przerwanie maskowalne. Dlatego bezposrednio przed powrotem z ob-
stugi przerwania nalezy wykonac rozkaz El. Jego osobliwoscia jest fakt, ze mozliwose przer-
wan wiaczana jest z opoznieniem o 1 rozkaz (po zakonczeniu realizacji rozkazu nastepuja-
cego po El). Jesli po El nastepuje RET, koncowka INT bedzie odblokowana dopiero po po-
wrocie z procedury obstugi przerwania. Przerwanie NMI takze blokuje mozliwos¢ przerwan
maskowalnych. Rozkaz RETN odtwarza stan sprzed wystapienia NMI. Jesli przerwania mas-
kowalne byly wowezas dozwolone, po RETN beda one ponownie odblokowane. Przed
RETN nie jest wigc potrzebny rozkaz El (obstuge NMI mozna zakonczy¢ takze zwyktym roz-
kazem RET, lecz wowczas nie nastapi automatyczne odtworzenie ,stanu wrazliwosci” pro-
cesora na przerwanie INT). Przerwanie NMI| moze w kazdej chwili zawiesi¢ obstuge przer-
wania maskowalnego INT, zas w chwili obstugi NMI przerwania INT nie sa przyjmowane.
Moéwimy, ze NMI ma wyzszy priorytet obstugi, niz INT.

Przerwanie polega na zawieszeniu, ,uspieniu” realizowanego programu na sygnat z
zewnatrz | zatrudnieniu procesora na pewien czas do pilniejszych prac. Przerwanie przypo-
mina nieco wywotanie podprogramu maszynowego, z tym, ze pedprogram wywofywany jest
nie na zyczenie programu, lecz na wyrazne zadanie z zewnatrz komputera, wyrazone za-
miana poziomu logicznego na odpowiedniej koncéwce. O ile podprogram ,Swiadczy ustu-
gi" narzecz programu, ktéry go wywoltal, otrzymuje od niego i przekazuje mu parametry, to
program obstugi przerwania moze nie mie¢ nic wspoélnego z przerwanym programem. Po
zakonhczeniu obstugi przerwania stan procesora musi byé identyczny, jak w chwili przyjecia
przerwania. Po , przebudzeniu z narkozy” przerwany program nie moze ,zauwazy¢", ze w
miedzyczasle co$ sie zmienito, np. zawartos¢ rejestrow lub bity stanu. Dlatego podstawo-
wym obowiazkiem procedury obstugi przerwania jest przechowanie na stosie rejestru stanu
(PUSH AF) | tych rejestrow, ktére beda wykorzystane przez procedure, Rejestry te nalezy
oczywiscie odtworzy¢ bezposrednio przed powrotem z procedury przerwania. .

Przerwania zewnetrzne sa bardzo czesto stosowane do odliczania czasu. Urzadzenie
zewnetrzne wysyta w regularnych odstepach czasu (np. co 20 ms, czyli 50 razy na sekun-
de) sygnat przerwania. Jedynym zadaniem programu obstugi jest zwigkszy¢ po kazdym
przerwaniu o 1 zawartosc licznika, utworzonego z kilku komorek PAO. Co sekundg licznik
powigkszany jest o 50, niezaleznie od innych dziatan procesora. Odezytujac licznik w roz-
nych chwilach, program moze zorientowaé sie w uptywie czasu. Napiszmy procedure ob-
stugi takiego przerwania, tzw. zegarowego. Niech przerwanie zegarowe jest jedyna mozliwa
przyczyna wystapienia sygnatu INT, a skok do procedury obstugi odbywa sig pod adres 38H
(56). Licznik skfada sie z trzech bajiow, umieszczonych. poczynajac od adresu 60000 (bajt
najmfodszy):

LICEN EQU  &0000 sadres licznika = &00040
OoRG Sé

ZEGAR: PUSH AF iprzechowal rejestr starnu
PUSH HL roraz zawartosd cary HL
LD HL, LICZN sweisz adres liczrnika do HL
INC (HL) s;zwieksz o 1 naimlfod=szy baijt
JP NZ, ZEGARLI :rnie ma przepelnienia-powrdt
INC HL :ustaw adres starszego bajtu
INC (HL) ;s inkrementud starszy bait
JP NZ, ZEGARI e ma przepelnienia-powrdt
INC HL s:HL=adrezs najstarszego bajtu
INC {HL) rinkrementui najstarszy bait

ZEGAR1: FPOF HL rodtwérz  pierwctna tresdé HL
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& POP  AF ;odtwdrz rejestr stanu
EIX suaktyvwnid wejiscie INT
RET spowr St z aobstTugil przerwania

Procedura przechowuie rejestr stanu i pare HL, ktora bedzie wykorzystana dla jej wiasnych
potrzeb. Pozostatych rejestrow nie trzeba wysytaé na stos, gdyz ich zawartos¢ nie zostanie
zmieniona. Do HL fadowany jest adres najmiodszego bajtu po inkrementacji wartos¢ bajtu
jest ré6zna od 0, moze nastapi¢ powrot z obstugi. W przeciwnym razie oznacza to przepet-
nienie najmiodszego bajtu — trzeba zwiekszy¢ o 1 bajt starszy. Jesli i ten sig przepetni, zo-
stanie zwiekszony bajt najstarszy. Nasz licznik jest 24 — bitowy, a zatem jego pojemnosc
wynosi 2124—1=16777215 impulséw, czyli prawie 335544 sekund.

5.9. Przerwania programowe

Zaréwno Z80, jak i 8080 dysponuja oémioma jednobajtowymi rozkazami wywolania
podprogramow RST 0... RST 56, niekiedy nazywanymi rozkazami przerwan programowych
albo restartu. Nie zawieraja one adresu wywotania, gdyz kazdy z nich uruchamia podpro-
gram pod z gory zadanym adresem. Dla RST 0 jest to adres 0, dla RST 8 — 8, RST 56 — 56.
Sa to te same adresy, pod kidrymi umieszczane sa procedury obsiugi przerwar w proceso-
rze 8080 lub Z80 w trybie 0. Wykonanie rozkazu RST powoduje wiec identyczny skutek jak
odpowiednie przerwanie INT, z wyjatkiem zablokowania linii przerwan,

Rozsadne uzycie przerwan programowych moze zwigkszy¢ efektywnos¢ programu i
wygode programowania. Jesli nie wykorzystujemy adreséw 0...56 dla obstugi przerwan ze-
wnetrznych, mozna tam zlokalizowac najczesciej uzywane podprogramy. Podprogramy te
wywotujemy nastepnie rozkazami RST, a nie CALL, co daje oszczednos¢ zarowno pamigci,
jak | czasu wykonania. Rozkaz RST uzywany jest czgsto do wywotania réznych funkcji ustu-
gowych systemu operacyjnego. Co robi¢ jednak, gdy mozliwych funkgiji jest wiecej niz 87
Przed wywotaniem mozna zatadowac np. do akumulatora dodatkowy kod, kidry pozwoli zi-
dentyfikowaé funkcje:

D a. 2 szatadui do A kod funkcii
RST & swywolad program usiugowy

£

Pierwsza czynnoscia podprogramu jest zbadanie kodu i skok do wiasciwego fragmentu,
realizujacego dana funkcje, np.:

ORGEz  S6

UsiUusI=z aD A, A rohiicz przesuniecie w tablicy
LD . A smiad. badt przesuniecia do C
LIx B, O sstarszy bait przesunieciz = 0
LI HL. ADIRESY sadre=s tablicy adresdw do HL
anbh HL. BC swyZnacz adres adresu programu
LD &, (HL) swpisz do A micd. b=t adresu
INC HL sustaw w HL adres st. bajtu
LD H. (tHL) :=t. bait adresu programu do H
LD L. A smiodszy bajt do L HL = adres
IF {HL) sskoczr do wyzhiaczoneao adresu

ADRESY: DEFW FUNKCO sadr. programu real. Tunkcie O
DEFW FUNECI sadr. programu rezl. furnkcaie 1
DEF FUNKCZ radr. proaramu real. furmbkcde 2
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DEFW FUNKC32 sadr. programu real.

----------

funkcis 3

Technike wyboru wariantow poznalismy juz weczesniej. Kod w akumulatorze wskazuje
te pozycje tablicy ADRESY, kiora zawiera wtasciwy adres programu realizujacego wskazana
funkcje. Poniewaz pozycje tablicy maja po dwa bajty, kod w A trzeba podwoié (ADD A, A).
Uzyskany adres wzgledny (tzw. przesuniecie wzgledem poczatku tablicy) wpisujemy do BC
i dodajemy do adresu poczatku tablicy, uzyskujac adres adresu programu. Nastepnie za-
mieniamy w HL adres adresu na adres efektywny i wykonujemy do niego skok,

Jeszcze lepszym sposobem jest umieszczenie jednobajtowego kodu funkeji bezposre-
dnio po rozkazie RST (metode ta mozna oczywiscie stosowac takze po CALL):

RST 6 swywolald poder.
DEFE Z tkad funkcii

Wywotany program obstugi musi odczytac ten bajt i , przeskoczyt” go,

adres powrotu. Dalszy tok postepowania — bez zmian:

OREG 5S4 -
USLiGT: EX (5P, HL 3
LD a. (HL ) H
INC HL L
EX (SR O HL 5
ack A, A 3

adres kodu
cdczytal do A kod funkocii

pod adresom
{funkcia mr

Se
2)

zwiekszajac o 1

Furnkcii do HL

e
zwiek=sr adres powrctu o 1
przenies go Znowly na shos
WYZNacCT przscuniecie




6. UZUPELNIENIE WIADOMOSCI O PROCESORACH 8080 i Z80

Dotychczas postugiwalismy sie nieco uproszczonym, cho¢ wystarczajacym dla na-
szych potrzeb wyobrazeniem o procesorach 8080 i Z80. Czas uzupetni¢ zalegtosci, cho-
ciazby pobieznie.

Oprocz bitow stanu S, Z 1 CY procesor B080 ma jeszcze dwa, zas Z80 — trzy inne bity
stanu. Po operacjach logicznych bit P/V jest ustawiony, gdy wynik zawierat parzysta liczbe
jedynek (np. 01110100B). Po operacjach arytmetycznych w procesorze 8080 jest podob-
nie, lecz Z80 interpretuje wtedy bit P/V jako wskaznik nadmiaru arytmetycznego (P/V=1,
gdy wystapit nadmiar). Nadmiar wystepuje wtedy, gdy znak wyniku jest inny, niz wynikatby
ze znaku operanddw, np. ujemny po dodawaniu dwoch liczb dodatnich. Nadmiar arytmety-
czny nie ma nic wspoélnego z przeniesieniem. Rozna interpretacija bitu P/V w przypadku roz-
kazow arytmetycznych jest jedynym odstepstwem od zgodnosci programowe| procesora
Z80 z 8080. Oto rozkazy warunkowe korzystajace z bitu P/V:

JP PO, ADRESI1 1z=kocz, ady FP/V= 0
JP PE. ADRESZ2 :skoc=. gdy P/V= 1
CALL PO, ADRES3 :wywcitadi, gdy FP/V= 0

CALL PB., ADRES4 :wywolazi. gdy P/V= 1
RET ~ PO spowrdt, ady P/V= 10
RET PE ipowrdt, ady FP/V= 1

Pozostate dwa bity: H i N (w 8080 tylko H) sg wykorzystywane wylacznie przez rozkaz
DAA, uzywany przy operacjach na liczbach w tzw. formacie BCD (cztery starsze i cztery
mitodsze bity — tzw. potbajty, przedstawiajg po jednej cyfrze dziesiginej). H jest tzw. prze-
niesieniem potéwkowym (przeniesieniem z bitu nr 3), N wskazuje, czy ostatnia operacja
arytmetyczna byto dodawanie lub odejmowanie, Rozkaz DAA, uzyty po dodawaniu lub odej-
mowaniu liczb BCD (w 8080 — tvlko po dodawaniu), powoduje, ze wynik takze jest liczba
typu BCD.

Zarowno 8080, jak Z80 moga bezposrednio wptywac na bit CY, bez zmiany innych bi-
tow stanu. Z80 ma rozkaz negacji arytmetycznej akumulatora:

SCF snadad bitowi CY wartodd 1
CCF shnegud bit CY (zmieW wartosd na przeciwng)
NEG snegui arvimet. & bez zZmiany bitédw stanu

Rozkaz NOP nie wykonuje zadnej operacji i nie zmienia bitow stanu. Mimo ze pozornie
bezuzyieczny, przydaje sie przy organizacii opoznien czasowych i przy uruchamianiu pro-
gramow.
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Nastgpne rozkazy cdnosza sig wylacznie do Z80, Procesor ten posiada dwa identyczne
zestawy rejestréw roboczych. W kazdej chwili aktywny jest tylko jeden, lecz moga one byé
wymieniane pojedynczymi rozkazami:

EX AF, AF' szamien akumulator 1 rejastr stanu
ExH szamiett rejestry B, C. D, E, H, L

LUkryte" rejestry zachowuja swa zawartos¢. Rozkazy EX AF, AF i EXX stanowia wiec
pewna alternatywe dla PUSH i POP, tym bardziej, ze sa wykonywane znacznie szybciej.

Z80 dysponuje szescioma rozkazami skokow tzw. wzglednych. Sa one dwubajtowe:
adres skoku podany jest w kodzie rozkazu nie wprost, lecz jako rdznica miedzy adresem roz-
kazu skoku powiekszonym o 2 (adresem nastepnego rozkazu), a wiasciwym adresem sko-
ku. Rozkazy te pozwalaja wykonywac skoki na odlegtosé —128:+127 bajtow:

JR ADRES :z=kocz bezwarunkowo

JrR NZ, ADRES sskocz, ady bit 2=

JrR 2, ADRES :skocz, ady bBit 2= 1

JR NC, ADRES :skocz,. ady bit CY=Q

JR C, ADRES :=skocz, ady bBit CY=1

DJINZ ADRES :deskremerntui B 1 skocz, ady wynik=0

Rozkaz DJNZ jest szczegolnie uzyteczny przy organizacji petli. Odpowlada on parze
rozkazow: DEC B i JR NZ, ADRES. Roznica polega na tym, ze przy dekrementacii B nie sa
zmieniane bity stanu. Dzigki temu ,administracyjna” czynnosg, jaka jest odliczanie powto-
rzen, nie wptywa na przebieg petli, co pozwala swobodniej dysponowac bitami stanu.

Z80 pozwala bezposrednio przesyta¢ dwubajtowe stowa miedzy PAO, a dowolna para
rejestrow:

LD (ADRES). BC :zapisz zawartosd BC w FAOD
LD (ADRES) . DE s:zapisz zawartogd DE w PAO P
LD (ADRES) ., SP :zapisz zawartosé SP w PAG
LD BC, (ADRES) swpicsz do BC zawartodd strowa =z FAO
LD DE, (ADRES) swpisz do BC zawartodd stowa = FPAO
LD SP, (ADRES) swpisz do SP zawartosd stowa = FPAO

Z80 posiada dwa szesnastobitowe, rownoprawne rejestry indeksowe IX i 1Y, Sfuza one
gtéwnie do posredniej adresacji komorek PAQ. Efektywny adres komorki tworzy suma za-
wartosci rejestru indeksowega | jednobajtowego przesunigcia, traktowanego jak liczba ze
znakiem (—128:+127), co zapisujemy jako (IX+12) lub (IY—89). Adresacja z uzyciem X i Y
jest dozwolona we wszystkich rozkazach, korzystajacych z adresaciji posrednie] zawartoscia
pary HL:

LD A, (IX+1) rzatadurd do akumulatora bBait = PAO
LD C, (I¥-5) szatadul do redestru C bait = PAO
LD (IX+11), A szapamieta) redestr A w komdérce FPAO
LD £TY s H szapamietad rejestr H w komdroe FAO
LD (I¥-1). 33 :wpisz do komérki PAO stata 33
ADRD A, (IX-20) sda akumulatora deodai bait = Fad
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Rejgstry IXi 1Y mozna tadowac | zapamigta¢ w PAO, ukiadac i zdejmowac ze stosu, wy-
mienac 2 wierzehotkiem slosu, inkrementowac | dekrementowac, dodawac do nich zawar-
tosc innej pary rejestrow oraz podwajac, podobnie jak pare HL:

LB r T, F 2385 swpisz =ta¥a do redestru IX
L TIY, (20000} sdo IY skopiuid stowo = PAC
LD (Zoooon), IX szapamietad w PAD zawartose IH

PUSH IY sprzechowsl 1Y na stosie

EX {(SF) . I iprzechowal 1Y mx stosie

INC IY s inkrementui IY bez zmiany bitéw stznu
DEC IX sdekrementul IH bez zZmiany bitéw =starnu
ADD IX, BC sdo I dodai zawartosd pary BC

ADD IY, IY rpodwd i zawartosd IY

Rozkazy ADD IX,.... i ADD IY,... wptywaja tylko na bit CY (jak ADD HL,...). Procesor Z80
dopuszcza rozkazy ADC i SBC takze z udziatem HL:

apc HL, BC sdodai z przenieszieniem BC do HL
SBC  HL., DE sodeimid z pozyczka DE od  HL

Dopuszczalne argumenty: BC, DE, HL i SP. W odréznieniu od ADD HL,... rozkazy te
wptywaja jednak na wszystkie bity stanu, podobnie jak ADD A,... Chcac odjaé pare rejestrow
od HL bez uwzgledniania pozyczki, wystarczy przed rozkazem SBC HL,... wyzerowa¢ CY,
chociazby przez AND A.

Z80 ma specjalne rozkazy do operacji na biokach PAQ. Rozkazy LDI i LDD pozwalaja
przesyfac bajty miedzy komérkami PAO bez udziatu akumulatora. HL zawiera adres zrodio-
wy, DE — docelowy. Po przestaniu w LDD pary HL | DE sa dekrementowane, w LDl — in-
krementowane, zas para BC jest dekrementowana zarowno przez LDD, jak | przez LDI. Roz-
kazy LDDR i LDIR dziafaja jak LDD i LDI, lecz sa automatycznie powtarzane do chwili wyze-
rowania zawartosci BC. Oba rozkazy pozwalaja w prosty sposob rozwiazaé przemieszcza-
nie duzych blokoéw PAQO. Oto przyklad przesyiania 1000 bajtéw spod adresu 20000 pod
30000:

LD HL, 20000 sadres pocz. ocbszaru #rdédiowego do HL

LD DE, 30000 sadres pocz. obszaru docelowego do DE
LD BC, 1000 slicznik baitéw do BC
LDIR iprzeslid blok

CPD, CPI, CPIR i CPDR stuza do przeszukiwania obszarow PAQ. Poréwriuja one ko-
morke wskazang przez HL z zawartoscig A, a nasigpnie dekrementuja BC oraz dekrementu-
ja (CPD, CPDR) albo inkrementuja (CPI, CPIR) pare HL. CPIR i CPDR sa przy tym powtarza-
ne automatycznie do chwili wyzerowania pary BC lub napotkania w PAO bajtu zgodnego z
zawartoscia A. Przyczyne zakonczenia powtorzen wskazuja bity stanu: Z=1, gdy wykryto
zgodnosé, P/V=1, gdy zostat wyzerowany rejestr BC. CY pozostaje niezmieniony.

Z80 pozwala testowag, kasowac lub ustawiaé pojedyncze bity dowolnego rejestru robo-
czego lub komoérki PAO:

BELS 4578 stestud bit nr 1w akumulatorze
RES 0, H sseruld bBit v 0w rejestrze H
SET 6. (HL) rustaw bit nr &6 w komdérce PAO

BIT 7, (IX%2) stestui najstarszy bit komdérki PAO
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RES i SET nie zmieniaja bitow stanu. BIT wplywa tylko na Z. Z=1, gdy testowany bil
=0. Z80 umozliwia rotacie dowelnych rejesirow i kemarek PAQ:

RL A sroctud w o lewos akumulator {3ak RLA)
RR C srotul W prawc rejesty C (Jak RRA&)Y
RLC (HL) stotuld W Tewo komdrke PAD (Jak RLCH)
RRC (IX-5) trotud W Erawo komdrke PAO (Jak RRCH)

Chac dziatanie jest podobne, jak w przypadku oméwionych wczesniej rozkazow rotacii
akumulatora, rozkazy te zmieniaja wszystkie bily stanu w zaleznosci od wyniku przesunie-
cia. Oprocz rotacji mozliwe sa przesunigcia: SLA (arytmetyczne w lewo), SRA (arytmetycz-
ne w prawo) oraz SRL (logiczne w prawo), Mozliwe argumenty — j.w, Opuszczajgcy rejestr
lub komorke PAQ bit przechodzi zawsze do CY, lecz wolny bit z drugiego konca wypethiany
jest zerem (SLA | SRL) lub zachowuje poprzednia zawartosé (SRA). Dzieki temu rozkaz
SRA moze stuzy¢ do dzielenia przez 2 liczb ze znakiem (bit znaku jest powielany). Rozkazy
przesunigc takze wpltywaja na wszystkie bity stanu:

SLAa R sprzeszut aryvimetvoznie w lewo tresé B
SRA (HL?) sprzesuwt arvim=t. w prawc komgrie PaO
SRL (IY+7) sprzesun Togicanie w lewo komdrke PAOD

Istnieja dwa specyficzne rozkazy rotacjl, operujace na potbajtach i przydatne zwilaszcza
przy operacjach na liczbach formatu BCD: RLD i RRD:

2.4

— ]

RLID 4 bity st. |4 bty ml. 4 bity st. 4 bity mi.
L > > J
Akumulatoer Eomérka PAO
Fy =
f 3 1 f ¥ - |
RRI: 4 bity st. |4 bity ml. 4 bity st. |4 bity mi.
L ,,i { L]

Komérka PAQ jest wskazywana zawartoscig pary HL, starszy pétbajt akumulatora pozo-
staje niezmieniony. Zmlenione sa wszystkie bity stanu précz CY.

780 pozwala wymienia¢ informacje migdzy portami wejécia/wyjécia, a dowolnym reje-
strem procesora. Numer portu musi sie przy tym znajdowac w rejestrze C:

IN A. (C) twprowad® do A bait =z podansgo portu
IN =5 “€C) swprowad? do © bait = podanegac portu
ouT (), A swpisx do podansgo portu Zawartosfds 4
ouT CEE). DIy swpisz do podanego portu zawartoss D

W odréznieniu od IN A, (STALA), rozkaz IN A, (C) zmienia wartosci bitéw stanu odpo-
wiednio do wprowadzonej wartosci. Rozkazy IND, INI, OUTD | OUTI przesytaja bajt migdzy
portem o numerze w rejestrze C oraz komorka PAO wskazywana przez HL. Po przestaniu
zawartosé HL jest dekrementowana (IND i OUTD) lub inkrementowana (INI i QUTI), zas re-
jestr B (nie para BCI) jest dekrementowany. Rozkazy INDR, INIR, OTDR i OTIR dziataja po-
dobnie, lecz sa powlarzane automatycznie az do wyzerowania rejestru B.




7. ZAMIAST ZAKONCZENIA

Programowanie jest umiejetnoscia praktyczng, dlatego najlepiej opanowac je, przepla-
tajac lekture podrecznikéw cwiczeniami przy komputerze. Programowania nie mozna nau-
czyé sie wylacznie przy pomocy oféwka i kartki papieru!l Przy nauce programowania w jgzy-
ku asemblera niezbedna jest systematycznosé i wytrwatosé. Nie wolno zrazac sie niepowo-
dzeniami. Btedy popetniaja nawet najlepsi programisci. Nalezy zawsze postepowac tak, aby
wykrycie btedu nie nastreczato wiekszych kiopotdw. Dlatego warto od poczatku narzucic
sobie surowa dyscypling w kwestii poprawnej struktury i dokumentacji programéw — nawet
wtedy, gdy bedzie to stuzyto tylko wyrobieniu dobrych nawykéw. Trzeba zawsze postepo-
waé tak, jak gdyby opracowane programy miaty stanowi¢ nasz kapitat na przysziosc. Nie na-
lezy porywac sie na zbyt ambitne projekty, nie dysponujac odpowiednim doswiadczeniem,
Ktopoty z uruchomieniem programu rosna o wiele szybciej, niz liczba instrukcji.

Planujac ziozone przedsiewziecia programistyczne, trzeba przemyslec przede wszyst-
kim struktury danych i algorytmy manipulacji nimi. Decyzje o zastosowaniu konkretnego je-
zyka programowania lepiej odtozy¢ na pdzniej. Moze okazac sie bowiem, ze uzycie jezyka
asemblera wcale nie jest konieczne. Nowoczesne jezyki programowania, jak C i PASCAL,
rozsadnie uzyte, daja znacznie wigcej mozliwosci bezposredniej wspdipracy ze sprzetem i
optymalnego wykorzystania procesora, niz si¢ wydaje na pierwszy rzut oka. Przy blizszym
poznaniu mechanizmy te czesto okazuja sie zupetnie wystarczajace. Aby je wykorzystag,
potrzebna jest jak zwykle odpowiednia wiedza. Najlepszym jej Zrodtem sa zazwyczaj petne
wersje oryginalnych, firmowych podrecznikéw. Premiowana bedzie przy tym zapewne zna-
jomosé jezykow obcych. Tlumaczenia, wykonywane przez pokatne tzw. studia komputero-
we i inne przypadkowe, a nie budzace zaufania ,instytucie”, sa zwykle mocno okrojone |
roja sie od bteddw, takze merytorycznych. Jesli zawarte tam wiadomos$ci okaza sie niewy-
starczajace, warto czasem pokusi¢ sig o samodzielng analizeg fragmentu wyprodukowanego
przez kompilator kodu. Kiedy nablerzemy ogélnego wyczucia, jaki kod maszynowy odpo-
wiada jakim konstrukcjom w wersji Zrodtowej, poprzez celowa budowe programu zrédiowe-
go mozemy hieraz znacznie powigkszyc¢ jego efektywnosé. Znajomosé jgzyka maszynowe-
go moze zatem przydac sig¢ nawet wiedy, jesli nie bedziemy w nim bezposrednio programo-
wac!

Oprécz préb samodzielnego uktadania programéw dobra szkofa jest tez analiza goto-
wych, porzadnie opracowanych programdéw. Mozna tam podejrze¢ wiele interesujacych te-
chnik programowania, a nawet sztuczek programistycznych. Sztuczek z reguty kopiowac
nie nalezy, ale czgsto stanowia one ciekawa ilustracje specyficznych wtasciwosci procesora
i moga stanowi¢ inspiracje dla wiasnej aktywnosci. Programy takie publikowane sa w ksiaz-
kach i czasopismach, czasem mozna otrzymac¢ tez wersje Zrédlowe programdéw na nosni-
kach maszynowych.

W chwili obecnej jezyk asemblera uzywany jest do duzych projektéw prawie wytacznie
przez profesjonalistéw. Uzytkownicy posfuguja sie zazwyczaj fatwiejszymi w uzyciu jezyka-
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mi wysokiego poziomu, programujac w asemblerze tylko te fragmenty algorytmu, ktore wy-
magaja szczegolnej szybkosci, odwotujg sie do mechanizméw sprzetowych lub z innych
powoddw nie daja sie efektywnie zrealizowa¢. Typowym przyktadem moze byé obstuga
przerwan zewnetrznych. Wiekszo$¢ jezykow wysokiego poziomu umozliwia korzystanie z
procedur napisanych w jezyku asemblera. Niekiedy podprogram maszynowy ziozony z kilku
zaledwie rozkazow potrafi zdziata¢ cuda (np. w grafice ekranowej). Przykltadem moga by¢
wszelkiego rodzaju szybkie przemieszczenia zawartosci zwartych blokéw pamigci ekranu,
wywotujace ztudzenie ptynnego ruchu.

Jest kilka powodow, dla ktorych grafika komputerowa — zwiaszcza ekranowa — jest
szczegoing domena jezyka asemblera. Typowa rozdzielczosé graficzna komputeréw oso-
bistych waha sie od 256%192 do 720%348 punktéw. Daje to od ok. 49 tysiecy do ok. 250 ty-
siecy niezaleznie adresowanych punktéw ekranu, zas pojemnosé pamieci ekranu wynosi —
w przypadku obrazu monochromatycznego — od 6 do 31 KB. Jesli obraz jest barwny, liczby
te ulegna przynajmniej podwojeniu. Nawet uwzgledniajac fakt, ze skonstruowanie rysunku
lub przemieszczenie figury po ekranie wymaga modyfikacii tylko czesci tych punktow, toi tak
zadanie stojace przed procesorem okaze si¢ powazne. Nawet bardzo szybki procesor nie
dysponuje w takim przypadku rezerwg wydajnosci. Wydtuzenie czasu operacji na ekranie z
0,1s do 0,2 s zdecydowanie pogarsza wrazenie.

Operacje w pamieci ekranu sg z reguty dos¢ prymitywne i czesto ograniczaja sie do ko-
piowania lub przesuwania bajtéw, lub ustawiania | kasowania pojedynczych bitéw. Stosujac
jezyk asemblera | uwzgledniajac specyfike listy rozkazow, a czasem i charakterystyczne ce-
chy organizacji pamigci ekranu, mozna takie operacje zaprogramowaé bardzo efektywnie,
osiggajac czasem kilkakrotng oszczgdno$¢ czasu w poréwnaniu z kodem maszynowym wypro-
dukowanym nawet przez dobry kompilator jezyka wysokiego poziomu. W przypadku standar-
dowych operacji np. obliczeniowych przewaga asemblera jest znacznie mniej wyrazna.

Dla wielu znanych kompilatoréw, jako np. TURBO — PASCAL, dostepne sa biblioteki
pracedur maszynowych, realizujgcych np. typowe operacje graficzne. Wiasciwe i celowe
uzytkowanie tych procedur bedzie o wiele tatwiejsze wtedy, gdy dobrze znamy mozliwosci
procesora i potrafimy przewidziec, kiedy zastosowanie jezyka maszynowego da odpowiedni
efekt.

Znajomos¢ jezyka maszynowego jest wrecz nieodzowna przy rozmaitych przerébkach i
adaptacjach oprogramowania systemowego. Wspéiczesne systemy operacyjne, np. popula-
ry w swiecie osmiobitowcow CP/M 80, pozostawiaja uzytkownikowi rozliczne, zazwyczaj
dobrze udokumentowane |, furtki”, pozwalajace dopasowaé system do witasnych potrzeb,
Wachlarz mozliwosci jest szeroki: od zadan tak skomplikowanych, jak instalacja systemu
operacyjnego na nietypowym sprzgcie, po wzglednie proste, jak np. dofaczenie do systemu
nowej drukarki. Potrzebnego oprogramowania najczesciej nie trzeba nawet tworzyé od pod-
staw. Przewaznie wystarczy postuzyc¢ sie jako wzorcem podobnymi rozwiazaniami, publiko-
wanymi w literaturze fachowej lub w dokumentacji dostarczonej przez producenta. Czgsto
zatatwia sprawe drobne poprawki, jak zmiany adreséw pamieci, portéw urzadzer wejscia/
wyj$cia lub statych czasowych.

Powyzej przedstawiono garsé powodow, dla ktérych warto znac¢ przynajmnie] podstawy
programowania w jezyku maszynowym. Liste te mozna by oczywiscie jeszcze wydtuzyé, nie
o to jednak chodzi. Abstrahujac od zastosowarn profesjonalnych, programowanie w jezyku
asemblera moze by¢ bowiem wspaniatym, tworczym hobby. Hobby dla kazdego myélacego
cztowieka, pragnacego dogtebnie poznaé, zrozumieé i ujarzmié mikrokomputer — kolejna
wielka sensacje XX wieku.




DODATEK A

Konwersja liczb migedzy systemami:

.~ dwojkowym, szesnastkowym i dziesietnym

Pionowa kolumna miesci cztery mtodsze bity (mtodszy potbajt) oraz odpowiadajaca mu

cyfre szesnastkowa, poziomy nagtowek — cztery starsze bity. Okna zawieraja dziesietna
postac liczby dwojkowej, ztozonej ze starszego | miodszego potbajtu odpowiadajacego da-

nej kolumnie | wierszowi, Tablica sktada sie z 3 czesci. Pierwsza zawiera liczby od 0 do 127,

jednoznacznie interpretowane jako dodatnie. Druga obejmuje liczby dwojkowe z ustawio-

nym najstarszym bitem dla przypadku, gdy bajt jest traktowany jako liczba bez znaku (128 —
255). Trzecia czgsc tablicy zawiera liczby z ustawionym najstarszym hitem (bitem znaku) w
przypadku, gdy sa one interpretowane jako liczby ze znakiem w systemie dopetnienia dwoj-
kowego, czyli liczby ujemne od —1 do —128. Przyktady:
11000011B =0OC3H =195 lub, jesli ze znakiem, —61
74 = 010010108 = 4AH —=108 = 10010100B = 94H
3BH = 00111011B = 59
heks 0 1 2 3 4 ) 6 7
heks bin. 0000 0001 0010 0011 0100 0101 0110 0111
0 0000 0 16 32 48 64 80 96 112
1 0001 1 17 33 49 65 81 97 113
2 0010 2 18 34 50 66 82 898 114
3 0011 %] 19 35 51 a7 83 99 116
4 0100 4 20 35 52 68 84 100 116
5 0101 5 21 a7 53 639 85 101 117
6 0110 6 22 38 54 70 86 102 118
7 0111 7 23 339 55 71 87 103 119
8 1000 8 24 40 56 72 88 104 120
9 1001 g 25 41 57 73 89 105 121
A 1010 10 26 42 58 74 20 106 122
B 1011 11 27 43 59 75 91 107 123
C 1100 12 28 44 60 76 92 108 124
D 1101 13 29 45 61 77 a3 109 125
E 1110 14 30 46 62 78 94 110 126
F 1111 15 31 47 63 79 95 111 127
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heks 8 9 A B c D E F
heks bin. 1000 | 1001 | 1010 | 1011 | 1100 | 1101 | 1110 | 1114
0 0000 | 128 144 160 176 192 208 224 240
1 00071 129 145 161 177 193 209 225 241
2 0010 | 130 146 162 178 194 210 226 242
3 0011 131 147 163 179 195 211 227 243
4 0100 | 132 148 164 180 196 212 228 244
5 0101 133 149 165 181 197 213 229 245
6 0110 | 134 150 166 182 198 214 230 246
7 0111 135 151 167 183 199 215 [ 231 247
8 1000 | 136 152 168 184 200 216 232 248
9 1001 137 153 169 185 201 217 233 249
A 1010 | 138 154 170 186 202 218 234 250
B 1011 139 155 171 187 203 219 235 251
c 1100 | 140 156 172 188 204 220 236 252
D 1101 141 157 173 189 205 221 237 253
E 1110 | 142 158 174 190 206 222 238 254
F 1111 143 159 175 191 207 223 239 255

heks 8 9 A B C D E F
heks bin. 1000 | 1001 | 1010 | 1011 | 1100 | 1101 | 1110 | 1114
0 0000 | -128 | -112 -96 -80 64 -48 -32 -16
1 0001 | -127 | -111 -95 -79 63 -47 -31 -15
2 0010 | -126 | -110 -94 -78 -62 -46 -30 -14
3 o011 | -125 | -109 -93 77 -61 -45 -29 13
4 0100 | -124 | -108 92 -76 -60 -44 -28 -12
5 0101 | -123 | -107 -91 -75 -59 -43 27 11
6 0110 | -122 | -106 -90 -74 -58 -42 -26 -10
7 0111 | -121 | -105 -89 -73 -57 -41 -25 -9
8 1000 | -120 [ -104 -88 -72 -56 -40 -24 -8
9 1001 | -119 [ -108 -87 71 -55 -39 23 -7
A 1010 | -118 [ -102 -86 -70 -54 -38 95 -6
B 1011 | -117- [ -101 -85 -69 -53 -37 -21 -5
g 1100 | -116 | -100 -84 -68 -52 -36 -20 -4
D 1101 | -115 -99 -83 -67 -51 -35 -19 -3
E 1110 | -114 -98 -82 -66 -50 -34 -18 48
B 1111 | -113 -97 -81 -65 -49 -33 47 -1




DODATEK B
L]

Lista rozkazéw maszynowych
wspoinych dla 8080 i Z80

Lewa kolumna przedstawia te rozkazy Z80 (utozone alfabetycznie), ktére maja odpo-
wiedniki w rozkazach 8080. Obok przedstawiono notacje owych rozkazéow w konwencji IN-
TEL. Rubryka ,kod maszynowy" przedstawia kody rozkazéw w postaci dziesietnej | szesna-
stkowej. Pierwszym bajtem jest zawsze kod operaciji: ,nn" oznacza argument jednobajto-
wy, ,nnn” — dwubajtowy (najpierw bajt mtodszy, nastepnie starszy). CEnn oznacza rozkaz
dwubajtowy o kodzie OCEH i jednobajtowym argumencie. Rubryka ,Bity stanu” wskazuje,
na ktore z czterech podstawowych wskaznikoéw stanu wptywa dany rozkaz. ,x" oznacza, ze
bit ustawiony |est zaleznie od wyniku, ,0" — bit jest zawsze zerowany, ,1" — bit zawsze
ustawiany, CY oznaczono jako C, P/V jaka P.

Zapis w jezyku asemblera Kod maszynowy s?ai‘tr?u

ZILOG Z80 INTEL 8080 dziesietnie | szesnastkowo CSZP

ADC A, (HL) ADC M 142 8E XXX X
ADC A, A ADC A 143 8F XX XX
ADCA, B " |ADCB 136 88 XX XX
ADCA, C ADCC 137 89 XX XX
ADCA D ADCD 138 8A X XXX
ADC A E ADCE 139 8B XX XX
ADC A, H ADC H 140 8C XXX
ADCA, L ADC L 141 8D XX XX
ADC A, nn ACI nn 206 CEnn KAXX
ADD A, (HL) ADD M 134 86 XX XX
ADD A, A ADD A 135 87 XX XX
ADD A, B ADD B 128 80 XXX X
ADD A, C ADDC 129 81 X XXX
ADDA, D ADDD 130 82 XXX X
ADD A, E ADDE 131 83 X XXX
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Zapis w jezyku asemblera Kod maszynowy : s?anr?u

ZILOG Z80 INTEL 8080 dziesietnie | szesnastkowo CSZP
ADD A, H ADD H 132 84 xx>.clx
ADD A, L ADD L 133 85 XXX X
ADD A, nn ADInn 198 Cénn XX XX
ADD HL, BC DAD B 9 09 X
ADD HL, DE DADD 25 19 X
ADD HL, HL DADH 41 29 X
ADD HL, SP DAD SP 57 39 X
AND (HL) ANA M 166 AB 0xxx
AND A ANA A 167 AT 0 XXX
AND B ANAB 160 AOQ Oxxx
AND C ANAC 161 Al Oxxx
ANDD ANAD 162 A2 Oxxx
AND E ANAE 163 A3 0-3( XX
AND H ANAH 164 Al 0 XXX
AND L ANA L 165 A2 Oxxx
AND nn ANI nn 230. E6nn 0xxx
CALL C , nnnn CC nnnn 220 DCnnnn
CALLM |, nnnn CM nnnn 252 FCnnnn
CALL NC, nnnn CNC nnnn 212 D4nnnn
CALL NZ, nnnn CNZ nnnn 196 C4nnnn
CALLP , nnnn CP “nnnn 244 Fnnnn
CALL PE, nnnn CPE nnnn 236 ECnnnn
CALL PO, nnnn CPO nnnn 228 E4nnnn
CALLZ , nnnn CZ nnnn 204 CCnnnn
CALL ﬁnnn CALL nnnn 205 CDnnnn
CCF CNC 63 3F X
CP (HL) CMP M 190 BE XXX X
CPA CMP A 191 BF XXX X
CPB CMP B 184 B8 XXX X
CPC CMPC 185 B9 X XXX
CPD CMPD 186 BA X XXX




Zapis w jezyku asemblera

Kod maszynowy

Bity

ZILOG%SO INTEL 8080 dziesiginie | szesnastkowo CStSanzuP
CPE CMOE 187 BB XX XX
CPH CMP H 188 BC XX XX
CPL CMP L 189 BD XX XX
CPnn CPInn 254 FFnn XX XX
CPL CMA 39 2F
DAA DAA 47 27 XX XX
DEC (HL) DCR M 53 35 X XX
DEC A DCRA 61 3D XXX
DECB DCR B 5 05 J b 5.0 3
DEC BC DCX B 11 0B
DECC DCRC 13 0D XXX
DECD DCRD 21 15 XX X
DEC DE DCXD 27 1B
DECE DCRE 29 iD X
DECH DCRH 37 25 XXX
DEC HL DCXH 43 2B
DEC L DCRL 45 2D XXX
DEC SP DCX SP 59 3B
DIl Di 243 F3
DI El 251 FB
EX (SP),HL XTHL 227 E3
EX DE, HL XCHG 235 EB
HALT HLT 118 76
IN A,(nn) IN nn 219 DBnn
INC (HL) INR M 52 34 XXX
INC A INR A 60 3c XXX
INCB INR B 4 04 XXX
INC BC INXB 3 03
INCC INRC 12 oc XX X
INCD INRD 20 14 XXX
INC DE INXD 19 13
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Zapis w jezyku asemblera Kod maszynowy 's?ai‘gyu
ZILOG Z80 INTEL 8080 dziesietnie | szesnastkowo CSZP
INC E INR E 28 1C XXX
INCH INR H 36 24 X XX
INC HL INXH 35 23
INC L INR L 44 2C XX X
INC SP INX-SP 51 38
JP (HL) PCHL 233 E9
JP C, nnnn JC nnnn 218 DAnnnn
JP M, nnnn JM nnnn 250 FAnnnn
JP NC,nnnn JNC nnnn 210 D2nnnn
JP NZ,nnnn JNZ nnnn 194 C2nnnn
JP P, nnnn JP nnnn 242 F2nnnn
JP PE,nnnn JPE nnnn 234 EAnnnn
JP PO, nnnn JPO nnnn 226 E2nnnn
JP Z, nnnn JZ nnnn 202 CAnnnn
JPnnnn JMP nnnn 195 C3nnnn
LD (BC), A STAX B 2
LD (DE), A STAXD 18 12
LD (HL), A MOV M,A 118 7
LD (HL), B MOV M, B 112 70
LD (HL), C MOV M, C 118 71
LD (HL), D MOV‘M, E‘) 114 72
LD (HL), E MOV M, E 115 73
LD (HL), H MOV M, H 116 74
LD (HL), L MOV M, L 17 75
LD (HL), nn MVIM, nn 54 36mm
LD (nnnn), A STA nnnn 50 32nnnn
LD (nnnn), HL SHLD nnnn 34 22nnnn
LD A, (BC) LDAX B 10 DA
LD A, (DE) LDAX D 26 1A
LD A, (HL) MOV A, M 126 e
LD A, (nnnn) LDA nnnn 58 3Annnn




Zapis w jgzyku asemblera

Kod maszynowy

Bity

ZILOb Z80 INTEL 8080 dziesietnie | szesnastkowo cSts‘f%uP
LD A, A MOV A, A 127 Vi
LDA, B MOV A, B 120 78
LDA,C MOV A, C 121 79
LDA, D MOV A, D 122 TA
LDAE MOV A, E 123 7B
LD A H MOV A, H 124 7C
LD A, L MOV A, L 125 7D
LD A, nn MVIA, nn 82 3Enn
LD B, (HL) MOV B, M 70 46
LD B, A MOV B, A 71 47
LDB,B MOV B, B 64 40
LDB,C MOV B, C 65 41
LDB, D MOV B, D 66 42
LDB, E MOV B, E 67 43
LD B, H MOV B, H 68 44
LDB, L MOV B, L 69 45
LD B, nn MVI B, nn B 06nn
LD BC.nnnn LXi B,nnnn 1 0tnnnn
LD C, (HL) MOV C, M 78 4E
LDC,A MOV C, A 79 4F
LDC,B MOV C, B 72 48
LDC,C MOV C, C 73 49
Lo C, D MOV C, D 74 4A
LDC, E MOV C, E 75 4B
LDCH MOV C, H 76 4C
LDCiL MOV C, L 77 4D
LD C, nn MVIC, nn 14 OEnn
LD D, (HL) MOV D, M 86 56
LDD A MOV D, A 87 57
LDD, B MOV D, B 80 50
LDD,C MOV D, C 81 51
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Zapis W jgzyku asemblera Kod maszynowy s?a“r%’u
ZILOG Z80 INTEL 8080 dziesietnie | szesnastkowo CSZP

LDD, D MOV D, D 8e 52
LDD, E MGV D, E 83 53

LD D, H MOV D, H 84 54
LDD, L MOV D, L 85 55

LD D, nn MVID, nn 22 16nn
LD DE,nnnn LXI D,nnnn 17 11nnnn
LD E, (HL) MOV E; M 94 5E
LDE A MOV E, A 95 5F
LDE B MOVE, B 88 58
LDE,C MOVE, C 89 58
LDE,D MOVE, D 90 5A
LDEE MOVE, E 91 58
LDE,H MOV E, H g2 5C
LDE,L MOVE, L 93 5D
LDE, nn MVIE, nn 30 1Enn
LD H, (HL) MOV'H, M 102 66

LDH, A MOV H, A 103 67
LDH, B MOV H, B 96 60
LDH, C MOV H, C 97 681
LDH,D MOV H, D 98 62
LDH, E MOV H, E 99 63
LDH,H MOV H, H 100 64
LDH, L MOV H, L 101 65

LD H, nn MVIH, nn 38 26nn
LD HL,(nnnn) LHLD nnnn 2A 42nnnn
LD HL,nnnn LXI H,nnnn 33 21nnnn
LD L, (HL), MOV L, M 110 6E
LDL, A MOV L, A 111 B6F
LDL,B MOVL, B 104 68
LDL,C MOV L, C 105 69
LDL, D MOV L,D 106 BA




Zapis W jezyku asemblera Kod maszynowy Bity

ZILOG 780 INTEL 8080 dziesigtnie | szesnastkowo | G SZP
LOLE MOV L, E 107 6B
LDL,H MOV L, H 108 6C
DL L MOV L, L 109 6D
LDL, nn MVIL, nn 46 2Enn
LD SP, HL SPHL 249 F9
LD SP.nnnn LXI SP,nnnn 49 31nnnn
NOP NOP 0 00
OR (HL) ORA M 182 B6 Oxxx
OR A ORA A 183 B7 Oxxx
OR B ORAB 1786 BO Oxxx
ORC ORAC 177 B1 0xxx
ORD ORAD 178 . B2 Oxxx
ORE ORAE 179 B3 Oxxx
ORH ORAH 180 B4 Oxxx
ORL ORA L 181 B5 Oxxx
OR nn ORI nn 246 FBnn 0xxx
QUT (nn), A OUT nn 121 D3rin
POP AF POP PSW 241 F1 XXAX -
POP BC POPB 193 C1i
POP DE POPD 209 D1
i’OF' HL POPH 225 El
PUSH AF PUSH PSW 245 F5
PUSH BC PUSH B 197 Ch
PUSH DE PUSH D 213 D5
PUSH HL PUSHH 229 ES
RET RET 201 cs
RET C RC 216 D8
RET M RM 248 F8
RET NC RNC 208 Do
RET NZ RNZ 192 co
RET P RP 240 FO
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Zapis w jezyku asemblera Kod maszynowy s?a!tr?u

ZILOG Z80 INTEL 8080 dziesietny | szesnastkowy S Zp
RET PE RPE 232 E8
RET PO RPO 224 EO
RET Z RZ 200 (0]
RLA RAL 23 17 X
RLCA RLC 7 o7 X
RRA RAR 3N 1F X
RRCA RRC 15 OF %
RSTO RSTO 199 c7
RST8 RST 1 207 CF
RST 16 RST:2 215 D7
RST 24 RST 3 223 DF
RST 32 RST 4 231 EY
RST 40 R8T'5 239 FF
RST 48 RST 6 247 i
RST 56 RST 7 255 FF
SBC A, (HL) SBBM 158 9E XX XX
SBCA, A SBB A 159 9F XX KX
SBCA, B SBBB 152 98 X XXX
SBCA,C SBBC 183 99 XXX X
SBCA,D SBBD 154 9A X XXX
SBCAE SBBE 155 9B X K KX
SBCA,H SBBH 156 9c XX XX
SBCA, L SBBL 167 9D X XXX
SBC A, nn SBlInn 222 DEnn XXX
SCF STC 55 37 1
SUB (HL) sSuB M 150 96 XX XX
SUB A SUBA 151 97 XX XX
SUB B SUBB 144 a0 XX XX
SUBC suB e 145 91 XX XX
SUBD SUBD 146 92 XX XX
SUBE SUBE 147 93 XX XX




Zapis w jezyku asemblera Kod maszynowy sltae;wu

ZILOB 780 INTEL 8080 dziesistnie | szesnastkowo CSZP

SUB H SUB H 148 94 KX XX
SUBL SUBL 149 85 XX KX
SUB nn ‘ SUlnn 214 Dénn X XXX
XOR (HL) XRA M 174 AE 0 %% x
XOR A XRA A 175 AF Oxxx
XORB XRA B 168 A8 Oxxx
XORC XRAC 189 A9 0xxx
XORD XRAD 170 AA Oxxx
XORE XRAE 171 AR 0 xxx
XORH XRA H 172 AC Oxxx
XORL DRAL 173 AD Oxxx
XOR nn XRlnn 238 EEnn Oxxx




DODATEK C

Odpowiedzi na pytania w tekscie

1.
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LD A,45 faduje do A stata 45, zas LD A, (45) — liczbe z komorki PAO o adresie 45. Za-
pis: LD 250, A jest bezsensowny — nie mozna przypisa¢ zawartosci akumulatora statej
liczbowej; taki rozkaz nie moze istnie¢!

. Za posrednictwem akumulatora: LD A, (20000)

LD L, A
LD A, (20001)
LD H, A

Rozkaz ADD A A mnozy zawarto$¢ akumulatora przez 2 i przenosi do CY najstarszy bit
pierwotnej zawartodci akumulatora.

Oto arytmetyczna negacja A: CPL
INC A

Zerowanie akumulatora mozna osiagna¢ takze rozkazem XOR A lub SUB A (odjecie
akumulatora od siebie daje 0).

Oto mozliwe rozwiazanie: LD @A, (30000)
AND A
JP 2, ZER

Nie wystarczy tylko zatadowaé zawartosci komorki do A, gdyz bity stanu nie zmienia
przy tym stanu. Trzeba przeto wykonaé na zawartosci A jakakolwiek operacje arytmety-
czna lub logiczna, nie zmieniajaca jego zawartosci, np. AND A, OR A, ADD O itd.

Liczba 0 jest uwazana za liczbe dodatnia (bit nr 7 =0). Dlatego gdy wynik=0, nastapi
skok w rozkazie JP P,..., a wiec skok JP Z nie ma szans wystapi¢. Trzeba zamienic¢
miejscami oba rozkazy skoku.

Nie mozna! Dodawanie rejestréw B i C moze daé wynik zerowy takze wowczas, gdy za-
wartosé pary BC, rozumianej jako rejestr szesnastobitowy, nie jest zerem. Niech rejestr
B zawiera FD, za$ rejestr C — 03. FD moze by¢ interpretowane zaréwno jako 253, jak i
—3. W wyniku dodawania powstaje przeniesienie, lecz akumulator zawiera 0, za$ bit
warunku Z jest ustawiony. Po zastapieniu rozkazu OR C przez ADD C petla wykonataby
sie zaledwie 3 razy!



9. Kierunek ma znaczenie wtedy, gdy obszary zrodiowy | docelowy zachodza na siebie,
Ma to miejsce np. przy przesuwaniu duzej grupy bajtow na niewielka odlegtosé:
Adngs przesuwanie ,w przéd” przesuwanie ,w tyt”

Adres Przesuwanie "w przoq" Przesuwanie "w tyi"
100 —> >
2000 - Zrodio -|~> —>J- cel
300 —> cel zZrodio >
400 1) —)J

Przesuwajac blok pamieci ,w przéd”, tzn, w kierunku wigkszych adreséw, musimy za-
cz¢ od ostatnich komdrek. Poniewaz poczatkowy fragment obszaru docelowego po-
krywa sig z koncowym fragmentem obszaru zrodiowego. Przy kopiowaniu od poczatku do
konca zostataby zniszczona nieprzeniesiona jeszcze czesc zrodta. Przepisujac od konca,
wpisujemy nowa zawartos¢ do komdrek, ktérych pierwotna tres¢ zostata juz wczesniej
przepisana. Przy przesuwaniu bloku PAO ,w tyt" trzeba zacza¢ od pierwszych komérek.

10. Najprodciej odja¢ od zera zawartos¢ pary HL: —HL=0-HL:

XOR A szeruld akumulator

SUB L zodeimii od 0 mtodszy bajt

LD Ly szapisz miodszv bait wyniku

LD A, szerud A bez zZmiany bitéw stanu

&1

0
SBC A, H sodeimii od 0 starszy bajit
LD H, A szapisz starszy bajit wyniku

11. 17 HL=16 HL+HL. Dodajac pare HL do samej siebie podwajamy jej zawartosé. Cztero-
krotne powtdrzenie tej operacji odpowiada mnozeniu przez 16:

LD C, L sskopiuil pierwotnag zawaratosd pary
LD B, H sdo pary rejestréw BC (BC= HL)

ADRD HL,HL :podwédi zawartosdé HL (HL= 2%HL)
ADPD HL,HL :podw6i zawartosé HL (HL= 4*HL)
ADD HL,HL :podwédi zawartosdé HL {HL= 8%*BC)
ADD> HL.HL :podwdi zawartosd HL {HL=1&%BLC)
AP HL,BC :do HL dodaij BC (HL=17*B(C)

12. Jesli sprawdzanie, czy BC=0, bedzie odbywact si¢ przed pierwszym dodawaniem, wy-
nik bedzie poprawny:

MNOZ2: LD HL., 0O
MNP = LD A, C

JFP 2, KONIEC
ADD HL, DE

KONIEE: Gsnnssasscnreses

13. Wystarczy zastapi¢ LD BC, 0 przez LD BC, —1 (LD BC, OFFFFH),
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14,

15,

16.

17.

18,

25

20,

21,

22.
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Zamiana zawartosci BC i DE: PUSH BC
(zauwazmy, ze POP DE PUSH DPE
zdejmie ze stosu wartoscl POP BC
utozone przez PUSH BCI) POP DE

Za posrednictwem pary HL:

LD HL. 0O
ADD HL, SP
LD (3500), HL

Podprogram nie zdejmuje ze stosu przechowanej tam zawartosci HL. Wskutek tego ro-
zkaz RET zamiast adresu powrotu napotka na wierzchotku stosu pierwotng tres¢ HL i
skok nastapi do komarki o adresie odpowiadajacym tej zawartosci.

Jesli tylko mozemy swobodnie korzysta¢ z pary HL, to rozkaz RET da sig zastapi¢
przez:

POP HL
JpP (HL)
Oto rozwigzanie bez JP: SIGN: AND A
(rozkaz: LD A, STALA RET 2
nie wplywa na bity LD B 1
stanu, ustawione po RET ™
AND A) Lb A, 1
RET

RRA mozna zamieni¢ przez RRCA — jego zadaniem jest tylko wpisywanie kolejnych bi-
téw akumulatora do CY. Zastapienie RLA przez RLCA sprawitoby, ze do najstarszej po-
zycji akumulatora bytby wprowadzany nie bit CY, lecz najmiodszy bit A.

Oto propozycija modyfikacii:

L A, '0°
ADC A, O
CALL PISZZN

Jesli CY=0, to rozkaz ADC A, 0 nie zmieni zawartosci A, w przeciwnym razie zwigkszy
ja o 1, co oznacza zmiang kodu '0" na '1".

Mozna, stosujac rekursie. W podprogramie WSPAK wystarczy tylko zamieni¢ miejscami
obydwa rozkazy CALL!

Aby podprogram WYSDEC wys$wietlat liczby dwdjkowe, wystarczy zamieni¢ LD DE, 10
na LD DE, 2. Gdyby trzeba wyswietlac liczby szesnastkowe, to poza zamiana LD DE,
10 na LD DE, 16 trzeba zapewni¢ rozpoznanie cyir wiekszych niz 9:

FOP  AF sadtwérz w A reszts z dzielenia
0 24 10 sczy wigksza Tub réwna 10 2
JP Cs . EYF . shie —teyira "0" — "9
CYF: ADD A, 7 sréZnica miedzy 'A' i '9'+1 = 7
: APD A, '0° roblicz kod odpowiedniei cyfry




23. Po pierwsze HL trzeba mnozy¢ nie przez 10, lecz przez 16, zastepujac ADD HL, BC
przez ADD HL, HL (rozkazy: LD C, Li LD B, H sa zbedne). Po drugie, nalezy rozpozna-
wa¢ cyfry szesnastkowe | poprawnie okreslaé ich wartosc:

q
PECBIi: LD a. (DE) sodczytai =z bufora kolediny znak

CP ‘Fr+1 sczy kod wiekszy od cyfry “F" 7
RET P sJesli tak, to nie cyfra szesn.
sup 'of sodeimii kod cyfry "o

RET ™ 3eddi wynik <0, to nie cyfra
CP i0 sczy liczba w A wieksza od 9 7
JP M.CYFRA 3324141 niie, cyfra dziesietna
sup 7 37 = rézZnica miedzy "'&' i '9'+1
CF 10 sady A>»=10, cyfra szesnastkowa
RET M sto e Jest cyfra szeshnastkowa

CYFRA: LD C. A H
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