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Der BASIC-b,terpreter 

1 . Der BASIC-Interpreter 

1.1 Hex-, Binär- und Dezimalsystem 

11 

Bevor Sie sich den weiteren Kapiteln dieses Buches, sei es 
Grafikprogrammierung oder Aufbau einer BASTe-Zeile, zu­
wenden, ist es nötig, sich mit einigen wichtigen Grundlagen 
vertraut zu machen. Es handelt sich dabei um verschiedene 
Zahlensysteme, die wir erläutern wollen. Sollten Sie mit he:a:a­
dezimalen und binären Zahlen bereits vertraut sein, so können 
Sie diesen Unterpunkt des ersten Kapitels überschlagen und mit 
Kapiteln 1.2 fortfahren. 

Das Wort dezimal kommt aus dem Lateinischen und bedeutet: 
auf die Grundzahl zehn bezogen. Mit den zehn Ziffern unseres 
Dezimalsystems (0, I, 2, 3 bis 9), läßt sich jede beliebige Zahl 
darstellen. Für die Zahlen von null bis neun reicht eine Ziffer 
IUS, Wollen wir aber eine Zahl darstellen, die größer als neun 
ist, reicht eine Ziffer nicht mehr aus, und wir müssen weitere 
Stellen belegen. Dies sei hier an der Zahl dreizehn verdeutlicht. 
Die ersten zehn 'Elemente' werden zu einem Zehner zusammen­
gefaßt, die drei restlichen Elemente bleiben als Einer stehen, 
Wir erhalten also einen Zehner und drei Einer. Damit haben wir 
die Zahl 13 im Dezimalsystem dargestellt. Reichen aber auch 
neun Zehnerstellen und neun Einerstellen nicht aus, um unsere 
Zahl darzustellen, müssen wir noch einen Übertrag hinzu­
nehmen, Diese Stelle enthält die Hundertereinheiten unserer 
Zahl. Die Gliederung einer Dezimalzahl sieht also wie folgt aus: 
von rechts nach links stehen die Einer, Zehner, Hunderter und 
so weiter. Die Einerstelle kann aber auch als 1 0° 

geschrieben 

werden. Ebenso ist JO = 1 01, 100 _ 1 01, 1000 = 103 und so wei­
ter. Als Beispiel für die Einheiten betrachten wir die Zahl 2 134 
einmal genauer: 

2 3 4 

Tausender HlXlderter Zehner E; ner 

1000 

10"3 

100 

10"2 

10 

10"1 10"0 
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Die Zahl 2134 kann demnach auch folgendermaßen dargestellt 
werden: 

Der Mensch bedient sich des Dezimalsystems, weil er zehn Fin­
ger hat und diese anfangs zum Rechnen benutzte. Mittlerweile 
sind fast aJle Einheiten im Zehnersystem definiert. So ist I km .. 

1000 m. I t - 1000 kg oder 1 dm - 1 0  cm, um nur einige Bei­
spiele zu nennen. 

Der Computer hat aber keine zehn, sondern nur zwei "Finger". 
um 2.U zahlen. Er erkennt nur, ob Strom ein- oder ausgeschaltet 
ist und verfOgt daher nur noor zwei Ziffern, 0 und 1 .  Demnach 
arbeitet er mit einem Zweiersystem. auch Binärsystem genannt. 
Analog zum Dezimalsystem kann hier nur bis eins gezählt wer­
den, danach findet ein Übertrag statt. Diese ÜbertragssteJle, 
Hnks neben der Einerstelle, hat den Wert 21 = 2. Hier werden 
also die Zweiereinheiten abgelegt. Die nächsten Einheitenstellen 
entsprechen im Dezimalsystem den Werten 4, 8, 16, 32, 64 und 
128. Eine solche EinheitensteIJe ist die kleinste Information, die 
der Prozessor verarbeiten kann. Die einzelnen Kleinstinfor­
mationen werden Bit genannt und sind die Grundlage für jede 
Rechneroperation. Acht Bits werden jeweils zu einem Byte 
zusammengezogen, das dann höchstens den Wert I I 1 1 1 1 1  I .. 255 
haben kann. 

Bit: 7 6 5 4 3 2 1 0 
1 1 1 1 1 1 1 

• 128+64+32+16+8 +4 +2 +1 = 255 

Größere Rechner können auch 16  Bits zu einem sogenannten 
"Ward" zusammenfassen. Da der 6502 nicht über diese Fähigkeit 
verfügt, bedient man sich hier eines kleinen Tricks. Die 16 Bits 
werden jeweils in zwei Bytes aufgeteilt und hintereinander im 
Speicher abgelegt. Hierbei ist zu beachten, daß die Bits 0 bis 7, 
das sogenannte LOW-Byte, immer zuerst abgelegt werden. 
Danach kommen erst die Bits 8 bis 15, die das höherwertige 
Byte der Zahl darstellen. Dieses Byte nennt man HIGH-Byte. 
Mit 16 Bits kann man 21& = 65535 Zahlen darstellen, was genau 
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dem Adressbereich des C64 entspricht. Wie man sieht, ist es für 
Adressierungen sehr günstig. wenn man Zahlen in zwei Bytes 
darstellt. Um alle Einheiten zu nennen, muß an dieser Stelle 
noch erwähnt werden, daß ein Byte auch in zwei Einheiten zu 
je vier Bits unterteilt werden kann. Die ersten vier Bits nennt 
man LOW-, die zweiten vier Bits HIGH-Nibble des Bytes. 

Nun wollen wir versuchen, mit Binärzahlen zu rechnen. Die 
Addition zweier Zahlen geschieht genau wie im Dezimalsystem 
auch: die einzelnen Stellen der Zahlen werden addiert. Sollte ein 
Übertrag entstehen, wird dieser zu der links folgenden Stelle 
hinzuaddiert. Hierzu ein Beispiel: 

189 " 10111101 

+ 42 '" 00101010 

= 231 ., 11100111 

Um im Umgang mit Zahlen im Bezug auf Computer völlig ver­
traut zu werden, fehlt noch die Einsicht in das Hexadezimal­
system und natürlich die nötige Übung. 

Das Hexadezimalsystem verfügt über 16 Ziffern, von denen die 
ersten zehn, von 0 bis 9, mit denen des Dezimalsystems identisch 
sind. Danach folgen als Ziffern A, B, C, D, E und F, die auf 
den ersten Blick etwas mysteriös erscheinen, da sie uns bisher 
nur als Buchstaben bekannt sind. Im Hexadezimalsystem werden 
diese Symbole jedoch benutzt, um Ziffern für die Werte 10 bis 
15  darzustellen. Die dezimalen Werte der einzelnen hexadezima­
len Ziffern können Sie der folgenden Tabelle entnehmen: 

Hexadezimal: 0 , 2 3 4 5 6 7 8 9 A B C  D E F 

Dezimal: 0 1 2 3 4 5 6 7 8910 11 12 13 14 15 

Der Unterschied zum Dezimalsystem besteht darin, daß nach der 
Ziffer 9 kein Übertrag entsteht, sondern mit A weitergezählt 
wird. Stattdessen findet der Übertrag erst nach der Zjffer F 
statt. Mit einer SteHe läßt sich also maximal die Zahl 15 darstel­
len. Im Binärsystem würde man dazu vier Stellen benötigen. 
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Mit zwei Ziffern läßt sich maximal die Zahl FF = 
15*161+15*16° 

= 255 darstellen. Im Gegensatz zum Binärsystem, 
in dem man für diesen Wert acht Stellen braucht, genügen hier 
zwei. Um den gesamten Adressbereich ansprechen zu können, 
kommt man jetzt mit vier statt mit 16 Stellen aus. Der 
Vollständigkeit halber wollen wir hier noch auf das Rechnen mit 
Hexadezimalzahlen anhand eines Beispiels eingehen: 

Dezimal Binär Hexadezimal 

133 = 10000101 85 

+ 42 = 00101010 = 2A 

=175 = 10101 1 1 1  = AF 

Sie sehen, daß sich auch hier am Rechenprinzip nichts geändert 
hat, wenn man von den sechs neuen Ziffern absieht. Mit einiger 
Übung werden Sie sowohl das Rechnen mit den Zahlensystemen, 
als auch das Umrechnen zwischen diesen als Selbstverständlich­
keit ansehen. Für das Umrechnen zwischen Binär- und Hexa­
dezimalsystem gibt es eine kleine Hilfe, die auch Sie sich zu 
Nutze machen können: 

Wie schon erwähnt, lassen sich die acht Bits eines Bytes in zwei 
Nibbles unterteilen. Nehmen wir die Zahl 42 "" 00101010, so ist 
das LüW -Nibble 1010 = 10  = $A. Das HIGH-Nibble hat den 
Wert 0010 = $2. Schreiben wir die beiden Nibbles, in der 
Reihenfolge HIGH- und LOW-Nibble, hintereinander, erhalten 
wir die Zahl $2A = 00101010. Wir haben also die zwei Stellen 
der hexadezimalen Zahl einzeln betrachtet und umgerechnet. 
Dadurch arbeiten wir nur noch mit Zahlen im Bereich von 0 bis 
15,  beziehungsweise von 0 bis F, was uns das Rechnen erheblich 
erleichtert. 

1.2 Logische Verknüpfungen 

Die logischen Verknüpfungen stammen aus der Booleschen 
Algebra, so genannt nach dem Mathematiker George Boole. Im 
BASIC hat man Zugriff auf die Verknüpfungen NOT, AND und 
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OR. In Assembler kann man den Befehl NOT nicht benutzen. 
Dort hat man dafür aber den Befehl EOR, mit dem man unter 
anderem auch die Wirkung von NOT erzielen kann. 

Die erste Verknüpfung, die wir behandeln wollen, ist NOT. Auf 
deutsch übersetzt bedeutet NOT 'NICHT'. Wenn man weiß, daß 
sich eine logische Verknüpfung immer auf die einzelnen Bits 
eines Bytes bezieht, dürfte es nicht schwer fallen, sich vor­
zustellen, welche Wirkung dieser Befehl hat. Jedes Bit wird 
negiert, also einfach umgedreht. Wenn ein Bit 1 ist, wird es 0 
und umgekehrt. NOT ist also keine Verknüpfung im eigentlichen 
Sinn, da es sich nur auf eine Zahl bezieht und keine zwei Zah­
len miteinander verknüpft werden. Zu NOT nun ein Beispiel: 

NOT 195 
Ergebnis: 60 

Das Betrachten des Bitmusters veranschaulicht das Ergebnis: 

Zahl 
NOT 

1 1 0000" = 195 
001 1 1 100 = 60 

Es ist zu beachten, daß sich dieses Zahlenbeispiel nur auf das 
Bitmuster bezieht. Da die Zahlen im BASIC zuerst in das 
Integerformat umgewandelt und dann erst negiert werden, ist 
das Ergebnis hier nicht dasselbe. In BASIC würden Sie -196 
erhalten. 

Jetzt kommen wir zu den Verknüpfungen, die auch in As­
sembler Verwendung finden. Als erstes w!ire hier AND, zu 
deutsch UND, zu nennen,. Hierbei müssen jeweils beide zu ver­
knüpfenden Bits gesetzt sein, damit das Bit im Ergebnis auch 
gesetzt ist. Ist eines der beiden Bits 0 und das andere I, so wird 
das Ergebnisbit O. 

PRINT 31  AND 85 
Ergebnis: 2 1  



16 64 Intern 

Auch hier verdeutlichen die Bitkombinationen das Ergebnis: 

1. Zahl 00011111 .31 

AND Z. ZahL 01010101 • 85 

Ergebnis 00010101 • 21 

Ein Anwendungsbeispiel für die AND-Verknüpfung ist zum 
Beispiel das Löschen einzelner Bits. Möchte man beispielsweise 
das letzte Bit eines Bytes löschen, ohne die anderen Bits zu 
verändern, so braucht man die entsprechende Zahl nur mit 
111 1 1 1 10 • 254 zu verknüpfen. 

Z8hl: 0 1 101U)t 

verknOpft .,\ t: 111",,0 

ergibt: 01101100 

In diesem Beispiel wurde das letzte Bit gelöscht, ohne die ande­
ren Bits dabei zu verändern. Dieses System iSI vor allem dann 
von Nutzen, wenn die einzelnen Bits eines Bytes verschiedene 
Funktionen übernehmen und nicht alle Bits bekannt sind. 

Eine Umkehrung dieser Funktion, also das Setzen eines beliebi­
gen Bits, kann man mit OR erreichen. Bei üR muß mindestens 
eines der jeweiligen Bits gleich. I sein, damit das Ergebnisbil 
gesetzt wird. Es können natürlich auch heide Bits gesetzt sein. 
Um das letzte Bit einer Zahl zu setzten, muß man es nur mit I 
OR-verknOpfen. War es gelöscht. so wird es jetzt gesetzt, d a  0 
OR 1 "" I ist. War es aber schon I, wird der Wert beibehalten, 
da 1 OR I auch 1 ist. 

Ein Beispiel könnte so aussehen: 

Zahl: 10010100 

verknüpft lIlit: 00000001 

ergibt: 10010101 
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Da die restlichen Bits mit 0 verknüpft werden, bleiben sie 
unverändert. Aus dem BASIC heraus muß man die betreffende 
Zahl mit 1 OR-verknüpfen, wenn man das letzte Bit setzen will. 
Möchte man Bit 2 setzen, muß man die Zahl 00000010 "" 21  "" 2 
benutzen. 

Während die bislang besprochenen Verknüpfungen zum Standard 
fast jeder Programmiersprache gehören, muß EXOR fast als 
'Exot' unter den Verknüpfungen angesehen werden. EX steht 
dabei flir EXklusiv oder NUR. Eine wahre Aussage erhält man, 
wenn zwei verschiedene Bits miteinander verknüpft werden, es 
muß also genau ein Bit gesetzt sein. Um eventuellen Ver­
wirrungen vorzubeugen, muß an dieser Stelle eingefügt werden, 
daß in der Boolschen Algebra eine 1 als Ergebnis einer Ver­
knüpfung eine wahre Aussage bedeutet. Eine 0 als Ergebnis 
steht hingegen für eine falsche Aussage. 

Auf den ersten Blick erscheint das Anwendungsgebiet von 
EXOR sehr begrenzt, doch das ändert sich, wenn man ein wenig 
damit arbeitet. Verknüpft man zum Beispiel eine Zahl A mit 
einer zweiten Zahl B, so sind im Ergebnis die überein­
stimmenden Bits gelöscht. Diese Anwendung eröffnet neue 
Möglichkeiten, vor allem in der Assemblerprogrammierung. Da 
eine Zahl A zweimal mit einer Zahl B verknüpft wieder die 
Zahl A ergibt, eignet sich EXOR auch hervorragend zum 
Codieren eigener Programme, um diese vor fremden Eingriffen 
zu schützen. Dabei muß das Programm in codierter Form abge­
speichert sein, nachdem man es zuvor 'per Hand' mit einer be­
stimmten Zahl EXOR -verknüpft hat. Dem Hauptprogramm muß 
dann eine kleine Decodierroutine vorangestellt werden. 

Hier sind die sogenannten Wahrheitstabellen der Booleschen 
Algebra noch einmal genau aufgeführt: 

NOT AND OR "00 

o • 1 o 0 ;:: 0 o 0 ;:: 0 o 0 = 0 

1 • 0 o 1 • 0 o 1 • 1 o 1 • 1 

1 o ;:: 0 1 o • 1 o • 1 

1 1 • 1 1 1 • 1 1 1 • 0 
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1.3 Der Aufbau einer BASIC-Zeile 

Der COMMODORE 64 verfUgt über einen recht komfortablen 
BASIC-Interpreter, der auf dem des COMMODORE PET 2001 
aufbaut. Dieser Interpreter wurde von der Firma Microsoft ent­
wickelt und findet auch in der 3000er Serie von COMMODORE 
Verwendung. Da es sich auch hier um das BASIC mit der Ver­
sionsnummer 2.0 handelt, entsprechen sich die Funktionen der 
beiden Interpreter. Doch nun zur Funktionsweise des Inter­
preters. 

Nach dem Einschalten befindet sich der Computer in einer Ein­
gabewarteschleife, sofern kein Modul angeschlossen ist. Wie sich 
schon aus dem Wort entnehmen läßt, wartet der Rechner hier 
auf die Eingabe einer BASIC-Zeile, die mit RETURN abge­
schlossen werden muß. Danach verzweigt er in eine Schleife, die 
für die Umwandlung in den Interpretercode zuständig ist. Dabei 
wird überprüft, ob es sich bei dem ersten Zeichen dieser Zeile 
um eine Zahl handelt. Ist dies nicht der Fall, so wird die Zeile 
im Direktmodus abgearbeitet. Handelt es sich jedoch um eine 
Zahl, wird diese als Zeilennummer angesehen. Existiert diese 
Zeilennummer schon, wird die betreffende BASIC-Zeile im 
Speicher gelöscht und der Rechner kehrt in die Eingabe­
warteschleife zurück. Normalerweise folgt nach der Zeilennum­
mer jedoch ein Text. der dann vom BASIC-Interpreter in den 
Interpretercode umgewandelt und abgespeichert wird. Bei dieser 
Umwandlung wird jeder BASIC-Befehl in eine Codenummer 
übersetzt. Die entsprechenden Werte kann der Computer aus 
einer Tabelle ablesen, die wir auf einer der nächsten Seiten 
abgedruckt haben. Diese Werte, mit denen der Interpreter 
arbeitet, werden auch Tokens genannt. Texte, die etwa in 
Anführungsstrichen stehen, werden nicht in solche Tokens um­
gewandelt, sondern in normalem ASCII-Code (American 
Stand art Code for Information Interchange), im Hexadezimalsys­
tem abgelegt. Zum besseren Verständnis haben wir einige Bei­
spielzeilen mit dem dazugehörigen Interpretercode abgedruckt, 
die wir noch weiter dokumentieren wollen. 
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BASIC-Zeite Interpreter�ode 

10 PRINT"HALLO" OE 08 DA 00 99 22 48 41 4C 4C 4F 22 00 

080E 0010 PR. " H A L L  0 " 

20 REM TOKEN 

30 END 

lA 08 14 00 BF 20 54 4F 4B 45 4E 00 

081A 0020 REM T 0 K E N 

20 08 1E 00 SO 00 00 00 

0820 0030 END 

19 

Fangen wir mit Zeile 10 an: Die ersten beiden Bytes stehen mit 
der BASIC-Zeile in keinem direkten Zusammenhang und kön­
nen deshalb etwas verwirren. Es handelt sich hierbei um die 
Anfangsadresse der jeweils nächsten BASIC-Zeile. Diese Adresse 
liegt als LOW- und HIGH-Byte vor. Die nächste Zeile fängt in 
unserem Beispiel also bei $080E an. Hierbei sind wir davon aus­
gegangen, daß der BASIC-Start bei $0801 (2049) liegt, was nach 
dem Einschalten des Rechners normalerweise der Fall ist. Die 
nächsten beiden Bytes geben die Zeilennummer der BASIC-Zeile 
an. Schauen wir uns diese beiden Bytes an, so sehen wir, daß es 
sich um die Zeilennummer $OOOA handelt, die in das Dezimal­
system umgerechnet der Zahl 1 0  entspricht. Nun folgt der erste 
BASIC-Befehl, der in ein Token umgewandelt wurde. Der 
Befehl PRINT ist hier in den Codewert $99 (153) umgewandelt 
worden. Danach folgt die Zahl $22 (34), die dem Hochkomma­
zeichen, auch Anführungsstriche genannt, entspricht. Der in 
Hochkommazeichen eingeschlossene Text wird nicht in Tokens 
umgewandelt, sondern als ASCII-Code abgelegt. Das Wort 
'HALLO' bleibt also in seiner vollen Länge von fünf Bytes 
erhalten. Jetzt kommt wieder der Token für das Hochkomma­
zeichen und im Anschluß die Zahl Null. Diese Null wird nach 
jeder BASIC-Zeile vom Interpreter automatisch angehängt, um 
das Ende der Zeile zu markieren. 

In der zweiten Zeile wiederholt sich dieses Prinzip. Die ersten 
Bytes zeigen auf den Anfang der dritten Zeile, die sich in 
$081 A  (2074) anSChließt. Der Codewert $8F (143) ist der Token 
für den BASTC-Befehl REM, 
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Der Text hinter REM wird, wie der in den Hochkommazeichen 
auch, als ASCH-Code abgelegt. Wie bei der ersten Zeile wird an 
das Ende eine Null angehängt. Auch die dritte Zeile ist nach 
demselben System aufgebaut, weist jedoch zu den ersten beiden 
einen Unterschied auf. Die ersten beiden Bytes zeigen nicht auf 
den Anfang der ntichsten BASIC-Zeile, da diese nicht existiert. 
Die Bytes zeigen hinter das Ende der letzten Zeile. An diese 
Stelle setzt der Interpreter zu der Null für das Ende der Zeile 
noch zwei weitere Nullen. Hier befinden sich jetzt also drei 
Nullen, die für den [nterpreter das Ende des gesamten BASIC­
Programms markieren. 

Bei der Umwandlung in den Klartext, also einem LIST, wandelt 
der Interpreter die Tokens in ASCH-Codes um. Diese Methode 
hat zwei wesentliche Vorteile. Zum einen wird fOr ein Pro­
gramm weniger Speicherplatz benötigt, zum anderen muß das 
Programm nicht bei jedem Ablauf erst umgewandelt werden, 
was zu einem schnelleren Programmablauf führt. 

Hier nun die Tabelle der BefehJsworte und ihrer Tokens: Die 
Adresse hinter den Tokens gibt den Einsprung der jeweiligen 
Routinen im BASIC-Interpreter an, soweit dieses möglich ist. 

Befehl "h" Adresse Borfehl Token Adresse 

END S80 128 "83' Ref�N S8E 14Z .... , 
FOO se1 129 '''742 REM $8F 143 SA93B 

NEXT $82 130 5AD1D STOP 590 144 SA82F 

DATA .., ", $A8F8 ON S91 145 SA9I.B 

INPUU $84 132 SABA5 WAIT S92 146 S8S20 

INPUT $85 133 'ABBF LOAD $93 147 "'68 
.,. SM '34 .... , SAVE $94 148 SE156 

RE'" $87 135 .. 006 VERIFY S95 149 SE165 

LET S88 136 $A9A5 DEF 596 150 $B3B3 

GDTO $89 137 5ABAD POKE 597 151 S8824 

RUN S8A 138 SA871 PRIHT# 598 152 SAASO 

I F  $8B 139 SA928 PR!HT $99 153 SAAAD 

RESTORE $8C 140 $A81D COO, $9A 154 SAS57 

OO"Ja S8D 141 WI8J LIST $98 155 SAh" 
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CeR S9C 156 SA65E SON SB4 180 SBC39 

CMD S90 157 SAA86 INT SB5 181 SBCCC 

SYS S9I: 158 SE12A ABS SB6 182 SBc58 

OPEN S9F 159 SE1BE USR SB7 183 S0310 

ClOSE SAD 160 SE1C7 'RE SB8 184 SB370 

GET/GETII $Al 161 SAB78 POS SB9 185 SB39E 

NEW SA2 162 SA642 SOR SBA 186 SBF71 

TAB( SA3 163 RND SBB 187 SE097 

TO SA4 164 LOG SBC 188 SB9I:A 

FN SA5 165 SB3F4 EXP SBD 189 SUFED 

SPC( $A6 166 COS $BE 190 .,264 

THEN SA7 167 SIN SBF 191 SE26B 

NOT SA8 168 SAED4 TAN seo 192 SE2B4 

STEP SA9 169 ATN tel 193 SE3DE 

• SAA 170 $B"" PEEK SC2 194 SB80D 

SAB 171 SB853 LEN t" 195 SBnc 

• SAC ln SBA2B STRS SC4 196 SB465 

I SAD 173 SBB12 VAL scs 197 SB7AD 

SAE 174 SBF7B ASe SC6 198 SB78B 

AND SAF 175 SAFE9 CHRS SC7 199 SB6EC 

OR SBO 176 SAFE6 lEFT$ $C8 200 $B700 

Größer SBl 177 RIGHT$ SC9 201 SB72C 

• S82 178 MIDS SCA 202 $B737 

KLeiner $B3 179 GO SCB 203 

Als Ergänzung muß noch hinzugefügt werden, daß das höchst-
wertige Bit, also Bit 7, der Tokens immer gesetzt ist. Daraus er-
gibt sich zwangsläufig, daß die Werte der Tokens immer größer 
als 127 sind. 

Neben den Tokens finden noch folgende Werte im Interpreter 
Verwendung: 
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000 

64 Intern 

Der Nulleode merkiert Zeilen� oder 

Progranmenden 

$20 (32) bis SF (95) Diese Werte sind Identisch mit dem 

Ase li-Code 

$FF (255) Codewert für die ZahL Pi 

Betrachten wir die Wertebereiche der Codes, steUen wir fest, 
daß die Bereiche von (I) bis $IF (31), $60 (96) bis $7F (127) 
und $CC (204) bis $FE (254) vom Betriebssystem nicht benutzt 
werden. Sie eignen sich damit hervorragend, um eigene Befehle 
in BASIC einzubinden. Zu diesem Thema erfahren Sie weiteres 
in Kapitel 1.5 

1.4 Ablage von Variablen und Arrays 

Die Variablen des Commodore-BASIC werden in drei Arten 
unterteilt, die sich in bestimmten Adressbereichen des BASIC­
Speichers befinden. Hierbei wird zwischen einfachen, also nicht­
indizierten, Variablen, indizierten Variablen und den Inhalten 
von Stringvariablen unterschieden. 

Die nichtindizierten Variablen werden unmittelbar hinter dem 
BASIC-Programm abgelegt. Der Anfang dieses Blocks ist in 
einem Zeiger in der Zero-Page in den Adressen $2D/2E (45/46) 
festgelegt. Da sich der Block direkt hinter dem Programm befin­
det, ist es klar, daß diese Variablen beim Einfügen eines neuen 
Programm teils gelöscht werden. Hinter diesem Adressbereich 
schließt sich der Block mit den indizierten Variablen an, dessen 
Beginn in den Adressen $2F/30 (47/48) festgelegt ist und der 
gleichzeitig das Ende des ersten Blocks markiert. Das Ende des 
zweiten Variablenbereichs wird durch den Zeiger in $31/32 
(49/50) gekennzeichnet. Die Inhalte der Stringvariablen werden 
am Ende des BASIC-Speichers abgelegt und auf der folgenden 
Seite noch näher erläutert. 
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Als erstes schreiten wir zur Erklärung der nichtindizierten 
Variablen, die sich in vier Variablentypen gliedern. Dieses sind 
die REAL-Variablen, die INTEGER-Variablen, die STRING­
Variablen und die Variablen von selbstdefinierten Funktionen 
mittels DIM. Die Einträge bestehen aus jeweils sieben Bytes, die 
den Variablennamen und den Variablenwert beziehungsweise 
den Zeiger auf den Vadablenwert beinhalten. 

Real 
Integer 
String 

FN 

Abb. 1.4.1: Format der Variablentypen 

Die Bytes 0 und I eines jeden Eintrages beinhalten den Namen 
und den Typ der Variablen. Der Typ wird durch die beiden 
siebten Bits gekennzeichnet, die entsprechend gesetzt sind, wie 
Sie aus der Abbildung 1.4.1 ersehen können. Bei der REAL­
Variable enthält das Byte 2 den Exponenten und die restlichen 
Bytes den Variablenwert. Bei INTEGER-Variablen ist es noch 
einfacher, da dort die Bytes 2 und 3 das LüW- und HIGH-Byte 
der entsprechenden Zahl beinhalten. Da Strings in den restlichen 
fUnf Bytes meistens nicht genug Platz finden, werden dort nur 
die Stringlänge und die jeweilige Startadresse abgelegt. Ähnlich 
verhält es sich bei den selbstdefinierten Funktionen. Hier wer­
den die Adresse der Funktion und der eigentlichen Variable 
hintereinander abgelegt. 

Die STRINGS werden in einem Bereich am Ende des BASIC­
RAMs abgespeichert, auf den der Zeiger in $37/38 (55/56) 
zeigt. Von dort an werden die Variablen nach unten hin ange­
baut. Die untere Grenze dieses Bereichs wird in $33/34 (51/52) 
festgehalten. Zu beachten wäre noch, daß bei Stringoperationen 
die Zwischenergebnisse abgespeichert und die Endergebnisse 
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angehängt werden. Bei Platzmangel werden die Zwischen­
ergebnisse gelöscht, was auch durch den Befehl FRE (0) 
erzwungen werden kann. 

Bei dimensionierten (indizierten) Variablen werden für die Ein­
trllge nicht mehr grundsätzlich sieben Bytes zur Verfügung 
gcstelh, sondern nur noch die Anzahl der benötigten Bytes. Dies 
entspricht zum Beispiel zwei Bytes beim lntegerformat oder drei 
Bytes bei Strings. Jedem Feld geht ein Arrayheader voraus, der 
in Tabelle 1.4.2 erklärt wird. 

Zum Schluß noch eine Bemerkung, die Zeit sparen hilft Es  ist 
auf jeden Fall sinnvoll. die Variablen vor den Arrays zu dekla­
rieren, da beim Einfügen von Variablen alle Arrays verschoben 
werden müssen, 

- -
Byte 0 Byte 1 Byte 2 Byte 3 

Namt Name Feld - FeJd-
linge ling. eil 7 .. 1 Bit 1: 1 (low) (High) 

Abb. 1.4.2: Dimeneloniert. Variablen 

1.5 Wie erweitert man BASIC? 

Byte 4 ._-,- -Byte 5 Byte 6 

An,.II. spalten - Spalten -
,,, lang. .ange 
Olmen - (Lowl (HlgII) 
Ionen 

Eigene Maschinenroutinen lassen sich außer der Realisierung 
dm'ch USR- und SYS-Funktion noch eleganter direkt in den 
BASIC-Interpretercode einbinden. Sehen wir uns dazu die Stelle 
im Interpreter an, die ein BASIC-Statement holt und ausfUhrt. 
Hier ist der entsprechende Auszug aus dem ROM-Listing: 

A7e1 6C 08 03 JMP (S0308); zeigt nom.alerweise auf '-A7E' 

ATE4 20 73 DO JSR s0073 

A7E7 20 ED A7 JSR SA7ED 

,.,7U 4C AE A7 • lA7AE 

Zeichen aus BASIC-Text holen 

Stat�t ausführen 

zurüek zur Interpreter$chtelfe 
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An dieser Stelle können wir nun eingreifen. In der Adresse 
$0308/$0309 (776/777) steht der Zeiger für die Ausführung 
eines BASIC-Befehls, den wir auf eine eigene Routine umstellen 
können. In dieser Routine können wir dann überprüfen, ob es 
sich um unseren selbstdefinierten Befehl handelt und entspre­
chend verzweigen. Eine übliche Methode ist es, eigene Befehls­
erweiterungen durch ein vorangestelltes Sonderzeichen, zum 
Beispiel ein Ausrufezeichen, zu kennzeichnen, so könnte 

100 !PRINT 

eine eigene modifizierte Druckroutine aufrufen. Unsere Routine 
prüft dann auf das Ausrufezeichen. Wird es gefunden, kann in 
die eigene Routine verzweigt werden, ansonsten wird die Rou­
tine des BASIC-Interpreters aufgerufen. Ein entsprechender 
Programmausschnitt könnte so aussehen: 

üBERPRÜFEN JSR SOO73 CHRGET, nächstes zeichen holen 

eHP #$" mit Sonderzeichen vergleichen 

BE, FOUNO Verzweigung zur ei genen Routine 

JSR $0079 CHRGOT, Flags wieder setzen 

JHP SA7E7 Interpreterbefehl ausführen 

FOUND JSR SOO73 CHRGET, nächstes Zeichen holen 

JSR C()f4ANO eigenen BefehL ausführen 

JMP SA7E4 zurück zur Interpreterschleife, 

nächstes Zeichen hoLen 

Der Zeiger in $0308/$0309 muß beim Initialisieren der Befehls­
erweiterung auf die Anfangsadresse (das Label ÜBERPRÜFEN) 
des obigen Beispielprogramms gesetzt werden. Will man mehrere 
Befehle implementieren, so kann man noch eine Routine zur 
Unterscheidung der Befehlsworte einbauen, die die ver­
schiedenen Befehlserweiterungen selektiert und wiederum ent­
sprechend vergleicht. 

Im folgenden finden Sie emlge Anregungen zur Verwirklichung 
eigener Routinen. Beim ersten Beispiel handelt es sich um eine 
Hardcopyroutine. Die Hardcopy-Funktion hat den Zweck, den 
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Bildschirminhalt auf den Drucker mit der Gerätenummer 4 zu 
kopieren und kann mit SYS 36864 djrekt aufgerufen werden. Es 
ist jedoch sinnvoller, ein kleines Starterprogramm nach dem obi­
gen Muster zu schreiben, um die Routine als BASIC-Er­
weiterung nutzen zu können. 

Hardcopy Funktion: 

9000 A9 04 LDA #$04 

9002 85 BA STA 5BA Gerätenummer des Druckers 

9004 A9 7E lDA ft7E 

9006 85 B8 STA $88 Logische fitenumter 

9008 A9 00 LDA #$00 LOW-Byte des Bi Ldschirms 

900A AO 04 lDY #$04 HIGH-Byte des Bi ldschirms 

900c 85 71 STA $71 als Zeiger merken 

90DE 84 72 STY S72 

9010 85 87 STA $B7 kein Fi lenamen 

9012 85 89 STA $89 Sekundäradresse gleich 0 

9014 20 CO FF JSR SFFCO Drucker F i l e  öffnen 

9017 A6 B8 LOX $B8 Logische Fi lenU'llller des Drucker 

9019 20 C9 FF JSR SFFC9 Drucker als Ausgabegerät 

90te A2 19 LOK #$19 Anzahl der Bi ldschirmzeilen (24) 

901E 10.9 00 LOA #$00 neue Zei le 

9020 20 02 FF JSR SFF02 an Drucker 

9023 20 E1 F F  JSR SFFEt Stoptaste abfragen 

9026 FO 2E BEC S9056 gedrückt. dann beenden 

9028 AO 00 LOY #$00 

902A B1 71 LDA (S71),Y; Zeichen vom Bi ldschirm holen 

902C 85 67 srA $67 

902E 29 3F ANO #$3F 
9030 06 67 ASL $67 

9032 24 67 BIT $67 Bildschi rmkode 

9034 to 02 BPL S9038 i n  ASCII-Kode umwandeln 

9036 09 80 ORA #$80 

9038 70 02 BVS S903C 

903A 09 40 ORA #$40 

903C 20 02 FF JSR SFF02 lIld zun Drucker schi cken 

903F C8 IN, 
9040 CO 28 CPY #$28 Zeile zu Ende ? 
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9042 00 E6 BNE S902A 

9044 98 !VA 

9045 18 CLC 

9046 65 71 ADC $71 

9048 85 71 SlA S71 

904A 90 02 BCC S904E 

904C E6 72 INC S72 
904E CA OE' 

904F 00 CD BNE $901E 

9051 A9 00 LDA #$00 

9053 20 02 FF JSR SFFD2 

9056 20 ce FF JSR SFFCC 

9059 A9 7E LD" tn7E 

905B 4C C3 FF JMP SFFC3 

ja, Zeiger auf nächste 

Zei le setzen 

schon alle  Zeilen ausgegeben ? 

neue Zeile 

Ausgabe wieder auf Bi ldschirm 

Druckdatei schli eßen und fertig 

Es folgt ein Ladeprogramm in BASIC: 

100 POKE 56,9*16 : CLR : FOR 1 : J6864 TO 36957 

110 READ X : POKE I,X : S"'S+X : NEXI 

120 DAIA 169, 4,133,186,169,126,133,184,169, 0,160, 4 

130 DAIA 133,113,132,114, 133,183,133,185, 32,192,255,166 

140 DAIA 184, 32,201,255,162, 25,169, 13, 32,210,255, 32 

150 DAIA 225,255,240, 46,160, 0,177,113,133,103, 41, 63 

160 DAlA 6,103, 36,103, 16, 2, 9,128,112, 2, 9 , 64 
170 DAIA 32,210,255,200,192, 40,208,230,152, 24,101,113 

180 DAIA 133,113,144, 2,230, 1 1 4,202,208, 205,169, 13, 32 

190 DAIA 210,255, 32,204,255,169,126, 76,195,255 

200 I F  S <> 12023 IHEN PRINI "FEHLER IN DAIAS I ! "  : END 

210 PRINI "OK 1" 

27 

Hier noch ein Programm, daß es Ihnen ermöglicht, die beiden 
Programme durch Aufrufen mit !H für Hardcopy und !R für 
Renew als BASIC-Erweiterung zu benutzen: 
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JSR SOO73 nächstes Zeichen holen 
CNP #$21 mit Sonderzeichen vergLeichen 
BEC FOJND gLeich: e igene Routine 
JSII: $0079 ; CHRGOT, Flags wieder setzen 
JMP $A7E7 i Interpreterbefehl ausführen 

FWND CMP #$52 Vergleich auf R 

·BNE TEST ungleich: dann Hardcopy 

JMP $CFOD Renew 

JMP $9000 Hardcopy aufrufen 

Das folgende Beispiel stellt eine RENEW-Funktion dar. Das 
Programm kann dann nützlich sein, wenn man versehentlich ein 
Programm mit NEW gelöscht hat. Das Programm findet das 
Ende des gelöschten Programms und setzt die BASIC-Zeiger 
wieder auf die alten Werte, sofern danach keine neuen 
Programmzeilen eingegeben oder Variablen benutzt wurden. Die 
Startadresse ist hier 12*4096+15*256 gleich 52992. 

Die RENEW-Fullktion holt ein gelöschtes Programm wieder zu­
rück. 

(FOO A5 2B lOA S2B BASIC-Programmstart 

CF02 A4 2C lOY S2C 

Cf 04 85 22 STA $22 als Zeiger speichern 
CF06 84 23 STY $23 

CF08 AO 03 LOY #$03 

CFOA ca IN' 

CF09 B1 22 LDA ($22),Y; sucht Ende der ersten Zei le 

CfOD DO FB BNE $CfOA (Nul lbyte) 

CFOF C8 INY 

CF10 98 HA 
CF11 18 ClC 

CF12 65 22 ADC $22 Offset addieren 

Cf14 AO 00 LDY #$00 

CF16 91 28 STA ($2B),Y; als Zeiger auf nächste 

CF18 A5 23 LDA $23 

CF1A 69 00 ADC #$00 Zei le speichern 

Cf1C C8 INY 
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CF10 91 28 STA ($28),Y 
CF1F 88 DEY enthält jetzt nu l l  

CF20 A2 03 LDX #$03 

CF22 E6 22 INC $22 

CF24 00 02 BNE $CF28 Programmende gleich 

CF26 E6 23 INC S23 drei Null bytes suchen 

CF28 Bl 22 LOA (S22),Y 

CF2A 00 F4 BNE SCF20 

CF2C CA DEX 
CF20 00 F3 BNE tCF22 

CF2F A5 22 LDA $22 

CF31 69 02 ADC #$02 

CF33 85 20 STA $20 

CF35 A5 23 LOA $23 Zeiger auf Programmende setzen 
CF37 69 00 ADC #$00 

CF39 85 2E STA $2E 

CF3B 4C 63 A6 JMP tA663 CLR und ready. 

29 

Hier wieder ein Ladeprogramm in BASIC. Dieses Programm 
muß natürlich zuerst geladen und gestartet werden, bevor man 
sein eigenes BASIC-Progamm einlädt oder schreibt. Ansonsten 
würde man mit dem Nachladen des Beispielprogramms sein 
eigenes zerstören. 

100 FOR I '" 52992 TO 53053 
110 READ X : POKE I,X : S=S"X : NEXT 

120 DATA 165, 43,164, 44,133, 34,132, 35,160, 3,200,177 

130 DATA 34,208,251,200,152, 24,101, 34,160, 0,145, 43 

140 DATA 165, 35,105, 0,200,145, 43,136,162, 3,230, 34 

150 DATA 208, 2,230, 35,177, 34,208,244,202,208,243,165 

160 OATA 34,105, 2,133, 45,165, 35,105, 0, 133, 46, 76 

170 0ATA 99,166 

180 IF S < >  7000 THEN PRINT "FEHLER IN DATAS 11" : END 

190 PRINT "OK I "  
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1.6 Übergabe von BASIC-Parametern Ober USR und SYS 

Welcher BASIC-Programmierer hat nicht schon einmal daran ge­
dacht, Maschinenroutinen in sein Programm einzubinden, sei es, 
um ein Programm zu beschleunigen oder um Routinen ausnutzen 
zu können, die in BASIC nicht verfügbar sind. Eine gute Mög­
lichkeit dazu stellen die Befehle SYS und USR dar. 

Mit SYS kann ein Maschinenprogramm an einer beliebigen Stelle 
des Speichers aufgerufen werden. Natürlich können auch fertige 
Routinen des Betriebssystems verwendet werden. Startet man 
zum Beispiel die Routine BILDSCHIRM-RESET ab der Adresse 
$E518 (58648), werden der Videocontroller und die Bildschirm­
zeiger initialisiert, die Farbe für den Bildschirm neu gesetzt, die 
Cursorblinkzeit eingesteHt, der Bildschirm gelöscht und der 
Cursor auf die Position HOME gesetzt. Die Routine muß mit 

SYS 58648 

aufgerufen werden. Eine erweiterte Variante des SYS-Befehls 
werden wir später noch besprechen. 

Für Funktionen mit einem Argument bietet sich die USR­
Funktion an. Wie funktioniert nun die USR-Funktion? Sie kann 
genauso wie alle anderen Funktionsaufrufe des Interpreters, zum 
Beispiel die SIN-Funktion zur Berechnung von Variablen oder 
auch in einem PRINT -Statement, verwendet werden. Die Beson­
derheit dabei ist, daß Parameter an das Maschinenprogramm 
übergeben werden können. Der Befehl 

x = USR (10) 

übergibt zum Beispiel die Zahl 10 an den Fließkommaakku­
mulator, kurz FAC genannt. Damit der Interpreter weiß, an 
welcher Stelle des Speichers sich die eigene Routine befindet, 
muß die Startadresse in die Adressen $0311/0312 (785/786) 
geschrieben werden. An dieser Stelle befindet sich der soge­
nannte USR-Vektor, über den der Interpreter beim Aufruf des 
USR-Befehls zur eigenen Routine verzweigt. Normalerweise ist 
dieser Vektor auf $8248 gerichtet, wo sich der Einsprung für 
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die Fehlermeldung 'illegal Quantity' befindet. Möchte man seine 
Routine ab der Adresse $COOO starten, dann sieht das folgender­
maßen aus: 

POKE 785,0 : POKE 786,12*16 

Es ist auch möglich, die Werte aus dem Maschinenprogramm 
wieder in das BASIC-Programm zu Übergeben. Zur Veran­
schaulichung des USR-Befehls wollen wir eine Routine zur 
Berechnung der Quadratwurzel einer Zahl schreiben. Der 
BASIC-Interpreter stellt eine solche Funktion zwar bereits zur 
VerfUgung, unsere Routine soll jedoch schneller und genauer 
werden, da wir keine Potenzierung benutzen wollen, die den 
Aufruf von LOG und EXP erfordert, sondern stattdessen eine 
Iteration durchfuhren. Als Startwert nehmen wir dazu das 
Argument und halbieren den Exponent, was bereits eine gute 
Schätzung des Wurzel wertes ist. Die Iterationsvorschrift lautet: 
X(N+l )  = (X(N) + AjX(N» j 2, wobei A das Argument und 
X(N) und X(N+l) der alte und der neue Schätzwert sind. Durch 
Ausprobieren zeigt sich, daß sich das Ergebnis nach vier Itera­
tionen nicht mehr ändert. 

e800 JSR sse2S i Vorzeichen testen 

e803 BEQ SCa39 ; Wert gleich 0, fertig 

C805 BPL Se80A ; positiv, dem in Ordnulg 

C807 JMP $8248 ; negativ, ' I LLEGAL QUANTITY' 

e80A JSR SBBC7 ; FAC nach Akku 1IJ. übertragen 

C8CID lOA 561 

caOF SEC 

e810 SBe #S81 Exponent norma l i s ieren 

C812 PKP 

C813 LSR 

c814 eLe 

C815 ADe #$01 

ca17 PlP 

ea1a Bee se81e 

C81A ADC #S7F 

C81e STA $61 

t81E lDA #S4 

Exponent halbieren 

Exponent wiederherstellen 

4 I teratiooen 
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C820 STA $67 

C822 JSR $BSCA ; FAC nach Akku #3 
-CS25 LDA ISSC 

ta27 LOY #$00 ; Zeiger auf Akku #4 
c829 JSR $sBOF ; durch FAC dividi eren 

C82C lOA /lS57 

C82E LOY #$00 ; Zeiger auf Akku #3 
C830 JSR $8867 ; zu FAC addieren 

C833 OfC $61 FAC I 2 (Exponent minus 1 )  
C835 OEC $67 ; Zähler erniedrigen 

C837 SNE $cS22 ; noch eine Iteration 

C839 RTS ; Rücksprung ins BASIC 
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Bevor wir unsere neue USR-Funktion aufrufen, müssen wir, wie 
bereits erwähnt, die Startadresse festlegen. Dazu wird das LOW­
Byte der Adresse nach $31 1  (785) und das HIGH-Byte nach 
$312 (786) gepoket. Für unsere Funktion sähe das so aus: 

POKE 785,0 : POKE 786, 12*16+8 

Das folgende Ladeprogramm in BASIC enthält diese Pokes 
bereits. 

100 fOR I = 51200 TO 51257 

110  READ X : POKE I , X  : S=S+X : HEXT 

120 DATA 32, 43,188,240 , 52, 1 6 ,  3 , 76, 72,178, 32,199 

130 DATA 187,165, 97, 56,233,129, 8, 74, 24,105, 1 , 40 

140 DATA 144, 2,105, 127,133, 97,169, 4, 133,103, 32,202 

150 DATA 187,169, 92,160, 0, 32, 15, 187,169, 87,160, 0 

160 DAlA 32,103, 184,198, 97,198,103,208,233, 96 

170 IF S <> 6211 TI/EH PRINT "FEHLER IN DATAS ! ! "  : END 

180 POKE 785, 0  : POKE 786,200 : PRINT "OK ! "  

Jetzt läßt sich mit ? USR(A) unsere Routine aufrufen. Ver­
gleicht man die Ausführungszeit unserer Routine mit der SQR­
Routine des Interpreters, so ist unsere mit ca. 12 Millisekunden 
gegenüber ca. 52 Millisekunden etwa viermal schneller als die 
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des Interpreters. Jetzt wollen wir uns noch ein etwas komplizier­
teres Beispiel ansehen. 

Oft steht man vor der Aufgabe� eine Zahlenreihe zu addieren. 
Dies ist zum Beispiel bei der Ermittlung des Durchschnitts oder 
anderen statistischen Berechnungen der Fall. Wir nehmen an, 
daß die Daten in einem Array, also einer dimensionierten Vari­
ablen, zur Verfügung stehen. 

10 OlM A(1000) 

Berechnungen oder Einlesen der Daten 

100 S " 0 

110 FOR I " 0 TO 1000 : S " S + A ( I )  : NEXT 

120 PRINT S 

Unsere USR-Funktion soll nun die BASIC-Zeilen 100 und 1 1 0  
ersetzen. Wir wollen dafür 

100 S " USR(A) 

schreiben. Der Parameter A steht dabei für den Arraynamen. 
Wie wir später sehen werden, läßt sich durch Ändern zweier 
Maschinenbefehle auch das Produkt der Arrayelemente berech­
nen. 

033C JSR $AD8D 

033F LOX $2F 

0341 LDA $30 

0343 STX $5F 

0345 STA 560 

0347 CMP $32 

0349 BNE $034F 

034B CPX $31 

0340 BEC $036C 

Variable numerisch? 

Zeiger auf Beginn der Arraytabelle 

taufender Ze i ger 

Ende der Arraytabette? 

034F LDY #$00 Zeiger setzen 

0351 LDA ($5F),Y; erster Buchstabe des Namens 

0353 INY Zeiger erhöhen 
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0354 CMP $45 mit gesuchtem Namen vergleichen 

0356 BNE $03sE nein, dann nächstes Array testen 

0358 lOA $46 zweiter Buchstabe 

035A CMP ($sF),Y; vergleichen 

03sc BEQ $0375 ; gefunden 

03sE INY 

035f lOA (5sF),Y 

0361 CLC 

0362 ADC $5F 

0364 TAX 

0365 INY 
0366 lDA (S5F),Y 

0368 ADC $60 

036A BCC $0343 

036c LDX #$E2 

036E STX $22 

0370 lDA #$03 

0372 JMP 5A44s 

0375 IHY 

0376 LDA ($sF), Y 

0378 CLC 

0379 ADC $sF 

0378 STA 524 

0370 INY 

037E LDA (55F),Y 

0380 ADC $60 

0382 STA 525 

0384 INY 

Offset für nächstes Array addieren 

Zeiger auf Fehlermeldung 

Fehlerme ldung ausgeben 

0385 LDA (S5F), Y; Anzahl der Indizes 

0387 JSR 5B196 Zeiger auf erstes Arrayelement 

t138A ST A $5 F 

038c STY $60 

Q3BE BIT $OE 

0390 BMI $03B1 

0392 JSR $BBA2 

0395 CLC 

0396 acc $039C 

0398 JSR $B867 

0398 CLC 

039C lDA $5F 

Zeiger nach Temp 

Integerflag testen 

Element i n  FAC 

Sprung in Schleife 

variable plus FAC 
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039E ADC #$5 

03AO STA $5F 

03A2 BCC $03A6 

03A4 INC $60 

03A6 lDY $60 

03A8 CMP $240 

03M BCC $0398 

03AC CPY $25 

03AE BCC $0398 

03BO RTS 

03B1 JSR $0305 

03B4 JSR $BCOC 

03B7 CLC 

03B8 LDA $5F 

03BA ADC #$2 

03BC STA S5F 

03BE BCC S03cZ 

03CO INC $60 

03CZ CMP $Z4 

03C4 BCC $03CC 

03C6 LOA $60 

03C8 CMP $Z5 

03CA BCS $03BO 

03CC JSR $0305 

03CF JSR $B86F 

030Z JMP $0384 

0305 LDY #$00 

0307 LDA ($5F),Y 

0309 TAX 

030A INY 

03DB LOA ($5F),Y 

03DO TAY 

030E TXA 

Zeiger auf nächstes Element 

Ende des Arrays? 

ja, fertig 

Integervariable nach FAC 

FAC nach ARG 

Zeiger auf nächstes Arrayelement 

Ende des Arraybereichs? 

Integervariable nach FAC holen 

FAC + ARG 

030F JMP $B391 ; nach Fl ieBkornna 

03EZ 41 52 52 TAB .ASC "ARRAY NOT FOUN" 

03E5 41 59 20 4E 4F 54 20 46 50 55 4E 

03FO C4 .BYTE "0" + $80 

3S 
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Wieder das dazugehörige Ladeprogramm in BASIC 

100 FOR I = 828 TO 100S 

110 READ X : POKE I,X : S=S+X : NEXT 

120 DAlA 32,141,173,166, 47,165, 48,134, 95,133, 96,197 

130 DAlA 50,208, 4,228, 49,240, 29,160, 0,177, 95,200 

140 DAlA 197, 69,208, 6,165, 70,209, 95,240, 23,200,177 

150 DAlA 95, 24, 10',  95,170,200,177, 95,101, 96,144,215 

160 DAlA 162,226,134, 34,169, 3, 76, 69,164,200,177, 95 

170 DAlA 24,101, 95,133, 36,200,177, 95,101,  96,133, 37 

180 DAlA 200,177, 95, 32,150,177,133, 

31, 32,162,187, 24,144, 

95,132, 96, 36, 1 4  

4, 32,103,184, 24 190 DAlA 48, 

200 DAlA 165, 

210 DArA 197, 

95,105, 5,133, 

36,144,236,196, 

95,144, 2,230, 96,164, 96 

37,144,232, 96, 32,213, 3 

220 DAlA 32, 12, 188, 24,165, 95,105, 2,133, 95,144, 2 

230 DAlA 230, 96,197, 36,144, 6,165, 96,197, 37,176,228 

240 DATA 32,213, 3, 32, 1 1 1 , 184, 76,180, 3,160, 0,177 

250 DATA 95,170,200,177, 95,168,138, 76,145,179, 65, 82 

260 DATA 82, 65, 89, 32, 78, 79, 84, 32, 70, 79, 85, 78 

270 DATA 196 

280 IF 5 <> 20399 THEN PRINT "FEHLER I N  DATAS ! I "  : END 

290 PDKE 785 , 3*16+12 : POKE 786, 3 : PRIMT "OK l"zln1 

Das Programm kann sowohl Arrays mit reellen Zahlen als auch 
Integer-Arrays verarbeiten. Wird ein Array nicht gefunden, so 
wird die Fehlermeldung 'array not found error' ausgegeben. Da 
die Logik zum Errechnen des Produkts der Arrayelemente gleich 
ist, kann man eine Produktfunktion erhalten, indem wir die 
Aufrufe zur Addition durch die Multiplikationsroutine ersetzen. 
Dazu muß ab Adresse $0398 20 28 BA (JSR $BA28) stehen 
und ab Adresse $03CF steht 20 2B BA (JSR $BA2B). Vom 
BASIC aus kann dies mit POKE 921,40 : POKE 922, 186 : 
POKE 976, 43 : POKE 977, 186 geschehen. 

Um unsere Routine, die diesmal im Bandpuffer liegt, benutzen 
zu können, müssen wir wieder die Startadresse in $0311/0312 
poken, was im BASIC-Programm schon geschehen ist. 

POKE 785, 3*16+12 : POKE 786, 3 
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Berechnen Sie zum Vergleich einmal die Summe mit einer 
BASIC-Schleife und dann mit unserer Routine - der Zeit­
unterschied ist gewaltig. 

Sollen mehr als ein Parameter ilbergeben werden, so ist die 
USR-Funktion nicht mehr geeignet. Hier bietet sich eine erwei­
terte Variante des SYS-Befehls an. Normalerweise führt der 
SYS-Befehl nur das Maschinenprogramm ab der angegebenen 
Adresse aus und übergibt keine weiteren Parameter. Unsere 
Routine soll nun einen oder beliebig viele Parameter an das 
Maschinenprogramm übergeben. Neben der Routine zur Formel­
auswertung stehen noch eine Reihe weiterer Einsprungpunkte 
und Unterroutinen zur Verfügung, die zum Beispiel Parameter 
in Klammern auswerten oder auf ein naChfolgendes Komma 
prüfen. Auch läßt sich der Variablentyp, String oder numerisch, 
testen. Bei numerischen Variablen ist zusätzlich noch eine 
Bereichsüberprüfung möglich. Die wichtigsten Routinen sind 
unten zusammengestellt. Weitere Einzelheiten entnehmen Sie 
bitte unserem ROM-Listing. 

Adresse Beschreibung: 

ADBA Argument auswerten und auf numerisch prüfen 

AD8D auf numerisch prüfen 

AD8F auf String prüfen 

AD9E Argumentauswertung, beLiebiger Ausdruck 

AEF1 Argument in Klammern auswerten 

AEF7 prüft auf Kl8lflller zu 

AEFA prüft auf Klammer auf 

AEFD prüft auf Konma 

B79E hoLt Byte, (0 bis 255) i n  X-Register 

0073 hoLt nächstes Zeichen aus BASIC-Text 

Bei Bereichsüberschreitung wird 'ILLEGAL QUANTITY' ausge­
geben, falscher Variablentyp ergibt 'TYPE MISMATCH'. Die 
Umwandlung der verschiedenen Formate miteinander ist mit 
folgenden Routinen möglich: 
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Adresse Beschreibung 

B1BF wandel t FAC nach Integer 

8395 wandeL t 16-8 i t I ntegerzah L in A/X nach F t  ieBlcorrma 

B3A2 wandeLt Byte in Y nar::h Fl ießk.orrma 

BC9B wandelt FAC nach 16-8it Zahl 

BCF3 wandel t Zi ffernstring nach F l ieBkomma 

BDDD wandelt FAC i n  Ziffernstring 

Jetzt wollen wir uns noch ein Beispiel für einen SYS-Aufruf mit 
Parameterübergahe ansehen. Will man von BASIC aus eine 
Bildschirmausgabe an eine bestimmte Position machen, so muß 
man mit der Cursorsteuerung nach HOME die entsprechende 
Anzahl an Cursor-fight-und Cursor-down-Zeichen drucken. Dies 
ist umständlich und verbraucht viel Speicherplatz. Einfacher 
geht es mit einer selbstgeschriebenen Maschinenroutine. Der 
Aufruf soll folgende Syntax haben: 

SYS PR, Spalte, Zeile, Text 

Dabei ist PR die Startadresse der Routine, Zeile und Spalte 
bestimmen die Cursorposition, an die die Variablen oder Aus­
drücke des Textes wie beim normalen PRINT -Befehl ausgegeben 
werden. In unserem Beispiel ist PR =- 49152 ($COOO). 

COOO JSR SAEFO prOft auf Koowna 

C003 JSR SB79E holt Spaltenwert nach X 

C006 TXA spaltenwert in Akku 

C007 PHA Spal tennunmer merken 

C008 JSR SAEFO prüft auf Kooma 

COOB JSR SB79E hol t Zei lenwert 

CODE PLA Spat tenwert l10ten 
COOF TAY Spattenwert nach Y 

COlD ClC Flag für Cursor setzen 

C011 JSR SFffO ; setzt Cursor 

C014 JSR $AEFD prüft auf KOßlß8 

C017 JMP SAAA4 weiter mit PRINT-Befeht 
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Hier wieder das BASIC-Programm: 

100 FOR I = 49152 TO 49177 

110 READ X : POKE I , X  : S=S+X : NEXT 

120 OATA 32,253,174, 32,158,183,138, 72, 32,253,174, 32 

130 0ATA 158,183,104, 168, 24, 32,240,255, 32, 253, 1 74, 76 

140 0ATA 164,170 

150 IF S <> 3566 lHEN PRINT "FEHLER IN DAlAS ! ! "  : END 

160 PRINT "QK ! "  

39 

Wenn man zu Anfang des Programms der Variablen PR die 
Startadresse $COOO der Routine zuweist, läßt sich mit dem fol­
genden Befehl der Text "Beispiel" ab der 24. Spalte der 20. Zeile 
ausgeben. 

10 PR = 12*4096 

100 SYS PR, 24, 20, "BeispieL" 

1. 7 Sprungycktoren und Autostart 

Der C64 verfügt im Gegensatz zu vielen anderen Computern 
über ein ROM (Read Only Memory), in dem das Betriebssystem 
des Rechners fest abgelegt ist. Das hat den Vorteil, daß das 
Betriebssystem nach dem Einschalten nicht erst eingeladen wer­
den muß. Andererseits bringt gerade diese Eigenschaft einen 
großen Nachteil für den Anwender mit sich, der das ROM nicht 
abändern und seinen Bedürfnissen anpassen kann. Um dem ein 
wenig abzuhelfen, bietet der C64 eine Reihe von sogenannten 
Sprung vektoren an, die zwar vom Betriebssystem benutzt wer­
den, aber nicht im ROM, sondern am Anfang des Arbeitsspei­
chers abgelegt sind. Diese Vektoren liegen ab der Adresse $0300 
(768) und verweisen auf die jeweiligen Routinen innerhalb des 
Betriebssystems. An dieser Stelle kann der Programmierer ein­
greifen, indem er die Vektoren auf seine eigenen Routinen 
stellt. Es lassen sich jedoch auch andere Effekte erreichen, die 
äußerst nützlich sein können. 
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Hier soll eine schematische Darstellung verdeutlichen, wie die 
Sprungvektoren vom Betriebssystem benutzt werden. 

eetr!ebssystem 
Routine +- - - -,  

Ind. Sprung 1 
, - -JMP ($ . . . .  ) I 

Sprung vektoren I 
I 
I 

- - -., Vektor - - - - -
1 

Abb. 1.7.1: Funktion der Sprungvektoren 

Nachdem die Routine direkt oder aus einer anderen Routine 
heraus angesprungen wurde, wird über einen indirekten Sprung 
ilber die Vektoren zur eigentlichen Routine verzweigt. Diese 
Routine befindet sich im allgemeinen direkt hinter dem in­
direkten Sprungbefehl. Die ersten Vektoren sind die des BASIC-
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Interpreters, die die nachfolgend aufgeführten Funktionen 
erfüllen. Zum besseren Verständnis ist es ratsam, die Routinen 
im ROM-Listing nachzuschlagen. 

Adresse Vektor Besehreibmg 

S0300/0301 (768/769) SE38B Vektor für BASIC'Warmstart; wird nach 

END sowie beim Auftreten eines Fehlers 

angesprungen (Fehlernummer im Akku) 

S0302/0303 SA483 (770/771) Vektor für Eingabe einer Zeile: 

Rechner bleibt in der Eingabewarte­

schleife, bis RETURN erfolgt 

S0304/0305 SA57c (772/773) Vektor für Umwandlung in den Inter­

pretercode 

S0306/0307 SA71A (774/775) LI ST-Vektor; wird bei Umwandlung in 

den Klartext angesprungen_ 

$0308/0309 $A7E4 (776/777) Vektor für BASIC-Befehtsadresse holen: 

zeigt an die Stelle des Interpreters, 

die den BASIC-Befehl ausführt 

$030A/030B SAE86 (778/779) Vektor wird angesprungen, wenn ein 

Element eines Ausdrucks berechnßt 

werden soll 

$0311/0312 $B248 (785/786) USR-Vektor: steht normalerweise auf 
' ILLEGAL QUANT ITY' 

Die Vektoren des Betriebssystems stehen ab $0314/03 15 

Adresse Vektor Beschreibung 

$0314/0315 SEA31 (788/789) IRQ-Vektor: wird jede 1/60 Sekunde an-

gesprungen 

S0316/0317 SFE66 (790/791) BRK-Vektor 

$0318/0319 $FE47 (792/793) NMI -Vektor; wird beim Drücken der 

RESTORE-Taste benutzt 

S031A/031B SF34A (194/795) OPEN-Vektor 

$031C/0310 SF291 (7%/797) CLOSE-Vektor 

S031E/031F SF20E (798/799) CHKIlI-Vektor 

S0320/0321 SF250 (800(801 ) CKOUT-Vektor 
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$0322/0323 SF333 (802/803) CLRCH-Vektor 

$0324/0325 SF157 (804/805) INPUT-Vektor; nonmalerweise auf Ein­

gabe von der Tastatur 

50326/0327 $F1CA (806/807) OUTPUT-Vektor; nonmalerweise auf Aus-

gabe auf den Bi ldschi nm 
50328/0329 SF6ED (808/809) STOP-Vektor 

S032A/032B SF13E (810/811) GEl-Vektor 

S03Ze/0320 SF32F (812/813) CLAll-Vektor 

$032E/032F SFE66 (814/815) Warmstartvektor 

S0330/0331 SF4AS (816/817) LOAD-Vektor 

$0332/0333 SF5ED (818/819) SAVE-Vektor 

Mit diesen Vektoren lassen sich nun elOlge 'Kunststücke' voll­
bringen. Man kann zum Beispiel die LIST-Vektoren so um­
stellen, daß diese auf ein RTS zeigen. Das bewirkt, daß nach 
einem LIST sofort wieder ins BASIC zurückgesprungen wird, 
ohne daß überhaupt etwas gelistet wird. Der Befehl wird also 
einfach ignoriert. Wir haben noch eingige andere Ideen fUr Sie 
aufgeschrieben: 

POKE 774, POKE 775, Adresse Routine 

226 252 $fCE2 (64738) RESET 

68 166 $A644 (42564) NEW 

7 168 SA807 (43015) SYNTAX ERROR 

160 240 ein S02-Wert Absturz des Systems 

Natürlich lassen sich auch die anderen Vektoren auf diese Rou­
tinen ·umbiegen'. Wirkungsvoll wäre es zum Beispiel noch beim 
SAVE-Vektor. Das Umstellen dieses Vektors läßt es zu, mit 
einem Programm wie üblich zu arbeiten, ohne es jedoch danach 
wieder abspeichern zu können. Dieser Trick stellt also einen 
kleinen Kopierschutz dar. 

PUr den BASIC-Anwender kann es auch von Nutzen sein, den 
RESTORE-Vektor abzuändern, wodurch eine Unterbrechung des 
Programms mittels RUNjSTOP-RESTORE unmöglich wird. 



Der BASIC-Interpreter 43 

Auch hier kann wieder zu einer eigenen Routine verzweigt oder 
die Funktion ganz ausgeschaltet werden. Dies kann zum Beispiel 
durch POKE792,193: POKE 793,254 erzielt werden. 

Nun aber zu einer der interessantesten Anwendungen dieser 
Vektoren, dem Autostart. Wie Sie bestimmt wissen, kann man 
mit LOAD"PROGRAMMNAME",8,1 ein Programm in einen 
bestimmten Bereich des Speichers laden, wenn es zuvor in die­
sem Bereich abgesichert wurde. Dieses kann man am einfachsten 
mit einem Maschinensprachemonitor , wie zum Beispiel dem 
PROFI-MON, machen. Werden nun beim Laden eines Pro­
gramms die Sprungvektoren überschrieben, werden dadurch alle 
Zeiger umgestellt und der Rechner stürzt ab. Wurde jedoch vor 
dem Abspeichern nur ein Zeiger umgeändert und die anderen in 
ihrem Zustand gelassen, lädt der Computer ordnungsgemäß, und 
nur eine Routine wird anders ausgeführt. Man kann nun einen 
Vektor umstellen, der nur manchmal benutzt wird, wie zum 
Beispiel den LIST-Vektor, oder einen, über den ständig ver­
zweigt wird. Dazu bietet sich die Eingabewarteschleife 
($0302/0303) an, die fast ständig auf eine Eingabe von der 
Tastatur wartet. Diesen Vektor kann man nun auf den eigenen 
Programmstart stellen, so daß nach dem Laden nicht mehr der 
Cursor erscheint, sondern direkt ein Programmstart erfolgt. Es 
ist sinnvoll, das Programm in den CasseUenpuffer ab $033C 
(828) zu legen, da sonst der Bildschirm mit abgespeichert wer­
den muß. 

Auf diese Weise kann aber nur ein Maschinenprogramm gestar­
tet werden, da zu einer bestimmten Adresse gesprungen wird. 
Soll ein BASIC-Programm gestartet werden, so muß eine kleine 
Routine zwischengeschaltet werden, die folgendermaßen aus­
�ieht: 

OllC JSR SA659 iCHRGET-Zeiger auf Programmstart und CLR 

033F JMP SA7AE ; i n  die Interpreterschleife springen 

Fine andere Möglichkeit ist es, über den Vektor $0326/0327 zu 
verzweigen, da dieser bei jeder Ausgabe auf den Bildschirm 
:Ingesprungen wird und dementsprechend schwer zu unter­
drücken ist. 
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Eine weitere Alternative bietet der sogenannte Stapelautostart. 
Der Stapel, auch Stack genannt, befindet sich im Bereich von 
$0100 (256) bis $OlFF (51 1 )  und beinhaltet unter anderem die 
Absprungadressen des Programms beim Aufrufen von Unter­
programmen. Da auch das Laden von einem Unterprogramm aus 
geschieht, kann der Stapel dabei mit dem Einsprung unseres 
Programms überschrieben werden. Dabei muß die Startadresse in 
Low- und High-Byte abgelegt werden, zu der noch I hinzu­
addiert wird. Beim Rücksprung holt sich der Rechner nun die 
Adresse aus dem Stapel, die ja mittlerweile abgeändert wurde, 
und verzweigt dementsprechend. 

Das folgende Programm ermöglicht es Ihnen, ein gewöhnliches 
Programm, das mit RUN gestartet wird, mit einem Autostart zu 
versehen. 

5 N=49152 
10 READX: I FX"'-1THEN30 

20 S=S+X:POKE N,X:N=N+1:GOTO 10 
30 IFS<>22926 OR N<>49339 THEN PRINT"FEHLER IN OATA S":ENO 
40 SYS49152 

101 OATA 169,0,141,32,208, 141,33 ,208, 169,5,141,134,2, 162,0,189, 148 
,192,201 
102 PATA 32,240,7,32,210,255,232,76, 15, 192,32, 130,192,162,8, 160, 1 ,  
32,186,255 
103 PATA 162,0,160,207, 134,187,132,188,169,0,133, 157,32,213,255, 16 

5 , 144,201 
104 PATA 64,208,196,162,0,189, 149, 192,240, 7,32,210,255,232,76,62, 1 
92,32,130 
105 PATA 192,162,0, 169,32, 157,0,4, 232,208,250,162,64, 160,3,142,38, 
3,140,39 
106 PATA 3, 162,0,189,170,192,157,64,3,232,224, 16,208,245 ,162,0,160 
,3, 134,251 

107 PATA 132,252, 1 69,25 1 , 166,174,164, 175,32,216,255,76,64,3,162,0, 

134,183 
108 OATA 32,207,255, 157,0, 207,232,230, 183,201,13,208,243,96,147, 13 

,80,82,79 



Der BASIC-Interpreter 45 

109 OATA 71,82,65,77,77,78,65,77,69,58,32,40,78,69,85,41,0, 162,202 

,160,241 

110 OATA 142,38,3,140,39,3,32,89, 166,76, 174,167,32 , - 1  

1.8 Die Adressen der BASIC-Routinen 

Im folgenden sind die Einsprungadressen der B:ASIC-Routinen 
aufgefühTt. Sie eignen sich zur Verwendung in eigenen BASIC­
und Assemblerprogrammen, wie in Kapitel 6.1 beschrieben wird. 
Zum genaueren Verständnis schauen Sie sich die Routinen bitte 
auch im ROM-Listing an. Nun noch ein Wort zu den Routinen 
beim VC 20. 

Der BASIC-Interpreter des Commodore 64 ist mit dem des YC 
20 identisch. Er ist lediglich in der Adresslage verschoben. Die 
Umrechnung einer Adresse des Cornmodore 64 in die entspre­
chende Adresse des YC 20 geschieht folgendermaßen: Bei 
Adressen von $AOOO bis $BFFF wird einfach $2000 dazuaddiert, 
aus $A860 wird die Adresse $C860 im VC 20. Bei Adressen von 
$EOOO bis $E37A wird von der Commodore-64-Adresse der 
Wert 3 abgezogen. Aus $E30E wird die VC 20 Adresse $E30B. 

Adresse Beschreibung 

AOOO Startvektor 

A002 NMI-Vektor 

A004 ' cbnbas i c ' 

AOOC Adressen der BASIC-Befehle minus 1 

A052 Adressen der BASIC-Funkti onen 

AOBO H ierarch iecodes und Adressen der BASIC-Operatoren 

A09E Liste der BASIC-Befehlsworte 

A19E BASIC- Fehlermeldungen 

A328 Adressen der Fehlerrneldungen 

A364 Meldungen des BASIC-I nterpreters 

A3BA Stapelsuchroutine fOr FOR-NEXT und GOSUB 

A3BS Blockverschieberoutine 

A3FB prüft auf Platz im Stapel 

MOB schafft Platz im Speicher 

A435 Ausgabe von 'out of memory' 
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A437 
A469 
A474 
A480 
A49C 
A533 
"560 
A571 
A579 

Fehlermeldung ausgeben 
Break.' E insprung 
Ready' E insprung 
Eingabe-Wartesch leife 
löschen und E infügen von Progremmzeiten 
BASIC-Prograllll1zei Len neu binden 
holt eine Zeile in den Ei ngabepuffer 
Ausgabe von 'string too lang' 
Umwandlung einer Zeile in Interpretercode 

A613 Startadresse einer BASIC-Zeile suchen 
A642 BASIC-BefehL NEW 
A65E BASIC-BefehL CLR 
A68E Programmzeiger auf BASIC-Start setzen 
A69C BASIC-Befehl LIST 
A717 Interpretercode in Befehlswort umwandeln 
A742 BASIC-Befehl FOR 
A7AE Interpretersch leife, führt BASIC-Befehle aus 
AlED führt einen BASIC-BefehL aus 
A810 BASIC-BefehL RESlORE 
A82e bricht Programm bei gedrückter Stop-Taste ab 
A82F BASIC-Befehl STOP 

AB31 BASIC-Befehl END 

A857 BASIC-Befehl CONT 
AB71 BASIC-Befehl RUN 
A883 BASIC-Befehl GOSUB 
ABAD BASIC-Befehl GOTO 
ABD2 Basic-Befehl RETURN 
A8F8 BASIC-Befehl DATA 
A906 sucht nächstes Statement 
A909 sucht nächste Zeile 
A928 BASIC-Befehl I F  
A93B BASIC-Befehl REM 
A94B BASIC-Befehl ON 
A96B sucht Adresse einer BAS IC-Zeile 
A9A5 BASIC-Befehl LET 
AASO BASIC-Befehl PRINT# 

AAB6 BASIC-Befehl CMD 
AAAD BASIC-Befehl PRINT 
AB1E String ausgeben 
AB3E Leerzeichen bzw. Cursor right ausgeben 

64 Intern 
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AB4D Fehlerbehandlung bei E i ngabe 
AB7B BASIC-Befehl GET 
ABAS BASIC-BefehL INPUT� 
ABBF BASIC-BefehL INPUT 
AC06 BASIC-Befehl READ 
ACFC '?extra ignored' tnd '?redo from start' 
AD1D BASIC-BefehL NEXT 
ADBA FRMNUM : hott Ausdruck und prüft auf numerisch 

ADBD prüft auf n�risch 
ADBF prüft auf String 
AD99 Ausgabe von 'type mi smatch' 
AD9E FRMEVL hoLt und wertet beLiebigen Ausdruck aus 
AE83 arithmetischen Ausdruck holen 
AEA8 F l i eßkommakonstante Pi 
AE04 BASIC-Befehl NOT 
AEF1 holt Ausdruck in Klammern 
AEF7 
AEFA 
AEFD 
AEFF 

prüft. 
prüft 
prüft 
prüft 

'"' 
'"' 
'"' 
'"' 

'Klanmer zu' 
' K l8ll'Jl)er auf ' 
'KOIlIM' 

Zeichen im Akku 

AFD8 Ausgabe von ' syntax error' 
AF28 hoLt Variable 
AFE6 BASIC-Befehl OR 

AFE9 BASIC-BefehL ANO 
B016 Vergleichsoperationen 
BOB1 BASIC-Befehl OlM 
B113 prüft auf Buchstabe 
B194 berechnet Zeiger auf erstes Arrayelement 
BlAS F l  ießkoornakonstante -3Z768 
B1AA FAC nach Integer wandlen 
B24S Ausgabe von 'bad subscript' 
B248 Ausgabe von ' i l legal quantity' 
834C berechnet ArraygröBe 
B37D BASIC-Funktion FRE 
B39E BASIC-Funktion POS 
B3A6 Test auf Direkt-Modus 
B3AB Ausgabe von ' i Llegal direct' 
B3AE Ausgabe von 'undef 'd function' 
B3B3 BASIC-BefehL DEF 
B3E1 FN-Syntax prüfen 

47 
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83F4 
8465 
8475 

BASIC"Funktion FN 
BASIC- Funktion STR$ 

Stri ngverwaLtung, Zeiger auf String berechnen 
8487 String einri chten 
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8526 Garbage Col Lection, nichtgebrauchte Strings löschen 
B630 Stri ngverknüpfung ' + '  
B6A3 Stringverwaltung FRESTR 
B6EC BASIC-Funktion CKR$ 
B700 BASIC-Funktion LEFT$ 
B72C BASIC-Funktion RIGHT$ 
8737 BASIC-Funktion MIDS 
B77C BASIC-Funktion LEN 

8782 Stringparameter holen 

8788 BASIC-Funktion ASe 
B79B HoLt Byte-Ausdruck (0 bis 255) 
B7AD BASI C- Funktion VAL 

87tB Holt Adresse(O bis 65535) und Byte-Wert(D bis 255) 
B7F7 FAC nach Adreßformat wandeln (Bereich 0 bis 65535) 
8800 BASIC-Funktion PEEK 
8824 BASIC-Befehl POKE 
B82D BASIC-BefehL WAll 
8849 FAC '" FAC + 0.5 
8850 
8853 
8 .. 7 
8'" 

Minus FAC = Konstante 
Minus FAC = ARG - FAC 
Plus FAC " Konstante 
Plus FAC = ARG + FAC 

B97E Ausgabe von 'overflow' 

(A/Y) 

(Aly) 

B9BC Fließkommakonstanten für LOG 

B9EA BASIC-Funktion LOG 

FAC 

FAC 

BA2B Multiplikation FAC " Konstante (A/Y) * FAC 

BA2B Multiplikation FAC " ARG * FAC 

BABe ARG = Konstante (A/Y) 
BAE2 FAC = FAC * 10 

BAF9 F L i eBkoornakonstante 10 
SAFE FAC " FAC I 10 
BBOF fAC = Konstante (A/Y) I FAC 
BB12 FAC " ARG I FAC 
BB8A Ausgabe von 'divisiQß by zero' 
BlA2 FAC " Konstante (A/Y) 
BBe7 Akku#4 " FAC 
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BBCA Akku#3 = fAC 

BBDO VariabLe = fAC 

BBFC FAC = ARG 

BCOC ARG = FAC 

BCt8 FAC runden 

BC2B Vorzeichen von FAC holen 
Bc39 BASIC-Funktion SGN 

BC58 BASIC-Funktion ABS 

BC5B Konstante (A/Y) mit FAC vergLeichen 

Be98 Umwandlung FAC nach Integer 

BeCC BASIC-Funktion INT 

BCF3 umwandlung ASCII nach Fließkomma 
BOB3 F L ieBkommakonstanten für F L i eßkomma nach ASCI I 
BOC2 Ausgabe der ZeiLennlllJfler bei Fehlermeldung 
BDCD Positive Integerzahl ( 0  bis 65535) ausgeben 

BDDD fAC nach ASC I I - Format wandeln 

Bftl FLießkommakonstante 0.5 

BF16 Binärzahlen für Umwandlung FAC nach ASCII 

BF71 BAStC-Funktion SQR 
BF78 Potenzierung FAC = Konstante (A/Y) hoch FAC 

BF7B Potenzierung FAC = ARG hoch FAC 

BFBF Fließkommakonstanten für EXP 

BFED BASIC' Funktion EXP 

E043 Polynomberechnung 

E059 Polynomberechnung 

E08D Fließkommakonstanten für RND 

E097 BASIC-funktion RHO 

E107 Ausgabe von 'break' 

EtOC BSOUT: ein Zeichen ausgeben 

Et12 BASIN: ein Zeichen empfangen 

Ett8 CKOUT : Ausgabegerät festsetzen 

EttE CHKIN: Eingabegerät festsetzen 

E124 GETIN: ein Zeichen holen 

E12A BASIC-Befehl SYS 

E156 BASIC-Befeh l SAVE 

E165 BASIC-Befehl VERIFY 

El68 BASIC-Befehl LOAD 

E1BE BASIC-Befehl OPEN 

E1C7 BASIC-Befehl CLOSE 
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E1D4 Parameter fOr LOAD und SAVE holen 
E219 Parameter für OPEN holen 
E264 BASIC-Funktion COS 
E26B BASIC-Funktion SIN 
E2B4 BASIC·Funktion TAN 
E2EO FlieBkommakonstanten für SIN und COS 
E30E BASIC-Funktion ATN 
E33E F l i eßkommakonstanten für ATN 
E37B SASI C-NMI-Ei nspr1.l'lg 
E394 BASIC-KaI tstart 
E3A2 Kopie der CHRGET-Routine 
E3BA Anfangswert für RNO-Funktion 
E3BF RAM für BASIC initialisieren 
E447 Tabelle der BASIC-Vektoren 
E453 BASIC-Vektoren laden 

1.9 Fließkommaarithmetik 

Maschinensprache bietet gegenüber BASIC den Vorteil der 
hohen Geschwindigkeit. Dafür hat sie jedoch den unübersehba­
ren Nachteil, daß sie schwer zu handhaben ist. Dies zeigt sich 
besonders bei komplizierteren Berechnungen. Addition und Sub­
traktion lassen sich noch auf recht einfache Weise durchführen, 
selbst Multiplikation und Division sind mit ein wenig Mehrauf -
wand realisierbar. Kompliziert wird es aber, wenn man solche 
Rechnungen nicht nur mit ganzen Zahlen (Integer-Zahlen), son­
dern auch mit gebrochenen Zahlen, Zahlen mit Nachkommastel­
Ien also, durchführen will. Wie läßt sich zum Beispiel in 
Maschinensprache der Umfang eines Kreises mit dem Radius R 
berechnen? In BASIC stellt das kein Problem dar. Der entspre­
chende Befehl lautet einfach: U=2*Pi*r . 2*r stellt auch in 
Maschinensprache kein Problem dar, dagegen die Multiplikation 
mit Pi ein ziemlich großes. 

Die Lösung dieses Problems trägt den Namen "Fließkom­
maarithmetik". Fließkommaarithmetik ermöglicht beispielsweise 
dem BASIC-Interpreter, solche Berechnungen wie die oben 
genannte mit der uns bekannten Genauigkeit auszuführen. Wenn 
wir solche Formeln in Maschinensprache ausrechnen wollen, 
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brauchen wir uns demnach keine eigenen Programmteile dafür 
zu schreiben, sondern wir können auf die Unterroutinen des 
Interpreters zurückgreifen. Es ist dem Verständnis dieser 
Routinen dienlich, wenn man den Aufbau von Fließkommazah­
len kennt. Wer sich hier schon auskennt oder wer kein Interesse 
an ein wenig Theorie hat, kann den folgenden Absatz übersprin­
gen. 

Format von Fließkommazahlen 

Der Aufbau von FIießkommazahlen läßt sich am einfachsten 
darstellen, wenn man sich überlegt, auf welche verschiedenen 
Arten sich ein und dieselbe gebrochene Zahl in BASIC darstellen 
läßt. Die Zahl 1 .234567 läßt sich auch noch als 0. 1 234567EI, 
0.01 234567E2 oder 12.34567E-I schreiben. Der Teil vor dem E 
heißt "Mantisse", der Teil dahinter "Exponent". Das E trägt die 
Bedeutung von ,,* 1 OA". 

Die Art der Darstellung ist, wie man sieht, nicht eindeutig fest­
gelegt. Da der Computer allerdings Fließkommazahlen auch als 
Mantisse und Exponent getrennt abspeichert, muß man eine ein­
heitliche Darstellung finden. Man einigt sich darauf, den Expo­
nenten so zu wählen, daß die Mantisse kleiner als Eins wird, 
jedoch keine führenden Nullen hinter dem Komma, bezie­
hungsweise dem Dezimalpunkt in BASIC, besitzt. Das Komma 
wird also durch Änderung des Exponenten so verschoben, daß 
die am weitesten links stehende Ziffer der Mantisse direkt rechts 
neben ihm steht. Daher auch die Bezeichnung "Fließkomma": Das 
Komma "fließt" entlang der Zahl. 

Der Computer arbeitet natürlich nicht mit einem Exponenten, 
der eine Potenz von 10 darstellt, sondern, da ja intern jegliche 
Arithmetik binär abläuft, mit einem Exponenten zur Basis 2. 
Beispielsweise wird die Zahl 123.625 folgendermaßen dargestellt: 

123.625=1*26+1*25+1*24+1*23+0*22+1*21+1*2°+1*2-1+0*2-2+1*2-3 

Die binäre Darstellung von 1 23.625 ist also 1 1 1 1 0 1 1 .1 0 1 ,  die 
binäre Exponentialdarstellung demnach 0.I I I I01 1 10IE l 1 1 .  Der 
Exponent 1 1  J ,  dezimal 7, ergibt sich dadurch, daß er genau der 
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Anzahl Stellen entspricht, um die das Komma in der Mantisse 
nach links gerückt ist. 

Der BASIC-Interpreter des C-64 benutzt für eine Fließkomma­
zahl fünf Bytes. Das erste Byte beinhaltet den Exponenten, die 
restlichen vier die Mantisse. Hier zeigt sich auch der große 
Vorteil der Fließkommadarstellung: Man kann, ohne die Anzahl 
der benutzten Bytes zu verändern, einerseits relativ große Zahlen 
mit geringer Genauigkeit, andererseits kleinere Zahlen mit ent­
sprechend größerer Genauigkeit darstellen. 

Die 32 Bits der 4 Byte der Mantisse entsprechen den 32 Stellen 
dieser Zahl. Da man auch negative Fließkommazahlen benutzen 
möchte, muß ein Bit als Vorzeichenbit dienen. Man verwendet 
dabei das erste Bit der Mantisse, welches normalerweise immer 
den Wert I hat. da die Zahl ja keine führenden Nullen mehr 
enthalten darf. Wenn dieses Bit den Wert 0 hat, handelt es sich 
um eine positive, beim Wert 1 um eine negative Fließkomma­
zahl. Bei Berechnungen im ROM wird das Bit zuerst ausgelesen, 
zwischengespeichert und durch eine Eins ersetzt. Nach Abschluß 
einer Rechenoperation wird es wieder an derselben Stelle ein­
gefügt. 

Die Mantissen zweier vom Betrag her gleicher, jedoch vom 
Vorzeichen her unterschiedlicher Zahlen unterscheiden sich nur 
im Vorzeichenbit, im Gegensatz zu negativen Integer-Zahlen, 
die meistens in der Zweier-Komplementform verwendet werden. 
Der Exponent dagegen wird bis auf eine Abweichung in 
Zweier-Komplementform dargestellt. Die Abweichung besteht 
darin, daß aus Gründen vereinfachter Rechenoperationen Bit 7 
invertiert ist, beziehungsweise daß zur "normalen" Darstellung 
des Exponenten 128 addiert wird. 

Wenn Sie bis hierhin alles verstanden haben, dann wird Ihnen 
vielleicht aufgefallen sein, daß es mit dem bisher beschrieben 
Aufbau einer Fließkommazahl nicht möglich ist, die Zahl Null 
darzustellen. Da die erste Ziffer der Mantisse zwingend den 
Wert Eins hat, läßt sich auch durch einen noch so kleinen Expo­
nenten nicht die Null erreichen. Daher vereinbart man, daß eine 
Zahl mit dem Exponenten Null selbst den Wert Null hat. Der 
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Wert der Mantisse spielt dabei keine Rolle, obwohl man ihn 
üblicherweise auch auf Null setzt. 

Unterroutinen des BASIC-Interpreters 

Wie schon gesagt, brauchen wir uns nicht unbedingt mit dem 
etwas komplizierten Aufbau von Fließkommazahlen zu befassen, 
wenn wir mit ihnen rechnen wollen, da uns der BASIC-Inter­
preter alle dafür notwendigen Routinen zur Verfügung stellt. 
Alle diese Routinen benutzen den sogenannten "Fließkomma­
Akku", abgekürzt FAC. Es handelt sich dabei um die zu einem 
Fließkommaregister zusammengefaßten 5 Bytes von $61 bis $65. 
Nahezu sämtliche Fließkommaoperationen beziehen sich auf 
dieses Register. Dabei wird meistens noch ein Hilfsregister ver­
wendet, nämlich die Bytes $69 bis $6D, die auch als Fließ­
komma-Akku 2 oder ARG bezeichnet werden. Es existieren 
daneben auch noch Akkus 3 und 4 ab $87 und $92, diese wer­
den allerdings seltener gebraucht. 

Wie benutzt man nun erwähnte Routinen? Man muß zuerst 
unterscheiden, ob man eine Rechenoperation durchführt, die 
zwei Operatoren erfordert, oder eine Funktion wie zum Beispiel 
INT oder SIN benutzt, die keinen weiteren Operator benötigen. 
Letztere werden durch ihren Aufruf einfach auf den Inhalt des 
F ACs angewendet, das Ergebnis wird dort auch wieder gespei­
chert. Die Einsprünge aller BASIC-Funktionen sind in Tabelle I 
aufgelistet. 

Operationen wie "+", "-", "*" oder "j", sowie das Laden des FACs 
mit einer Zahl finden zwischen einer Fließkommavariablen oder 
-konstanten und dem FAC statt. Dazu wird die Adresse dieser 
Zahl im Akku und Y-Register des Prozessors an die entspre­
chende Routine übergeben, und zwar das Low-Byte in A und 
das High-Byte in Y. Das Übertragen des FAC-Inhalts in eine 
Variable erfolgt fast genauso, jedoch wird hier das Low-Byte 
nicht in A, sondern im X-Register angegeben. Bei den Opera­
tionen "_,, und "j" muß außerdem noch die Reihenfolge beachtet 
werden. Es wird nämlich nicht, wie man erwarten könnte, die 
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Variable vom FAC, sondern der FAC von der Variable abgezo­
gen. Entsprechendes gilt für die Division. Die Liste der Inter­
preterroutinen befindet sich in Tabelle 2. 

Weiterhin existieren Routinen, um Integerzahlen in Fließkorn­
mazahlen, Strings in Fließkommazahlen und natürlich beides 
umgekehrt umzuwandeln. Bei der Wandlung Integer - Fließ­
komma befindet sich die 16-Bit-Integerzahl in A und Y. Hier 
enthält jetzt allerdings Y das Lowbyte und A das Highbyte. 
Wenn der F AC zu groß oder zu klein ist, so daß er sich nicht 
umwandeln läßt, kommt es zu einer Fehlermeldung des Inter­
preters. 

Bei der Umwandlung des FACs in einen Steing werden die 
ASCII-Zeichen ab $0100 abgelegt. Das Ende des Strings wird 
durch ein Null-Byte kenntlich gemacht. Die Routine liefert in 
A/Y die Adresse $0100 zurück, so daß zur Ausgabe des Strings 
direkt im Anschluß an die Umwandlung die Stringausgabe-Rou­
tine $ABIE aufgerufen werden kann. Will man einen String in 
eine Fließkommazahl umwandeln, so muß man die Adresse des 
Strings in $22/$23 übergeben und seine Länge in A. Tabelle 3 
enthält die Adressen aller Umwandlungsroutinen. 

Um die Speicherstellen, die man sich als Variable einrichtet, mit 
einem Wert vorzubesetzen, hat man drei Möglichkeiten: 

a) Man gibt die Zahlen als String vor, wandelt sie um und 
speichert sie in seinen Variablen. 

b) Wenn es sich um Integer-Zahlen handelt, kann man die 
Umwandlung Integer nach Fließkomma benutzen und 
entsprechend wie bei a) verfahren. 

c) Wenn möglich, kann man auch auf die im ROM schon 
vorhandenen Konstanten zurückgreifen. Die wichtigsten 
sind in Tabelle 4 aufgeführt. 

Eine vollständige Liste aller Interpreterroutinen finden Sie in 
Kapitel 6. Dort finden Sie auch eine Bezugnahme auf die Akkus 
2, 3 und 4, die aber für die Anwendung der Routinen meistens 
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außer Acht gelassen werden können. Die Akkus 3 und 4 können 
allerdings von Ihnen als Hilfsregister benutzt werden, wenn Sie 
beispielsweise die Rechenreihenfolge bei Subtraktion oder Divi­
sion umkehren wollen. 

Schnillstelle zu BASIC 

Durch die USR-Funktion ist eine einfache Möglichkeit gegeben, 
zwischen BASIC- und Maschinenprogrammen Fließkommawerte 
in beiden Richtungen auszutauschen. Bei ihrem Gebrauch wird 
ein Maschinenprogramm gestartet. das ab der Adresse beginnt, 
auf die der Vektor $031 1 /50312  zeigt. Vorher wird allerdings 
das Argument der USR-Funktion ausgewertet und das Ergebnis 
in den FAC übertragen. Wenn das Maschinenprogramm mit RTS 
beendet ist, wird der jetzige Inhalt des FAC dem BASIC-Pro­
gramm als Wert der Funktion übergeben. 

Im Anschluß an die Tabellen folgen zwei Beispielprogramme, 
die die Verwendung der Fließkomma·Routinen demonstrieren. 

Tabelle 1 - BASIC-Funktionen 

Adresse 8eschreibung 

SAED4 FAC "NOT(FAC) 

..... FAC =lOC(FAC) 
SBC39 FAC -SGN(FAC) 

SBC56 FAC "ABS(FAC) 

SBcce FAC -INTeFAC) 

SBF71 FAC -SQR(FAC) 

SBFED FAe "'EXP(FAC) 

$<097 FAC "IIJoI>(FAC) 

."" FAC =COS(FAC) 
SE'68 FAC =SIN(FAC) 

SEZB4 FAC =TAN(FAC) 

SE30E FAC =ATNeFAC) 
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Tabelle 2 - Operationen mit zwei Zahlen 

Adresse Besehrei blMlg 

SBBA2 FAC "(AlY) 
$BBD4 (X/Y> =FAC 

$8850 FAC =(A/Y}-FAC 
$8867 FAC =(A/Y)+fAC 
SBA28 FAC =(A;Y>*FAC 
SSBOF FAC =(A/Y)/FAC 

TabeIle 3 - Umwandlung verschiedener Datenformate 

Adresse 

SS1AA 

$8391 
SB7B5 
SB7F! 

SBODD 

Beschrei bung 

Y/A =INT(FAC) (mit Vorzeichen) 
FAC =lntegerzahL Y/A (mit Vorzeichen) 

String ab ($22/$23) nach FAC wandeln 
Y/A =!NT(FAC) (ohne Vorzeichen) 

FAC nach String ab Adresse SOlDO wandeln 

Tabelle 4 - Fließkommakonstanten im ROM 

Adresse Beseh rei buna 
SAEA8 Pi 
SB1AS -32768 
$B9BC 
$8906 SQR(2)!2 
SEl9Da SQR(2) 
SBAF9 1 0  
SBF1 1  0.5 
SE2EO Pi!2 
$E2E5 2*Pi 
SEZEA 0.25 

64 Intern 
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Beispielprogramm 1 :  

Eingabe eines Radius R von der Tastatur und Berechnung des 
zugehörigen Kreisumfangs. 

CODA A2 00 LOX #$00 ;Zähler für Zeichenanzahl 

C002 20 CF FF JSR $FFCF ;Zeichen von Tastatur 

C005 C9 00 CHP #$00 ;=RETURN' 

C007 FO 07 BEQ $C010 ;wenn ja, weiter 
C009 90 QO Cl STA $Cl00,X ;wenn nein, abspeichern 

COOC '8 INX ;Zähler erhöhen 
COOO 4C 02 CO JMP $C002 ;� Schleife fortsetzen 
COlD 20 02 FF JSR $FF02 ;RETURN ausgeben 

C013 BA TXA ;StringLänge nach A 

C014 A2 00 LOX #$00 ;Stringadresse nach $22/23 

C016 AO Cl LOY #$Cl 

C018 86 22 STX $22 
COlA 84 23 STY $23 

eDle 20 85 87 JSR $8785 ;String nach FAC wandeln 
C01F A9 E5 LOA #$ES ;$E2ES ist Adresse von 

C021 AO E2 LDV #$E2 ; 2*Pi 

C023 20 28 BA JSR SBA28 ;maL FAC 
C026 20 00 BO JSR $BOOO ; FAC nach String wandeLn 

C029 20 l E  AB JSR $AB1E ;String ausgeben 
C02C A9 00 LOA #$00 ; 2  mal RETURN ausgeben 
CD2E 20 02 FF JSR $FF02 
CD31 20 02 FF JSR SFFD2 
C034 4C 00 CO JMP $COOO ;zurück zum Anfang 

Beispielprogramm 2: 

Berechnung der Formel: 

USR(X)� INT(SQ R( (X * 3.2+4/7)/0.35» +0.5) 

Der USR-Vektor muß zuvor auf $COOO eingestellt werden. Dies 
geschieht durch POKE 785,O:POKE 786,192. Danach läßt sich 
die Funktion direkt von BASIC aus aufrufen. 
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Das Programm benutzt zwei HiIfsregister für Fließkommazahlen 
in $CIOO-$CI04 und $C105-$CI09. Die Zahlen 3.2 und 0.35 
sind als Strings ab C06D abgelegt. 

cooo AZ 00 

C002 AO Cl 

LDX #$00 

LOY #$C1 

COO4 20 04 BB JSR SBBD4 i X  aus FAC nach $C100 

C007 A9 03 lDA #$03 jLänge des Strings 3.2 

C009 A2 60 Lor #$60 jAdresse des Strings 3.2 

COOS AD CO 

COOD 86 22 

tOOF 84 23 

C011 20 85 87 

C014 A9 00 

C016 AC Cl 

C018 20 28 BA 

C018 A2 00 
COlD AO Cl 

LOY #$eo 

STX $22 

STY $23 

JSR $87B5 

LDA #$00 

LOl #$C1 

JSR SBA2B 

lDX #$DO 

Lor #$C1 

; nach $22/23 

;String nach FAC wandeLn 

; FAC=3.2 '" x 

C01F 20 04 SB JSR SBBD4 ;FAC nach $C100 

t022 AC 04 lor #$04 ; I ntegerzah l 4 

C024 A9 00 

C026 20 91 83 

C029 A2 05 

LDA #$00 

JSR $8391 

lax #S05 

e02s AD Cl Lor #$C1 

; i n Y/A 

;nach FAC wandetn 

C02D 20 04 SB JSR SBBD4 ;FAt nach sel05 

C030 AO 07 

C032 A9 00 

C034 20 91 B3 

C037 A9 05 

C039 AO Cl 

C03B 20 OF BB 

C03E A9 00 
C040 AC Cl 

C042 20 67 B8 

C045 A2 OA 

C047 AO Cl 

LOY #$07 

lDA #$00 

JSR $B391 

LDA #$05; 

LOY #$C1 

JSR SBBOF 

lDA #$00 

LOY #$Cl 

JSR SB867 

lOX #$00 

LOY #$C1 

; Integerzah l 7 
; i n  Y/A 

;nach FAC wandeln 

iFAC:4 / 7 

i FAC=FAC + 3.2 * x 

C049 20 04 88 JSR SBB04 i FAC nach $Cl00 

C04C A9 04 LOA #$04 i Länge des Strings 0.35 
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C04E A2 70 LOX #$70 ;Adresse des Strings 0.35 
C050 AO CO LOY #$CO 
C052 86 22 STX S22 ;n&ch S22/23 
C054 84 23  STY S23 
C056 20 85 87 JSR S8785 ;String nach FAC wandeln 
C059 A9 00 LOA #$00 
C05B AO Cl LOY #SCl 
C050 20 OF BB JSR SBBOF :FAC={x*3 . 2  + 4/7) / FAC 
C060 20 71 BF JSR SBF71 ; FAC=SQR(FAC) 
C063 A09 1 1  LDA #$11 ;RQM'Konstante 0.5 
C065 A3.20 BF LOl #$BF ;aus SBF11 
C067 20 67 B8 JSR S8867 jZU FAC addieren 
C06A 4C CC BC JMP S8CCC jFAC=INl(FAC) 
CQ6D 33 2E 32 30 2E 33 35 ;3.2 0.35 

Nach Abschluß der Routine befindet sich daß Ergebnis im F AC 
und wird daher beim USR-Aufruf als Funktions-Ergebnis an 
das BASIC-Programm übergeben. 

1.10 Der Virus-Killer 

Unter Computerviren versteht man Programme, die irgendwo im 
letzten Winkel des Speichers verborgen liegen und Schaden 
anrichten. Sie bringen zum Beispiel den Rechner zum 'Absturz', 
oder sie beschreiben die im Laufwerk befindliche Diskette. 

Um diese 'Plage' aus dem Rechner zu verscheuchen, muß der 
gesamte Speicher des C64 gelöscht werden, wobei auch das unter 
dem Kernal- und BASIC-ROM befindliche RAM gelöscht 
werden muß, um jede Möglichkeit in Betracht zu ziehen, den 
Virus zu zerstören. 

Aber um an das unter dem Betriebssystem befindliche RAM 
heranzukommen, muß das ROM ausgeblendet werden. Das kann 
man durch das Umstellen des Prozessorports in der Zeropage 
erreichen, indem man die Bits 0 und 1 auf LOW stellt, also 
löscht. 
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Anschließend wird der gesamte Speicher mit 
schrieben und damit gesäubert. Dazu ist 
Maschinenprogramm notwendig: 

Nullen über­
dieses kleine 

033e SEI Interrupt verhindern 

0330 LDA #$00 RCft-Berreich 

033F STA $01 ausblenden 

0341 lDX #$00 Zähler 1 setzen 

0343 LDY #$F6 Zäh ler 2 setzen 

0345 LDA #$00 Füllwert 

0347 STA $0400,X speicher löschen 

D34A INX zähLer 1 erhöhen 

0348 BNE $0347 wenn 255 erhöht, dann 

0340 INC $0349 High-Byte erhöhen 

0350 DEY Zähler 2 erniedrigen 

0351 BNE $0347 wenn Zähler 2=0, dann 

0353 lOA #$37 ROMs wieder 

0355 STA SOl einblenden 
0357 JMP $FCE2 RESET 

Es folgt das gleiche Programm als BASIC-Loader: 

100 FOR I:' TO 30 STEP 15:FOR J=O TC 14 :READ At: BS=RIGHT$(AS,l)  

105 A=ASC(A$)-48:IF A>9 THEN A=A-7 
110 B=ASCCBS)-48:IF  8>9 THEN 8=B-7 
120 A:A*16-B;C=(C+A)ANDZ55;POKE827+I+J,A; NEXT:READ A : I F  C=A THEN 

C"O : NEXT : END 
130 PRINT "FEHLER I N  ZEILE:"; PEEK(63)+PEEK(64)1r256:STOP 
300 DATA 78,A9,00,85,01 ,AZ,00,AO, F6.A9,00,9D,00,04,E8, 17 

301 DATA DO,fA,EE,49,03,88,DO, F4,A9.37,85,01 ,4C,E3,fC, 244 

Das kleine Maschinenprogramm liegt im Kassettenpuffer und 
wird mit SYS 828 gestartet. Das hat den Vorteil, daß der Kas­
settenpuffer nach dem RESET automatisch gelöscht wird und 
der Speicher danach absolut 'sauber' ist. 
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1.11 Der BASIC-Kompaktor 

Der BASIC-Packer ist ein nützliches Utility, um Speicherplatz 
auf der Diskette zu sparen, da man mit diesem Programm sich 
im Speicher befindliche BASIC-Programme komprimieren kann, 
so daß sie weniger Speicherplatz benötigen. 

Unter Komprimieren ist in dem Fall nicht das Zusammenpressen 
gemeint, sondern BASIC-Zeilen, in denen wenige Befehle vor­
kommen, werden mit der vorherigen verbunden. Das heißt, zwei 
Befehle, die vorher in zwei Zeilen gestanden haben, werden 
einfach in einer Zeile zusammengefaßt. Zum Beispiel so: 

Vorher: 10 PRINT 
20 PRINT 

30 PRINT 

Nacher: 10 PRINT:PRINT:PRINT 

Dieses Programm ist aus Geschwindigkeitsgründen vollkommen 
in Maschinensprache geschrieben, und es faßt in nur wenigen 
Sekunden bis zu 245 Zeichen pro Zeile zusammen. 

Programmzeilen, in denen GOTO-, GOSUB- oder THEN­
Befehle vorkommen, werden nicht gebunden, weil das zu 
Fehlern im Programmablauf führen könnte. Auch Zeilen, in 
denen REM-Befehle vorkommen. bleiben unverändert, weil die 
nachfolgenden Befehle als REM-Text anerkannt würden. 

Außerdem müssen alle PRINT - und OPEN-Befehle mit An­
führungszeichen abgeschlossen sein, da sonst vom Kompaktor 
ein "SYNTAX ERROR" ausgegeben wird. 

Wenn nun ein BASIC-Programm gepackt werden soll, muß ent­
weder der folgende BASIC-Lader gestartet werden, oder man 
lädt das Maschinenprogramm direkt in den Speicher und startet 
es anschießend mit SYS 49152. Vorher muß jedoch NEW einge­
geben werden, um die Zeiger wieder richtig zu stellen, da das 
Maschinenprogramm ab der Adresse $COOO (49152) in den 
Spei�her geladen wird. 
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Wenn man den BASIC-Lader benuzt, muß dieser erst gestartet 
werden. Anschließend muß NEW eingegeben werden, um dem 
Programm Platz zu schaffen, das gepackt werden soll. Das zu 
packende Programm kann jetzt von Diskette oder Datasette in 
den Speicher geladen werden. Nach dem Ladevorgang wird der 
Packer ebenfalls mit SYS 49152 gestartet. Nachdem das PrO­
gramm komprimiert wurde, kann es ganz normal mit SA VE 
wieder gespeichert werden. 

Das kompimierte Programm ist auf jeden Fall eInIge Bytes 
kürzer als vorher. So kann man viel Speicherplatz auf Diskette 
sparen. 

Vorsicht: Man sollte nicht versuchen, ein komprimiertes 
Programm anschließend zu verändern, weil 
viele Zeilen Überlänge haben und somit bei 
bei Abänderung einer Zeile evtl. Teile einer 
Zeile abgeschnitten werden können. 

Hier nun das M<lschinenlisting des Packer-Programms und der 
dazugehörige BASIC-Loader: 

COOO LDA §S36 

COOZ STA SOl 

C004 JSR seOA7 

C007 LOA S2B 

C009 SEC 

COOA sec §SOl 

COOC STA SAB 

COQE STA SA9 

COla LDA SZC 

C012 sec §$OO 

C014 STA $AC 

BASIC-Interpreter 

ausblenden 

Tabelle angesprungen. 

Zei len erstet ten 

BASIC-Anfang lOW-Byte 

Carry für Subtraktion 

minus eins 

Zeitspeixher lOW-Byte 

Programm L�-Byte 

BASIC-Anfang HIGH 

minus Übertrag 

Zielspeicher HIGH 

C016 STA SAA Progralllll HIGH 

C01S LOY §SOl Linkzeiger setzen 

COlA lDA (SA9),Y l inkbyte LO holen 

C01C I�Y Progralllllzeiger erhöhen 

C01D ORA (SA9),Y Byte HIGH verknüpfen 
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C01F BEQ $C05E ver�weige, wenn NuLL 

t02l INY Programmzeiger erhöhen 

C022 LOA ($A9),Y Zei lennumrner LO Laden 

C024 TAX 

C025 [NY 

nach X sch i eben 

Programm�eiger erhöhen 

C026 LOA ($A9),Y ZeilennUßlller High 

C02S JSR $C2l3 Zeile in Tabelle 7 
C02B BEQ $C079 

COlD LOY §$Ol 

C02F LDA ($A9>,Y 

CD31 SEC 

CD32 SBC $A9 

C034 SEC 

C035 SBC §$05 

C03? CLC 

C038 ADC $AD 

C03A 8CS $C079 

C03C CMP §$F5 

C03E BCS $C079 

C040 STA tAD 

C042 LDY §$OO 

C044 LDA §$3A 

verzweige, wenn ja 

Zeiger auf L i nker 

Linker LO-Byte holen 

Carry für Subtraktion 

minus Programm�eiger 

Carry für Subtraktion 

gekürzte Zeilenlänge 

Carry für Addition 

plus Zeilenlänge 

gröBer als 255 1 

gleich 245 ? 

verzweige, wenn ja 

neue 2eilenlänge 

Verschiebesch lei fe:O 

ASCI I " : "  

C046 STA ($AB) , Y  i n  Zielspeicher 

C048 INY Zeiger erhöhen 

C049 LDA $A9 

C04B CLC 

C04C ADC §$04 

C04E STA $A9 

C050 BCC $C054 

C052 INC $AA 

C054 LDA ($A9) , Y 

C056 BEQ $C090 

C058 SIA ($AS),Y 

C05A INY 

C05S JMP $C054 

Programmzeiger LO 

Carry für Addition 

pLus 4 

nach Programmzeiger 

verzweige, wenn kein 

Obertrag 

Programmzeiger erhöhen 

Programmbyte holen 

nächste lei le ? 

in Zielspeicher 

Zähler erhöhen 

Sprung �um Anfang 

COSE TAY Zielbereich:O 

COSF SIA ($AB) , Y  Programmende=O 

C06� INY Zeiger erhöhen 

C062 CPY §$O3 schon 3 Nul Len ? 
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C064 BNE §COSF 

C066 TYA 

C067 CLC 

C068 ADe §AB 

C06A STA §2D 

t06e LDA §AC 

C06E ADe §$DD 

C070 STA $2E 

e072 LDA §$37 

C074 STA $01 

C076 JMP $EtAS 

C079 LDY §$QO 

verzweige, wenn ja 

V-Register nach AKKU 

Carry für Addition 

Programmende berechnen 

in Programmzeiger 

Progranmende HIGH 

Übertrag addieren 

in Programmzeiger 

BASiC-Interpreter 

einschal ten 

ClR, Rücksprung 

Zähler auf Null 

C07B LDA ($A9),Y fünf Programmbytes 

C07D STA ($AB),Y verschieben 
C07F !NY Zähler erhöhen 

C080 CPY §$OS fünf Bytes verschoben? 

e082 BNE $C078 verzweige, wenn nein 

C084 lDA ($A9),Y Programmbyte hoLen 

C086 BEQ $eOSE nächste Zeile erreicht 

C088 STA ($AB),Y Programmbyte speichern 

COBA INY Zähler erhöhen 

C088 JMP $C084 zum Schlei fenanfang 

COBE STr SAD Zeilenlänge speichern 

C090 TYA ZähLer nach Akku 

C091 CLC Carry für Addi t i on  

C092 ADC $A9 Prograrrmzeiger LOIoI 

C094 STA $A9 berechnen 

C096 BCC $C09A kein Übertrag ? 

C098 INC SM Prograrrmzeiger HIGH 

C09A TYA Zähler nach Ak�u 

C098 CLC Carry für Addition 

C09C ADC $AB Zielzeiger berechnen 

C09E STA $AB und speichern 

COAO BCC $COA4 kein übertrag ? 

COA2 INC $AC Ziel zeiger HIGH 

COA4 JMP $C018 nächste Zei Le 

COA7 LDA $2B SASIC-Anfang LO 

COA9 SEC Carry für Subtraktion 

COAA SBC §S01 minus 1 

COAC STA $AB Prograrrmze;ger LO 

64 Intern 



Der BASIC-Interpreter 

COAE LDA S2C BASIC-Anfang HIGH 

COBO SBe §SOO mi nus 1 

COB2 STA SAC Programm Zeiger HIGH 

eOB4 lOY §$OO lOW-Byte von SAOOO 

COB6 LOA §$AO HIGH-Byte von $AOOO 

COB8 STY $AS Tabei ienzeiger LO 

COBA STA $A6 Tabellenzeiger HIGH 

COBe LDY §S03 erste Zei lennummer 

eOBE LDA ($AB), Y Zei iennummer LO 

COCO TAX nach X-Reg. 

COCl INY Programmzeiger erhöhen 

COC2 LOA ($AS),Y ieilennummer HIGH 

COC4 JSR SC193 in Tabelle 

cOC7 IHY Programmzeiger erhöhen 
COC8 LOA (SAB), Y Programmbyte holen 

COCA BNE SCOF6 noch ni cht Zei I enende? 

eoee TYA Zeiger nach Akku 

cOCO CLC Carry für Addi tion 

COCE ADe $AB Programmzeiger 

CODO STA SAB berechnen 

C002 BCC $C006 kein ubertrag ? 

C004 INC SAC Programmzeiger HIGH 

C006 LDY §S01 Zeiger auf Linker 

C008 LDA (SAB),Y Li nker LO 

CODA INY Programmzeiger erhöhen 

eDDB ORA ($AB),Y Akku mit Linker HIGH 

CODD BNE SCDE6 noch ni cht Ende ? 

eOOF STA $A7 Tabellenzeiger LO 

eDEl LDA §$AO HIGH-Byte von $AOOO 

COE3 STA $A8 Tabellenzeiger HIGH 

CDES RTS Rucksprung 

COE6 LOA $02 IF-FLag testen 

COE8 BEQ $eOF1 noch nicht gesetzt ? 

COEA LDA §SOO lF-Flag 

COEC STA S02 löschen 

CDEE JMP SCOBe Zeile eintragen 

COF1 LOY §$OS Zeile uberspringen 

COF3 Jrp $COC8 nächstes Programmbyte 
COF6 CMP §$80 GOSUB-Token ? 

COF8 BEQ SC121 verzweige, wenn j a  
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COFA CNP §S89 

tOFt BEO SC121 

tOff CMP §SCB 

tl00 JEO StllA 

Cl02 CMP §S88 

C'04 BEQ SCl7A 

C106 CNP §SA7 

CHIS BEO sel21 

C'IIA DIP §S22 

CIOC BEQ SCI82 

CIOE CHP §S8f 

GOTO-Token 7 
verzweige, wenn ja 

GO-loken 7 
verzweige, wem ja 

I F-Token ? 

verzweige, wenn ja 

THEN-Token 7 
verzweige, werY'I ja 

Anführungszeichen 1 
verzweige, wem ja 

REM-Token ? 

Cl10 BEQ SC17A verzweige, wenn ja 

C112 CMP §S91 ON-Token 1 
Cl1� BEO SC17A verzweige, werY'I ja 

C116 INY Progr8lllllzeiger erhöhen 

C" 7 JHP ScDtS nächstes Byte testen 

ellA INY Programnzelger erhöhen 

e118 LDA (SAB),Y Programnbyte holen 

CI10 CHP §$20 Leerzeichen ? 

Cllf BEQ SC',A verzwefge, wenn ja 

e121 INY GOTO überspringen 

e122 LDA (SAB),Y Programmbyte holen 

el2� CMP §S20 Leerzeichcn ? 

[126 BEG St121 yerzwei98. wenn ja 

CI28 LOA §S37 BASIC-Interpreter 

CllA STA SOl einschalten 

CI2C STY SAi Y-REG_ speichern 

CI2E TYA Zeiger n&eh Akku 

C12F Cle Carl")' für Addition 

CilO ADe SAB Progranrueiller LO 

C132 STA S22 berechnen 

C134 LDA SAC Programmzeiller HIGH 

CI36 ADC §SOO übertrag addieren 

CI38 SrA 123 und speichern 

CllA LOA (SAB), Y Prognnnbyte holen 

Cile CNP §S3D kleiner als ASCII "0"1 

CilE BCC SC14B yerzwelge, wenn ja 

e140 CMP §S3A gröBer als ASCClw9" ? 

C142 SCS SCl�8 verzweige, wenn ja 

CI44 INY Zeiger erhöhen 
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C145 JMP SC13A Schleifenanfang 

C148 TYA Y-REG. auf 

C149 PHA Stapel retten 

C14A SEC Carry für Slbtraktion 

C14B SBC SAE zi ffernfolge berechnen 

c14D BEQ SC171 gleich Null ? 

C14F JSR SB785 Z i ffernstring in 

C152 JSR S87F7 

C155 PLA 

C156 TAY 

C157 lDA §S36 

C159 STA $01 

C15B LDX S14 

C15D LDA 515 

C15F JSR SC193 

F l ieBkommazahl wandeln 

Fl ieBkonmazahl in 

Interger wandetn 

Y-Reg. vom Stapel 

zurückholen 

8ASIC-Interpreter 

wieder abschalten 

Zei tennunner LO 

Zeilennummer HIGH 

in Tabelle eintragen 

C162 lDA (SAB), Y nächstes Progranmbyte 

C164 INY Programmzeiger erhöhen 

c165 CMP §S20 

C167 BEQ SC162 

C169 DEY 

C16A CMP §SZC 

C16C BEQ SC1Z1 

C16E JMP SCOC8 

c171 PU 

Cl72 TAY 

Cl73 LDA §$36 

C175 STA ${Il 

Cl77 JMP SCOC8 

C17A LDA §S01 

e17C STA S02 

Cl7E INY 

C17F JMP $COC8 

Cl82 INY 

C183 LDA (SAB), Y 

e185 BEQ SC18F 

C187 CMP §S22 

C189 BNE SC182 

e18B INY 

Leerzeichen? 

verzweige, wenn ja 

Programmzeiger -1 

ASCII "," ? 

verzweige, wenn ja 

nachstes Progranmbyte 

Y-REG. vom Stapel 

zurückholen 

BASIC-Interpreter 

abschal ten 

nächstes Programmbyte 

H-Ftag, REM oder OH 

setzen 

Token überspringen 

nächstes Programmbyte 

ASC I I  11 überspringen 

Programmbyte holen 

Zei le zu Ende ? 

zweites " erreicht ? 

verzweige, wenn nein 

Programmzeiger erhöhen 
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elBC JMP $CDC8 

C18F DEY 

C190 JMP $et7A 

C193 STX SA9 

C195 SI" $AA 

C197 STY SAE 

C199 Lor §soo 

Cl98 STY SA7 

Cl9D LDA §$AO 

C19F STA $A8 

C1Al CPY $A5 

C1A3 LDA $AB 

elAS sac $A6 

elA7 aEQ $ClCD 

C1A9 SEC 

ClAA LDA (SA7) , Y 

elAC sac SA9 

C1AE TAX 

C1AF INY 

nächstes programmbyte 

Programmleiger -, 

I F - F lag setzen 

Zei Lennurmer LOW 

Zei Lenllllllller HIGH 

Y-REG. speichern 

lOW-Byte von $AOOO 

nach Tabellenzeiger LO 

HI GH-Byte von $AOOO 

nach Tabettenzeiger 

Tab.-Zeiger verg l .  

Tabellenzeiger HIGH 

Tabellenende HIGH 

verzweige, wenn Ende 

Carry für Subtraktion 

Zeilennummer LOW 

mit neuer vergleichen 

Di fferenz speich�n 

Tabel lenzeiger erhöhen 

elao LDA ($A7),Y Zei lennummer HIGH 

C182 sac SM 
elB4 INY 

e185 BNE $C189 

elB7 INC $A8 

C169 BCC SC1Al 

elBB CMP §SOO 

elBD BNE $C1e5 

C1BF TXA 

CleO BNE $e1e5 

e1e2 LDY $AE 

ele4 RTS 

ele5 DEY 

elC6 epy §$FF 

C1C8 BNE $Clee 

e1CA DEC $AB 

elCe DEY 

el CO STY $A7 

C1CF LOA SA5 

el01 STA $FB 

el03 LOA $A6 

mit neuer vergleichen 

Programmzeiger LOI.I 

k.ein Übertrag ? 

Programmzeiger HIGH 

verzweige, wenn größer 

HI GH-Byte gleich ? 

verzweige, wenn nein 

LOW-Byte gleich ? 

verzweige, wenn nein 

Y-REG. zurück.hoLen 

Rück.sprung 

Zeiger LOW verringern 

übertrag ? 

verzweige, wenn nein 

Programmzeiger HIGH 

Programmzeiger LOW 

Y-REG. i n  Progra/l'tllZ. 

Tabe l l enende LO'W 

Verschieberreg.LOW 

Tabellenende HIGH 
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Clas STA SFC Verschiebereg . HIGH 

Cla7 LOA $A7 Tabellenzeiger LW 

Cl09 CMP $FB Versch iebereg. LW 

Cl0B LOA SAB Tabellenzeiger HIGH 

Cl00 SBC SFe Versch iebereg. HIGH 

e10F BeS $C1FO verzweige, wenn gröBer 

e1Et OEe SFB 
e1E3 LOA SfB 
e1ES eMP §SFf 
e1E7 BNE SC1EB 
elE9 DEC SFe 
Cl EB LDY §SDO 

Versch iebereg. LOI.I 
und holen 

Übertrag ? 

verzweige, wenn nein 

Verschiebereg. HIGH 
'Verschi ebereg . LOW 

elED LDA (SfB),Y Zei lennummer LOW 

e1EF LDY §S02 Versch i ebereg. LOW 

C1F1 STA (SFB),Y Zei lennummer LOW 

elF3 OEY Versch iebereg. HIGH 

elF4 LDA (SFB),Y Zeilennummer HIGH 

e1F6 LDY §S03 Schleifenanfang 

elFB STA (SFB),Y Zeiger L(lI,j 

e1FA JMP SC1D7 Zei lennwroer LOW 

e1 FD LDY §SOO in Tabelte schreiben 

e1FF LDA SA9 Zeiger HIGH 
e201 STA (SFB),Y Zei lennummer HIGH 
e203 INY Zeiger auf HIGH 
e204 LDA $AA Zei lennummer HIGH 
e206 STA ($FB), Y in Tabelle schreiben 

e208 INe $AS Tabellenende LOW 

e20A INe $AS Tabellenende LOW 

C20e BNE $C1e2 kein übertrag 

e20E INe SA6 Tabellenende HIGH 

e210 JMP SC1C2 Rücksprung 

C213 STY SAE Y·REG. speichern 

C21S STX SFB Zei lennwmer L(lI,j 

C217 STA SFe Zeilennummer HIGH 

C219 LDA SA7 Tabellenzeiger LOW 

C21B 'MP .. 5 Tabellenende LOW 

e210 LDA $AB Tabellenzeiger HIGH 
e21F SBC $A6 Tabellenende HIGH 
e221 SC5 $C230 Ende erreicht ? 

e223 lDY §$OO Zeiger auf Null 
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C225 LDA SFR Zei lennumJer LW 

C227 CMP ($A7),Y Tabel lenwert verg! .  

C229 INY Zeiger erhöhen 

c22A lDA SFe Zei lennummer HIGH 

e22e SBC ($A7),Y Tabel lenwert 

eZ2E BeC $C230 nicht in Tabelle ? 

C:230 lNe $A7 Tabellenzeiger LOW 

C232 INe $A7 Tabellenzeiger LOW 

C234 BHE $e238 kein übertrag ? 

C236 INe SAB Tabellenzeiger HIGH 

e238 lOV SAE Y-REG. zurückholen 

C23A LDA §$DO Zero-FLeg setzen 

e23e RTS 

C23D LOV $AE 

C23F lDA §SOl 

C241 RTS 

RücksprlXl!l 

Y-REG. zurückholen 

Zero-FLeg Löschen 

Rücksprung 

100 FORI=lT0578STEP15: FORJ=OT014:READAS:B$=RJGHTS(AS , 1 )  

105 A=ASC(A$) -48: I FA>9THENA=A-7 

1'0 B=ASC(B$)-48:IF8>9thEnB=B-7 
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120 A=A*16+B:C=(C+A)AND255:POKE49151+I+J,A:NEXT:READA : I FC=AlKENe: 

O : NEXT: ENO 

130 PRINT"FEHLER IN ZEllE:";PEEK(63)+PEEK(64)*256:STOP 

300 DATA A9,36,85,01,20,A7,CO,A5,2B,38,E9,01,85,AB,85, 147 

301 DATA A9,A5,2C,E9,00,85,AC,85,AA,AO,01,Bl ,A9,C8, " ,  151 

302 OATA A9,FO,3D,C8,B1,A9,AA,C8,Bl,A9,20, 13,C2,FO,4C, 245 

303 OATA AO,Ol,Bl ,A9,38,E5,A9,38,E9, 05, 18,65,AD,BO,3D, 254 

304 DATA C9,F5,BO,39,85,AD,AO,OO,A9,3A,91 ,AB,C8,A5,A9, 174 

305 DATA 18,69,04,85,A9,90,02,E6,AA,Bl ,A9,FO,38,91,AB, 147 

306 OAlA C8,4C,54,CO,A8,91,AB,CS,CO,03,DO,F9,98,18,65, 1 1 7  

307 DAlA AB,85,2D,A5,AC,69, OO,85,2E,A9,37,85,Ol,4C,AB, 39 

308 DAlA E1,AO,OO,81 ,A9,91,AB,C8,CO,05,DO,F7,a1,A9,FO, 181 

309 OATA 06,91 ,AB,C8,4C,84,CO,84,AD ,98 , lS,65,A9,85,A9, 183 

310 DAlA 90,02,E6,AA,9S,lS,65,AB,85,AB,90,02,E6,AC,4C, 130 

311 DAlA 1S,CO,A5,2B,3S,E9,01,85,AB,A5,2C,E9,00,85,AC, 229 

312 DAlA AO,OO ,A9,AO,84,A5,S5,A6,AO,03 ,B1 ,AB,AA,CS,B1, 95 

313 DATA AB,20,93,Cl,CS,B1 ,AB,DO,2A,98, lS,65,AB,S5,AS, 45 

314 QATA 90,02,E6,AC,AD,01 ,B1,AB,CS, 1 ' ,AB,DO,07,S5,A7, 168 

315 QATA A9,AO,85,AS,60,A5,02,FO,07,A9,00,S5,02,4C,BC, 172 
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316 OATA CO.AO,05.4C.C8.CO.C9,8D ,FO,27,C9,89,FO,23,C9, 212 

317 OATA CB,FO,18,C9,8B,FO,74,C9,A7,FO,17,C9,22,FO,74. 81 

318 OATA C9,8F,FO,68,C9,91,FO,64,C8,4C,C8,CO,C8.B1.AB, 30 

319 OATA C9,20,FO,F9,C8,B1,AB,C9,20,FO, F9,A9,37.85,01, 46 

320 OATA 84,AE,98,18,65,AB,85,22,A5 ,AC,69,OO,85,23,81, 172 

321 OATA AB,C9,30,90,08,C9,3A,BO,04,C8,4C,3A,C1 ,98,48, 226 

322 OATA 38,E5,AE,FO,22,20,B5,B7,20, F7,B7,68,A8,A9,36, 38 

323 OATA 85,01 ,A6, 14,A5,15,20,93,C1 , B 1 , AB.C8,C9,20,FO, 107 

324 OATA F9,88,C9,2C,FO,83,4C,C8,CO,68,A8.A9,36,85,01, 98 

325 OATA 4C,C8,CO,A9,01,85 ,02,C8,4C,C8,CO,c8,B1,AB,FO, 181 

326 OATA 08,C9,22,OO,F7,C8,4C,C8,CO,88,4C,7A,C1 ,86,A9, 148 

327 OATA 85,AA,84,AE,AO,OO,84,A7,A9,AO,85,A8.C4,A5,A5, 176 

328 OATA A8,E5,A6,FO,24,38,B1 ,A7,E5,A9,AA,C8,B1,A7,E5, 20 

329 DATA AA,C8,OO,02,E6,A8,90,E6,C9,OO,DO,06,BA,DO,03, 68 

330 DATA A4,AE,60,88,CO,fF,OO,02,C6,A8,88,84,A7,A5,A5, 54 

331 DATA 85,FB,A5,A6,8S,FC,A5,A7,C5,FB,A5,A8,E5,FC,BO, 54 

332 DATA 1C,C6,FB,A5, FB,C9,FF,DO,02,C6,FC,AO,OO,B1,fB, 37 

333 DATA AD,02,91 ,FB,88,B1,FB,AO,03,91,rB,4C.D7.C1,AO, 21 

334 DATA 00,A5,A9,91,FB,C8,A5,AA,91,FB,E6,A5,E6,A5,DO, 99 
335 DATA B4,E6,A6,4C, C2,C1,84,AE,86,FB,85,FC,A5,A7,C5, 84 

336 DATA A5,A5,A8,ES,A6,BO,1A,AO,OO,A5.FB.D1.A7.C8,A5. 108 

337 DATA FC,F1 ,A7,90,OD,E6,A7,E6,A7,DO,02,E6,A8,A4.AE. 253 

338 DATA A9,OO,60,A4,AE,A9,01,60,OO,OO,OO,OO,OO,OO,00. 101 

71 
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2. Der Aufstieg zum Assembler 

2.1 Der Maschinensprachemooitor 
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Der hier erklärte und im Anhang auch zum Abtippen aufge­
führte Maschinensprachemonitor verfügt über Möglichkeiten, 
die über den durchschnittlichen Standard hinausgehen. Aus die­
sem Grund könnte er auch für diejenigen unter Ihnen interes­
sant sein, die bereits einen Maschinensprachemonitor besitzen. 

Bitte haben sie dafür Verständnis, daß wir aus Platzmangel 
lediglich den Monitor ab $9000 (36834) abgedruckt haben. Auf 
der Diskette zum Buch liegt er in folgenden Bereichen vOr: 

$1000-$2000 4096 - 8192 

$2000-$3000 8192 - 12288 
$3000-$4000 12288-16384 

$4000-$5000 163M-204M 
S5000-$6000 20480-24576 
$6000-$7000 24576-28672 

$7000-$8000 28672-32768 

$8000-$9000 32768-36864 

$9000-$AOOO 36864-40960 
scooo-soooo 49152-53248 

Mit diesem Monitor ist es möglich, jede beliebige Speicherkon­
figuration einzuschalten. Somit ist es möglich, auch die 
Speicherbereiche 'unter' dem BASIC-ROM, dem KERN AL­
ROM und 'unter' dem l/O-Bereich auszulesen und zu verändern. 
Selbstverständlich können in diesen Bereichen auch Programme 
gestartet werden. Eine Besonderheit dieses Monitors ist, außer 
einigen verbesserten Standard befehlen, die Möglichkeit, Daten 
aus den eben erwähnten Bereichen mit Hilfe veränderter 
LOAD- und SAVE-Routinen zu laden und auch von dort zu 
speichern. 
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Zu beachten ist noch, daß alle Eingaben mit RETURN abge­
schlossen werden müssen. 

Jetzt werden wir näher auf die einzelnen Befehle eingehen: 

c 

COMPARE: Vergleichen von zwei Speicherbereichen. Nicht 
übereinstimmende Speicherzellen werden angezeigt. 

Format: C 1000 1800 2000 

Der Bereich von $1000 bis $1 800 wird mit dem Bereich ab 
$2000 verglichen. 

D 

Disassemblieren: Disassembliert den angegebenen Speicherbe­
reich. Beim Schreiben eigener Programme brauchen Sie nur den 
bestehenden Befehl zu überschreiben. 

Format D 1000 J 100 

DisassembJiert den Speicherbereich von $1000 bis $1 100. Wenn 
keine Bereichsbegrenzung angeben wird, nur die erste Speicher­
zelle angegeben. 

F 

Fill: Füllt den angegebenen Speicherbereich mit den nach der 
Speicherbereichangabe stehenden Bytes. 

Fo,mat: F 1000 2000 46 49 4C 4C 

Der Speicherbereich von $1000 bis S2OO0 wird mit den Bytes 
$46, $49, S4C, $4C gefüllI, was dem Wort 'FILL' im ASCI1-
Code entspricht. 
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G 

Goto start a Program: Startet ein Programm ab der angegebenen 
Adresse. 

Format: G COOO 

Das Programm wird ab der Adresse $COOO gestartet. 

H 

Hunt: Durchsucht den angegebenen Speicherbereich nach der 
angegebenen Bytefolge. Es ist auch möglich, nach teilweise un­
bekannten Bytefolgen zu suchen. 

Format: H EOOO FFFF 4C ?? FF 

Durchsucht den Speicherbereich von EOOO bis FFFF. Die Fra­
gezeichen stehen für ein unbekanntes Byte. 

L 

Load: Lädt ein Programm in den Speicher. 

Format: L "FILENAME" 

Lädt ein Progamm absolut von Disk in den Speicher. 

Format: L "FILENAME",08,1000 

Lädt ein Programm von Disk ab der Adresse $ 1000 in den 
Speicher. Die auf Disk angegebene Adresse wird ignoriert. Die 
08 ist die Geräteadresse. Soll ein Programm von Kassette geladen 
werden, so muß auf das zweite Anführungszeichen eine 01 fol­
gen. 

Format: L"FILENAME" ,07 ,0000 
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Lädt ein Programm von Disk immer in den RAM-Bereich des 
Rechners. Bei dieser Anweisung wird demnach nicht wie nor­
malerweise der I/O-Bereich, sondern der darunterliegende 
RAM-Bereich beschrieben. Wenn keine Angabe der Startadresse 
erfolgt, wird das Programm absolut geladen. Diese Anweisung ist 
nur von Disk möglich. 

M 

Memory-Dump: Zeigt die Speicherzellen des angegebenen 
Speicherbereichs und zusätzlich deren Umsetzung in Bild­
schirmzeichen an. 

Format: M 1000 2000 

Zeigt den Speicherbereich von $1000 bis $2000 an. 

p 

Printer: Nach der Eingabe von P werden alle Ausgaben anstatt 
auf dem Bildschirm auf dem Drucker mit der Geräteadresse 4 
ausgegehen. Nach erneuter Eingabe von P erfolgt die Ausgabe 
wieder auf den Bildschirm. 

Format: P 

R 

Register: Zeigt die letzten Registerwerte an. 

PC Programmzeiger 
IRQ Interruptvektor 
SR Prozessorstatusregister 
AC Akkumulator 
XR X-Register 
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YR Y -Register 
SP Stapelzeiger 

Format: R 

77 

Die Register werden nach einem BREAK automatisch angezeigt. 

s 

SA VE: SpeicheTt den angegebenen Bereich. 

Format: S"FILENAME",08,1000,2000 

Speichert den Bereich von $1000 bis $2000 auf das Gerät mit 
der Geräteadresse 08 (Disk). Für das Speichern auf Kassette 
muß Geräteadresse 0 I gewählt werden. 

Format: S"FILENAME",07,EOOO,FFFF 

Speichert den angegebenen Bereich je nach Speicherkonfigura­
tion auf Diskette ab. Somit ist es möglich, den RAM-Bereich 
unter Kernal-ROM, liD-Bereich und BASIC-ROM abzuspei­
ehern. Diese Funktion existiert nur im Zusammenhang mit dem 
Gebrauch einer Diskettenstation. 

T 

Transfer: Kopiert den angegebenen Speicherbereich 10 einen 
anderen angegebenen Speicherbereich. 

Format: T 1000 2000 1 800 

Kopiert den Bereich von $1000 bis $2000 nach $1 800. Bei 
Bereichsüberschreitungen treten beim Kopieren. sowohl nach 
oben als auch nach unten, keine Fehler auf. 
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x 

EXIT: Rücksprung ins BASIC 

Format X 

@ 

Disk Command: Gibt den Status der Floppy auf den Bildschirm 
aus. 

Format @ 

Erfolgen auf das & weitere Zeichen, so entspricht dieses einem 
OPEN 1,8,15," wobei die nachfolgenden Zeichen an die Floppy 
übergeben werden. 

Format: @I 

@$ 
Format: @$ 

Gibt die Directory auf den Bildschirm aus. 

+ 

Addition: Addiert zwei hexadezimale Zahlen. Diese Zahlen 
müssen immer vierstellig angegeben werden. 

Format: + 2000 0152 

Addiert $2000 mit $0152 und gibt das Ergebnis aus. 
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Subtraktion: Subtrahiert zwei Hexadezimale Zahlen. 

Format - 2000 0152 

Subtrahiert $0152 von $2000 und gibt das Ergebnis aus. 

$ 

Umrechnung vom Hexadezimalsystem ins Dezimalsystem 

Format: $1000 

Umrechnung vom Dezimalsystem ins Hexadezimalsystem 

Format: #4096 

Anmerkung: Fast alle Befehle lassen sich durch das Betätigen der 
RUN/STOP-Taste unterbrechen. 

Wenn Sie das Betriebssystem vom Monitor aus ausgeschaltet 
haben und ein Programm starten. das mit BRK endet, so wird 
sich der Rechner unweigerlich 'aufhängen'. Das gleiche 
geschieht, wenn Sie mit ausgeschaltetem BASIC oder 
Betriebssystem den Monitor mit X verlassen. 

Durch die Möglichkeit, eine beliebige Speicherkonfiguration 
einzustellen, läßt sich auch das Zeichensatz-ROM auslesen, 
kopieren und saven. 
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2.2 Einführung in Assembler 

Wenn Sie über ein anderes Betriebssystem verfügen, zum Bei­
spiel Speeddos, ist es möglich, daß die speziel1e LOAD- und 
SAVE-Funktion nicht funktioniert. In diesem Fall müssen Sie in 
das Originalsystem zurückschalten. 

Das Kernstück eines jeden Computers ist der Mikroprozessor, 
der das ausführende Teil des Rechners darstellt. Damit der Pro­
zessor die einzelnen Anweisungen auch ausführen kann, muß 
jeder Befehl zunächst in eine ihm verständliche Sprache, die 
Maschinensprache, umgesetzt werden. Will man zum Beispiel 
BASIC verarbeiten, übernimmt der Interpreter diese Aufgabe. 
Beherrscht man die Maschinensprache, ist es möglich, mit dem 
Prozessor und somit mit dem Rechner direkt zu kommunizieren. 
Dadurch fällt die Arbeit des Interpreters weg, und man kann 
über alle möglichen Funktionen des Rechners verfügen. 

Einer der Hauptunterschiede zum BASIC ist, daß man in 
Maschinensprache sehr speicherorientiert arbeitet. Es gibt keine 
eigentlichen Zeilennummern, da die Programme direkt in 
bestimmte Speicherbereiche gelegt werden. Sie erinnern sich 
bestimmt daran, daß die BASIC-Programme immer ab $0801 
(2049) beginnen. Günstig ist es, seine Maschinenprogramme ab 
$COOO (49152) zu schreiben, da sie dort nicht von BASIC-Pro­
grammen oder Variablen überschrieben werden können. Welche 
weiteren Speicherbereiche außerdem nach zur Verfügung stehen, 
entnehmen Sie bitte den Speicherbelegungsplänen. Nun aber zur 
Programmierung selbst. 

Der Prozessor des C64 verfügt über eine bestimmte Anzahl 
genau definierter Befehle, vergleichbar den BASIC-Befehlen. 
Dreh- und Angelpunkt der ganzen Programmierung sind drei 
Register, das X-Register, das V-Register und der Akku. In diese 
Register kann je eine Zahl geladen werden, die zwischen 0 und 
255 liegt, da jedes Register nur ein Byte aufnehmen kann. 
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Befehl Funktion in BASIC 

LOA #$08 lädt die hexad. Zahl A " 8 

$08 in den Akku 

LOX #$41 lädt die hexad. Zahl X = 65 

$41 (65) in das X-Reg. 

LOY #$00 lädt die Zahl $0 ;" Y '" 0 
das Y'Register 

Die beiden ersten Buchstaben des Befehls, LD. stehen für LoaD, 
was übersetzt 'Laden' heißt. Der danach folgende Buchstabe gibt 
das Register an, in das der Wert geladen werden soll. Das nun 
folgende #-Zeichen zeigt an, daß ein abSOluter Wert geladen 
werden soll, also eine bestimmte Zahl. Eine andere Möglichkeit 
ist es, einen Wert direkt aus einer Speicherzelle zu holen. Dann 
wird das #-Zeichen hinter dem Befehl weggelassen. 

Befeh l Funkti on  in BASIC 

LOA $1000 lädt den Wert aus A " PEEK (4096) 

Speicherzelle $1000 
(4096) in den Akku 

LOX $02 lädt den Wert aus X " PEEK (2) 

Zelte $02 in das 

X-Register 

LOY $COOO lädt den Wert aus Y = PEEK (49152) 

$COOO (49152) i n  

das V-Register 

Die Ladebefehle benötigen zwei bis drei Bytes des Speichers, je 
nachdem um welche Adressierungsart es sich handelt. 

Entsprechend gibt es auch Befehle. die es ermöglichen, den Wert 
eines Registers wieder in eine bestimmte Speicherzelle abzu­
legen. Die Befehle lauten: 
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BefehL Funktion in BASIC 

STA $1000 speichert den Akku;n- POKE 4096,A 

haLt nach $1000 (4096) 

STX S02 speichert X-Register POKE 2,x 

nach $02 

STY $COOO speichert V-Register POKE 49152,Y 

nach SCOOO (49152) 

Damit können wir schon das erste kleine Programm in 
Maschinensprache schreiben. Es soll lediglich die Buchstaben­
folge ABC auf die linke obere Ecke des Bildschirms bringen. 
Die Startadresse haben wir auf $COOO gelegt. Das Programm 
muß also mit SYS 49152 aufgerufen werden. 

CODa LDA #$01 B i t dschi rmcode für A in Akku Laden 

C002 lOX #$02 Bi Ldschirmcode tür B in X-Register laden 

C004 LOY #$03 Bi Ldschirmcode tür C i n  V-Register laden 

C006 STA $0400 i Akkuinhalt nach $0400 ( 1 024) (Bi Ldsch irm) 

C009 STX $0401 X-Inhalt nach $0401 (1025) 

COOB STY $0402 Y - l nhaLt nac� $0402 (1 026) 

COOE RTS Rüc�sprung ins BASIC 

Der Befehl RTS am Programm ende zeigt an, daß das Programm 
zu Ende ist und zurückgesprungen werden soll. Wurde das Pro­
gramm vom BASIC aus aufgerufen, so wird auch ins BASIC 
zurück verzweigt. 

Es gibt noch andere Möglichkeiten, aus verschiedenen Speicher­
zellen Werte zu lesen oder zu schreiben. Zum Beispiel gibt es die 
indizierte Adressierung, die folgendes Format hat: 

LDA $ADRESSE,X 

bzw_ STA $ADRESSE,X 

Dabei wird der Wert aus der Speicherzelle geladen, die sich aus 
der angegebenen Adresse und dem dazuaddierten X-Register 
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ergibt. Das Abspeichern eines Bytes geschieht ebenfalls durch 
Addieren des Registers zu der Adresse. Natürlich besteht die 
Möglichkeit der indizierten Adressierung auch bei den anderen 
Registern. Die Befehle entnehmen Sie bitte aus der Tabelle am 
Ende des Kapitels. 

Weiterhin existiert noch die indirekte, indizierte Adressierung, 
die sich nur mit dem Akku durchfUhren läßt und sich auf eine 
Zeropageadresse bezieht. 

lDA (SZEROPAGEADRESSE,X) 

bzw. lDA (SZEROPAGEADRESSE) , Y  

Im erstem Beispiel wird der Inhalt des X-Registers zur 
Zeropageadresse addiert. Das Ergebniss dieser Addition ist eine 
neue Adresse in der Zeropage. In dieser Ergebnisadresse steht 
schließlich im LowjHigh-Byte-Format die Adresse. auf die sich 
der LDA-Befehl dann bezieht. 

Im zweiten Beispiel steht die Adresse, ab der das Low- und das 
Highbyte abgespeichert werden, wieder in der Zeropage. Zu der 
sich daraus ergebenden Adresse wird nun der Inhalt des Y­
Registers hinzuaddiert, um die endgültige Adresse zu bekom­
men. 

Das X-Register und das V-Register können durch Ein-Byte-Be­
fehle jeweils um eins erhöht beziehugsweise erniedrigt werden. 
was beim Akku nicht möglich ist. Außerdem können auch 
bestimmte Speicherzellen erhöht beziehungsweise erniedrigt wer­
den. Die Befehle dafür lauten: 

INX Erhöht X-Register UII 1 

DEX Erniedrigt X-Register um 1 

INY Erhöht Y-Register UII 1 

DEY Erniedrigt Y-Register lIR 1 

INC SADRESSE Erhöht den Inhalt der Adresse um 1 

DEC SADRESSE Erniedrigt den Inhalt der Adresse um 1 
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Der letzte Teil unserer Einführung in Assembler soll sich mit 
den Statusregistern und den Verzweigungen befassen. 

Es existieren acht Statusregister, von denen aber nur sieben 
benutzt werden. Diese Statusregister können entweder vom 
Programmierer gesetzt werden ,oder sie werden automatisch 
gesetzt, wenn bestimmte Bedingungen erfüllt sind. 

I N l v l - I B I D l l lz lc l  

Abb. 2.2.1: Die StatusregiBter 

I 
L C A R R Y  - FLAG 

Z E R O  - FLAG 

I N T E R R U P T  - FLAG 

D E Z I  M A L  - FLAG 

B R E A K  - FLAG 

( U N B E N UTZT ) 

O V E R F LOW - FLAG 

N E GATI V - FLAG 

Carry-Flag Wird gesetzt, wenn bei einer Operation ein 
Übertrag entstanden ist. 

Zero-Flag Wird gesetzt, wenn das Ergebnis der letzten 
Operation gleich 0 war. 

Interrupt-Flag Bei gesetztem Flag wird der Interrupt verhin­
dert. 

Dezimal-Flag Bei gesetztem Flag werden al1e Rechnungen im 
Dezimalmodus ausgeführt. 
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Break-Flag Wird nach einem Break, also einer Unterbre­
chung des Programms gesetzt. 

Overflow-Flag Wird bei einem Vorzeichenüberlauf gesetzt. 
Negativ-Flag Wird gesetzt, wenn das Ergebnis der letzten 

Operation negativ war. 

Je nach Zustand der Flags können mit den sogenannten Branch­
Befehlen Verzweigungen durchgeführt werden. Diese Befehle 
geben die Bedingung an, die für eine Verzweigung erfüllt sein 
muß. Nach dem Befehl folgt die Zieladresse des Sprungs. Dieser 
Sprung darf maximal 127 Bytes nach vorne oder nach hinten im 
Speicher erfolgen. 

BCC C = 0 Verzweigung bei gelöschtem Carry-Flag 
BCS C = 1 Verzweigung bei gesetztem Carry-Flag 
BEQ Z = 1 Verzweigung bei gesetztem Zero-Flag 
BNE Z = 0 Verzweigung bei gelöschtem Zero-Flag 
BMI N = 1 Verzweigung bei gesetztem Negativ-Flag 
BPL N = 0 Verzweigung bei gelöschtem Negativ-Flag 
BVC V = 0 Verzweigung bei gelöschtem Overflow-Flag 
BVS V = 1 Verzweigung bei gesetztem Overflow-Flag 

Um die besprochenen Befehle noch einmal in einem Programm 
zusammenzufassen, haben wir ein kleines Programm geschrieben, 
das den Zeichensatz auf den Bildschirm bringt. Auch dieses Pro­
gramm beginnt wieder ab der Adresse $COOO (49152). 

COOO LDX #$00 

C002 TXA 

COOl STA $0400,X ; 

C006 INX 

C007 BNE $C002 

C009 RTS 

lädt X-Register mit dem Wert $00 

Inhal t von X nach Akku bringen 

schreibt X-Wert in Bi ldschirmsp; ($400) 

erhöht X-Wert um 1 

X-Wert schon 0 ($FF+1 ) ,  wenn nicht $C002 

ROclcspnng 
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IV - Register 
TYAl jTAY 

'HA 

I Stapel � �kkumulator 
PLA �q- I TXA 

I. X :- Register 
' H '  m Txsl I TSX 

'" 

� on 

'" 

S::-c HA 

'" 

�l _  
Ls!apelzeiger J 

StatusregisterJ 

Abb. 2.2.2; Die Verschiebemöglichkeiten 

2.3 Die Assemblerbefehle 

Speicher 

Die Befehle sind in  verschiedene Anwendungsgebiete unterteilt, 
wobei einige Befehle verschiedene Verwendunsmöglichkeiten 
bieten. Die verschiedenen Möglichkeiten sind mit ihrem jeweili­
gen Hexcode und einem Beispiel aufgeführt. 

Transportbe fehle: 

LDA: A9 LDA #$F7 Akku wird mit absoLutem Wert geLaden 

AD LDA $lFOO Akku wird mit Wert aus Adr. geLaden 

A5 LDA $FE Akku wird mit Wert aus ZP-Adr. geLaden 

Al LDA ($lF,X) Akku wird indiziert, indi rekt geLaden 

81 LDA ($1F),Y Akku wird indirekt, indiziert geLaden 

85 lDA $ZA,x Akku wird mit ZP-Adr. indizierter geL. 

89 lOA $2000,Y Akku wird mit Adr. indiziert gel. CY) 
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BO lOA S2000,X 

LOX: A2 lOX #$F7 

AE LOX SHOO 

A6 lOX S1F 

56 lOX S1F,Y 

BE lOX S1FOO, Y 

lOY: AO lOY #$F7 

AC lOY S1FOO 

044 lOY SFE 

B4 lOY SAE,X 

BC lOY S1300,X 

STA: 80 STA S0400 

Akk.u wird mit Adr. indiziert gel. (X) 

X-Rg. wird mit absolutem Wert geladen 

X-Rg. wird mit Wert aus Adr. geladen 

X-Rg. wird mit Wert aus ZP-Adr geLaden 

X-Rg. m. Wert aus ZP-Adr. indiziert g. 

X-Rg. mit Wert BUS Adr. indiziert gel. 

Y-Rg. wird mit absolutem Wert geladen 

Y-Rg. wird mit Wert aus Adr. geladen 

Y-Rg. mit Wert a�s ZP-Adr. geladen 

Y-Rg. m. Wert aus ZP-Adr. indiziert g. 

Y-Rg. mit Wert aus Adr. indiziert gel. 

Akku nach Adr. speichern 

85 STA $01 Akku nach ZP-Adr. speichern 

81 STA ($1F,X) Akku wird indiziert, indi rek.t gespe i .  

9 1  STA ($lF),Y Akku wird indirekt, indiziert gespe i .  

95 STA $12,X 

99 STA $0800,Y 

90 STA $0800,X 

STX: 8E STX $0400 

56 STX $01 

96 STX $lF,Y 

STY: 8C STY 10400 

84 sn 134 

94 sn S1F ,x 

TAX: AA TAX 

TAY: A8 TAY 

TSX: BA TSX 

TXA: BA TXA 

TYA: 98 TYA 

TXS: 9A TXS 

PHA: 48 PHA 

PLA: 68 PLA 

PHP: 08 PHP 

PLP: 28 PLP 

Akku wird mit ZP-Adr. indiziert gesp. 

Akku wird mit Adr. indiziert ge. (Y) 

Akku wird mit Adr. indiziert ge. (X) 

X-Rg. nach Adr. speichern 

X-Rg. nach ZP-Adr. speichern 

X-Rg. wird mit ZP-Adr. indiziert gesp. 

Y-Rg. nach Adr. speichern 

Y-Rg. nach ZP-Adr. speichern 

Y-Rg. wird mit ZP-Adr. indiziert gesp. 

InhaLt von Akku ins X-Rg. 

InhaLt von Akku ins Y-Rg. 

Stapelzeiger wird ins X-Rg. geladen 

InhaLt von X-Rg. nach Akku 

InhaLt von Y-Rg. nach Akku 

InhaLt von X-Rg. i n  den Stapelzeiger 

Akku wird in den Stapel geschoben 

Akku wird vom Stapel geholt 

Statusregister auf Stapel 

Statusregister von StapeL 
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Logische Befehle: 

AND: 29 AND #$E4 abs. Wert mit Akku AND-verknüpft 

20 AND $0300 Akku und Wert aus Adr. ANO-verknOpft 

25 AND $30 Akku und Wert aus ZP-Adr. AND 

21 AND ($30,X) Akku und Wert ( i ndiziert, indir.)  AND 

31 AND ($39),Y Akku und wert (indir, indiziert) AND 

35 AND $35,X 

3D AND $0350,X 

Akku und ZP-Wert (X-indiziert) AND 

Akku und Wert (X-indiziert) AND 

39 AND S03S0,Y Akku und Wert 

EOR: 49 EOR #$E4 

40 EOR $1300 

abs. Wert mit 

(Y-indiziert) AND 

Akku EOR-verkni.4lft 

Akku und Wert aus Adr. EOR-verknOpft 

45 EOR $30 Akku und Wert aus ZP-Adr. EOR 

41 EOR (13D,X) Akku und wert (indiziert, indir.) EOR 

51 EOR ($39),Y 

55 EOR S35,X 

50 EOR S0350,X 

59 EOR S0350, Y 

Akku und Wert (indir,indiziert) EOR 

Akku und ZP-Wert (X-indiziert) EOR 

Akku und Wert (X-indiziert) EOR 

Akku und Wert (Y-indiziert) EOR 

ORA: 09 ORA #SC4 

00 ORA $1300 

05 ORA $30 

abs. Wert mit Akku ORA-verknüpft 

Akku und Wert aus Adr. ORA-verknüpft 

Akku und Wert aus ZP-Adr. ORA 

01 ORA ($3D,X) Akku und Wert ( i ndiziert, indir.)  ORA 

l '  ORA ($39) , Y  Akku und Wert ( i ndir, indiziert) ORA 

15 ORA $35 ,X Akku und ZP-Wert (X-indiziert) ORA 

10 ORA $0350,X Akku und Wert (X-indiziert) ORA 

19 ORA $035D,Y Akku und Wert (Y'indiziert) ORA 

Arithmetische Befehle: 

ADe: 69 ADe #$77 ." . Wert wird zu Akkuinhalt addiert 

60 ADe $1000 Wert aus Adr. wird zu Akku addiert 

65 ADe $10 Wert aus ZP·Adr. wird zu Akku addiert 

61 ADe ($19,X) Wert (indiziert, indir.) zu Akku 

71 ADe (S19),Y Wert (indir,indiziert) zu Akku 

7S ADe $19,X ZP'Wert (X-indiziert) zu Akku 

7D ADe $1900,X Wert (X-indiziert) zu Akku 

79 ADe $1900, Y Wert (Y'indiziert) zu Akku 
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SBC: E9 SBC #$77 aOs. Wert wird von Akkuinh. abgezogen 

ED SBC $'000 Wert aus Adr. wird von Akku abgezogen 

ES SBC $'0 Wert aus ZP-Adr. wird von Akku abgez. 

E1 SBC ($19,X) Wert (indiziert, indirekt) von Akku 

F1 SBC (S19),Y Wert ( i ndirekt, indiziert) von Akku 

F5 SBC S19,X ZP-Wert (X-indiziert) von Akku 

FD SBC S1900,X Wert (X-indiziert) von Akku 

F9 SBC $'900,Y Wert (Y-indiziert) von Akku 

DEC: CE DEC $'000 Wert in Adr. wird LID 1 vermindert 

C6 DEC S10 Wert in ZP-Adr. um 1 vermindert 

D6 OEC S10,X ZP-Wert (X-indizi ert) um 1 vermindert 

OE OEC S2000,X Wert (X-indiziert) um 1 vermindert 

DEX: CA DEX Inhalt aus X-Register um 1 venmindern 

DEY: 88 DEY Inhalt aus V-Register um 1 vermindern 

INC: EE INC $'000 Wert in Adr. wird um 1 erhöhen 

E6 INC SEO Wert in ZP-Adr. um 1 erhöhen 

F6 INC SSS,X ZP-Wert (X-indiziert) um 1 erhöhen 

FE INC S0300,X Wert (X-indiziert) um 1 erhöhen 

INX: E8 INX Inhalt aus X-Register um 1 erhöhen 

INY: C8 INY Inhalt aus V-Register um 1 erhöhen 

Schiebebefehle: 

ASL: DA ASL 

OE ASL S1000 

06 ASL 010 

16 ASL S10,X 

lE ASL S3000,X 

LSR: 4A LSR 

4E LSR S1000 

46 LSR S10 

56 LSR S1D,X 

SE LSR S3000,X 

ROL: 2A ROL 

2E ROL S1000 

26 ROL S10 

Akkubits um 1 nach L i nks verschieben 

Bit 7 kOOlßt ins Carry, Bit 0 = 0 

ASL mit Wert in Adr. 

ASL mit Wert in ZP-Adr. 

ASL mit Wert in ZP-Adr. (X-indiziert) 

ASL mit Wert aus Adr. (X-indiziert) 

Akkubits um 1 nach rechts verschieben 

Bit 0 konrnt ins Carry, Bit 7 = 0 

LSR mit Wert in Adr. 

LSR mit Wert in ZP-Adr. 

LSR mit Wert in ZP-Adr. (X-indiziert) 

LSR mit Wert aus Adr. (X-indiziert) 

Akkubits um 1 nach l i nks verschieben 

Bit 7 kOOlßt ins Carry, Carry nach BitO 

ROL mit Wert in Adr. 

ROL mit Wert in ZP-Adr. 
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36 ROL $10,X ROL mit Wert in ZP-Adr. (X' indiziert) 

3E ROL 53000,X ROL mit Wert aus Adr. (X' indiziert) 

ROR: 6A ROR Akkubits um 1 nach rechts verschieben 

B i t  0 kommt ins Carry, Carry nach Bit7 

6E ROR S1000 ROR mit Wert in Adr. 

66 ROR S10 ROR mit Wert in 2P·Adr. 

76 ROR S10,X ROR mit Wert in 2P·Adr. (X' indiziert) 

7E ROR S3000,X ROR mit Wert aus Adr. (X, indiziert) 

Vergleichsbejehle: 

eHP: C9 CMP #$10 Akku wird mit we-rt vergL ichen (A • W) 

(Es werden nur die FLags beeinfluBt) 

CO CHP $1000 Wert aus Adr. m i t  Akku vergLei chen 

C5 CHP $10 Wert aus ZP-Adr. mit Akku vergLei chen 

Cl CHP (02,X) Adr.(indiz.,  indir.)  mit Akku vergLeichen 

D1 CHP ($02),Y Adr . ( i nd i z . ,  indir.)  mit Akku vergLeichen 

05 OHP $10,X W. avs ZP-Adr.(x-indiz.) mit Akku vergLeichen 

00 CMP $1000,X wert aus Adr. (x-indiz.) mit Aku vergleichen 

09 eNP S1000,Y Wert aus Adr. (Y-indiz.) mit Akku vergLei chen 

CPX: EO epx #$10 X·Reg. wird mit Wert verglichen (Y-W) 

(Es werden nur die FLags beeinfLuBt) 

EC CPX $1000 Wert aus Adr. m i t  X-Reg. vergLeichen 

E4 CPX $10 Wert aus ZP-Adr. mit X-Reg. vergLeichen 

CPY: CO CPY #$10 Y·Reg. wird mit Wert verglichen (Y-W) 

(Es werden nur die FLags beeinftußt) 

CC epv S1000 wert aus Adr. mit V-Reg. verglei chen 

C4 epv 510 Wert aus ZP-Adr. mit Y·Reg. vergLeichen 

BIT: 2C BIT 52000 Wert aus Adr. m i t  Akku AHO 

(Es werden nur die Ftags 6 u.7 beei . )  

24 BIT $20 wert aus ZP-Adr. mit Akku AHD 

Verzweigungsbej ehle,' 

Bec : 90 BCC 51F00 Verzweigt, wenn CarryfLag = 0 ist 

Bes: BO BCS 51FOO Verzweigt, wenn CarryfLag = 1 ist 

BEQ: FO BEQ S1000 Verzweigt, wenn ZerofLag = 1 ist 
BNE: 00 BNE $1000 Verzweigt, wenn Zerofteg = 0 ist 
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BMI: 30 BMI $1000 verzweigt, wenn Neagtivflag = , ist 

BPL: 10 BPl $1000 verzweigt, wenn NegativfLag = 0 ist 

BVC: 50 BVC $1000 verzweigt wenn Overflowflag = 0 ist 

BVS: 70 BVS $1000 Verzweigt wenn Overflowflag = 1 ist 

JMP: 4C JMP $1000 Sprung zur Adr. 

6C JMP ($0300) Sprung zur ZieLadr. die i n  Adr. steht 

JSR: 20 JSR $FFD5 Ruft Unterprogramm auf 

RTS: 60 RTS Rücksprung von Unterroutine 

RTI: 40 RTI Rücksprll'l9 von Interr�troutine 

Statusregisterbefehle: 

SEC: 38 SEC 

ClC: 18 CLC 

SEO: F8 SEO 

ClO: 08 CLD 

SEI : 78 SEI 

CLI: 58 CLI 

CLV: B8 ClV 

Sonstige Befehle: 

BRK: 00 BRK 

NOP: EA NOP 

carryf lag wird gesetzt 

carryf lag wird gelöscht 

oezimalflag wird gesetzt 

oezimalflag wird geLöscht 

Interruptftag wi rd gesetzt 

InterruptfLag wird geLöscht 

OverflowfLag wird geLöscht 

Bricht Programm ab 

Keine Funktion 
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2.4 Die Illegal-Codes 
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Wenn Sie schon etwas öfter in Maschinensprache programmiert 
haben, wird Ihnen beim Disassemblieren einiger Speicher­
bereiche bestimmt schon aufgefallen sein, daß dabei nicht nur 
Assemblerbefehle auf den Bildschirm gebracht werden. Ab und 
zu mogeln sich auch drei Fragezeichen zwischen die Befehle, 
was dann folgendermaßen aussehen kann: 

12FO LDA $0830 

12F3 11? 

12F4 INX 

Diese 'Fragezeichen-Phänomen' kann beim ersten Betrachten 
eine leichte Verwirrung stiften, Iä.ßt sich aber relativ einfach 
erklären: Ein Assemblerbefehl kann zwar aus mehreren Bytes 
bestehen, so benötigt zum Beispiel LDA #$40 zwei Bytes, der 
eigentliche Befehl, also LDA, besteht aber immer nur aus einem 
Ein-Byte-Codewert. Beim Disassemblieren wird dieser 
Codewert, hier A9, gelesen und der entsprechende Befehl auf 
den Bildschirm gebracht. 

Mit einem Byte ließen sich also theoretisch 256 verschiedene 
Befehle definieren. Da die Anzahl der Befehle wesentlich kleiner 
ist, bleiben einige Codewerte unbenutzt. also auch undefiniert. 
Man spricht hier von undefinierten Operationscodes oder von 
illegalen Opcodes. 

Beim Versuch, diese Opcodes zu disassemblieren, wird kein ent­
sprechender Befehl gefunden und stattdessen nur drei Frage­
zeichen auf den Bildschirm gebracht. 
Daß die illegalen Opcodes in der offiziellen Programmierung der 
6510 Maschinensprache keine Verwendung finden, heißt aber 
nicht, daß sie keine Funktionen erfüllen. Vielmehr ist hier das 
Gegenteil der Fall, was Tab. 2.4.1 zeigt. Hier ist die erste der 
drei Gruppen, in die sich die illegalen Opcodes aufteilen lassen, 
abgebildet. Trifft der Prozessor auf diese Opcodes, stürtzt der 
Rechner ab, oder sie werden einfach überlesen, ohne eine 
Funktion auszuführen, wie es von dem Opcode EA (NOP) her 
bekannt ist. 
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I l legal Codes 
ß _� 

A b ­

sturz 

0 2  
1 2  
2 2  
3 2  
4 2  
5 2  
6 2  
7 2  
9 2  
8 2  
0 2  
F 2  

Abb. 2.4.1: Die erste Gruppe der Illegal-Codea 

64 Intern 

Die zweite Gruppe verbindet jeweils zwei bekannte Opcodes 
miteinander. Hierbei können alle Adressierungsarten verwendet 
werden, die von dem Befehl STA her bekannt sind. 
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( _X) 

( )_V 

A B S  

Z P  

Abb. 2.4.2: Die .zweite Gruppe der Illegal-Codes 

97 



98 

,. MM 

,. MM 

, • •  M M  

. .  M M  

, " MM 

I I " MM 

• •  M M  

< " MM NN 

, " MM 

" MM 

•• MM NN 

, .e MM NN 
'E MM Nt< , 'F MM NN , A3 M M  

1 Ar MM 

<, AF MM NN 

. , MM 
<, 81 MM 

� 11 MM NN 
� 8F MM NN 

• CH MM 

Abb. 3 .•. 3: 

I L L E G A L - C O D E S  

AND MM und bringt Nigallvflig In* earl')' 

wie OB MM 

AND #MM : LSR 
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wlnn Dezimal = 0: AND #MM . ROR: auuerd,m kommt Bit 0 

deI Akku� Ins earl')' und Bit 5 EOR mit BII 6 In, OYertlow 
Akku AHD mit X - R egtllu kommt nach (MM,X) 

Akku AND mit X - Reglst.r kommt nach MM 

TXA . AND #MM 

Akku AND mit X - Rlgilier kommt nach NNMM 

AND zwlichen Akku, X - RIgl111r und die Summe au' 1 und 

M M -t l  kommt nach (MM),Y 

Akku ANO X - Rlgt,ler kommt nach MM,X 

Akku AND mit X - Righter In Slapelniger, dann SI.pllnlger 

AND # N N  -t 1 nlch NNMM,Y 

Y -- Riglitir AND mll #NN -t 1 nach NNMM,X 

x - Register AND mit #NN -+ 1 nach NNMM,Y 

AND zwischen Akku, X - Reghter, ";NN+t nach NNMM,Y 

LD'" (MM,X) : TAX 

lDA MM : TAX 

lDA NNMM : TAX 

LDA (MM),Y : TAX 

LDA MM,Y . TAX 

NNMM.Y AND mll Slapelze'ger In. X - Reglder. 

LDA NNMM,Y . TAX 

Akku AND mit X - Regl.t.r In. X - R.gl.ter, dann X - R.gld.r 
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Hexeode Taktzyklen 

0 4  3 
o e  4 
1 4  4 
1 A  2 
1 C 5 
3 4  4 
3 A  2 
3 C  5 
4 4  3 
5 4  4 
5 A  2 
5 C  5 
6 4  3 
7 4  4 

- - - - - - - - - - - - - - -
0 3  8 
0 7  5 
O F  8 
1 3 8 
1 7  6 
1 B  7 
1 F  7 
2 3  8 
2 7  5 
2 F  6 
3 3  8 
3 7  8 
3 B  7 
3 F  7 
4 3  8 
4 7  5 
4 F  8 
5 3  8 
5 7  6 
5 8  7 
5 F  7 - - - - - - - - - - - - - - - -

O B  
2 B  
4 B  
8 B  
8 3  
8 7  
8 B  
8 F  
9 3  
9 7  
9 B  
9 C  

Abb. 2.4.4: Zeittabelle 

2 
2 
2 
2 
6 
3 
2 
2 
8 
4 
5 
5 
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Hexeode Taktzyklen 

7A 2 
7 C  5 
8 0  2 
8 2  2 
8 9  2 
C 2  2 
0 4  4 
DA 2 
O C  5 
E 2  2 
F 4  4 
FA 2 
F C  5 

- - - - - - - - - - - - - - - - -
8 3  8 
6 7  5 
6 F  6 
7 3  8 
7 7  8 
7 B  7 
7 F  7 
C 3  8 
C 7  5 
C F  B 
0 3  8 
0 7  8 
O B  7 
O F  7 
E 3  8 
E 7  5 
E F  8 
F 3  8 
F 7  6 
F B  7 
F F  7 

- - - - - - - - - - - - - - - - -

9 E  5 
9 F  5 
A 3  6 
A 7  3 
A F  4 
B 3  8 
B 7  4 
B B  5 
B F  5 
C B  2 
E S  2 
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Die Befehle der dritten Gruppe lassen sich durch bekannte 
Opcodes nur sehr schwer ersetzen. Sie führen, wie die Befehle 
der zweiten Gruppe auch, zwei oder mehr Befehle auf einmal 
aus. Da es sich dabei zumeist \Lm recht komplexe Operationen 
handelt, ist der Einsatzbereich ziemlich begrenze. Es sei hier 
noch erwähnt, daß die illegalen Opcodes DU'" unbeabsichtigte 
Nebenprodukte des eigentlichen Befehlssatzes sind, und aus die­
sem Grund auch nicht bei jedem Computer die gleiche Wirkung 
erzielen. 

2.5 Die MonItotbefehle 

Die hier aufgeführten Befehle beziehen sich auf den allgemeinen 
Standard bei Maschinensprachemonitoren beziehungsweise bei 
Disassemblern. 

Betet! l Fornat 

A � 1000 

B B 1000 1FOO 

frktäFUlg 

Ab der Adresse 11000 kann ein 

AssewlbterprogrlWl abgeLegt werden 

(ohne Label s. atc . )  

Der Adressbereich von S1000 bi s  

$1FOO wird a [ s  Binärcode auf ge-
I istet. ( kam ale. Spri teedi tor U"Id 
für logische Verknüpfungen benutzt 
werden ) 

t C 1000 2000 COOO Vergleicht den Spel cheri nhatt von 

$1000 bis $2000 mit dem ab SCOOO 

o I) 1000 2000 

F f 1000 2000 00 

G G 1000 

( 'COOO-$DOOO). Es werden die Adr. 

der Bytes angelcfgt. die nicht 

identisch sind. 

Disessernbllert den Speicherinhalt 

VQfl 51000 b l  s '2000 
FaLLt den speicherbereich von '1000 

bis $2000 �It d� Folgebyte auf 

( hier mit SOO, also BR�) 

Startet ein "aschl nenprogramm ab 

51000 (4096). Entspricht den BASIC' 

direktbefehl $YS 4096 
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K K 1000 2000 A9 20 Duchsucht den Bereich von $1000 bis 

$2000 nach den Folgebytes (hier 

nach A9 20, also LDA 1$20) 

I 1000 2000 

L L "NAME", 08 

M M 1000 2000 

Zeigt den Bereich von $1000 bis 

$2000 als ASCI I -Codes an 

Lädt das Progralllll "NAME" nach. (hier 

von Diskette, da ,OB) 
Zeigt den Speicherbereich von $1000 

bis $2000 als Kexcodes an. (Bei 

einigen MonitGren werden die ASCII 

Codes mit angezeigt) 

N N 1000 2000 3000 Kopiert den Adressbereich von 

p P 

R R 

S S "NAME",08,1000, 

2000 

T T 1000 2000 3000 

, , 

• j 1000 

• $ HFO 

, X 10010010 

$1000 bis $2000 in den Bereich von 

$3000 bis $4000 (Sämtliche Be' 

fehle, die sich auf den alten Be' 

reich beziehen, werden dem neuen 

Bereich angepaßt) 

Legt die Ausgabe von Bi ldschirm auf 

den Drucker UII 

Zeigt die Regi sterirhal te (Flags) 

Speichert den Bereich von S1000 

bis $2000 als "NAME" ab. (hier auf 

Di skette, da ' ,08') 

Kopiert den Adreßbereich von S1000 

bis $2000 in den Bereich ab $3000 

( von $3000 b i s  $4000) 

Rücksprung ins BASIC 

Oie angegebene dezimale Zahl wird 

in eine Kexadezimalzahl umgerechnet 

Oie angegebene hexadezimale Zahl 

( muß vierste l l i g  sein ), wird in eine 

Dezimalzahl umgerechnet 

Oie angegebene, binäre Zahl wird i n  

eine Dezimalzahl umgerechnet 

101 

Hier sind die oben aufgeführten Befehle noch einmal in Kurz­
form zusammengefaßt. 
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DI E MONITORBEFEHLE 
C , B E R E I C H E  VE R GLEICHEN 

D , B E R E I C H E  DISASSEMBLIEREN , 
F I B E R EICH FUELLEN 

""""GT P ROG RAMM STARTEN 
--

H , B E R E I C H E  NACH BYTES DURCHSUCHEN 
.,-

, 
L , P R O G R A M M  LADEN 

. _---, M , BEREICH I N  HExeODES AUSG EBEN 

R , STAT U S R EGISTER ANZEIG E N  , 
S , P R O G R A M M  ABS PEICHERN 

T , BE REICH E' VE RSCHIEB'i'N-" , 
X , R U ECKSPRUNG INS BASIC 

Tl- U MRECH N U N G  VON DEZIMAL NACH HEXADEZIMAL 

$ , U M R E C H N U N G  VON HEXADEZIMAL NACH DEZIMAL 
+ , ADDITlo'N VON 'HEXADEZIMÄLZAHLEN ' 

, SUBTRAKTION VON H EXADEZIMALZAHLEN - I 

Abb. 2.5.1: AlI,.mltine MonitorW.hle 
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3. Die Grafik und ihre Programmierung 

3.1 Der Video Interface Chip (VIC) 

103 

Die Grafikmöglichkeiten des C64� hochauflösende Grafik, Spri­
tes, Farbe und der Textbildschirm, werden vom VIC gesteuert. 
In den folgenden Seiten werden wir auf die einzelnen Eigen­
schaften des VIC eingehen. 

Doch zunächst ein allgemeiner Hinweis auf die Struktur des 
VIC, der unbedingt berücksichtigt werden muß. Der VIC bean­
sprucht 16  kByte des von der CPU adressierbaren Bereichs, der 
insgesamt 64 kByte beträgt. Nach dem Einschalten des Com­
puters liegt dieser Bereich von $0000 bis $3FFF. 

Der VIC verwaltet: 

- Video-RAM (Bildschirmspeicher) 
- Farbspeicher 
- Zeichengenerator 
- Grafikspeicher 
- Sprites 

Es ist möglich, den Adreßbereich des VIC zu verschieben, 
jedoch nur in 16-KByte Schritten. Daraus ergibt sich, daß sich 
der VIC-Adreßbereich in vier verschiedenen Bereichen befinden 
kann. Diese vier Möglichkeiten sind in der Tabelle auf der 
nächsten Seite aufgeführt. Der Bereich wird in der NMI-CIA 2, 
in der Adresse $DDOO (56576), festgelegt. In dieser Speicherzelle 
sind die beiden Bits 0 und I ausschlaggebend. Die Bits sind low­
aktiv, das heißt, der Computer erkennt sie als gesetzt, wenn sie 
gelöscht sind und umgekehrt. 
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Hier sind die Speicher bereiche tabellarisch aufgefOhrt: 

I Adrenberelch (Hex) Adreubereich (Dez) Bllmu,ler Wert 

$ 0 0 0 0  --- $ 3 F F F  0 -- 1 6 3 8 3  1 1  0 3  
$ 4 0 0 0  - $ 7 F F F  1 6 3 0 4  - 3 2 7 6 7  1 0  0 2  
$ 8 0 0 0  - S B FFF 3 2 7 6 8  - 04 9 1 5 1  0 1  0 1  
$ C O O O  - SFFFF 4 9 1 5 2 - 6 5 5 3 5  0 0  0 0  

Abb. 3.1: Speicherbe",lth. 

Möchten Sie zum Beispiel den Adreßbereich nach $8000 (32768) 
verlegen, dann geben Sie folgende Zeile ein: 

1 0  POKE 56576, PfEK(S6576) -'HO 252 Oll: 1 :  REM WERT"' 01 

Sie werden feststellen, daß der Bildschirm voller ungewöhnlicher 
Zeichen ist und die Eingaben, die Sie über die Tastatur machen, 
nicht erscheinen. Der Grund dafür ist, daß das Betriebssystem 
die eingegebenen Daten immer noch in den Bereich ab $0400 
(l024) hineinschreibt. Um den verschobenen Bereich vollständig 
funktionsfähig zu machen, müssen noch einige andere Register 
berücksichtigt werden, die wir auf den folgenden Seiten erläu­
tern. 

3.2 Das Vldeo-RAM 

Das Video-RAM, auch Bildschirmspeicher genannt, hat zwei 
Aufgaben. Im normalen Modus dienl es als Zeichenspeicher, in 
dem die momentan auf dem Bildschirm sichtbaren Zekhen ste­
hen. Die Zeichen werden dort in Bildschirmeodes abgelegt. Die­
ser Code unterscheidet sich vom ASCH-Code. Das Video-RAM 
umfaßt 1024 Zeichen, von denen aber nur 40 mal 25, also 1000 
Zeichen auf dem Bildschirm erscheinen. Die nächsten 16 Bytes, 
von S07E8 bis S07F7. sind unbenutzt. Die letzten acht Bytes. 
von S07F8 bis S07FF, dienen als Spritezeiger. Im zweiten 
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Modus, dem Grafikmodus, wird das Video-RAM als Farbspei­
cher für hochauflösende Grafik benutzt. 

Das Verschieben des Video-RAM 

Das Video-RAM kann innerhalb des Adreßbereichs des VIC, im 
Normalfall von $0000 (0) bis $3FFF (16383), ohne großen Auf­
wand verschoben werden. 

Die möglichen Werte können Sie auch hier einer Tabelle ent­
nehmen: 

$ 0 4 0 0  - 1 0 7 E 7  1 0 2 4  - 2 0 2 3  0 0 0 1  

1 0 8 0 0  - a O B E 7  2 0 4 8  - 3 0 4 7  0 0 1 0 

s o e o o  - I O F E 7  3 0 7 2  - 4 0 7 1 0 0 1 1  

1 1 0 0 0  - 1 1 3E7 4 0 9 6  - 5 0 9 5  0 1 0 0  

$ ' 4 0 0  - 1 1 7 E 7  5 1 2 0  - 6 1 1 9  0 1  0 1  

$ 1 8 0 0  - 1 1 B E 7  6 1 4 4  - 1 1 4 3  0 1 1 0  

1 1 e O O  - 1 1  F E 7  7 1 6 8 - 8 1 6 7  0 1 1 1  

U O O O  - $ 2 3 E 7  8 1 9 2  - 9 1 9 1  1 0 0 0  

1 2 4 0 0  - 1 2 7 E 7  8 2 1 6  - 1 0 2 1 5 1 0 0 1  

1 2 8 0 0  - 1 2 B E 7  1 0 2 4 0  - 1 1 2 3 9  1 0 1  0 

a 2 C O O  - 1 2 FE7 1 1 2 6 4  - 1 2 2 6 3  1 0 1 1 

1 3 0 0 0  - 1 3 3 F 7  1 2 2 8 8  - 1 3 2 8 7  1 1 0 0  

$ 3 4 0 0  - $ 3 7 E 7  1 3 3 1 2  - 1 4 3 1 1  1 1  0 1  

$ 3 8 0 0  - $ 3 B E 7  1 5 3 3 5  1 1 1 0  

3 e O O  - 3 F E 7  1 6 3 5 9  1 1 1 1  

Abb. 3.2: VIC·Ad_t..rtiic:h. 
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Dazu ein Beispiel: 

Das Video-RAM wird in unserem Programmbeispiel nach SOCOO 
(3072) verschoben. 

10 PiXE 56576, PfEIl: (56576) AMO 252 OR 3 

20 POkE S3zn, PEEK (53Zn) ANO 15 OR 16*3 (uere) 

30 POKE 648,3072/256: REM BtLDSCHIRMANFANG AUF SOCOO LEGEN 

40 PRINT CHR$(147) : REM BI LDSCHIRM LÖSCHEN 

Beachten Sie bitte. daß Sie die Werte nicht direkt in die 
Speicherzellen schreiben kOnnen, sondern die Bits im alten Wert 
durch eine logische Verknüpfung ändern müssen. 
In der Adresse $0288 (648) ist der Zeiger immer noch auf den 
alten Anfang des Video-RAM ausgerichtet. Deshalb muß dem 
Computer mitgeteilt we ... den, daß das Vidoo-RAM verschoben 
wurde. Das wird erreicht, indem man in der oben genannten 
Speicherzelle das High-Byte des derzeitigen Vidco-RAM angibt. 
In unserem Beispiel wlire das der Wert $OC ( 12). Wenn Sie aber 
das Video-RAM, über die 16 kByte hinaus verschieben wollen, 
so muß der ganze Adreßbereich mitverschoben werden. 

1 0  POKE 56576, PEEK (56576) AND 252 OR 1 

Damit wird der Adreßbereich des VIC nach $8000 (32768) ver­
schoben. Danach müssen Sie aber noch den Standort des Video­
RAMs an den Adreßbereich anpassen. Sie brauchen nur zu der 
Startadresse der VIC-Bank die Startadresse des Video-RAM, die 
Sie der Tabelle entnehmen können, hinzuzuaddieren. In unserem 
Beispiel wäre das $8000 (32768) plus $OCOO (3072) = S8COO 
(35840). Das High-BYle des Standorts, hier ist es $8C ( 140), 
müssen Sie wieder in die Speicherzelle S0288 (648) schreiben. 

Das Programm sieht dann folgendermaßen aus: 

10 POKE S6576, PEEK(S6576) AND 252 OR 1 

20 POKE 53272, PEEK(53272) AND 15 OR 16 • 3 
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30 POI<E 643, 3S840/256 
40 PRillT CHRS(147) : REM BI LDSCHIRM LÖSCHE" 

Wenn Sie das Video-RAM zur Übung in einige Bereiche ver­
schoben haben, werden Sie vielleic:ht festgestellt haben, daß Sie 
es in den Bereich von $1000 (4096) bis $IFFF (8191) und von 
$9000 (36864) bis $9FFF (40959) nicht verschieben können. Das 
liegt daran, daß in diesem Bereich das für den VIC zur VerfU­
gung gestellte Zeichensatz-ROM liegt. Das RAM, das in den 
oben aufgefurten Bereichen liegt, wird jedoch davon nicht 
berührt. Lediglich fnl" den YIC-Chip ist dieser RAM-Bereich 
nicht lesbaL In die Bereiche von $5000 (20480) bis S5FFF 
(24575) und $0000 (53248) bis SDFFF (57343) kann das Video­
RAM frei verschoben werden, da sich dort kein Zeichensatz­
ROM befindet. Das Fehlen des Zeichensatz-ROM setzt aller­
dings voraus, daß Sie beim Benutzen dieser Bereiche den Zei­
chensatz hineinkopiert haben. 

3.3 Der Zeichenge.erator 

Das Aussehen der Zeichen. die wir auf dem Bildschirm sehen, 
ist, wie aus der SpeicheraufteiJung el"sichtlich, in einem Zei­
chensatz-ROM in der Adresse SDOOO (53248) unter dem 1/0-
Bereich abgelegt. Das Zeichensatz-ROM beansprucht einen 
Speicherbereich von vier kByte. Jedes Zeichen besteht aus acht 
Bytes, dessen Bits eine Acht mal Acht-Matrix bilden. Das heißt, 
daß jedes Zeichen eine Auflösung von 64 Punkten hat. Die 
gesetZTen Bits entsprechen der Farbe, die für das Zeichen im 
Fal"b-RAM spezifiziert wurde. Die gelOschten Bits nehmen die 
momentane Hintergrundfarbe an. 

01234567 

Byte 0 . ...... . .  "". " 01100110 .. SM (102) 

Byte 1 ........ ........ : 01100110 • S66 (102) 

Byte 2.·· • •  ••• = 011001tO • S66 (102) 

Byte 3.······. = 0 1 1 1 1 1 1 0  • STE (126) 

Byte 4.· • • •  • •• = 01100110 m S66 (102) 

Byte 5.· .... .  ••• = 01100110 : S66 (102) 

Byte 6 ........ ........ = 01100110 = S66 (102) 

Byte T . . . . . . . . = OOOOOOOO = SOO (0) 



108 64 Inlern 

Da das Zeichensatz-ROM nicht beschreibbar ist. muß man es in 
das RAM kopieren, um es dort verandem zu können, Da der 
VIC nur auf den 16 kByte SToßen Adressbere1ch. in dem er sich 
momentan befindet, zugreifen kann, muß der Zeichensatz in 
diesen Bereich kopiert werden. 

Hier sind die möglichen Bereiche des Zeichensatzes tabellarisch 
aufgeführt. Die Adressen sind zu der Speicherbankslartadresse 
hinzuzuaddieren. 

A<H.Uber,lch (Hex) Aares,b erelch (Du) IBltmU$ I,r Wert 
, 

S O O O O  - $ O F F F  • - 4 0 9 5  ! 0 0 0 '  0 1  

$ '  0 0 0  -- S 1  FFF 4 0 9 6  - 8 1 9 1  

I 
0 1 0 1  O S  

$ 2 0 0 0  - $; 2 FFF B 1 9 2  - ' 2 2 8 7  1 0 0 1  . .  
$ 3 D O O  - S 3 F F F  1 2 2 8 8  - 1 6 3 8 3  " 0 1  1 3  

Abb. S,S: Zekhellllatibereithe 

Am günstigsten ist es, sofern mit BASIC gearbeitet wird, den 
Zeichensatz in den Bereich von 53000 (12288) zu kopieren. 
Folgende Beispielroutinen sollen Ihnen die Arbeitsweise mit dem 
Zeichensatz verdeutlichen. 

Möchlen Sie den Zeichensatz von BASIC aus in dos RAM 
kopieren, verfahren Sie wie folgt 

5 weR' .. IJ 

10 POKE 56JJ4, PEEK (56334) AND Z54 

20 POKE 1 ,  PEE( ( 1 )  AND 2'S 1 

30 FOR 1=53248 TO 5734J 

40 POKE 1 - 40960, PEEr ( I )  

50 HEXT I 
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60 POKE " PEEK(1) OR 4 

70 POKE 56334, PEEK (56334) OR 1 

80 POKE 532n, PEEK (532n) AND 240 OR WERT 

Hier das Programm für Assemblerprogrammierer: 

CODa SEI 

COOl LDA SOl 

COD3 AND ISFB 

C005 STA SOl 

C007 LOX NSOO 

C009 LOY NSl0 

COOB LOA $OOOO,X 

COOE STA S3000,X 

COll INX 

C012 BNE SCOOB 

C014 I NC SCOOO 

C017 INC SCala 

COtA DU 

C01B DNE seOOD 

COlD LOX ISDO 

COl F LOY 1$30 

C021 STX SCOOO 

C024 STY SCala 

C027 LOA SOl 

C029 ORA 1$04 

C02B STA S01 

C020 LOA $0018 

C030 ANO HF1 

C032 ORA I$()C 

C034 STA sa018 

C037 CLI 

C038 RTS 

Interrupt Yerhlndern 

Bit 3 Löschen (1/0 ausschalten) 

ROM ins RAM kopieren 

Erstes Hii" Byte erhöhen 

Zweites Hiih Byte erhöhen 

Erstes High Byte zurOcksetzen 

Zweites High Byte zurOcksetzen 

Bit 3 setzten (1/0 einschalten) 

Bits 1 bis 3 löschen 

Bits 2 und 3 setzen 

Zeiger auf 53000 setzen 

Interrupt ermöglichen 

ProgrMmende 
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In der Adresse $DOI 8  (53272) dienen die unteren vier Bits als 
Zeiger auf den derzeitigen Standort des Zeichengenerators, 
wobei das erste Bit von der CPU immer gesetzt wird. Es sind 
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also eigentlich nur die Bits I bis 3 ausschlaggebend. wie auch 
aus der Tabelle ersichtlich. 

NUß wollen wir ein eigenes Zeichen in den Zeichensatz einbin­
den. Das Zeichen könnte folgendermaßen aussehen: 

01234567 

Byte 0.······. = S7E (126) 

Byte , . . . . . . .. = $81 (129) 

Byte 2" •• ..•.• '" lAS (165) 

Byte 3· • • • • • •  • " $81 (129) 

Byte 4** . . .... .. SC3 (195) 

Byte 5·.· .... ••• '" S80 (189) 

Byte 6· • • • • • •  • .. $81 (129) 

Byte 7.···**· . ..  S7E (126) 

Um nun das Zeichen in den Zeichensatzgenerator , den wir 
bereits nach $3000 (12288) verlegt haben, einzubinden, geben 
wir die dezimalen Werte in  eine DATA-ZejJe ein. Das sieht 
dann folgendermaßen aus: 

10 FOR 1=12288 TO 12288+7 : REAO A : POKE I , A  NEXT I 

20 OATA 126,129,165, 129,I9S,189.129,126 

Nachdem Sie das Programm gestartet haben, erscheint statt des 
Kla_mmeraffen unser MondgesichI. Zu beachten ist aber. daß das 
zugehörige reverse Zeichen immer noch ein Klammeraffe ist. 

3.4 Das Farb-RAM 

Durch das Farb-RAM läßt sich jedes Zeichen in 16  verschie­
denen Farben darstellen. Das Farb-RAM ist nicht verschiebbar 
und befindet sich daher immer im Adreßbereich von $D800 
(55296) bis $DBFF (56319). Es umfaßt 1024 Bytes. Jedes Byte ist 
für die Zeichenfarbe eines Zeichens zuständig, wie jedes Byte 
des Video-RAM ein Zeich.en auf dem Bildschirm bestimmt Die 
einzelnen Bytes des Farb-RAM können die Werte von 0 - 15 
annehmen, es lassen sich also 16 verschiedene Farben darstellen. 
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Die Farbe wird durch die ersten vier Bits festgelegt, also im 
LOW-Nibble. Die restlichen vier Bits, das HIGH-Nibble, sind 
unbenutzt. Das Farb-RAM hat auch noch andere Aufgaben, die 
wir im entsprechenden Zusammenhang noch erläutern werden. 
Bei einem Schreibzugriff auf das Farb-RAM, zum Beispiel mit­
tels POKE 55296, FARBE, nimmt das entsprechende Zeichen (in 
diesem Fall das erste Zeichen in der ersten Zeile) die durch 
FARBE definierte Farbe an. Wollen Sie einem beliebigen Zei­
chen auf dem Bildschirm eine andere Farbe zuordnen, dann 
machen Sie das am besten mit 

POKE 55296+ZEILE*40+SPALTE, FARBE. 

Die Farb-Codes können Sie der Tabelle entnehmen: 

o 
, 
2 
3 
4 
S 
6 
7 

Code 

Abb. 3.4: 

Farb& 

Farb-Code. 

Coda Farba 

$ 0 8 orange 
$ 0 9  b raun 
$ OA h e l lrot 
$ O B  g rau1 
$ oe g r a u 2  
$ O D  h ellgrun 
$: 0 E h e l l b lau 
$ O F  g r a u 3  

Diese Tabelle ist beim Programmieren mit Farben fast unent­
behrlich. 



112 64 Intern 

3.5 Extended Background Color Mode 

Durch das Einschalten des Extended Background Color Mode ist 
es möglich, mehr als eine Hintergrundfarbe für ein Zeichen zu 
benutzen. Beim Setzen von Bit 6 in der Adresse SDOl l  (53265) 
wird dieser Modus eingeschaltet. Die vier Hintergrundfarben 
werden in den Hintergrundfarbregistern S0(2) (53281) bis 
S0024 (53284) festgelegt. 

Dazu ein kleines Beipielprogramm: 

5 A"':8:5:C'"'1 

'0 POKE 53265, PfEil: (53265) 0fI: 64 

20 FOR 1 -1024 TO 1024+254 :POKE I ,  1 - 1024 :NEXT I 

30 POKE 53282, A :POKE 53283, B: POKE 53284, C 

40 A-A+l :B=B+1 :C"C+' :GETA$ :IF "s·nll THEN 30 

50 POKE 53265, PEEK (5lZ65) AHD '91 

Zur Erläuterung: 

In Zeile 5 werden die Farben für die Hintergrundfarbregister 
festgelegt. In Zeile 10 wird der Extended Background Color 
Modus eingeschaltet, indem das sechste Bit der Adresse SDO II  
(53265) gesetzt wird. Zeile 20 schreibt 255 Zeichen in  das 
Yideo-RAM. Jn Zeile 30 werden die Farben in den Hinter­
grundfarbrc&.istern erhöht und anschließend wartel das Pro­
gramm, bis eine Taste gedrückt wird. Dann verzweigt es in Zeile 
40, wo wieder der Normalmodus eingeschaltet wird. 

Wenn Sie das Programm gestartet haben, werden Sie erkennen, 
daß Sie im EXlended Background Color Modus nur 64 Zeichen 
darstellen können. Das liegt daran, daß die Bits 6 und 7 auf den 
Zeichencodes im Video-RAM als Zeiger auf ein Hintergrund­
farbregister dienen. Es bleiben also nur 6 Bits für den Zeichen­
code. Daher die Einschränkung auf 64 Zeichen. 



Die Grafik und ihre Programmiertmg 

FOr die Bits 6 und 7 gibt es folgende Kombinationen: 

Abb 3.5: 

0 0  

0 1  

1 0 

Bereich 

o 

6 4  

1 2 8 

6 3  

1 2 7  

1 9 1  

Bit-Kombination.tabell. I 
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Nachdem der Extended Background Color Modus durch das 
Löschen von Bit 6 in Adresse Soo l l  (53265) wieder ausgeschal­
tet wird, nehmen die Zeichen von 64 bis 255 wieder ihre 
ursprüngliche Form an, wie aus unsel'em Programm beispiel 
ersichtlich. 

3.6 Der Multicolormodus 

Im Multicolormodus kann man innerhalb eines Zeichens vier 
v'erschiedene Farben darstellen. Die Farbinformation wird 
jeweils durch zwei Bits in der Matrix festgelegt. Die Bits können 
folgende Zustände annehmen: 

Bltmu.ler F a t b reglsler 

0 0  S 0 0 1 1  ( 5 3 2 8 1  ) 
0 1  $ 0 0 2 2  ( 5 3 2 8 2 )  
1 0  $ 0 0 2 3  ( 5 3 2 8 3 )  
, , Farb·· RAM. Blt$ 0 bis 2 

Abb. 3.6: Bit-KombinaHolUlh.belie II 
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Da in diesem Modus zwei Bits einen Punkt auf dem Bildschirm 
ergeben, halbiert sich die Matrix dementsprechend. Die Farbe 
des ZeiChens hängt von den Hintergrundfarbrcgistcrn ab. Die 
Bitkombinationen geben, wie auch aus der Tabelle zu entneh­
men, nur das Farbregistcr an. In den Registern kann man 
dementsprechend die Farben des Zeichens bestimmen. Die dritte 
Zeichen farbe wird im Farb-RAM, in den Bits 0 bis 2, angege­
ben. Das dritte Bit dient als Flag, ob das Zeichen im Multicolor­
oder im normalen Modus dargestellt wird. Daher ist es möglich, 
beide Modi problemlos zu kombinieren. 

Weil die Auflösung nur noch halb so groß ist (nämlich 4·8 
Punkte pro Zeichen beziehungsweise 160·200 auf dem ganzen 
Bildschirm), ist es vorteilhaft, zwei oder mehr Zeichen fOT ein 
Objekt zu definieren. Unser Gesicht sieht zum Beispiel folgen­
dermaßen aus: 

01234567 

Byte 0 OOOOOOU • S03 (003) 

Byte 1 00111100 • S3e (060) 
lyte 2 11000010 • SC2 (194) 

Byte 3 11000000 "' seo (192) 

Byte 4 11000100 = SC4 (196) 

Byte 5 11000001 = SCI (193) 

Byte 6 00111100 = S3e (060) 

Byte 7 00000011 z S03 (003) 

Byte 0 1 1 1 1 1 1 1 1  " SFr (2"i5) 

Byte 1 00000000 " SOO (000) 
Byte 2 1000001 0  " S82 (130) 
Byte 3 OOOOOOOO • SOO (000) 

Byte 4 OOOOOOOO • SOO (000) 

Byte 5 01010101 .. S55 (085) 

Byte 6 00000000 = SOO (000) 

Byte 7 11111111  = S03 (003) 

Byte 0 11 000000 • seo (192) 

Byte 1 00111100 .. S3c (060) 
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Byte 2 10000011 : S83 (131) 

Byte 3 0000001 1 : S03 (003) 

Byte 4 00010011 = $13 (019) 

Byte 5 01000011 = $43 (067) 

Byte 6 00111100 � $3e (060) 

Byte 7 1 1000000 � seo (192) 
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Um nun die drei Zeichen in den Zeichensatz einzubinden, muß 
vorher der Zeichensatz nach $3000 (12288) kopiert werden, wie 
es im Kapitel 3.3 beschrieben wurde. Zur Verdeutlichung haben 
wir noch ein kleines Progamm erstellt: 

5 A=0:B=7:C=5:0=10 

10 POKE 53281 , A 

20 POKE 53282, B 

30 POKE 53283, C 

40 POKE 646, D : REM aktue LLe Schriftfllrbe 

50 POKE 53270, PEEK (53270) OI!. 1 6  

60 FOR 1 .. 12288 TO 12288+23: READ A: POKE I ,  A: NEXT I 

70 PRINT CHRS (147) 

80 POKE 646, 5: PRINT "MULTleOLOR .. " ; :  POKE 646, 10: PRIMT "11AB": 

PRINT 

90 POKE 646, 5: PRINT "NORM .MODUS .. ";: PRIMT "iAB" 

100 POKE 53283, A 

101 I F  A>15 THEN A=O 

102 A=A+l 

104 GET AS: I F  AS="" THEN 95 

110 POKE 53270, PEEK (53272) ANO 239 

200 DATA 003, 060, 194, 192, 196, 193, 060, 003, 255, 000, 

130, 000, 000, 085 , 000, 255, 192 

210 DATA 060, 131, 003, 019, 067, 060, 192 

In den Zeilen 10 bis 30 werden die Farben in den Farbregistern 
festgelegt. In Zeile 40 wird die Schriftfarbe für das Farb-RAM 
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festgelegt. In der nächsten Zeile wird der Mulicolormodus ein­
geschallet. In Zeile 60 werden die drei Zeichen in den Zeichen­
satz eingebunden. In den Zeilen 80 bis 90 werden die Zeichen in 
den verschiedenen Modi auf den Bildschirm gebracht. In den 
darauffolgenden Zeilen wird das erste Farbregister erhOht, bis 
ein Tastendruck erfolgt. 

Wie Sie anhand unseres Beispiels sehen, kann man die Farben 
innerhalb der Matrix unabhängig voneinander verändern. 

1.7 Sprites und ihre Programmierung 

Sprites sind kleine Grafiken, die unabhängig vom Hintergrund 
noor den Bildschirm bewegt werden. So kann man zum Beispiel 
Spielfiguren vor einem Hintergrund darstellen. Dieses Kapitel 
zeigt Ihnen, wie Sie vorgehen müssen. um ein Sprite zu pro­
grammieren. 

Ein Sprite besteht aus 24 mal 2 1  Einzelpunkten. Um einen Sprite 
zu entwerfen. benutzen Sie daher am besten ein Raster aus 
2-4*2J Kästchen. Jedes Kästchen entspricht einem Bildpunkt, der 
3n- oder ausgeschaltet werden kann. Füllen Sie die Kästchen 
aus, die den Bildpunkten entsprechen, die gesetzt werden sollen. 

Der nächste Schritt besteht darin, den entworfenen Sprite in 
Daten umzuwandeln. 

Dazu werden jeweils acht Punkte zu einem Byte zusammenge­
faßt Also besteht eine Zeile bei einem Sprite aus drei Bytes. der 
ganze Sprite hat 21 Zeilen mit je 3 Bytes. also 63 Bytes. Die 
Acht-Bit-Zahlen müssen nun in Dezimalzahlen umgerechnet 
werden. Blocks, in denen gar kein Punkt gesetzt ist, haben den 
Wert O. 

Legen Sie die so gewonnen Daten in DATA-Zeilen ab. Wichtig 
ist, daß auch Bytes mit dem Wert 0 abgelegt werden, sonst ver­
schieben sich alle anderen Daten. Wenn Sie alle Zahlen dreistel­
Hg schreiben. bleibt das Listing übersichtlicher: 
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1000 DA TA 000,000,000 

1010 DATA 000,000,000 

1020 [)ATA 000,000,000 

1030 DATA 000,000,000 

1040 OATA 000,000,000 

1050 OATA 000,000,000 

1060 OATA 000,000,000 

1070 OAlA 003,255,255 

1080 OATA 000,002,000 

1090 OATA 191,170,128 

,,00 OATA 194,150 ,080 

1110 DATA 234,150,080 

1 120 DATA 194,170,168 

1130 DATA 192,170,168 

" '0 DATA 000,032,128 

1 1 50 OATA 000,170,160 

1160 GAlA 000,000,000 

1170 DATA 000,000,000 

11M DAlA 000,000,000 

1190 tlATA 000,000,000 

1200 OAlA 000,000,000 
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Jede Zahl von bis 255 repräsentiert eln bestimmtes 
-Punktemuster innerhalb eines Sprites. So ist es also möglich, jede 
beliebige Figur, von einem Punkt bis hin zum 24 mal 21 Punkte 
großen Block zu programmieren. Der Unterschied zur hochauf­
lösenden Grafik besteht darin, daß man ein Sprite frei bewegen, 
vergrößern und verändern kann. Doch bevor man das Sprite 
einschalten kann mo.ssen die Spritezeiger festgelegt werden. 
Diese befinden sich in den Adressen von S07F8 (2040) bis 
S07FF (2047), in der Reihenfolge der Spritenummern, Der 
Spritezeiger für Sprite I steht also in Adresse S07F8 (2040), der 
fÜT Sprite 2 in der Adresse $07F9 (2041) und so weiter. Wenn 
Sie zum Beispiel einen Sprite in den Speicherbereich ab S2000 
(8192) ablegen wollen, dann verfahren sie wie folgt: 

1 0  POKE 2040, 8192/64 
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Somit haben Sie den Spritezejger auf die Adresse $2000 (8192) 
zeigen lassen. Weil ein Sprite 63 Bytes beansprucht, kann man 
den gewünschten Sveicherbereich durch 64 teilen, dann hat man 
den Wert für den Spritezeiger. Mit 64 kann der Computer 
leichter rechnen, das eine überzählige Byte pro Sprite wird nicht 
benutzt. Anschließend werden dann die Daten für den Sprite mit 
Hilfe einer FOR- NEXT-Schleife in den Speicher gelesen: 

20 FOII 1=0 TO 62: READ A: POKE 8192+ 1 ,  A: NEXT I 

Jetzt muß der Sprite eingeschaltet werden. Dafür ist die 
Speicherzel1e $00 1 5  (53269) zuständig. Die Bits 0 bis 7 dienen 
als Schalter für das jeweilige Sprite. Wird das erste Bit gesetzt, 
schaltet sich Sprite I ein, wird das zweite Bit gesetzt. schaltet 
sich Sprite zwei ein und so weiter. Wenn alle Bits gesetzt wer­
den, schalten sich alle acht Sprites ein. Die nächste Zeile lautet 
also: 

30 POKE 53269. 1 

Jetzt ist der Sprüe zwar eingeschaltet. aber trotzdem noch nicht 
auf dem Bildschirm sichtbar, weil er sich in der oberen Ecke 
des Bildschirms ( unter dem Bildschirmrahmen) befindet. Da die 
Position des Sprites auf Null steht, muß auch diese verändert 
werden. Die X-Position wird in  der Adresse SOOOO (53248), die 
V-Position in der Adresse Soool (53249) festgeigt. Für Sprite 2 
sind es die Adressen SOO03 (53250) und $0004 (53251)  und so 
weiter. Man kann den Sprite auch mit einer FOR- NEXT­
Schleife über den Bildschirm laufen lassen. Um sich das zu ver­
deutlichen, geben Sie folgendes ein: 

40 POKE 53249, 100: FOR X-O TO 255: POKE 53248, X: NEXT X 

Ein Problem werden Sie vielleicht schon erkannt haben: Es gibt 
320 horizontale Positionen, aber der maximale Wert bei einem 
POKE in die X-Position kann nur 255 betragen. Sie werden sich 
fragen, wie man den Sprite dann über den Wert 255 hinaus ver­
schieben kann. Für diese Aufgabe gibt es ein weiteres Register: 
Im Register $0010 (53264) befindet sich für jedes Sprite ein 
weiteres Bit fOr die X-Position. Jn diesem Bit wird markiert. ob 
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eine X-Koordinate über 255 liegt. Zu diesem Zweck wird vor 
der Adressierung das entsprechende Bit auf I gesetzt. Damit 
unser Sprite auch bis Position 320 läuft, geben Sie die folgende 
Zeile ein: 

50 POKE 53264, 1 : FOR X=O TO 64: POKE 53248, X:MEXT X:POKE 53264,0 

Mit Hilfe dieser Einrichtung ist es nun leicht möglich, jeden 
Sprite beliebig und unabhängig von den anderern über den 
ganzen Bildschirm laufen zu lassen. 

Als weitere Möglichkeit können wir noch die Farbe des Sprites 
ändern. Hierzu verfügt jeder Sprite über ein Farbregister. Diese 
Register befinden sich von $D027 (53287) bis $008E (53294). 
Die Adresse $0027 (53287) ist also für Sprite I zuständig, die 
Adresse D028 (53288) für Sprite 2 und so weiter. 

60 POKE 53287, 14 

Dadurch hat unser Sprite nun eine hellblaue Farbe bekommen. 

Die nächste Besonderheit ist die Möglichkeit, die Sprites in 
horizontaler und/oder vertikaler Richtung zu vergrößern. Auch 
hierfür gibt es zwei Register. Eines für die Vergrößerung in X­
und das andere für die Vergrößerung in V-Richtung. Die beiden 
Register sind vom Aufbau her identisch mit der Speicherzelle 
$0015.  Die Bits 0 bis 7 sind für die jeweiligen Sprites zuständig. 
Das heißt, wenn Bit 0 gesetzt wird. vergrößert sich der Sprite I 
in X-beziehungsweise V-Richtung, bei Bit I das zweite Sprite 
und so weiter. In der Adresse $00 17 (5327 1 )  wird das entspre­
chende Sprite in X und in der Adresse $DOID (53277) in Y 
Richtung vergrößert. Jetzt können wir unser Programm erwei­
tern: 

70 Pa<E 53271 , 1 

80 FOR 1=1 TO 700: HEXT I :  REM WARTESCHLEIFE 

90 POKE 53277, 1 

Eine weitere Besonderheit ist, daß Sie wählen können, ob der 
Sprite vor dem Hintergrund oder dahinter plaziert werden soll. 
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Damit kann man natOrlich schOne Effekte hervorrufen. Diese 
Priorität kann man in der Adresse SDOIA (53275) festlegen. 
Auch hier ist das Prinzip zur Festlegung der Spritenummer mit 
der Adresse SDOlS indentisch. Um eine Reaktion erkennen zu 
können, müssen an der Stelle, wo sich das Sprite befindet, Zei­
chen auf dem Bildschirm stehen. Mit dem Register können Sie 
die Priorität jedes Sprites beliebig verändern. Wenn das ent­
sprechende Bit nicht gesetzt ist. also 0 ist, bedeutet das. daß das 
Sprite vor dem Hintergrund steht. Ein gesetztes Bit bewirkt 
demnach den umgekehrten FaJl. Die nächste Zeile lautet: 

100 POrE 53275, 1 

Es gibt ein Register, in dem eine Kollision zwischen verschie­
denen Sprites verzeichnet wird. Dieses Register bleibt solange 
auf 0, bis entweder zwei oder mehrere Sprites zusammenge­
stoßen sind. Diese Register setzen sich bei einer Kollision nicht 
selbst:tndig zurück. Das muß also vom Programm besorgt wer­
den. Wenn diese nicht zurückgesetzt werden, bleiben die Infor­
mationen über die Kollision bestehen, so daß eine darauffol­
gende nicht erkannt wird. Wenn man den Wert der Speicherzelle 
SDOJ E (53278) abfragt. kann man feststellen, welche Sprites­
mIteinander kollidiert sind. Wenn bei PEEK(53278) der Wert 3 
erscheint. dann haben die Sprites 1 und 2 eine Kollision gehabt. 
Die Bitstruktur des Registers braucht nicht weiter erläutert zu 
werden, da sie mit den anderen Registern identisch ist. Nach 
einer Abfrage muß das Register wieder durch POKE 53278, 0 
zurUckgestellt werden. 

Genauso. wie eine Kollision von verschiedenen Sprites registriert 
wird, besteht die Möglichkeit, auf eine Kollision von Sprites mit 
dem Hintergrund abzufragen. Dazu dient die Speicherzelte 
SDOIF (53279). Dieses Register wird wie Register SDOIE 
(53278) behandelt. Die einzige Ausnahme ist das Ergebnis der 
PEEK - Abfrage. Das Resultat gibt nur Auskunft darüber, 
welcher Sprite mit einem Zeichen kollidiert ist. Nicht aber wel­
ches Zeichen es war und an welcher Position es sich befand. 
Diese Adresse muß auch wie das Register SDOIE (53278) nach 
einer Kollision zurückgesetzt werden. 
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Wie beim Multicolorzeichensatz kann man einen Sprite auch in 
vier verschiedenen Farben darstellen. Durcn das Setzen der ein­
zelnen Bits in der Adresse SDOIC (53276) kann man für jeden 
einzelnen Sprite den Multicolormodus einschalten. Wenn Sie in 
Zeile 5 POKE 53276, 3 eingeben, dann nehmen unsere Hub­
schrauber langsam Gestalt an. Dadurch haben die Hubschrauber 
aber (wie auch der Zeichensatz im Vierfarbmodus) eine gerin­
aere Aunösung, da jeweils zwei Bits einen Punkt auf dem Bild­
schirm ergeben. 

Wir wissen ja, daß zwei Bits vier Informationen übermitteln 
können: 00, O J ,  10, 1 1 .  Bei der Verwendung des 
Multicolormodus haben diese Bits folgende Wirkung: 

IiIltmv.I.r Farbr'gliier 

I " 
. . 

I " . " 

Abb. 3.7: 

D i r  Punkl hai dl. Farb. d .. Hlnhrgrundn (Man II.hl klln.n Pvnkl) 
Olt Farb. wird AUI Adra ... $0025 (53285) g.holl 
DI. FUb' wird aUI den Adrtu.n DOle (UlBS) brt 002E (53314) g'''oU 
01. Farbe wird .UI Adleue $0028 (53288) geholt 

BU·Kombination.b�l" UI 

Vieleicht haben Sie sich anfangs gefragt, warum der Hubschrau­
ber so seltsam aussieht. Diese Frage kann man leicht beantwor­
ten. Er ist als Multicolorsprite entwickelt worden. Da ein Mul­
ticolorsprite aus weniger Punkten besteht, als ein einfarbiger 
Sprite, sieht er natürlich im normalen Sprite- Modus etwas selt­
sam aus. Als Abschluß dieses Kapitels wollen wir Ihnen nun ein 
Derno- Programm zur Verdeutlichung der Spritefunktionen prä­
sentieren, in dem alle erwähnten Funktionen vorkommen. 

Es ist nicht ungeschickt, an hand dieses Programmes, mit der 
Programmierung der Sprites zu experimentieren. Dadurch lernen 
Sie die Handhabung der Sprites am schnellsten, Die REM­
Zeilen müssen nicht mit eingegeben werden. 
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o POKE 53Z8a. 0 :  POKE 53281, 0: REM H INTERGRUND FARBE SETZEN 

1 POKE 53286, 4: REM HULTI COLOR FARBE SETZEN 

2 FOR 1=0 10 62: READ X :  POKE 8192+1 , X :  NElTT: REM SPIllE­

DATEN EINLESEN 

4 PRIMT CHRS(147): REM BILDSCHIRM LÖSCHEN 

5 POKE 53276, 3 :  REH MULTI COLORMODUS EI NSCHALTEN 

6 POKE 53287, 1 :  POKE 53288, 1 :  REM fA.llBE' SETZEN 

7 FOR IzQ Ta 24: patE '024�1*40+20, 161: HEXT I :  REM MAUER AUfBAUEN 

10 POKE 2040, 8192/64: POKE 2041, 8192/64: REM SPRITEZEIGER SETZEN 

20 PO(E 53269,3: REM SPRITE 1 UNO 3 EI NSCHALTEN 

30 POKE 53249, 100: POKE 53251 , 150: FQR ,-, TO 255 

40 POKE 53246, 1 :  REM SPRITE 1 IN X-RICHTUNG BEWEGEN 

50 POKE 53250, J :  POKE 5325 1 ,  I :  REM SPRITE 2 IN X UNO Y R ICHTUNG 

BeWEGEN 

60 I F  PEEK(53278)=3 THEN GOSUB 100: REM ABFRAGE AUF SPRITE­

SPRITE KOlLISION 

61 Ir PEEX(53279)=3 THEN GOSU6 300: REM 

ABFRAGE AUF SPRITE-HI NTERGRUNO-ICOlL!SION 

65 If PEEK(53248)-ZS5 lHEN GOSU8 200: REM WENN 255, DANN 200 

70 HEXT I 

80 GOlD 30 

100 REM SPRITES iN X UNO Y Ri CHTUNG VERGRöSSERH 

101 REM UNO REGISTER FÜR SPRITE KOLLISION lUlOcKSETZEN 

102 POKE 53271, 3 :  POKE 53277, 3: POKE 53278, 0 

110 RETURN 

200 POKE 53264, 3 :  REM SPRITES AUF POSITION 256 SETZEN 

210 FOR 1=1 TO 64: POKE 53248, I :  POKE 53250, I :  POKE 53251, I :  NE 

XT 1: REM wt: I TERBE\lEGEN 

220 POKE 53264, 0 

230 RETURN 

31JO REM SPR I TES VERKLE I NERN 

JOI REM UUQ REGISTER FÜR SPRITE-HINTERGRUND-KOLLISION ZURÜCKSETZEN 

302 POKE 53271 , 0: POKE 53277, 0: POKE 53279, 0 

310 RETURN 
999 REM SPRITE DA1EN 

1000 DATA 000,000,000 

1010 OA1A 000,000,000 

1020 DAlA 000,000,000 

1030 DATA 000,000,000 

1040 DAlA 000,000,000 
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1050 OA1A 000,000,000 

1060 OAIA 000,000,000 

1070 DAlA 003,255, 255 
1080 DA1A 000,002,000 

1090 DA1A 192,170,128 

1100 DATA 194,150,080 

1 1 1 0  DAIA 2�,150,O8O 

1120 DA1A 194, 170, 168 

1130 DA1A 192,170,168 

1140 DA1A 000,032,128 

1150 DATA 000,170,160 

1160 DAlA 000,000,000 

1170 OUA 000,000,000 

1180 DA1A 000,000,000 

1190 DArA 000,000,000 

1200 DA1A 000,000,000 

3.8 Der Grallkbildschlrm 
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Eine weitere Besonderheit des C64 ist der Grafikbildschirm, das 
heißt die hochauflösende Grafik. Im einfarbigen Modus hat der 
Grafikbildschirm eine Auflösung von 64000 Punkten. also S·40 
• 320 horizontal und 8·25 :::: 200 vertikal, was die gerade 
genannte Anzahl an Einzelpunkten ergibt. Das Einschalten des 
Modus erfolgt durch Setzen von Bit 5 in der Adresse $00 1 1  
(53265). Es ist ratsam, die Bits mittels logischer Verknüpfungen 
wie AND und OR zu setzen beziehungsweise zu löschen, da die 
anderen Bits in der Speicherzelle noch über weitere Aufgaben 
verfügen. Da der VIC nur auf einen adressierbaren Bereich von 
16 kByte zugreifen kann, liegt der 8 kByte große Grafikbild­
!chirm immer in einer Hälfte des Bereichs. Durch das Setzen 
oder Löschen von Bit 3 in der Adresse $DOIS (53272) können 
folgende Bereiche für den Standort des Grafikbildschirms 
geWählt werden: 
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Bltm .. U l e r  Adre uberelch (Hex) Adre . .  berelch (DU) __ 

0 $ 0 0 0 0  - S l FJF 0 - 7 9 9 9  

1 $ 2 0 0 0  - S 3 F 3 F  8 1 9 2  - ' 6 1 9 1  

Abb S.8: Bereich.tabelle 

Auch diese Bereiche sind zu der jeweiligen Bankstartadresse, 
also der Anfangsadresse des VIC. hinzuzuaddjeren. 

Der Grafikbildschirm ist genauso wie der Zeichensatz aufgebaut. 
Der VIC interpretiert den Zeichensatz genauso wie den Grarik­
bildschirm. Beim Zeichensatz ergeben 64 Punkte ein Zeichen auf 
dem Bildschirm. Beim Grafikbildschirm ist das genauso, nur 
man muß sich vorstellen, der ganze Bildschirm wäre voller 
Leerzeichen, dessen Punkte man nach Belieben setzen und 
wieder löschen kann, Man kann sich den Grafikbildschirm als 
ein riesiges Zeichen vorsteUeR. das eine Auflösung von 64000 
Punkten hat. 

Das Einschalten des Grafikbildschirms erfolgt durch: 

1 0  POKE 53265, PEEK(53265) OR 32 

Jetzt muß noch dem VIC mitgeteilt werden, in welchem 
Adressbereich sich der Grafikbildschirm befindet. Im Normalfall 
ist das dritte Bit in der Adresse $0018 (53272) auf Null gesetzt, 
das heißl. der Grafikbildschirm liegt im Adressbereich von 
$0000 (0) bis SI F3F (7999), wie auch der Tabelle zu entnehmen 
ist. Dieser Bereich ist aber äußerst ungünstig, weil wichtige 
Speicherzellen in der Zeropage überschrieben werden können. 
Das Umsetzen des Zeigers erfolgt, wie schon erwähnt, durch das 
Setzen von Bit 3 in der Adresse $0018 (53272� 

20 POKE 53272, PEEK(53272) CA a 
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D�durch ist der Zeiger rör den Grafik bildschirm auf den Be­
reich von $2000 (8192) bis S3FEF ( 1 6 1 9 1 )  gestellt. 

Wenn der Grafikbildschirm eingeschallet ist, dient das Video­
RAM als Farbspeicher für die hochauflösende Grafik. Sie kön­
nen innerhalb eines Feldes von 64 Punkten, also in Größe eines 
Zeichens, die Farbe beliebig angeben. Um Vorder- und Hinter­
grundfarbe festzulegen, muß man ein Byte in  zwei Halften auf­
spalten. Das geht folgendermaßen vor sich: Die Farbe der 
Punkte, zum Deispiel 5 (grön), wird mit 16 multipliziert und mit 
der Hintergrundfarbe, zum Beispiel I (weiß), addiert. Daraus 
ergibt sich dann der Wert, der beide Funktionen übernimmt: 

30 FAlBE_5 : KINTEIIGIUJrlO =1 

40 FOII 1-0 TO 254: POKE 1024+1, FARBEel6+HINTERGRUNO:NEXT 1 

50 GOTO SO: REM SCROI..LEN OES BILDSCHIRMS VERHINOERN 

Wenn Sie das Programm starten, werden Sie feststellen. daß der 
Hintergrund eine weiße und die Punkte eine grüne Farbe 
annehmen. In Zeile 50 muß in eine Endlosschleire verzweigt 
werden, da die anschließende READY- Meldung den Bildschirm 
verschieben und neue Farben bewirken würde. 

Wenn Sie den Grafikbildschirm eingeschaltet haben, werden Sie 
feststellen, daß dieser nicht gelöscht ist, sondern undefinierbare 
Punkte gesetzt sind. Um den Grafikbildschirm zu löschen, muß 
der Bereich von $2000 (8192) bis S3F3F (16191)  mit Nullen 
gefüllt werden. weil in einer Null keine Bits gesetzt sind und 
daher auch keine Punkte zu sehen sind. 

FOR 1 .. 8192 Ta 16192: POKE 1,0:  NEXT I 

Anschließend wollen wir Ihnen noch eine kleine Anwendung 
zeigen, die eine Sinuskurve auf den Bildschirm bringt. Anhand 
des Programm beispiels können Sie sich mit der Programmierung 
des Grafikbildschirms vertraut machen. Die REM· Zeilen müs­
sen nicht mit eingegeben werden. 
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10 REM STNUSPLOT 

20 POKe 53265, PEEK(53265) OR 32: REM GRAFIKBILDSCHIRM EINSCHALTEN 

30 POKe 53272, PEEK(53272) OR 8 : REM ZEIGER AUF 8192 LEGEN 

40 FOR 1=1024 TO 2027: POKE I ,  80: HEXT I :  REM FARBE SETZEN 

50 FOR 1=8192 TO 16191: POKE 1,0:  HEXT I :  REM GRAFIKBILDSCHIRM löS 

eHEN 

60 FOR X�O TO 318: Y=100: GOSUB 1000: NEXT X: REM X ACHSE ZEICHNEN 

70 FOR y=o TO 199: X=160: GOSUB 1000: NEXT V: REM Y ACHSE ZEICHNEN 

80 FOR X=O TO 319: Y=100-100·SIN(X·PI/160) :GOSUB 1000: HEXT X: REM 

SINUSKURVE ZEICHNEN 

90 GOTD 90: REM ENDLOSSCHLEI FE 

1000 OY=320*INT(Y/B)+(YAND7):REM BERECHNEN EINES PUNKTES 

1010 OX=8*INTeX/B) 

1020 MA=Z-C7- (XAND7» 

1030 AV=8192+0Y+oX 

1040 POKE AV, PEEr (AV) OR HA: REM PUNKT DARSTELLEN 

1050 RETURN: REM RÜCKSPRUNG VON DER UNTERROUTINE 

Wenn Sie das Programm vom Aufbau her verstanden haben. 
dann werden Sie auch bald Ihre eigenen mathematischen Funk­
tionen auf diese Art und Weise darstellen können. 

Die Programmierung von Kreisen oder Linien zwischen zwei 
Punkten ist beim C64 leider nicht so komfortabel wie bei eini­
gen anderen Computern. So gibt es keinen Befehl, um eine 
Gerade von Punkt X nach Punkt Y zu ziehen, oder einen 
Befehl, einen Kreis mit einem bestimmten Radius an einem 
bestimmten Ort zu zeichnen. Deshalb haben wir ein kleines Gra­
phikhilfsprogramm für Sie vorbereitet, das einige Grafikmög­
lichkeiten bietet. Mit diesem Programm können Sie schnell und 
komfortabel einfache Grafiken erzeugen. Das Grafikhilfspro­
gramm finden Sie am Ende des Kapitels. 

3.9 Der Multicolorgrafikbildschirm 

Der Multicolorgrafikbildschirm ist mit dem Multicolorzeichen­
satz zu vergleichen. Tm Gegensatz zum normalen Modus hat man 
im Multicolormodus nicht nur zwei, sondern vier Farben zur 
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Verfügung. Jedoch muß man, wie beim Multicolorzeichensatz, 
die Halfte der Auflösung opfern. Das heißt, man hat nur noch 
160 horizontale und 200 vertikale Punkte zur Verfügung, weil 
zwei Bits einen Punkt auf dem Bildschirm ergeben. Durch Set­
zen von Bit 4 in der Adresse SDOI6 (53270) wird der Multico­
lormodus für den Grafikbildschirm aktiviert. Natürlich muß 
auch das Bit 5 in der Adresse SDOI I  (53265) gesetzt sein, da 
sonst der Grafikbildschirm nicht aktiviert ist. Genauso wie beim 
Multicolorzeichensatz kann man innerhalb eines Acht- mal 
Acht-Feldes 3 Farben plus der Hintergrundfarbe darstellen. Da 
zwei Bits, die nun für einen Punkt zust:tndig sind. nur die Farb­
Quelle angeben und nicht die Farbe selbst, ergeben sich folgende 
Möglichkeiten für die Farbquellen: 

11. 

0 0  Hlnt,rgrundfarbregl.tlr $0021 (53281) 
0 1  Hlghnlbble der Vldeomatrtx 

1 0 Lownlbble der Vldlomatrlx 

1 1  Farbrarn 

Abb. '.9: mlSglic� Fubqllltlhm 

Das Farb-RAM, das beim normalen Grafikbildschirm unbenutzt 
ist, dient hier als Farbquelle für das Bitpaar 1 1 .  Es ist natürlich 
problemlos möglich, Sprites und Grafik zu kombinieren. Das 
Mischen von Text und Grafik ist nicht ohne größeren Program­
mieraufwand möglich, aber dies werden wir im Kapitel Inler­
ruplprogrammjerung noch näher erläulern. 



128 

Hier nun das versprochene Grafikhilfsprogramm: 

Sprungtabelle für Funktionen 

COOO JIf> StOlE 

COOl JHP SCOle 
COO6 JMP se051 

COO9 JMP lC06D 

CODe JMP IC089 

CooF JHP SC086 

C012 JHP SC152 

t015 JMP SC1l9 

eOl8 JHP SCI75 
C01B JMP SC161 

Grafi� einschalten 

Grafik löseMtI 

Farbe setzen 

Grafik invertieren 

Grafikpunkt setzen 

Grafikpl.Xlk.t löschen 

Grafik lad«! 

Grafi t  abspeic:hen 

Graf i k  drucken 

Grafik ausschalten 

Routine zum einschalten der Grafik 

eDlE JSR SCOle 

C02:1 LD" SOOl1 
c024 sr ... se170 

C027 LDA $001e 

C02A SI" SC171 

C02D lDA #$38 

COlF STA 10011 

C032 LDA ft 18 

C034 STA S0018 

C037 LDX #$10 

t039 JMP sc057 
C03e lOY #SOO 

eDlE lOX #$20 

C040 sn SFD 

C042 srx SfE 

C044 HA 

C045 HOP 

Sp� zu Grafik löschen 

NOrNlwert 

sichern 

Norma lwert 

sichern 

Graf i kllJOdous 

einschal ten 

Zeiger auf 
52000 stelten 

Farbwert loden 

Sprung zu Farbe setzen 

Adresse 

festlegen 

o.nd 
speichen 

Akku auf Null setzen 

keine Operetion 

C046 STA (SFO),Y; Bereich 

C048 INY 

C049 BNE $C046 

C048 lilie SfE 

S2000 bIs 

SJHf lIit 
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C040 OEX 

t04E BNE $C046 

t050 RTS 

Grafikfarbe setzen 

t051 JSR SAEFD 

C054 JSR SB79E 

C057 LDY ISOO 

C059 LOA #${)4 

C05B sn SfD 

C050 STA SFE 

COSF TXA 

C060 LDX H04 

Nullen 

feHlen 

ROcksprung 

auf Korrma prüfen 

Wert ins X Realster holen 

Adresse 

festlegen 

werte 

speichern 

farbe in Akku achieben 

Video· 

C062 STA (SFD).Y; RAM 

c064 INY 

C065 BNE SC1)62 

t067 INC $FE 

t069 OEX 

C06A BHE SC062 

C06C RTS 

Grafik invertieren 

c060 LOY 1$00 

c06F LDA 1$20 

C071 STY $FD 

t073 ST" $FE 

t075 lDX nzo 

C077 LO" ($fD).Y; 

C079 E(JI: nn 

C07B SIA (SfD),Y; 

coro IHY 

C07E BNE $t077 

toao INC SFE 

C08Z DEX 

.ft 

hrb-

�" 
oyf· 

füllen 

RücksprU'lg 

Bereit;:h 

festlegen 

"'" 
spei chn 

Zihler stellen 

Wert laden 

aUe Bits lndrehen 

W-rt speichern 
ersten Zähler erhöhen 

wenn nicht NulL denn weiter 

ansonsten Adressee erhöhen 

zweiten Zähler ernledriaen 

C08J ME SC077 ; noch nicM JluU?, dafwl weiter 
C085 RIS ar'ISOO5ten Rückspru'lg 
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Punkt setzen beziehungsweise löschen 

C086 LO", #Sao 

C088 BIT SOOA9 

C088 ST" 597 

COSO JSR SAfFD 

e090 JSR sa7ES 

C093 CPX #SeB 

C095 Bes se085 

e097 LOA $15 

C099 CHP fiOl 

t098 acc SCDAS 

C09D BNE se085 

C09F LDA 514 

COA 1 CHP #$40 

CDA3 Bes Seaas 

CDA5 TXA 

CO"6 lSR 

CDA7 LSR 

COA8 lSR 

COA9 ASl 

COM TAY 

Zeiger für Grafikpunkt setLen 

Zeiger für Grafi kpunkt löschen 

Zeiger speichern 

auf Komma prüfen 

!lerte laden 

V-Koordinate gröBer als 1991 

wenn ja, dann Rücksprung 

X-Koordinate +1 kleiner als 3201 

dam 

weiter 

ansonsten Rücksprung 

X-Koordinate größer als 319 

d,m 

Rücksprung 

V- Koordinate i n  den Akku schieben 

durch 

8 

mol 

2 

V-Koordinate wieder ins V-Register 

CDAS LDA SCOFF,Y; lIert aus Tabelle holen 

CDAE ST" SCl73 j und speichern 

COB1 LDA SctOO,V; maL 320 

C064 ST" SC174 und speichern 

cOa7 TXA V-Koordinate holen 

eOB8 ANO #S07 Bits 3 bis 7 löschen 

eOBA eLe eBrry löschen und 
eOBB ADe $e173 mit Tabellenwert addieren 

eOBE STA $e173 und wieder speichern 

eDel LDA $14 X" Koordinate laden 

eOe3 AND #SF8 Bits 0 bis 2 löschen 

eOe5 STA $e172 und speichero 

eOe8 eLC CBrry löschen 

eDC9 LDA #SOO mit NuLL 

CDCB ADe $e173 addieren 

COCE STA $FD und speichern 
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CODO lOA #$20 

C002 AOC SC174 

COOS STA SFE 

C007 CLC 

COD8 LDA SFD 

CODA ADC SCl72 

CODD STA SFD 

CODF lDA SFE 

COEl ADC SlS 

CDE3 STA SFE 

CDES lDA S14 

COE7 ANO #$07 

COE9 EOR #$07 

COEB TAX 

COEC lOA SC131 ,Xj 

COEF lDY #$00 

COFl BIT S97 

COF3 8Pl SCOFA 

COFS EOR #$FF 

COF7 ANO (SFO),Y; 

COF9 BIT SF011 

mit 32 

addieren 

und speichern 

Carry löschen 

Anfangsadresse mit 

V-wert addieren 

und speichern 

Anfangsadresse mit 

X-1.Iert addieren 

und speichern 

X-Wert laden 

Bits 3 bis 7 löschen 

und urdrehen 

X-1.Iert ins X-Register 

1.Iert aus Tabelle holen 

Zähler auf Nul I setzen 

Oberprüfen ob der Pun�t 

gesetzt oder gelöscht werden soll 

alle Bits umdrehen 

Pun�t löschen 
Pun�t setzen 

COfC STA (SFO),Y; Pun�t auf Bi ldschirm bringen 

CO FE RTS Rücksprung 

Multiplikationstabelle 

COFF 00 00 40 01 80 02 co 03 

Cl07 00 05 40 06 80 07 co 08 

C10F 00 DA 40 OB 80 OC CO 00 
C117 DO OF 40 10 80 1 1  CO 12 

CllF 00 14 40 15 80 16 CO 17 

C127 00 19 40 lA 80 18 CO lC 

C12F DO lE 01 02 04 08 10 20 

C137 40 80 20 FO AE 20 04 E1 
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Grafik speichern 

C139 JSR SAEfD 

C13e JSR SE104 

-C13F lI)X ISOO 

.cl'! LOT 1S40 

C143 LDA ISOO 

C145 STA SFO 

C147 LO" 1$20 

C149 srA SFE 

e148 LDA nFa 

C140 sr" $89 
C'4F JJ4P SFft)8 

Grafik laden 

C152 JSR $AfFO 

t155 JSR SE 101, 

C158 LDA 1S01 

C15" STA SB9 

else LDA nOD 

elSE JMP SFFD5 

Grafik Ausschalten 

C161 LDA SC170 

C164 STA S001' 

C167 LD" sctTl 
Cl6A srA $0018 

C160 JMP SE544 

C170 !lR1( 
C171 BRie 

C172 BRt:: 

C173 BR" 

C174 BRK 

8uf Komma prOfen 

f i leoa.en und Geräteadresse hoLen 

,",,-

adresse 

festlegen 

Anfllngs-

Adresse 

speichern 

Seltl.rldärBdrese 

festlegen 

Sprlrlg ll.l $AVE 

auf IC� prüfen 

fitenanen und GeräteadrnSit holen 

Selrundäradres$e 

festlegen 

FLag für LOAD setzen 

Sprl.rlg zu LOAO 

Norrnalwert leden 

l.Ild speichern 

Normalwert laden 

lrId speichern 

Bi ldschllll löschen und ROct..",-..ntI 

6-1 InJern 
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Grafik drucken (für FX80 mit VC Interface) 

Cl75 JSR SAE FD Auf "0IlIlIII prOfen 

C178 JSR SB7'9E logische fil�r holen 

el78 JSR nft9 Ausgabegerät setzen 

tl7E lDA ISOO Lw ...... 

t160 lDY *SZO High Byte l&de-n 

CI82 STA $FD Zeiger auf 

CI84 STY SFE Grafik setzen 

C186 LOX #S19 Anzahl 

CI88 LDY N7 ." 
CISA 81T 105AO Zei len festlegen 

CISO lDA SC106,Y; Drucker 

CI90 JSR SFFD2 ,,' 
C193 DEY Grdikmodus 

C194 BPl SC1BD stellen 

cl96 LOA #S28 Spat te 

C198 SlA SI5 festlegen 

C19A LDA MS80 Maste 

el9C STA S97 festlegen 

cl9E LDA #SOO 'ode 

elAO STA S14 festlegen 

elA2 LOY #S07 Zähler festlegen 

C1A4 LOA ($FD),'f': Bit�ter zusannen setzen 

elM AHD 597 Vergleich ob 8it gesetzt 

C1A8 BEG SC1BI wenfl nicht, daM Zähler emiedrigen 

etM lDA S14 wenn ja 
etAe ORA SC1DE,Y; dann Bit 

CIAF STA S14 setzen 

Cl BI DEY Zähler ernidrfgen 

C182 BPL SC1A4 schon Null, MetY'I ) BI dam Me; ter 

C1B1o LDA 514 Code an 

CI86 JSR SHD2 Drucker senden 

CI89 lSR S97 Maske durch 2 

elBB BCC SCI9E wenn Null, dllm Code festlegen 

elBO LDA SFO Adresse 

CIBF ADe fIS07 � 
elet STA SFD • 
etel sec SCla ; erhöhen 

eIes INe SFE IIlghbyte erhöh«! 
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Cle7 OEt $15 nächste 

C1C9 BNE SC19 ... Spalte 

elCB OEX nächste 

Clee BNE ,el!EI Zeile 

ela: LD ... noo Zei lenvorschub 

Cloo J� SfFt>2 �,-

elD3 JfII> SfFCC Ausg8be !fIeder auf Bi ldschf rlll 

Druckertabelle 

Cl06 01 40 06 2'" 18 OD 31 11 

eIDE 80 40 ZO 1 0  08 04 02 01 

Und hier noch ein Ladeprogramm in BASIC: 

100 FOR '-49152 TO 49637 

110 READ X: POrE I ,  X: S-S+X: NEX' I 

120 0"'" 76, 30,192, 76, 60,192, 76, 8 1 , 192, 76,109,192 

130 DAlA 76,137,192, 76,134,192, 76, 82,193, 76, 57,193 

140 DATA 76, 117, 193, 76, 97.193, 32, 60,192, 173, 17,208 

150 DATA 1 4 1 , 1 1 2 , 193,173, 24,208, 1 4 1 , 1 13,193,169, 59.141 

160 DATA 17,208, 169, 24,141, 24,208,162, 16, 76, 87,192 

170 DAI" 160, 0,162, 32,132.253, 134,ZS4. 152,234,145,253 

180 OATA 100,208,251.230,254,202,208,246, 96, 32,253 , 1 74 

190 DAlA 32,158,183, 160, 0.169, 4,132,253,133,254, 138 

200 OATA 162, 4,145,253,200,208, 251,230,254,202,208,246 

210 0ATA 96,160, 0,169, 32,132,253,133,254,162, 32,177 

220 0ATA 253, 73,255,145,253,200,208,247,230,254,202,208 

230 OATA 242, 96,169,128, 44, 169, 0,133,151, 32,253,174 

240 0ATA 32,235,183,224,200,176,238,165, 21,Z01, 1 , 144 

250 0AlA 8,208,230,165, 20,201 , 64, 176,224,138, 74, 74 

260 DAlA 74, 10,168,185,255 ,192,141 , 1 1 5 , 193,185, 0,193 

270 DAlA 141,116, 193,138, 41, 7, 24,109, 1 1 5 , 193, 1 4 1 , 1 1 5  

280 OAlA 193,165, 20, 41,248,141,114, 193, 24,169, 0,109 

290 OAlA 1 1 5 , 193,133,253,169, 32,109, 116,193,133,254, 24 

300 DAlA 165,253,109,114,193,133,253,165,254,101,  2 1 , 133 

310 DAlA 2St.,165, 20, 4 1 ,  7, 73, 1,170,189, 49,193, 160 

320 DAlA 0, 36,151, 16, 5, 73,Z55, 49,253, 44, 17, Z53 
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330 DAIA 145,253, 96, 0, 0,  64, 

340 DAIA 5, 64, 6,128, 7,192, 

350 DAIA 12, 192, 13, 0, 15, 64, 

36D DAIA 20, 64, 21, 128, 22,192, 

1 , 128, 2 , 1 92, 3, 0 

8, 0, 10, 64, 1 1 , 128 

16,128, 17,192, 18, 0 

23, 0, 25, 64, 26,128 

370 DAIA 27,192, 28, 0, 30, 1, 2, 4, 8, 16, 32, 64 

380 DAIA 128, 32,253,174, 32,212,225,162, 0,160, 64,169 

390 DAIA 0,133,253,169, 32,133,254,169,253,133,185, 76 

400 DAIA 216,255, 32,253,174, 32,212,225, 169, 1 , 133,185 

410 DAIA 169, 0, 76,213,255 ,173,112,193,141, 17,208,173 

420 DAIA 1 1 3 , 193,141, 24,208, 76, 68,229, 0, 0, 0, 0 

430 DAIA 0, 32,253,174, 32,158, 183, 32,201 ,255, 169, 0 

440 DAIA 160, 32,133,253,132,254,162, 25,160, 7, 44,160 

450 DAIA 5 , '85,214, 193, 32,210,255, 136, 16,247,169, 40 

460 DAIA 133, 21 ,169,128,133,151, 169, 0,133, 20,160, 7 

470 DAIA 177,253, 37,151 ,240, 7,165, 20, 25,222,193,133 

480 DAIA 20,136,208,240,165, 20, 32,210,255, 70,151 ,144 

490 DAlA 225,165,253,105, 7,133,253,144, 2,230,254,198 

500 DAIA 21 ,208,207,202,208,189,169, 13, 32,210,255, 76 

510 DAIA 204,255, 1 , 64, 6, 4Z, Z7, 13, 49, 27,lZ8, 64 

520 DAIA 32, 16, 8, 4, 2, 1 

530 IF S<>60459 IHEN PRINl "FEHLER IN DAIAS ! I "  : end 
540 PRINl "OK ! "  

3.10 Wie wende ich das Grafikhilfsprogramm an? 
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Das Grafikhilfsprogramm bietet einige Möglichkeiten, die Pro­
grammierung des Grafikbildschirms komfortabler und schneller 
zu gestalten. Der Aufruf der einzelnen Funktionen geschieht 
über SYS- Aufrufe, wobei bei einigen Befehlen noch weitere 
Parameter übergeben werden müssen. 

Der Befehlssatz: 

SYS 49152 
Schaltet den Grafikbildschirm ein, wobei gleichzeitig der Gra­
fikbildschirm gelöscht und die Farbe gesetzt wird. 
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SYS 49155 
Löscht den Grafikbildschirm 

SYS 49158,FARBE"'16+HINTERGRUND 
Für den angegebenen Wert wird die Punktfarbe mit 16 multipli­
ziert und mit der Hintergrundfarbe addiert. 

SYS 49161 
Der Grafikbildschirm wird invertiert. Das heißt, die gesetzten 
Punkte werden gelöscht und die gelöschten gesetzt. So bekom­
men Sie eine negative Abbildung Ihres Bildes. 

SYS 49164,X,Y 
Ein Punkt wird gesetzt. Die X- und V-Koordinaten werden 
durch Kommata getrennt. Die X-Koordinate kann von 0 bis 319 
angegeben werden, die V-Koordinate von 0 bis 199. 

SYS 49167,X,Y 
Ein Punkt wird gelöscht. Die Koordinaten werden wie beim obi­
gen Befehl übergeben. 

SYS 49170,"NAME",GA 
Der Grafikbildschirm wird je nach Geräteadresse von Diskette 
oder Kassette geladen. 

SYS 49173,"NAME",GA 
Sichert den Grafikbildschirm je nach Geräteadresse auf Diskette 
oder Kassette. 

SYS 49176,LF 
Druckt den Grafikbildschirm aus. Die logische Filenummer wird 
nach dem Komma eingegeben. Die Hardcopyroutine ist für den 
Epson FX80 mit VC-Interface vorgesehen. 

SYS 49179 
Schaltet den Grafikbildschirm aus. 

Mit dieser Grafikhilfe kann unser Sinusplotprogramm mit weni­
ger Aufwand und schneller programmiert werden: 
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10 SYS 49152: REM GRAFIK E INSCHALTEN UND LÖSCHEN 

20 SYS 49158,5*16+0: REM FAR8E SETZEN 
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30 FOR x=o TO 319: SYS 49164,X,100: HEXT X: REM X ACHSE ZEICKNEN 

40 FOR Y=O TO 199: SYS 49164,160,Y: NEXT Y: REM Y ACHSE ZEICKNEN 

50 FOR X=O TO 319: Y=100-100*SIN(X·PI/160): SYS 49164 ,X,Y: NEXT X :  

REM SINUSKURVE 

60 GET A$: I F  A$="" THEN 60: REM AUF TASTE WARTEN 

70 SYS 49179: REM GRAFIK AUSSCHALTEN 

Sie werden festgestellt haben, daß das Zeichnen der Sinuskurve 
und der X-und Y-Achse durch die Assemblerroutinen erheblich 
beschleunigt wird. Sie können das Programm nach Bedarf noch 
erweitern, indem Sie zwischen der Zeile 60 und 70 die Grafik 
abspeichern oder ausdrucken. 

3 . 1 1  Interruptprogrammierung 

Das Wort "Interrupt" kommt aus dem Englischen und heißt 
Unterbrechung. Ein Interrupt in Bezug auf den 6510-Prozessor 
bedeutet eine Unterbrechung des normalen Programmablaufs 
durch andere Chips, zum Beispiel durch den VIC oder eine der 
CIAs. 

Normalerweise wird jede 1/60 Sekunde vom Timer A ein 
Interrupt ausgelöst, indem ein Zähler heruntergezählt wird. 
Wenn der Zähler den Nullpunkt erreicht, erfolgt der Interrupt. 
Genauere Angaben finden Sie unter dem Kapitel Timer. 
Anschließend springt der Prozessor über den Vektor $FFFE 
(65534) und $FFFF (65535) in eine Betriebssystemroutine nach 
SFF48 (65352), wo er dann einige Register zwischenspeichert 
und anschließend über den Interruptvektor $0314 (788) und 
$0315 (789) nach $EA31 (59953) zur eigentlichen Interruptrou­
tine verzweigt, um dort dann unter anderem das Blinken des 
Cursors und die Abfrage der Tastatur zu verwalten. Der Clou an 
der ganzen Sache ist der, daß man den Interrupt in seine eigene 
Maschinenroutine verzweigen lassen kann, und zwar über die 
Register $0314 (788) und $03 15 (789). Die Adresse für die 



138 M Intern 

lnterruptroutine ist in diesen Registern in Low- und Highbyte 
abgelegt. und 'Zwar steht in der Adresse $0314 das Low- und 
und in der Adresse S03 J 5 (739) das Highbyte. Zu beachten ist. 
daß vor dem Ändern dieses Vektors das Auslösen einer Unter­
brechung durch den Assembler-Befehl SEI verhindert werden 
muß, damit nicht die Gefahr besteht, daß der Prozessor schon 
nach Ändern von nur einem Byte dieses Zeigers versucht, in 
eine Inlerruptroutine zu verzweigen. Nach Ändern der beiden 
Adressen sollte man es dem Prozessor durch den Assembler­
Befehl CLI wieder ermöglichen, Interrupts abzuarbeiten. Zu 
beachten ist außerdem noch, daß man seine eigene Routine mit 
einem Sprung in die Interruptroutine des Betriebssystems been­
den soUre. also mit JMP SEA31. 

Zu erwähnen ist noch, daß die hier aufgefÜhrten Beispiel­
programme mit dem abgedruckten Maschinensprachemonitor 
einzugeben sind. 

Hierzu ein Beispiel: 

cooo SEI 

COOl LDA I$CX> 

Tnterrupt verhindern 

Lowbyt. 

COOl STA $0314 ; setzen 

COO6 LDA #$CO Highbyte 

CODS STA S0315 set:en 

COOB CLI Interrupt wieder e�lichen 
COOC RTS ; Progratnerde 

Interruptroutine: 

COOO IHe $0020 ; Jlatnenfarbe erhöhen 

CD1D J� SEA31 ; spnng zur Syste.-lnterM41trouti ne  

Das Programm wird mit SYS 49152 gestartet. Nach dem Start 
blinkt die Rahmenfarbe. während Sie sich noch im normalen 
Basic befinden. Sie können den ZAhler des Timer-s A, der den 
Interrupt auslöst, nach Belieben beschleunigen oder verlang-
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samen; dieses geschieht, indem man den Startwert des Zählers 
erhöht oder erniedrigt. Das Highbyte des Zählers befindet sich 
in der Adresse $OC05 (56325). Wenn man durch POKE 56325, 
WERT den Zähler erhöht, wird der Interrupt entsprechend sel­
tener ausgeführt. Wenn Sie den Zähler erniedrigen, wird der 
Interrupt öfter ausgeführt; nun muß man darauf achten, daß 
man den Zähler nicht zu sehr erniedrigt, da sonst der Interrupt 
zu häufig ausgeführt wird und dadurch der Ablauf anderer Pro­
gramme erheblich verlangsamt und der Cursor zu sehr beschleu­
nigt wird. Auch die LIST- Funktion würde sehr lange Zeit 
beanspruchen, um ein Basicprogramm aufzulisten. 

Die Möglichkeiten des Interrupts sind noch lange nicht er­
schöpft. Es ist zum Beispiel möglich, die Kollision zwischen 
zwei oder mehr Sprites oder die Kollision von Sprites mit dem 
Hintergrund über den Interrupt abzufragen. Dies hat den Vor­
teil, daß die Abfrage um einiges genauer ist als die vom Basic 
aus. Wenn zwei Sprites miteinander kollidieren, wird, falls er­
laubt, ein Interrupt ausgelöst, den man dann zu einer eigenen 
Routine verzweigen lassen kann. 

Ein Interrupt vom VIC kann von folgenden Ereignissen ausgelöst 
werden: 

vom Rasterstrahl 
Kollision von Sprites 
Kollision von Sprites und Hintergrunddaten 
Lightpen 

Doch zunächst wollen wir uns mit der Spritekollision beschäfti­
gen. 

Es gibt ein sogenanntes Interrupt Enable Register, wo festgelegt 
wird, von welchem Ereignis ein Interrupt ausgelöst werden soll. 
Dies geschieht, indem man das entsprechende Bit im Interrupt 
Enable Register setzt. Dadurch hat man angegeben, von welchem 
Ereignis der Interrupt ausgelöst werden soll. Folgende Bits im 
Enable Register entsprechen folgenden Ereignissen: 
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BItmuster I nte rruptquelle 

Raster strahl 0 0 0 1  
0 0 1  0 
0 1 0 0  
1 0 0 0  

K o l l i s i o n  zwischen Sprllet und Hlnlergrunddaten 
Koll1 3 1on zwischen sprlle3 
Lighlpen 

Abb 3.11: Interrupt Modi 

Freigegeben wird ein Interrupt, indem das entsprechende Bit im 
Enable Register, Adresse $DOIA (53274), auf 1 gesetzt wird. Die 
restlichen Bits, also die Bits 4 bis 7,  sind unbenutzt. Wenn nun 
durch ein Ereignis ein Interrupt ausgelöst wird, dann wird 
automatisch das entsprechende Bit im sogenannten Interrupt 
Latch Register, Adresse $DOI9 (53273), gesetzt. Gleichzeitig 
wird bei jedem der oben aufgezählten Ereignisse Bit 7 von 
$DO 1 9  ebenfalls gesetzt. Hierdurch hat man die Möglichkeit zu 
unterscheiden, ob der Interrupt vom VIC oder von der CIA 
beziehungsweise von welchem Ereignis speziell die Unterbre­
chung ausgelöst wurde. 

Hier ein Beispielprogramm, das, wenn das Sprite mit Hinter­
grunddaten kollidiert, die Rahmenfarbe erhöht: 

coDa SEI Interrupt verhindern 

COOl LDA #$01 Sprite 1 
C003 SIA $0015 einschaLten 

C006 LDA #$80 Spri tepoInter 

COO8 51 A $07f8 auf $2000 setzen 

COOS LOA #$64 Sprite x und y 

COOO ST A $0000 Koordinate'n 

COlD SIA $0001 festl egen 

con LDA #S32 Interrupt 

C015 SIA $0314 '"' 
COla LDA #SCO $C032 
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COlA STA S0315 

COlD LDA $OOlA 

C020 ORA 1S02 

C022 STA SD01A 

C025 LDX ISOO 

lI1Ilenken 

Interrupt 

EnabLe Register lIuf 

Spri tehintergrtldkoL t i si on steL Len 

Sprite-

C027 LDA SC046,X; daten 

COlA STA S2000,X; nach 

C02D INX 

eOZE BNE Se027 

e030 Cl! 
C031 RTS 

[nterruptroutine 

C032 LOA $Oon 

C035 LDA $0019 

C038 STA $0019 

e03B BMI SC040 

C030 JMP SEA31 

e040 I NC $0020 

e043 JMP SEA31 

Spritedaten 

S2000 

kopieren 

Interrupt wieder erLauben 

Progro!llllllende 

KaL Lisionsregister löschen 

Latchregister Laden 

und Löschen 

wenn B i t  7 gesetzt, dann Farbe erhöhen 

ansonsten zur norma len Interruptroutine 

Rllhmenfllrbe erhöhen 

Sprung zur Interruptroutine 

C046 00 00 DO OF FF CO 10 00 

C04E 20 20 00 10 4C 01 88 4C 

C056 01 88 40 00 08 40 00 08 

C05E 40 00 08 46 06 08 43 OC 

C066 08 41 98 08 40 FO 08 40 

C06E 60 08 ZO 00 10 l F  FF EO 

C076 00 00 00 00 00 00 00 00 

C07E 00 00 00 00 00 00 00 00 

141 

Nach dem Programmstart wird die Rahmenfarbe erhöht, falls 
ein Hintergrundzeichen mit dem Sprite kollidiert. Anstatt die 
Rahmenfarbe zu erhöhen, könnte man zum Beispiel das Sprite 
explodieren lassen und so weiter. Dies eignet sich gut für die 
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Programmierung von eigenen Spielen. Die Möglichkeiten sind 
praktisch unbegrenzt. 

Diese Routine kann man leicht in eine Sprite-Sprite Köllisions­
abfrage umändern, indem man im sogenannten Enable Register 
den Interrupt bei einer Sprite-Sprite Kollision freigibt. Dazu 
brauchen Sie nur in der Adresse SC020 in unserer Routine Bit 2 
zu setzen, dann wird nur ein Interrupt ausgelöst, wenn zwei 
Sprites miteinander kollidieren. 

Noch eine weitere Besonderheit des VIC ist der Rasterzeilen­
interrupt. Wenn ein Schreibzugriff auf das Register SD012 
(53266) und Bit 7 der Adresse SDO I 1  (53265) erfolgt, wird der 
Wert in ein internes Latchregister übertragen. Beim Lesezugriff 
wird in diesen Registern die momentane Zeile, in der sich 
gerade der Rasterstrahl befindet, angegeben. Kommt der 
Rasterstrahl in die angegebene Zeile, so wird im sogenannten 
Latchregister Bit 0 gesetzt. Ist zusätzlich noch im sogenannten 
Enableregister Bit 0 gesetzt, wird ein Interrupt ausgelöst. 

Durch diese Möglichkeit des Interrupts kann man zum Beispiel 
den Textbildschirm und den Grafikbildschirm kombinieren, 
indem man bei der angegebenen Bildschirmzeile den Grafik­
bildschirm mittels Interrupt aus- beziehungsweise einschaltet, so 
daß in der oberen Hälfte des Bildschirms der Grafik- und in der 
unteren Hälfte der Textbildschirm eingeschaltet ist. 

Um Ihnen diese Möglichkeit zu demonstrieren, haben wir ein 
Programm vorbereitet, das zwei verschiedene Bildschirmfarben 
gleichzeitig darstellen kann: 

COOO SEI Interr�t verhindern 

COOl lDA nlF System-

C003 STA $0314 ; interrupt 

C006 LOA neo auf C01F 

CODa STA S0315 ; stellen 

CODa LOA WS60 ; Rasterzei le oben 

CODD STA $0012 ; festlegen 

COlD lDA S0011 ; High-
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C013 AND #$7F bit 

C015 STA $0011 Löschen 

C018 LDA #$Fl Interrupt Enableregister 

COlA STA $OOlA auf Rasterzei teninterrupt steL ten 

C01D CLI Interr!.4lt wieder ermögl ichen 

C01E RTS Programmende 

Interruptroutine 

C01F LDA $0019 Interruptregister Laden 

C022 STA $0019 und Löschen 

C025 BMI $C02E Bit 7 gesetzt?, wenn ja, dann zu Rast�rz. 

C027 lOA $DCOO ansonsten CIA Interrupt verhindern 

C02A CLI Interrupt ermög l ichen 

C02B JMP $EA31 zur normaLen Interruptroutine 

C02E LOA $0012 Rasterstrahl 

C031 CMP #$70 schon unten? 

C033 BCS $C045 wenn ja, dann Farbe auf schwarz schaLten 

C035 LDA #$04 ansonsten 

C037 STA $0020 Farbe auf Purpur 

C03A STA $0021 schal ten 

C030 LDA #$70 Rasterstrahl auf ZeiLe 

C03F STA $0012 $70 stellen 

C042 JMP $EA81 und absch L i eBen 

C045 LDA #$00 Farbe 

C047 STA $0020 auf schwarz 

C04A STA $0021 schalten 

C040 LDA #$60 Rasterstrahl auf 

C04F STA $0012 Zeite $60 Legen 

C052 JMP $EA81 und abschL ießen 
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Die Farben können je nach Bedarf in den Adressen $C035 und 
$C045 geändert werden. Die Breite des Farbstreifens kann in 
den Adressen $C03 J ,  $C03D und $C04D geändert werden. 

Es ist vorteilhaft, wenn Sie mit dem Programm experimentieren, 
um so die Handhabung mit dem Rasterzeileninterrupt schneller 
zu erlernen. 
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3.12 Feinscrolling (Laurschrift) 

In den Bits 0 bis 2 in der Adresse $D016 (53270) ist es möglich, 
den Bildschirm punktweise nach rechts oder nach links zu ver­
schieben. Durch diesen Vorteil ist es möglich, den Zeichensatz 
so fließend wie ein Sprite über den Bildschirm scrollen zu las­
sen. Da ein Zeichen horizontal aus 8 Bits besteht, und man den 
Bildschirm 7 Bits nach links oder nach rechts verschieben kann, 
besteht die Möglichkeit, ein oder mehr Zeichen so fein zu 
scrollen. Das gleiche gilt auch für die Bits 0 bis 2 in der Adresse 
SDO I I  (53265), nur mit dem Unterschied, daß der Bildschirm 
hoch und runter geschoben werden kann. 

Dies geht folgendermaßen vor sich: Der Bildschirm wird um sie­
ben Bits nach rechts verschoben. Anschließend wird ein Zeichen 
gelöscht und eine Position weiter nach vorne gebracht, wobei 
der Bildschirm vorher wieder um 7 Bits zurückgesetzt wird. 
Dadurch wird ein vollkommenes Fließen des Textes erreicht. 

Um Ihnen das zu demonstrieren, haben wir ein Programm ent­
wickelt, das einen Text, den man frei angeben kann, von rechts 
nach links über den Bildschirm laufen läßt. Auch dieses Pro­
gramm kann mit dem abgedruckten Maschinensprachemonitor 
eingegeben werden: 

COOO SEI InternfPt verhindern 

C001 JSR SE544 Bi ldschirm löschen 

C004 LDA #$55 Stertadresse 

C006 STA SFB für den 

COOS LDA #$CO Text 

COOA STA SFC angeben 

COOC lDY #$00 Bedingung fOr 

COOE BEC $C039 unbedingten Sprung 

C010 LD" $0012 auf Rasterstrehl 

C013 BNE SC010 warten 

C015 LDX $1)016 Versch ieberegister laden 

C018· DEX und erniedrigen 

C019 CPX tsBF ; mit unterstem wert vergl eichen 
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t01B BNE SC03B 

C01D LDX #$00 

COH LOA SOSE1,X 

C022 STA S05EO , X  

C025 TNX 

C026 CPX 1$27 

C02a BNE SC01 F 

C02A LDA (SFB),Y 

C02C CMP ISFF 

C02E BEQ SC004 

C030 STA S0607 

C033 INC SFB 

C035 BNE SC039 

C037 INC SFC 

C039 LOX HC7 

C03B STX $()016 

C03E LDX 1$00 

C040 LDY 1$08 

C042 DEX 

C043 UltE SC042 

C045 OEl 

C046 BNE SC042 

C048 LO.&. #$00 

C04.&. ST.&. SOCOO 

C040 LO.&. SOC01 

C050 CMP #$FF 

C052 BEC SC010 

C054 RTS 

wenn nicht, dann zur Warteschleife 

ZähLer auf NuLL steLLen. 

Zei Le lIII ein 

Byte verschieben 

ZähLer erhöhen 

schon ganze Zei Le 

nein, dann weiter 

Zeichen hoLen 

überprüfe auf Endmarki erung 

wenn ja, dann von vorne beginnen 

gehoLtes Zeichen auf Bi Ldschi nm  bringen 

Zeiger auf nächstes Zeichen steLLen 

verzweige wenn kein OberLauf 

Hi gh-Byte des Zeigers erhöhen 

Verschieberegi ster 

zurücksetzen 

Ver· 

zö· 

ger-

"",' 
Sch L -
eife 

Warten auf 

Taste 

wenn nicht gedrückt 

dann wieder 

zum Anfang, ansonsten 

Progranmende 

Der Text für die Laufschrift. 

coss 2A 2A 2A 20 04 01 14 01 

COSD 20 02 05 03 OB 05 12 20 

C06S 2A 2A 2A 20 20 20 20 20 

C060 20 20 20 20 20 20 2A 20 

C07S 20 20 F F  00 00 00 00 00 
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Das Programm können Sie mit irgendeiner Taste unterbrechen. 
Den Text können Sie selbst ab der Adresse SC055 angeben, 
wobei zu beachten ist. daß der Text in Bildschirmeodes angege­
ben ist. 

Um den Programmablauf zu beschreiben, fangen wir bei der 
ersten Zeile unseres Programms an. 

Ein SEI ist deshalb nötig, weil der Interrupl, der von der CIA 
ausgelöst wird, ein Zucken der sefallenden Zeichen hervorrufen 
würde. Um das gleiche zu vermeiden, wird noch in den Zeilen 
SCOIO und $COI3 auf den R3sterslrahl gewartet, bis dieser sich 
wieder in der ersten Zeile befindet. Die Zeitschleife wird benö­
tigt, weil die Verschiebung sonst zu schnell erfolgen würde und 
das dazu führen würde, daß die Zeichen wiederrum zucken 
würden. 

Da die Taslalurabhage beim maskierten Interrupt nicht über Get 
erfolgen kann, muß diese direkt über den Port geschehen. 

Das Laufschriftprogramm kann in eigenen Programmen einge­
baut werden, um diese optisch schöner zu gestalten. 

3 .• 3 Screen-Scrolling 

Das Verschieben des Bildschirminhalts in eine bestimmte Rich­
tung nennt man SCROLLING. Der C64 kann normalerweise den 
Bildschirminhalt nur in eine Richtung verschieben. Dies ge­
schieht im BASIC-Modus, wenn der Cursor über den unteren 
Bildschirmrand bewegt wird oder der Cursor durch den PRrNT­
Befehl über den unteren Bildschirmrand gedruckt wird. 

Es ist manchmal aber auch notwendig, den Bildschirminhalt in 
eine andere Richtung zu verschieben, zum Beispiel den Hinter­
grund bei einem Spiel nach links oder rechts zu verschieben. 

Dazu sind aber eigene Serollroutinen notwendig, die den Bild­
schirminhalt sauber- und rucHrei über den Bildschirm laufen 
lassen. Um dieses feine und saubere Serolling zu erreichen, 
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müssen die Scrol1routinen sehr ausgetüftelt sein, weil es beim 
SeroUen sehr stark aur Zeit ankommt Schon ein Taktzyklus in 
der Routine kann zuviel sein, und der Rasterstrahl kommt beim 
Verschieben ins "Gehege". Das hat zur Folge, daß es zu einem 
-Mßlichen" Zucken des Bildschirms kommt. 

Der VIC kann die Serail routine unterstützen, da man die Mög­
lichkeit hat, den Bildschirminhalt innerhalb der 8 • 8-Matrix zu 
verschieben. Das geschiehl, indem man das Register in der 
Adresse SDOl6 (53270) verändert. 

Dabei sind für das Serollen nur die Bits 0 - 2 wichtig. Wenn 
man hier den Werl hoch- bzw. herunterzahlt, wird der Bild­
sChirminhalt nach rechts oder links verschoben. Da ein Zeichen 
aber nur 8 Pixel horizontal und vertikal hat, kann man den 
Bildschirminhalt maximal 7 Pixel in die jeweilige Richtung ver­
schieben. Anschließend muß man den Bildschirminhalt mittels 
einer eigenen Scrollroutine um 8 Pixel, also zeichenweise ver­
schieben. Da dieses Verschieben sehr schnell geschehen muß. 
kann die notwendige Geschwindigkeit nur durch ein Maschinen­
programm erreicht werden. 

Die Scrollroutinen funklionieren folgendermaßen: 

Der Bildschirminhalt wird erst mit Hilfe der Yerschieberegister 
in $0016 (53270) und SDO I I  (53265) pixelweise in die jeweilige 
Richtung verschoben. Dabei muß wieder auf den Rasterstrahl 
geachtet werden, der das Bild fünfzigmal in der Sekunde neu 
aufbaut. Das stellt auch kein Problem dar. Man wartet, bis der 
Rasterstrahl in einem unsichtbaren Bereich des Bildschirms ist 
und verschiebt dann ein Pixel in die erwünschte Richtung. 

Nachdem man den Bildschirminhalt aur diese Weise siebenmal 
verschoben hat, kommt das eigentliche Problem: Die gesamten 
Zeichen eine Zeile müssen verschoben werden, aber die Ver­
schiebung darf nicht Hinger als I/50 Sekunde dauern. 

Diese Geschwindigkeit erreicht nur eine ausgetüftelte Kopier­
routine. Aber auch hier muß vorher auf den Rasterstrahl ge­
wartet werden. 
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Die fertigen ScrolirOUlinen sind sowohl in Datazeilen als auch im 
SouTee-Code abgedruckt. Die Routinen liegen alle im Speicher 
ab SCOOO (49152), von wo sie auch gestartet werden. 

Man lädt einfach das fertige Maschinenprogramm in den 
Speicher oder starlet den BASIC-Laader mit RUN. 

Anschließend braucht man einfach nur das Maschinenprogramm 
mit SYS 49152 aufzurufen. und schon serollt der Bildschiminhatt 
in die vorher festgelegte Richtung. 

Hier sind also vier Scrollroutinen für die vier verschiedenen 
Serail-Richtungen abgedruckt: 

cooo SEI Interrupt sperren 

COOl lDX §107 Zähler setzen 

c003 LO", SOO11 Verschieberegister 

COO6 ORA §$O7 setzen 
C008 STA $DO" und speichern 

COOB lDY §S06 Pixel 

COOO JSR SCG6C verschieben 

COlD OEI( Zähler ve�indern 

CO" BNE seOCO weiter, wem 

verscl10ben 

C013 lOA IDOll '"' 
C016 BlP seo1) Rastetstrl'lhl 

C018 lDA $0011 watten 
C018 8MI SC1l18 ...... 
C01D lDA §S68 die 

C01F efllP $0012 Position 

C022 ß.IIE SeOl0 erni tteln 

C024 lDl �SZ3 Zählet IltdefI 

C026 lDA S03Ff,l Zeichen holen 

C029 STA Se076,l und speichern 

e02e OEl 

COlD 8NE SCOZ6 

nächstes Zeichen 

wenn fertig, dann 

weiter 
C02F lDA $0428,Y Zeichen holen 

t032 STA S0400,Y und speichern 

C035 INY nächstes Zeichen 



Die Grafik und ihre Programmierung 

C036 BNE $C02F fertig. dann weiter 

C038 LDA $0528, Y  Zeichen holen 

C03B STA $0500,Y und speichern 

C03E INY 

C03F BNE SC038 

C041 LDA $0628,Y 

nächstes Zei chen 

fertig, dann weiter 

Zeichen holen 

C044 STA $0600,Y und speichern 
C047 INY nächstes Zeichen 

C048 BNE $C041 fertig, dann weiter 

C04A lOY §S40 Zeiger setzen 

C04C LOA S06E8,Y Zeichen holen 

C04F STA S06cO,Y und speichern 

C052 IHY nächstes Zeichen 

C053 BHE se04C fertig, dann weiter 

C055 LDY §S27 Zeiger setzen 

c057 LDA $C077,Y Zeichen holen 

C05A STA S07CO,Y und speichern 

C050 DEY nächstes Zeichen 

C05E BPL se057 fertig, dann weiter 

C060 LDA $DOll Verschieberegister 

C063 ORA §$07 zurücksetzen 

C065 STA $DOll und speichern 

C068 NOP 

C069 JHP SCOOB zun Start 

Unterroutine für Pixelverschiebung 

C06C lDA $D012 auf 
C06F CHP §SFA Rasterstrahl 

C071 BNE SC06C warten 

C073 DEC $D011 verschieben 

C076 RTS Rücksprung 

COOO SEI Interrupt sperren 

C001 lDA §S10 Verschieberegister 

C003 STA S0011 setzen 

C006 LOX §$06 Zähler setzen 

C008 JSR $C061 Pixel verschieben 

COOB OEX Zähler erniedrigen 

COOC BNE $C008 fertig, dann weiter 
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CODE Ln ... SOOll Bl ldsc:h i rlll 

eOll "'ND §SEF aus' 
e013 S1 ... SOOII schalten 

C016 tOY §S27 Zeiger setleo 

C018 LDA S07CO,Y Zeichen holen 

e01B S1 ... SOI00,Y und speichern 

e01E OEY nächstes Zeichen 

COlf BPt le018 fertig, dann weiter 

C021 LD'" S06CO,Y Zaichen holen 

e024 S1 ... S06E8,Y und speichern 

e027 OEY nächstes Zeichen 

C028 UNE St021 fertig, d&nn weiter 

t02" DEY Zeiger setzen 

C028 lOA S05el,Y Zeichen holen 

t02E S1 ... SOSE9.Y und speichen 

C031 OfT nächstes Zeichen 

t032 BHE SC028 fertig, darY'l weiter_ 

C034 DEY Zeiger setzen 

C035 La ... S04C2.Y Zeichen hoLen 

C038 ST ... S04E .... Y und speichern 

C03B DEr nächstes Zeichen 

e03e BNE Se035 fertig. dann weiter 

eDle LOY §SC3 Zeiger setzen 

C040 ln ... S03ff.Y Zeichen holen 

e043 sr ... S0427.r und speichern 

e046 DEY nächstes Zeichen 

C047 SHE SC040 fertig, dann weiter 

C049 LOY §S27 Zeiger setzen 

C048 lO" S0100,Y Zeichen holen 

C04E sr" S04OO,Y und speichern 

C051 DEr nächstes Zeichen 

C052 BPl SC04S fert ig, dam weiter 

C054 LO" s.o011 Bild-

e057 "'HO §SF8 sch I rm 

e059 Oll ... §S10 wieder 

tOSS ST" 10011 elnscllel ten 

tOSE ,,"P KOOO 11M Stert 
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Unterroutine zur Pixelverschiebung 

C061 LO" SOO12 .u, 
C064 CHP §Sfl RIIsterstrahl 

C066 IME SC061 warten 

t068 IMC SOO" verschieben 

C068 RTS ROcksprung 

COOO LD'" $0016 Versch i eberet i ster 

C003 AND §SF8 setzen 

COO5 STA SOO16 tn:l speichern 

COOS SEI Interrl/pt sperren 

C009 LOX §SD6 Anzahlverschiebung 

COOB JSR StD60 Punktverschiebung 

tOOE OEX Zähler erniedri gen 

COOF BltE "008 wenn 11M l verschoben, 

dam weiter 

COll LDA SOOll Auf 
C014 BPL seO l l  Rasterstrehl 

C016 LD'" SOO11 wrten 

C019 8MI SC016 """ 
C018 LDA §S49 Position 

COlD CMP $0012 ermitteln 

C020 BNE 'COld 01:, dann weiter 

C022 LOK §'FF Adressen 

C024 STK 'FB fOr 

0026 IMK lCopi errout i ne  

COll STX SfO festlegen 

0029 LO" isO) ..... 
C028 STX SFC wIeder 

C020 INX speichern 

C02E STK SFE Carryfla9 

C030 CLC löschen 

C031 LDK U19 Zähler 

C033 LDY §s27 festlegen 

C035 LD'" (SFO), Y Zeichen holen 

0037 PM" ""' speichern 

C038 LO'" (SfB).Y Zeichen holen 

C03A STA (SfO),Y tn:l speichem 
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C03C OEY nächstes zeichen 
COlD BNE SC038 weiter, wenn fertig 
Ca3F PLA zeichen holen 
C040 Sl" (SFO), Y lI'd speichern 
C042 LO" SFB Zeiger 
CGl,4 ADC §S28 ", 
C046 Sl" sn -
C048 LD" Sfe B I l  dsch I rm· 
CG4A ADe §SOO koordinaten 
C04C STA Sfe bcredlnen 
C04E LDA Sfa ,od 
C050 Alle f,28 �Ieder 
C052 sr.-, Ifa "'" 
C054 LD" SFE fest-
COS6 ADe !soe "g<n 

C058 STA SFE Zähler 
C05A DEX vermindern 
COSS BWE seOl3 wem alles versdtOOen 

dam weiter 
t050 JMP scOOO ZUl! Stert 

Unterprogramm fnr Pixelverschiebung 

c060 LD" UF8 

C062 CMP $0012 

t065 BNE SC062 

C067 INt $0016 

C06A RTS 

cooo LD" $0016 

COOl ORA. §S07 

COO5 STA $0016 

cooa SEI 

tOO9 lOX §$06 

COO8 JSR $C068 

COOE DEX 

COOF aNE $COOl 

"" 
RlIsterstr.hl 
warten 
Pixel verschieben 
Rüd:sprung 

Verschiebe Reg. 
laden lTd setzen 
l.X'od Speichern 

Interrupt Sperren 
1Nl verschieben 
ver5chieben 
Zähler vermindern 

\IeM 7 ml verschoben, 
denn weiter 
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COll LO'" stlOll 

C014 BPL SC011 

C016 LDA S0011 

C019 BMI SC016 
C01B LDA §S3C 
C010 CMP 10012 
0020 BNE �1D 
tOll LDX §S27 
C024 srx SFB 
[026 IN)( 
C027 srx "0 
C029 LOX §S03 

C02B srx SFC 
C020 srx SFE 
C02F CLC 

C030 LOX U19 
COl2 LOT §S09 

CO� lD ... <SfB), Y 

talb PHA 

M 
RISterstrahl 
warten 
"od 
Position 
ennitteln 
falls geflrlden. dem weiter 
\lerte 
für 

die 
lopieroutine 
festlegen 
""" 
speichern 

Cerry löschen 
Zeiller 
holen 

Zeichen holen 

zwischenspeichem 

t037 LD'" (SFO > , Y  Zeichen von alter 
C039 sr ... (SFB>,Y Stelle holen und in 

neuer speichern 
C03B IHY 
C03t BNE seal7 

ca3E DEl 
con PL'" 

nächstes Zeichen 
Wenn alles verschoben 
, dann weiter 

Zähler erniedrigen 
Alten Zähler holen 

C040 sr.-. (SfD).Y und speichern 

[042 LD" SF8 

e044 Me U28 
e046 sr.-. SF8 
C048 LOA SFC 

COltA ADC §SOO 
C04C STA SFC 
C04e LDA SFD 
coso ADC §S28 
C052 STA SFD 

Cffi4 LDA SFE 
C056 ADe §SOQ 

e058 STA SFE 

�� 
Bi Id-
koordinaten 
berech-
"'" 
""" 
wieder 
"� 
setzen 
filr 
wehere 

ZeilenverschiebunQ 
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cos. OEX 

t058 BNE SC032 

t050 LOA SD016 

C060 ORA §S07 

C062 STA $1)016 

C065 JMP $COOO 

Zähler erniedrigen 

Wenn alles verschoben 

dann weiter 

Versch ieberegister 

laden 

und neu 

setzen 

zu:n Start 

Unterroutine für Pixelverschiebung 

C068 lDA §SfB 

C06A CMP $0012 

C06[) BNE $C068 

C06F OEC $0016 

C072 RTS 

Auf 

Rasterstrahl 

warten 

Pixel verschieben 

Rücksprung 

100 fori:1 tOl S9step1 5 :  for j "Oto14 : readaS:b$=ri ght$(aS, 1 )  

105 a=asc{a$)-48:i fa>9thena=a-7 

110 b=asc(b$)-48: i fb>9thenb=b-7 
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120 aza*16+b:c=(c+a)and255:poke49151+i+j,a:next: reada:i fc=athene: 

O:next:end 

130 print"fehler in zeile:"ipeek(63)+peek(64)*256:stop 

300 data 78,a2,07,ad,11 ,dO,09,07,8d.l1 ,dO,a2,06,20,6c, 97 

301 data cO,ca,dO,fa,ad,11 ,dO,10, fb,ad,11,dO,30,fb,a9, 79 

302 data 6b,cd,12,dO,dO,f9,aO,28,b9.ff,Q3,99,76,cO,88, 189 

303 data dO,f7,b9,28,04,99, OO,04,c8.dO,f7,b9,28,05,99, 87 

304 data 00,05,c8,dO,f7,b9,28,06,99.00,06,c8,dO,f7,aO, 73 

305 data 40,b9,e8,06,99,cO,06,c8,dO.f7,aO,27,b9,77,cO, 140 

306 data 99,cO,07,88, 10, f7,ad, 1 1 ,dO.09,07,Bd, 1 1 ,dO,ea, 229 

307 data 4c,Ob,cO,ad, 12,dO,c9,fa,dO.f9,ce , 1 1 ,dO,60,00, 65 

308 data 00,00,00,00,00,00,00,00,00,00,00,00,00,00,00, ° 
309 data 00,00,00,00,00,00,00,00,00,00,00,00,00,00,00, 0 

310 data 00,00,00,00,00,00,00,00,00,00,00,00,00,00,00, 0 
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IIIIJ for; =1 tol 08step15: for j:Oto14: readaS:bS=ri ghtS(I!S, 1 )  

10'> a=lIsc(aS) -48: i fa>9thena=a-7 

' 1 0  b=lIsc(bS) -48: i fb>9theri:Fb-7 

1/0 1I=1I*16+b: c=(c+a)and255:poke49151+i+ j, a:next: reeda : ifc=athenc: 

I) <""xt:end 

, ,n print"fehler in zei Le:"; peek(63)+peek(64)*256:stop 

<lllte 78,09, 10,&:l, " ,dO,a2,06,20,61 ,cO,ca,dO,fa,lId, 201 

,lata 1 1  ,dO, 29, ef ,&:l, 1 1  ,dO, 00, 27, b9 ,cO,07, 99,00,01, 72 

,1;lta BB,10,f7,b9,cO,06,99,e8,06,BB,dO,f7,BB,b9, c 1 ,  230 

,Iilta 05,99, e9, 05 ,BB,dO, f7 ,BB, b9, c2, 04,99, ea, 04 ,BB, 241 

1.1 ta dO, f7, aO, c3, b9, ff, 03,99, 27, 04 ,M,dO, f7, 00, 27, 191 

1.1ta b9, 00,01 ,99,00,04,88,10, f7, ad, 1 1  ,dO, 29, f8, 09, 158 

],lta 10, Bd, 11 ,dO,4c, 00, cO, 00, 1 2,dO, c9, fb,dO, f9, ee, 148 

latll 1 1  ,dO,60, 00, 00, 00,00,00,00,00,00,00,00,00,00, 65 

lori=lto107step15: forj�Oto14: readaS : bS=rightS(aS, 1 )  

. ,  =asc(a$) -48: i fa>9thena:a-7 

1 )casc(bS) -48: i fb>9thenb:b-7 

., -a*16+b: c"'(c+a)and255 : poke491 51+;+ j ,  a :next : relldll : i fC=lIthehC= 

<t : end 

I w i nt"fehler in zei le:"; peek(63)+peek:(64)*256:stop 

IJta ad, 16,dO,29,f8,Bd, 16,d0,78, a2,06,20,60,cO,cII, 81 

1,1ta dO, fa, ad, 1 1  ,dO, 10, fb, ad, 1 1 ,dO ,30, fb, a9 ,49, cd, 

Intll 12,dO,dO,fb,e2, ff,86,fb,e8,86,fd,a2,03,86,fc, 

1,1111 eS, 86, fe, 18, a2, 19, aO, 27, b1, fd,48, b1,  fb, 91, fd, 

1,1ta BB,dO,f9,68,91 , fd,a5,fb,69,28,85,fb,a5, fc,69, 

1,1ta 00,85,fc,a5,fd,69,28,85,fd,aS,fe,69,00,85,fe, 

la ta ca, dO ,d6,4c, 00, cO, a9, fb, cd, 1 2,dO ,dO, fb, ee, 16, 

101 ta dO,60 , 1 2,dO,dO,f9,ce,16,dO,60,OO,OO,OO,OO,00, 

tori=1to11Sstep1 S : forj=Oto14: readaS:bS:rightS(aS, 1 )  

:,�asc(a$)-48: i fa>9thena=a-7 
, 1 1 1  b=asc(bS)-48; ifb>9thenb=b-7 

219 

97 

54 

2 

197 

158 

239 

'.'" '1=a*16+b:c=(c+a)and255 :poke49151+ i+ j ,  a :next : reada: i fc=athenc;; 

xt:end 

1 ,r i nt"feh ler in zei le:"; peek(63)+peek(64)"256: stop 

In ta ad, 16,dO,09,07,Bd, '6,dO, 78, a2,06,20,68, cO,ca, n 

la ta dO, fa,ad, 1 l ,dO, 10, fb, ad, 1 1,dO,30, fb,a9,3c,cd, 206 

155 
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302 date 12,dO,dO, fb,a2,27,86,fb,e8,86,fd,1I2,03,86,fc, 137 

303 data 86,fe,18,1I2, 19,aO,d9,bl ,fb,48,bl ,fd,91,fb,c8, 198 

304 date dO,f9,88,68,9',fd,a5,fb,69,28,85,fb,1I5, fc,69, 2 

305 deta OO,85,fc,85, fd,69,28,85,fd,85, fe,69,OO,85,fe, 197 

306 data ca,dO,d5,ad,16,dO,09,07,Bd, 16,dO,4c,OO,cO,a9, S8 

307 datB fb,cd,12,dO,dO,f9,ce,16,dO,60,OO,OO,OO,OO,OO, 135 
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Noch ein kleiner Hinweis zu der Scrollroutine, die nach unten 
serollt. Hier kam es zu zeitlichen Problemen, da hier der Bild­
schirminhalt von unten nach oben geändert werden muß. Es ist 
also nicht mehr möglich, die Bildänderung so zu steuern, daß 
diese nicht vom Rasterstrahl überholt wird. Deshalb wird hier 
der Bildschirm beim Kopieren kurzzeitig ausgeschaltet. Dadurch 
ist zwar kein Rucken mehr vorhanden, aber dafür blinkt der 
Hintergrung bei jeder Verschiebung kurz auf. Das Blinken stört 
am wenigsten, wenn die Rahmenfarbe identisch mit der Hinter­
grundfarbe ist. 

3.14 Registerbeschreibung des VIC 

Der VIC verfügt über 47 Register, die im folgenden beschrieben 
werden: 

REG 0 

Bit 9 

REG 1 

Sprite-Register 0 X-Koordinate 
Hier sind 8 Bits der Bildschirmkoordinate X 
enthalten, auf der das Sprite dargestellt wird. 
befindet sich in REG 16. 

Sprite-Register 0 Y-Koordinate 
Wie oben, jedoch für die Y-Richtung. Dieses 
Register hat im Gegensatz zu REG 0 keinen 
Übertrag. 

Die Register 2 bis 15 folgen alle dem oben beschriebenen Auf­
bau. Registerpaar 2/3 ist für Sprite I ,  Registerpaar 4/5 für 
Sprite 2 zuständig und so weiter. 
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REG 16  

REG 17 

REG 18  

REG 19  

REG 20 

REG 21 

REG 22 

REG 23 

MSB der X-Koordinaten 
Hier befinden sich die Überläufe aus dem Sprite­
X-Register, und zwar Bit 0 für Sprite 0, Bit I für 
Sprite 1 und so weiter. 

Steuerregister 1 
Bit 0 bis 2 Offset der Darstellung vom oberen 
Bildrand in Rasterzeilen. 
Bit 3 0=24 Zeilen, 1=25 Zeilen 
Bit 4 O=Bildschirm aus 
Bit 5 I=Standart Bitmap Mode 
Bit 6 l=Extended Background Color Mode 
Bit 7 Übertrag aus REG 18  

Hier wird die Nummer der Rasterzeile angegeben, 
bei deren Strahldurchlauf ein IRQ ausgelöst werden 
kann. Übertrag dieses Registers in REG 17.  

X- Anteil der Bildschirmposition, an der sich der 
Strahl gerade befand, als ein Strobe ausgelöst 
wurde. 

Wie oben, jedoch Y - Anteil. 

Sprite Enable 
Jedem Sprite ist ein Bit zugeordnet. I-Sprite an, 
O=Sprite aus. 

Steuerregister 2 
Bit 0-2 Offset der Darstellung vom linken Rand in 
Rasterpunkten. 
Bit 3 0=38, 1=40 Zeichen. 
Bit 4 l=Multicolor Mode. 

Sprite Expand X 
Jedem Sprite ist ein Bit zugeordnet. I=Sprite wird 
doppelt so Breit. 
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REG 24 

REG 25 

REG 26 

REG 27 

REG 28 

REG 29 

REG 30 

REG 3 1  

64 Intern 

Basisadresse von Zeichengenerator und Yideo­
RAM. 
Bit 1<3 Adressbits 1 1 - 1 3  für die Zeichen basis, 
Bit 4·7 Adressbits 10-13  für die Basis der Video­
RAM 

IRR lnterrupt Request Register 
Bit 0 Auslöser ist REG 1 8  
Bit 1 Auslöser ist REG 3 1  
Bit 2 Auslöser ist REG 30 
Bit 3 Auslöser ist LP 
Bit '" -I wenn mindestens eins der anderen Bits ,.,) 
ist. 

IMR Interrupt Mask Register 
Belegung wie oben. Bei 
mindestens eines Bits aus IRR 
Pin TRQ-O 

Übereinstimmung 
und IMR wird der 

Jedem Sprite ist ein Bit zugeordnet. 1-
Hintergrundzeichen hat vor dem Sprite Priorlt1t. 

Jedem Sprite ist ein Bit zugeordnet. l a  
Spritemulticolor Mode. 

Sprite Expand Y 
Jedem Sprite ist ein Bit zugeordnet. 1- Sprite wird 
doppelt so hoch. 

Sprite- Sprite Kollision 
Jedem Sprite ist ein Bit zugeordnet. Berührt ein 
-Sprite ein anderes. si werden die entsprechenden 
Bits..-! .  Gleichzeitig wird IRR Bit 2 -I . Nach dem 
Ereignis muß dieses Register gelöscht werden. da 
sich die Bits nicht se1bstständig zurücksetzen. 

Sprite- Background Kollision. 
Wie oben, jedoch tritt das Ereignis ein. wenn ein 
Sprite Berührung mit einem Hintergrundzeichen 
hat. 
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REG 32 Exterior Color (Rahmenfarbe) 

REG 33-36 Backgroundcolor 0-3 (Hintergrundfarben) 

REG 37-38 Sprite Multicolor 0-1 

REG 39-46 Color Sprite 0- Sprite 7 

3.15 Pinbeschreibung des VIC 6567 

1-7 
8 

9 
10 

I I  
12  
1 3  
1 4  
1 5  
16  
17  
1 8  
19 
20 
21 
22 
23 
24-29 

30-31 
32-34 
35-38 
39 
40 

D6-DO 
-IRQ 

-LP 
-CS 

R/-W 
BA 
YDD 
COLOR 
SYNC 
AEC 
OOUT 
-RAS 
-CAS 
GND 
Ocolor 
OIN 
ALL 
AO/A8 
A5/A13 
A6-A7 
A8-AIO 
Dl I-8 
D7 
YCC 

Prozessordatenbus 
o wenn ein Bit des IMR und des IRR 
übereinstimmen 
Eingang, Lightpenstrobe 
Prozessorbusaktionen finden nur bei 
CS=O statt. 
;O""Übername der Daten vom Bus. 
o wenn Daten bei einem Lesezugriff 
+12Y 
Farbinformationen Ausgang 
Zeilen und Bildsynchonisationsimpulse 
O""YIC benutzt Systembus, I-Bus frei 
Ausgang Systemtakt 
dyn. RAM Seuersignal 
wie oben 

Eingang Farbfrequenz 
Eingang Dotfrequenz 
Prozessoradressbus 

gemultiplexter (Video-) RAM-Adressbus 
(Video-) RAM-Adressbus 
Prozessoradressbus 
Daten aus Farb-RAM 
Prozessordatenbus 
+5Y 



160 64 Intern 

D B ß  

D B 5  

O B4 

D B 3  

D B 2  

D B l  

O B O  

TIfl} 
1:1' 
es 

R /W 

OA 

V D O  

COLOR 

S Y N C  

A E C  

� 
CAS 

G N O  

Abb. 3.14: Der 6567 
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1 B 
2 0  
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3 9  O B 7  

3 8  D B S  

3 7  D 0 9  

3 8  0 0 1 0 

3 5  D O l l 

3 4  A l 0  
3 3  A B  

3 2  A8 
MOS 6567 3 1  A 7  

3 0  Aß 

2 9  A5/A13 
2 8  A4/A12 

2 7  A3/All 

2 8  A2/Al0 
2 5  Al/AB 

2 4  AG/A8 
2 3  ALL 

2 2  $ ' N  

2 1  C L  
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4. Der Soundcontroller 

Der C64 verfügt über einen hochwertigen Soundbaustein, der 
SID (Sound Interface Device) genannt wird. Mit ihm lassen sich 
nahezu jegliche Geräusche darstellen, mit denen Sie beispiels­
weise Ihre Programme untermalen können. Hier nun eine kurze 
Beschreibung seiner Fähigkeiten: 

Die Basisadresse des SID ist bei $0400 (54272). Er verfügt über 
3 getrennte Tongeneratoren mit einem Frequenzbereich von 0 
bis ca. 4 kHz. Die Wellenform sowie auch die Hüllkurve jedes 
Tongenerators können getrennt gewählt werden. Bei der Wel­
lenform hat man die Wahl zwischen Dreieck, Sägezahn, 
Rechteck und Rauschen. Für jeden Generator stehen sieben 
Register zur Verfügung, die bei jedem Tongenerator die gleiche 
Bedeutung haben. All diese Register, bis auf die des Tongene­
rators 3, der eine Sonderstellung einnimmt, sind "write only". 
Zusätzlich steht noch ein Filter zur Verfügung, mit dem es 
möglich ist, sowohl die Tongeneratoren als auch eine externe 
Signalquelle zu verändern. Mit dem dritten Tongenerator ist es 
unter anderem auch möglich, Zufallszahlen zu erzeugen. 

Bevor Sie sich die folgende Beschreibung des SID durchlesen, 
und Sie zu denjenigen gehören, die sich mit dem Hexadezimal­
system noch nicht ganz auskennen, ist zu empfehlen, das erste 
Kapitel dieses Buches vorher durchz.ulesen. 

4.1 Die Frequenz 

Jeder der 3 Tongeneratoren verfügt über sieben Register. Die 
ersten beiden geben die Frequenz des Tons an. Sie wird als 16-
Bit-Zahl gespeichert. Wenn man die Frequenz, die in Herz ange­
geben ist, ins Hexadezimalsystem umrechnet und in die beiden 
Register schreibt, wird man leider nicht den gewünschten Ton 
zu hören bekommen. Zuvor muß sie in eine an den Computer 
angepaßte Zahl umgerechnet werden. Diese Zahl hängt von der 
Taktfrequenz des Computers ab, die bei dem amerikanischen 
Model höher ist als bei dem hiesigen. 
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Die Taktfrequenz läßt sich errechnen, indem man die Anzahl 
der Schwingungen des Quarzes duch 18 bez. 14 teilt. 

Europäische Version: 
Amerikanische Version: 

17734472 Hz 1 18 - 985.2484 kHz 
14318180 Hz 1 1 4  _ 1022.7271 kHz 

Der vorerwähnte 16-Bit-Wert setzt sich wie folgt zusammen: 

WERT - FREQUENZ ° 2 '24 1 TAKTFREQUENZ 

Beide Frequenzangaben müssen in Herz erfolgen. Der so errech­
nete Wert muß jetzt lediglich in LOW- und HIGH-Byte aufge­
spalten weden: 

HI = INT (WERT 1256) 
LO = WERT - 256°HI 

Durch Änderung des Wertes um eins, erreicht man eine 
TonfrcQuenzl\nderung von ca. 0.06 Hz. 

Doch wie kann man anhand der Tonfrequenz den entsprechen­
den Ton der Tonleiter erhalten? Dafür gibt es zwei Möglichkei­
ten: I .  Nachschlagen in der Tabelle am Ende des Kapitels oder 
2. Errechnen mil einer gleich gezeigten Formel. Das Errechnen 
der entsprechenden Note hat besonderen Vorteil beim Spielen 
von Tonleitern. da nicht jeder Ton gespeichert werden muß, 
sondern errechnet werden kann. 

Die Frequenz des gewünschten Tons läßt sich wie folgt berech­
nen: 

FREQUENZ - 2'(NR/12)016.35 

NR ist die Nummer der entsprechenden Note, und 16.35 ist der 
Ton mit der niedrigsten Frequenz der in der Tabelle aufgeführ­
ten Noten. Dieser Wert kann durch einen beliebigen Frequenz­
wert aus der Tabelle ersetzt werden. Durch Veränderung von 
NR um eins, verlindert sich die Frequenz in Halbtonschriueo. 
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Man kann zwischen den vier verschiedenen Wellenformen Drei­
eck, Sägezahn, Rechteck und Rauschen wählen. Dafür sind die 
obersten 4 Bits des ffinften Registers jedes Tongenerators 
zuständig. Es ist nicht möglich, mehrere Wellenformen zu 
mischen. Auf die anderen Funktionen dieses Registers werden 
wir später noch eingehen. 

Durch Setzen eines der Bits wird die entsprechende Wellenform 
ausgewält. 

Bit 4: Dreieckwelle 
Bit 5: Sägezahnwelle 
Bit 6: Rechteckwelle 
Bit 7: Rauschen 

Wird die Rechteckwelle gewtihh, so ist es zus!\tzlich möglich, die 
Puls breite zu variieren. Zur Festlegung der Pulsbreite dienen die 
Register zwei und drei des jeweiligen Tongenerators. Von dem 
sich aus den zwei Registern ergebenden 16-Bil-Wert werden 
jedoch nur die untersten 1 2  Bits genutzt. Hieraus ergibt sich, 
daß der höchste Wert, der auf die Puls breite Einfluß hat, $OFFF 
(4095) ist Extrem kleine oder extrem große Werte erzeugen kei­
nen Ton. Wenn man in diese Register den Wert 2047, der der 
Hälfte des Maximums entspricht, SChreibt, erhält man eine voll­
kommen regelmäßige Rechteckschwingung. 

Die Dreieckwelle entspricht in etwa einer Sinusschwingung und 
eignet sich zum Imitieren sämtlicher Zupfinstrumente. 
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, 
SAGEZA H N  

D R EI EC K  

R E C H T E C K  

--ll 1 1 1 1 1  L-

Abb. 1.2.1: Wellenformen 
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4.3 Hüllkurve 

165 

Mit Hüllkurve ist nichts anderes als der Lautstärkeverlauf des zu 
erklingenden Tones gemeint. Durch ihre Veränderung ist es 
möglich, den Ton noch weiter zu beeinflussen. Der Lautstärke­
verlauf ist in vier verschiedene Abschnitte unterteilt. Wir unter­
scheiden zwischen: 

ATTACK 

Das Spielen eines Tones beginnt mit der Attack-Phase. Es ist 
jedoch nötig, dem SID mitzuteilen. wann er beginnen soll, den 
Ton zu spielen. Hierfür existiert Bit 0 des Registers 3 des jewei­
ligen Tongenerators. Sobald das sogenannte KEY-Bit gesetzt 
wird, fängt der Ton an zu spielen und beginnt mit der Attack­
Phase. In dieser Phase steigt die Lautstärke von Null auf die im 
LOW-Nibbel des Registers 24 angegebene Gesamtlautstärke. Die 
Zeit. in der dies geschieht, wird im HlGH-Nibbel des Registers 
5 der jeweiligen Stimme angegeben. Die Zeit kann zwischen 
0.002 sec und 8 sec liegen. Hohe Werte ergeben eine lange 
Attack-Phase. Die Attack-Phase wird immer eingeleitet. auch 
wenn der Ton noch nicht am Ende der weiter unten bespro­
chenden Release-Phase war. 

DECAY 

Nach Abschluß der Attack-Phase kommt die Decay-Phase. In 
ihr ändert sich die Lautstärke von der eben erreichten bis auf 
die im I1IGH-Nibbel der Registers 6 eingestellte. Die dafür 
benötigte Zeit wird im LOW-Nibbel des Registers 5 angegeben. 
Sie ist einstellbar zwischen 0.006 sec und 24 sec. 

SUST AfN-Spal1l1e 

Nachdem die neue Lautstärke erreicht wurde, bleibt sie kon­
stant. Ohne unser Zutun würde der Ton ewig mit der gleichen 
Lautstärke spielen. Es wird erst die nächste Phase erreicht, 
sobald das KEY-Bit, das wir zu Beginn der Attack-Phase gesetzt 
hatten, wieder gelöscht wird. Die Länge der Sustain-Spanne ist 
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nämlich in keinem Register einstellbar. Sie muß durch Ablaufen 
einer Zeitschleife festgelegt werden. Sobald das KEY-Dit 
gelöscht wird, wird umgehend die Release-Phase erreicht, selbst 
dann. wenn der Ton sich erst in der Attack-Phase befand. 

RELEASE 

In dieser Phase fällt die Lautst!irke von der bei Decay angegebe­
nen auf Null zurück. Die dafür benötigte Zeit wird im LOW· 
Nibbel des Registers 6 angegeben. Sie ist wie bei Decay zwi­
schen 0.006 sec und 24 sec wählbar. 

ATTACK 

ANl'<llNGPHASE 

DECAY 

1 "NDER­
U NG 

SUSTAIN 

�AL TEPHASE 

" 

2 .  LAUTSTARKE - !  
EINSTELLUNG 

lAUTSTAAKEVEAlAUF 

RELEASE 

ABKLINGPHA.SE 

Nachfolgend eine Tabelle, die Ihnen das Wählen der gewünsch­
ten Zeiten ermöglicht: 
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W E R T ATTACK 

.0. .  . .  0 0  

. .  . 1 . .  .0 1 

2. 
3 
4 

. .  � . . 

6. 
7 

. .  8 . .  
9 

1 0  I 
iH 
1 3 
1 4  

0 2. 
0 3  . .  _ . . . . .  

. .  H 
0 5  

0 6 

. . . 0 7. . 
0 8  
0 9  

O A  

O B  

o e  

0 0  

Abb. 4.3.2: Zeittabelle 
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Bevor wir uns anband elßJger Beispiele mit den Grundkennt­
nissen der Tonprogrammierug vertraut machen, ist noch einiges, 
was unbedingt beachtet werden sollte, zu erklären. 

Als erstes müssen Sie eine Grundlautstärke, die für alle drei 
Stimmen gilt, wählen. Sie liegt im Bereich von 00 (nicht hörbar) 
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bis 1 5  (recht laut). Dieser Wert muß in den LOW-Nibbel des 
Registers 24 geschrieben werden. Daraufhin legen Sie alle wei­
teren Parameter wie Frequenz, Hüllkurve und Wellenform fest. 
Nachdem dies geschehen ist, müssen Sie dem SID mitteilen, daß 
er den eben gewählten Ton zu spielen beginnen soll. Dies errei­
chen Sie, indem sie Bit 0 des Registers 4 setzen (KEY-Bit). 
Dadurch schaltet der SID die Attack-Phase (Anklingphase) ein, 
und es erklingt ein Ton, der nach der in Register 5 angegebenen 
Zeit die in Register 24 angegebene Gesamtlautstärke erreicht. Da 
dieses Bit im sei ben Register zu finden ist, das auch für die 
Wellenform zuständig ist, wird beides - am Ende der Parame­
tereinstellung - zugleich erledigt. 

Doch wollen wir uns jetzt von der unerträglich geräuschlosen 
Theorie entfernen und in die Praxis übergehen. 

10 SID=54272 
20 POKE SIO+24 , 1 5  
3 0  POKE SIO+5,194 
40 POKE SIO+6,90 
50 POKE SID, 18O 
60 POKE SIO+1,8 
70 POKE SI0+4,33 
80 FOR N=1 TO 1400:NEXT:POKE SI0+4,32 

Dieses kleine BASIC-Programm wird Sie bestimmt nicht vom 
Hocker reißen, aber es ist schon ein Anfang, der für die weite­
ren Erprobungen vollkommen ausreicht. Als erstes wird der 
Variablen SID die Basisadresse des SIO zugewiesen. Daraufhin 
wird die gesamte Lautstärke auf den Wert 15,  das heißt auf das 
Maximum, eingestellt. Als nächstes werden die Zeiten für die 
Attack- und für die darauffolgende Decay-Phase des Tons fest­
gelegt. Der Wert 194 ( % 1 1 000010 ) spaltet sich demnach wie 
folgt auf: Das LOW-Nibbel erhält den Wert 2 und das HIGH­
Nibbel den Wert 12, was bedeutet, daß das Anklingen des Tons 
langsam und die darauffolgende Änderung sehr abrupt geschieht. 
Als nächstes kommt Zeile 40, in der die neu zu erreichende 
Lautstärke auf 5 und die Release-Zeit auf IO gestellt wird. In 
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Zeile 50 und 60 wird die Frequenz des Tones festgelegt. Diese 
Werte entsprechen, wie aus der Tabelle ersichtlich, dem 36. Ton 
und somit dem C-3. 

Danach wird die Sägezahnwelle eingestellt und KEY-Bit (Bit 0 
des Registers 4) geselzt, damit der SIO anfängt, den Ton zu 
spielen. Die Warteschleife dient zur Überbrückung der Zeit, die 
der Ton aufgrund der angegebenen Parameter braucht, um die 
Gesamt1.autstärke zu erreichen und daraufhin auf die Lautstärke, 
die in Register 6 angegeben ist, abzufallen. 

Zum guten Schluß wird das KEY -Bit wieder gelöscht um in die 
Release-Phase einzutreten. Es muß darauf geachtet werden, daß 
die Angabe der Wellenform bei diesem Vorgang nicht gelöscht 
wird, da dies sonst einen abrupten Abbruch des Tons zu Folge 
hätte. 

Um diese Vorgänge nachvollziehen zu können, sollten Sie immer 
mit der Registertabelle arbeiten. 

Wer einen Ton mit einem der beiden anderen Tongeneratoren 
erzeugen will, muß lediglich die Basisadresse um sieben erhöhen. 

Das folgende Programm spielt eine Tonleiter in Halbtonschritten. 
Die entsprechenden FreQuenzen werden, wie bereits erläutert, 
errechnet. Zur Demonstration wird hierzu der Tongenerator 3 
vel"wendet. 

100 5ID�54272:B=SID+2*7 

115 0-2·2�fC'7734472/18) 

120 POKE Bt5.8:POKE B+6.215:PO«E 510+24,15 

130 fOR 1-12 TO 94 :N=IMT<Z·(1/12)*16.35*0+ .5l 

140 1I-INT(N/256) : POKE B,N'256*H:POKE 8+1,11 

150 POKE B+4,17:FOR W,,1 TO 200:NEXT:POKE B�4,16:NEXT 

Als erstes wird die Basisadresse auf die Anfangsadresse des Ton­
generators 3 gestellt. Daraufhin wird der Faktor. mit dem die 
errechnete FreQuenz multipliziert werden soll, ermittelt. In Zeile 
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] 20 werden Hüllkurve und Gesamtlautstärke festgelegt. Dann 
werden die für die jeweilige Tonnummer entsprechende Fre­
Quenz und gleichzeitig auch der Wert, der vom SID verarbeitet 
wird, errechnet. In Zeile 140 wird dieser Wert in LOW- und 
HIGH-Byte zerlegt und in die entsprechenden Register geschrie­
ben. Als letztes wird die Wellenform festgelegt und gleichzeitig 
das KEY-Bit gesetzt, eine Warteschleife durchlaufen und das 
Abklingen des Tons veranlaßt. Alsdann wird der nächste Ton 
gespielt. 

An dieser Stelle wollen wir noch auf zwei Möglichkeiten der 
Tonbeeinrlussung hinweisen. die im Zusammenhang mit Register 
4 des jeweiligen Tongeneralon stehen. Es sind Bit I und Bit 2. 

Bit J: 

Durch Setzen dieses Bits synchronisieren Sie die GrundfreQuen­
zen zweier Tongeneratoren. Der Tongenerator, nach dem syn­
chronisiert wird. muß, um ein Ergebnis zu erzielen, auf eine 
von 0 verschiedene Frequenz gesetzt werden. Alle anderen Re­
gister dieses Tongenerators haben keine Funktion mehr. 

Bit 2: 

Dieses Bit hat nur eine Bedeutung, falls die Dreieckwelle 
gewählt wurde. Ist dies der Fan, so wird das Tonsignals durch 
Ringmodulation (Summe und Differenz der beiden Grundstim­
men), d.h. durch ein kombiniertes Signal der beiden entspre­
chenden Tongeneratoren ersetzt. Es sind wiederum nur die 
Register für die Frequenz beim zweiten Tongenerator ffi:lßge­
bend. 

4.4 Filter 

Der SID verfügt, wie bereits erwähnt. über einen Filter, mit 
dem es ermöglicht wird, die Tongeneratoren und eine externe 
Quelle zu verändern. Das externe Signal wird über die AUDIO 
IN Leitung an den Computer übergeben. 
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Die Filterfrequen:z ist in den Registern 21 und 22 festgelegt. 
Von den 16  Büs der beiden Register werden lediglich 1 1  
benutzt. Von Register 2 1  werden nur die Bits 0 bis 2 benutzt. 
Die restlichen Bits sind unbenutzt. Der Wert. der in die beiden 
Register geschrieben wird, muß erst aus der Filterfrequenz 
erechnet werden. Es wird wie folgt verfahren. 

WERT = (F-30)/S.8182 Hz 

F ist die Frequenz, die in Herz angegeben wird. 

Nachdem die Frequenz angegeben wurde. muß festgelegt wer­
den, welcher Teil der Tonfrequenz gefiltert werden soll. Dies 
kann man mit den Bits 4 bis 6 des Registers 24 einstellen: 

Bit 4 LOWPASS: 

Ist dieses Bit gesetzt, so werden alle Frequenzkompunenten über 
der eingestellten Filterfrequenz mit 12 dB je Oktave abge­
schwächt. 

Bit 5 BANDPASS: 

ISI das Bit geselzt, so weroen alle Frequenzen ungleich der ein­
gestellten FHterfrequenz mit 6 dB je Oktave vermindert. 

Bil 6 HJGHPASS: 

Dieses Bit entspricht Bit 4 des Registers, nur daß alle Frequen­
zen unterhalb der Filterfequenz mit 12 dB je Oktave verringert 
werden. 

Es ist möglich, die verschiedenen Filterarten zu kombinieren. 
Durch eine Kombination von LOW- und HIGHPASS kann die 
Tonfrequenz zwischen den Werten eingeschachtelt werden 
(Bandsperre). 

Als letztes noch die Veränderung der FiHerresonan:z. Sie wird im 
Regisler 23 festgelegt und kann einen Wert von 0 bis 15  anneh­
men, wobei ein hoher Wert eine hohe Resonanz hervorruft und 
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ein niedriger eine niedrige Resonanz. Somit erreicht man eine 
Betonung der Frequenzkomponenten. Mit der Veränderung der 
Filterresonanz wärend des SpieleRs des Tons lassen sich nahezu 
alle Musikinstrumente nachahmen. 

4.5 Tonceaerator 3 

Der Tongenerator 3 nimmt eine Sonderstellung im Vergleich zu 
den übrigen Tongeneratoren ein. seine Register sind als einzige 
lesbar und daher sind bei ihm der Verlauf der Hüllkurve und 
der Zustand des Oszillators feststellbar . 

Hüllkurve: 

Die Hüllkurve des Tongenerators 3 kann im Register 28 ($IC) 
gelesen werden. Ihr Wert gibt die momentane Lautstärke des 
Tons an. Der Wert steigt bis auf 255 ($FF) an, wenn die im 
Register 24 ($18) gesetzte Gesamtlautstärke erreicht wird. 
Danach fäUt der Wert wieder und erreicht nach Beendigung der 
RELEASE-Phase den Wert O. Diesen Umstand kann man sich zu 
Nutze machen, wenn man beispielsweise eine fest eingestellte 
SUSTAJN-Spanne unabhängig von der Länge der ATTACK­
Phase haben will. Man liest das Hüllkurve-Register aus und 
wartet, bis er den Wert 255 enthält. Von diesem Punkt an t:l.ßt 
man eine Zeitschleife ablaufen, um nach ihrem Ablauf das 
KEY-Bit z.u löschen. Mit Hilfe dieses Registers kann auch 
erkannt werden wann die RELEASE Zeit verstrichen ist. Wei­
terhinn besteht die Möglichkeit, in Abhängigkeit des Zustands 
der Hüllkurve die Frequenz oder die Puls breite während des 
Tonsignals zu verändern und somit eine Reihe von wirkungs­
vollen Efekten zu erzielen. 

Oszillator: 

Dies ist das Register 27 ($1 B), mit welchem es möglich ist, die 8 
höchstwertigen Bits des Oszillators 3 abzufragen. Je nach Wahl 
der Wellenform ändern sich die Werte dieses Registers im Ver­
lauf des Tonsignals. Wurde die Dreieckwelle gewählt, so nimmt 
der Inhalt des Registers gleichmäßig von 0 bis 255 zu und 
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�leichmäßig wieder ab. Bei der Wahl der Sägezahnwelle nimmt 
dt'r Wert ebenfalls gleichmäßig zu, fällt jedoch nach dem 
I rreichen von 255 sofort auf 0 zurück und beginnt alsdann wie­
dt'r erneut zu steigen. Bei der Rechteckwelle pendelt der Wert 
�13ndig zwischen 0 und 255. Die Länge der beiden Phasen hängt 
\Ion der Wahl der PulSbreite ab. Wird Rauschen gewählt, dann 
nimmt das Register zufällige Werte an. Es kann somit verwendet 
werden, um Zufallszahlen zu erzeugen. 

Alle Funktionen des Tongenerolors 3 können auch vel"wendet 
werden, wenn dieser mit Hilfe des Bits 7 des Registers 24 
�Iumm geschaltet ist. 

4.6 Der Analoe/Dleitalwandler 

Ein A/D-Wandler ist eine Einrichtung zur Umwandlung eines 
analogen Signals (z.B. Spannung) in einen digitalen Wert. Die 
prinzipielle Schwierigkeit bei einer solchen Umwandlung besteht 
darin, einen analogen Wert mit unendlich feiner Abstufung in 
einen digitalen Wert mit endlicher Abstufung (feste Intervalle) 
umzuformen. Dabei entsteht zwangsl1iufig ein +/- Fehler, dessen 
Höchstwert dem kleinsten digitalen Schritt gleicht. 

Der SID 6581 enthält zwei AjD-Wandler. Hierbei handelt es sich 
um eine Anordnung mit einer intern erzeugten Referenzspan­
nung von ca. 2,SV. Der Meßvorgang besteht darin, daß eine 
externe Kapazität zun1ichst entladen und anschließend ein Wert 
in Register 2S bzw. 26 übernommen wird, der der benötigten 
Zeit für eine erneute Aufladung der Kapazität auf die Refe­
renzspannung entspricht. Dieser Vorgang wiederholt sich 
zyklisch. 

4.6.1 Die Handhabung des A/D-Wandlers 

Aus dem oben Gesagten ergibt sich, daß nur eine potentiome­
Irische Beschaltung des Wandlers in Frage kommt. Als Meßwert­
aufnehmer eignen sich demnach nur veränderliche Widerstände 
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in irgendeiner Form, z.B. Photowiderstände, Heißleiter, Kaltlei­
ter usw. 

Sollen Spannungen gemessen werden, so mUssen diese zuvor in 
eine geeignete Form umgewandelt werden, z.B. mit Hilfe eines 
Unijunclion-Transistors. 

Die Meßanordnung sieht einfach so aus, daß an das eine Ende 
des Meßwiderstandes +5V angelegt werden (an den Controlports 
des C64 verfügbar) und das andere Ende mit dem Analogein­
gang des SID (ebenfalls an den Controlports verfügbar, Bezeich­
nung POTX und POTY) verbunden wird. Der aus den Registern 
25 und 26 ausgelesene Wert ist ein Maß für den Widerstand. 

Um die ganze Skala von 8 Bits ausnutzen zu können, muß sich 
der Widerstand im Bereich VOß 200 Ohm (nicht kleiner!!!) bis 
200 Kiloohm bewegen. 

Oie programmtechnische Anwendung finden Sie bei der Ver­
wendung der Paddles, wie sie im Kapitel 5.4.3 beschrieben ist. 

4.7 Rf!glsterbeschreibung des SID 
Baslsaddresse $0400 (54272) 

REG SOO Oszillatorfrequenz niederwertiges Byte für Stimme 

REG $01 Oszillatorfrequenz hOherwertiges Byte für Stimme 

REG $02 Pulsbreite niederwertiges Byte für Stimme I 

REG $03 Puls breite höherwertiges Byte für Stimme t 
Die Register 2 und 3 bestimmen das Puls-Pausever­
hältnis des Rechteckausg3ngs von Stimme I .  Von 
Register 3 werden nur die Bits 0-3 benutzt, 

REG $04 Sleuerregister der Stimme J 
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nit 0 Key: Steuerbit für den Ablauf des Hüllkurvengenerators. 

nit I :  

Bit 2: 

Bit 3: 

Bit 4 tri: 
Bit 5 saw: 
Bit 6 pul: 

Bit 7 nse: 

REG 5 

Bit 0-3 

Beim Übergang von 0 nach 1 steigt die Lautstärke 
von Stimme 1 innerhalb der in REG 5 program­
mierten ATIACK-Zeit von Null auf den Maximal­
pegel. Beim Übergang von I auf 0 geht die Laut­
stärke innerhalb der in REG 6 programmierten 
RELEASE-Zeit auf Null zurück. 
1 =Oszillator I wird mit Oszillator 3 synchronisiert. 
Dieses Bit hat auch Wirkung, wenn die Stimme 3 
stummgeschaltet ist. 
l=Dreieckschwingungsausgang von Oszillator 1 wird 
durch ein Frequenzgemisch (Summe und Differenz) 
der Frequenzen von Osz.illator 1 und 3 ersetzt. Dieser 
Effekt tritt auch dann ein, wenn Stimme 3 stumm­
geschaltet ist. 
Wenn zusammen mit dem Rauschgenerator noch eine 
weitere Schwingungsform desselben Oszillators aus-
gewählt wurde, kann es vorkommen, daß der 
Rauschgenerator blockiert. Die Blockade kann durch 
Setzen dieses Bits wieder aufgehoben werden. 
l=Dreieckschwingung ausgewählt. 
l=Sägezahnschwingung ausgewählt. 
l=Rechteckschwingung ausgewählt. Das Puls-Pause­
verhältnis dieser Schwingung wird in REG 2 und 
REG 3 eingestellt. 
I-Rauschgenerator ausgewählt. Anmerkung zu den 
Bits 4-7: Es ist praktisch möglich, mehrere Schwin-
gungsformen gleichzeitig auszuwählen. Zu beachten 
ist jedoch, außer dem zu Bit 3 Gesagten, daß das 
Ergebnis nicht etwa die Summe aller Formen dar­
stellt, sondern vielmehr eine logische UND-Ver­
knüpfung der Komponenten ist. 

ATT ACK/DECA Y 

Diese Bits bestimmen die Zeit, in der die Lautstärke 
vom Maximum auf den Sustainpegel abfällt. Der 
einstellbare Bereich beträgt 6 msec bis 24 sec. 
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Bit 4-7 
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Hiermit wird die Zeit festgelegt. in der die Laut­
stärke nach Setzen des KEY-Bits von Null auf das 
Maximum ansteigt. Der einstellbare Bereich betr1igt 2 
nnsec bis 8 sec. 

REG 6 SUSTAIN/RELEASE 

Bit 0-3 Mit diesen Bits wird dje Zeit eingestellt, innerhalb 
der die Lautstärke nach Rücksetzen des KEY-Bits 
vom Sustainpegel auf Null abfällt. Der einstellbare 
Bereich beträgt 6 msec bis 24 sec. 

Bit 4-7 Diese Bits geben den Sustainpegel an, d.h. die Laut­
starke, mit der der Ton nach Ablauf der Decayzeit 
andauert. 

REG 7 Diese Register steuern die Stimme 2 und 3 analog zu 
den Registern 0-6 mit folgenden Ausnahmen: 

REG 1 3  SYNC synchronisiert Oszillator 2 mit Oszillator 1 .  

REG 1 4  

RING ersetzt den Dreieckausgang von Oszillator 2 
mit den ringmodulierten Frequenzen der Oszillatoren 
2 und I. 

Diese Register steuern die Stimme 3 analog zu den 
Registern 0-6 mit folgenden Ausnahmen: 

REG 20 SYNC synchronisiert Oszillator 3 mit Oszillator 2. 

REG 21 

RING ersetzt den Dreieckausgang von Oszillator 3 
mit dem Frequenzgemisch aus den Oszillatoren 3 und 
2. 

Filterfrequenz niederwertiges Byte. Es werden nur 
die Bits 0-2 benutzt. 

REG 22 FilterrreQuenz höherwertiges Byte 
Die l l -Bit-Znhl der Register 2 1  und 22 bestimmt 
die Filtereckfrequenz. bzw. -mittenfrequenz. 
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REG 23 

Bit 0 
Bit 1 
Bit 2 
Bit 3 
Bit 4-7 

REG 24 

Bit 0-3 
Bit 4 
Bit 5 
Bit 6 
Bit 7 

Filterresonanz und -schalter 

I=Stimme I wird über den Filter geleitet. 
I=Stimme 2 wird über den Filter geleitet. 
I-Stimme 3 wird über den Filter geleitet. 
I::Die externe Signalquelle wird gefiltert. 
Diese Bits bestimmen die Resonanzfrequenz des Fil­
ters. Diese benutzt man dazu, bestimmte Ausschnitte 
des Frequenzspektrums hervorzuheben. Die Wirkung 
kann besonders gut bei der Sägezahnschwingung 
beobachtet werden. 

Dieses Register hat folgende Funktionen: 

Gesamtlautstärke 
Schaltet den Tiefpaßzweig des Filters ein. 
Schaltet den Bandpaßzweig des Filters ein. 
Schaltet den Hochpaßzweig des Filters ein. 
I=Stimme 3 unhörbar. Von dieser Möglichkeit kann 
man Gebrauch machen, wenn der Verlauf der 
Stimme 3 nur zur Parametergewinnung für die an­
deren Stimmen dienen soll (siehe hierzu Register 27 
und 28). 

Auf alle zuvor aufgeführten Register kann nur ein Schreibzu­
griff durchgeführt werden. Ein Lesezugriff bringt keine Aus­
sage. Alle folgenden Register können nur gelesen werden. 

REG 25 

REG 26 

REG 27 

A/D-Wandler 1 

A/D-Wandler 2 
Oszillator 3 
Dieses Register liefert unter anderem eine Zufalls­
zahl, die dem augenblicklichen Stand des Rauschge­
nerators 3 entspricht. Der Generator muß hierzu ein­
geschaltet sein, jedoch kann die Stimme 3 unhörbar 
bleiben (Bit 7 in REG 24 :: I ). 
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REG 28 
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Hüllkurvengenerator 3 
Aus diesem Register kann man den augenblicklichen 
Stand der relativen Lautstärke von Stimme 3 ent­
nehmen. So können entsprechend dem Lautstärke­
verlauf die Frequenz oder die Filterparameter geän­
dert werden. 
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W E R T E  F U E R  M U S I K NOTEN 

NR. NOTE OKTAVE FREQUENZ 

1 C - O , 6 . 04  
, elf - 0 1 7 . 3  
3 0 - 0 1 8 . 04  

• D # - O  1 9 . 04  
5 E - 0 2 0 . 6  
• F - 0 2 1 . 8  
1 F# - 0 2 3 . 1  
• 0 - 0 204.5 
• Q# - 0 2 '  
1 0  A - 0 2 1 . 5  
1 1  A# - O  2 9 . 1  
1 2  " - 0 3 o. 9 

I 
1 3  C - 1 3 2 . 7  
" C # - l  30 4 . 6  
1 5  0 - 1 3 6 . 7  
" D# - 1 3 B. 9 
1 1  E - l 04 1 .  2 
" F - 1 04 3.7 
" F# - 1 45.2 

2 0  0 - 1 04 9.0 
2 1  G# - 1  5 1 . 9  
2 2  A - l 5 5 . 0  
2 3  A-f' - 1 5 8 . 3  
2 4  " - 1 8 1 . 7  
2 5  C - 2 8 5 . 04  
" C# - :2  6 9 . 3  
2 1  D ·· 2 7 3 . 04  
2 6  D #  - 2 7 7 . 8  
2 6  E - , 8 2 . 04  

3 0  F - ,  8 7 . 3  
3 1  F# - 2 9 2 . 5  
J 2  0 - 2 98.0 

3 3  O� - 2  1 03 . 8  
3 4  A - 2 1 1 0 . 0  
" A4 - 2 1 1  B. 5 
" " - 2 , 23.  5 
3 1  C - 3  1 3 0. B 

3 8  C #  - 3 1 3 8 .  B 

3 9  0 - 3  1 04 6 . 8  
4 0  D #  - 3 1 5 5.8 
" E - 3 1 604 . 8  
4 2  F - 3 1 704 . 8  
4 3  F# - 3 1 85 . 0  
. .  0 - 3 1 96 . 0  
4 S  (0 # - 3  2 0 7 . 7  
. . ' - 3  220.0 
" A #  - 3 233.1  

HIGH BYTE 

1 (01) 
1 (01) 
1 (01) 
1 (01) 
1 (01) 
1 (01) 
1 (01) 
1 (01) 
1 (01) 
1 (01) 
1 (01 ) 
2 (02) 
2 (02) 
, (02) 
2 (02) 
2 (02) 
2 (02) 
2 (02) 
3 (03) 
3 (03) 
3 (03) 
3 (03) 
3 (03) 
• (04) 
• (04) 
• (04) 
• (04) 
5 (05) 
5 (05) I 5 (05) 
, (06) 
• (06) 
, (08) 
1 (07) 
1 (07) 
8 (08) I 
8 (08) I , (09) , , (09) , I 
1 0  (DA) I 1 0  (OA) 
1 1  (OB) 
1 2  (oe) 
, 3 (00) 
, J (00) 
104 (OE) 
1 5  (OF) 

I 

LOW - BY 

:�1- -
1 

22 
" 
57 
75 
95 
1 1 .  
". 
1 6 1  
1 8 6  
2 1 '  
,<0 
" 
.. 
" 
1 1 3  
1 50 
190 
231 
'0 
.. 
1 1 6  
16' 
22. 
21 
90 
1 5. 
226 
.. 
123 
'07 
39 
133 
232 
" 
1 93 
55 
180 
" 
1 98 
" 
'" 
1 5 9  
" 
10 
20. 
1 6 2  
1 2 9  

(1 
( 
( 39) 

B) (' 
( SF) I ( 
( 
( 
( 
, 
( 

") 
'A) 
Al) I 
BA) ! 
0') 
FO) 

(0 E) 
( 20) 
<E) ( 

( 
( 
( 
( 

7 1 )  
96) 
BE) 
E7) 

( 14) 
( 42) 
") 
'0) 
EO) 

( 
( 
( 
( lB) 
( 
( 
( 
, 

5A) 
OC) 
E2) 
'0) 
1B) 
CF) 
21) 
85) 
ES) 

, 
( 
( 
( 
( 
, 
( 
, 
( 
( 
, 
( 
( 
( 

51) 
C l )  
J1) 
B') 
38) 
C') 
59) 
F4) 
9E) 

( <E) 
( 
( 
OA) 
00) 
'2) 
9 1 )  

( 
( 
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NR NOTE - OKTAVE FREQUENZ HIGH - BYTE LOW - BYTE 
. . H 3 2 4 8 . 9  , . (10) 1 09 (80) 
4 '  c - 4 2 8 1 . 8  1 7  (11) 1 03 (67) 
5 0  C #  - -4  2 7 7 . 2  1 8  (12) 1 1 2  (70) 
5 1  0 - 4  2 9 3 . 7  1 9  (13) 1 37 (B9) 
5 2  0 #  - 4  3 1 1 . 1  '0 (14) 1 78 (82) 
5 3  E - 4  3 2 9 . 6  2 1  (15) 237 (ED) 
' 4  F - 4  3 4 9 . 2  ' 3  (17) " (3B) 
5 5  F# - "  3 70.  0 '4 (19) 1 5 7 (90) 
" G - 4  3 9 2 . 0  26 (lA) 20 (14) 
5 7  G # - "" "" ' 5 . 3  27 (18) 1 60 (AO) 
5 8  A - 4  " 4 0 . 0  29 (10) 69 (45) 
" A# - -1  4 6 6 . 2  31 (IF) 3 (03) 
6 0  H - 4 4 9 3 . 9  32 (20) 2 1 9  (OB) 
6 1  c - ,  5 2 3 . 3  34 (22) 207 (CF) 
5 '  C #  - 5 5 5  ... ... 36 (24) 225 (EI) 
5 3  0 - '  5 8 7 . 3  39 (27) 1 8  (12) 
. 4  0# - 5 6 2 2 . 3  41 (29) 1 0 1  (65) 
5 '  E - ,  6 5 9 . 3  .3 (28) 2 1 9  (08) 
6 6  F - '  6 8 9 . 5  •• (2E) " 8  (76) 
6 7  F# - 5 7 4 0 . 0  •• (31) " (3A) 
5 .  G - '  78".0 52 (34) 39 (27) 
. . G # - 5  8 3 0 . 6  55 (37) " (38) 
7 0  A - '  8 8 0 . 0  ,. (3A) 138 (BA) 
7 1  A# - 5 932.3 82 (3E) , (05) 
7 2  H - ,  9 8 7 . 8  65 ("" ) 1 8 1  (85) 
7 3  C - 6 1 0 <1 6 . 5  " (4') 1 5 7  (90) 
7 4  C #  - 6 1 1 08 . 7  73 (-49) 1 i a  (Cl) 
7 5  0 - '  1 1 74 . 7  78 <""E) 38 (24) 
7 6  0 #  - 6 1 2 4 4 . 5  82 (52) '01 (CS) 
7 7  E - 6 1 3 1 8 . 5  87 (57) 182 (B6) 
7 8  F - 6 1 3 9 6 . 9  92 (SC) 237 (EO) 
" F# - 6 1 4 8 0 . 0  9. (62) 1 1 5  (73) 
. 0  G - '  1 5 6 8 . 0  1 04 (68) 79 (4E) 
8 1  G #  - 6 1 6 6 1 . 2  ' 1 0  (6E) 130 (82) 
8 2  A - 6 1 7 6 0 . 0  1 1 7  (75) 20 (14) 
8 3  A # - 6 1 8 64 . 7  1 2 4  (7C) 10 (OA) 
. 4  H - '  1 9 7 5 . 5  1 3 1  (83) 106 (6A) 
" C - 7 2 0 9 3 . 0  1 3 9  (8B) " (3B) 
. 6  C #  - 7 2 2 1 7 . 5  1 -4 7  (93) 1 3 0 (82) 
. 7  0 - 7  2 3 4 9 . 3  1 5 6  (9C) 72 ("8) 
• •  0 #  - 7 2 4 8 9 . 0  1 6 5  (A5) 147 (93) 
. . E - 7 2 6 3 7 . 0  1 7 5  (AF) 107 (6B) 
9 0  F - 7 2 7 9 3 . 8  1 8 5  (B9) 218 (DA) 
9 1  F# - 7 2 9 60 . 0  1 9 6  (C .. ) 231 (E7) 
9 2  G - 7 3 1 3 6 . 0  208 (00) "5 (9C) 
9 3  G # - 7  3 3 2 2 . 4  221 (00) 4 (04) 
9 .  A - 7  3 5 2 0 . 0  234 (EA) 40 (28) 
. , A# - 7  3 7 29 . 3  248 (F8) 20 (14) 
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CAP1A 1 

C A P1 B 2 

CAP2A 3 

CAP2B 4 

RES 5 

<P 2  6 

R(W 7 

es 8 M O S  6 5 8 1  

AO  9 
A1 1 0 

A 2  1 1  

A3  1 2 

A4 1 3 

A 5  1 4  

Abb. 4..7.2: Der MOS 6581 
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1 5  V O O  

1 6 A U O I O  OUT 

1 7 EXT IN 

1 8 V C C  

1 9 POTX 

2 0  POTY 

2 1  0 7  

2 2  0 6  

2 3  0 5  

2 4  0 4  

2 5  0 3  

2 6  0 2  

2 7  0 1  

2 8  0 0  



182 

AUDIO / V IDEO 

P i n  S i g n a l  
1 L u m i nance 
2 G N D  
3 Audlo out 
4 Video out 
5 A u d J o  in 

Abb.4.1.3: Portbelegung 

64 Intern 
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5. Die CIAs 6526 

S.I Datenein- und -ausgabe von Maschinenprogrammen 

183 

Will man eigene Maschinenprogramme schreiben, so kann man 
besonders für die Datenein- und ausgabe auf die Routinen des 
Betriebssystems zurückgreifen. Diese Routinen stehen in einer 
Sprußgtabelle am Ende des ROMs (siehe dazu die letzte SeHe des 
ROM-Listings). 

S.1.1 EIß- und Ausgabe von einzelnen Bytes 

Die grundlegenden Routinen sind 

SSOOT lfFtl2 AusIlabe eines Bytes 

und SASI. SFFCF Eingebe eine� Bytes 

Selbstverständlich gibt es noch weitere Routinen zur Ein­
/Ausgabe. Diese sind jedoch nur sehr begrenzt anwendbar. Für 
die meisten Anwendungen reichen die oben aufgeführten aller­
dings aus. 

Das auszugebende bzw. einzulesende Byte wird im Akku über­
geben. Der Akku ist das Universalregister des Prozessors, in dem 
fast alle Operationen ablaufen. 

Beispiel: Ausgabe eines Textes auf dem Bildschirm. 

COOO LDX ISOO Zähler auf 00 setzen 
C002 LOA SCOOE ,X ; Text eb Adusse SCOClE holen 
C005 JSR $HD2 

t008 INX 

COO9 CPX jS08 

COO6 BHE $C002 

COOO RTS 

Ausgebe auf l i letlchirm 
Zähler erhöhen 
schon alle  Zei chen gehol t ? 
Nein, dann nächstes Zeichen 
Rilcksprt1"19 von Subroutine 

CGOE 42 45 49 53 50 49 45 4C Beispiel 
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Die Buchstaben sind als ASCH-Code ab Speicheradresse SCOOE 
abgelegt. 

Eingaben werden ähnlich gelöst. Soll ein Text über die Tastatur 
eingegeben und abgespeichert werden. so erscheint der Cursor. 
und die Zeichen werden bis zum DrUcken der RETURN-Taste 
übernommen. 

CDDD LOX *'00 Zähler auf 00 setzen 
C002 JSR SFFCF Zeichen von der Tastatur holen 
COO5 SlA SCOOE,X ; in dh:sefI fall ab SCOOf speichern 
COO8 INX Zähler erfl.öhen 
C009 CMP ISOD geholtes Zeich.n auf RETURN testen 
COOB BNE sc002 nein, cU!1TI näctUt!S Zeichen holen 
COOD RTS Rücksprung von Subroutine 

Soll ein Zeichen von der Tastatur abgefragt werden. ohne auf 
dem Bildschirm zu erscheinen. so muß die folgende Routine 
verwendet werden. 

cooo JSR SfFE4 ; Wi rkung wie BASIC GET 

C003 DIP 1$20 ; vergleiche Iftit SPACE-Taste 
COOS aHE s.cooo ; nein, dem wieder ein Zeichen holen 

Falls kein Zeichen gedrückt wurde, steht im Akku $00. 
Bei der Ausgabe auf dem Bildschirm kann natürlich von der 
Bildschirmsteuerung, wie im BASIC bekannt, Gebrauch gemacht 
werden. 

Dazu gehören zum Beispiel die Codes zur Cursorsteuerung oder 
zum Löschen des Bildschirms. Der entsprechende Code wird 
dazu in den Akku geladen und an die Ausgaberoutine 
übergeben. 
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Beipiel: Bildschirm löschen 

LOA 1S93 

JSII SfF02 
; eode ZUI ai ldsthirln l6schen (Dez. 147) 

; eusgeben 
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Speziell zur Bildschirmausgabe gibt es noch elOlge nützliche 
Routinen, die die Programmierung vereinfachen können. 

Die Routine zuo) Löschen des Bildschirms kann auch direkt auf­
gerufen werden. (Anstelle des Umwegs über die Ausgabe eines 
Steuerzeichens) 

JSR SE544 ; BI Ldschirm lÖs.ch." 

Auch für Cursor Horne existiert eine eigene Routine. 

JSR SC>66 ; Cursor HOlle 

Besonders interessant ist die Möglichkeit, den Cursor direkt auf 
eine bestimmte BildSChirmposition zu setzen. Das folgende Pro­
gramm setzt den Cursor auf die BildSChirmkoordinaten 16,3. 

tOoo lOX 1$10 
t002 LOY 1$03 
COO4 CLC 

t005 JSR SFHO 

eoos LD" j$4 1 

COOA JSR $FFD2 

Y'Koondinete festlegen. "ier '10 
X'Koondinate festl�. Hier S03 
tarryfLag lösc�en, � Cursor zu setzen 

Routine zum Setzen und Kolen des Cursor. 

"SC I I - Cc:de tUr " 

" auf Bi ldschi m ausgeben 

Das Unterprogramm CURSOR SFFFO hat zwei Funktionen. 
Bei Aufruf mit gelöschtem Carryflag setzt es den Cursor auf die 
Zeile und Spalte, die im X- und V-Register stehen. Das Kuriose 
dabei ist, daß die X-Koordinate im V-Register, und die Y­
Koordinate im X-Register steht. Wird die CURSOR-Routine 
dagegen mit gesetztem Carryf1ag aufgerufen, wird die momen­
tane Cursorposilion geholt und im X- und Y-Regisrcr überge­
ben. 
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Zum Schluß noch zwei Routinen, die die Verarbeitung von 
Zeichen in Maschinensprache erleichtern. Sie waren vielleicht 
schon mit dem Problem konfrontriert, ein Byte (zum Beispiel 
$41) auch als HEX-Zahl "41", anstelle des Zeichens "A", auf 
dem Bildschirm erscheinen zu lassen. Nur leider gibt der Com­
puter dieses gewünschte Ergebnis so ohne weiteres nicht aus. 

Die folgenden zwei Routinen ermöglichen es, sowohl ein Byte 
wie gerade beschrieben- als HEX-Zahl auszugeben, als auch 
zwei ASCII-Werte zu einem Byte zu verknüpfen. 

Routine zur Ausgabe eines Bytes: 

C002 PHA 

e003 LSR 
COOl. lSR 

e005 LSR 

COO6 lSR 
C007 JSR 'COOF 

CODA Pl" 

eOOB JSR SCOOF 

CODE RTS 
COOf AND HOf 

C011 CMP #$0,\ 

C013 CLC 

C01' BMI $C018 

C016 ADe 1$07 

C018 ADC 1$30 

C01A JSII: $FFD2 

C01D RTS 

auszugebenden Wert merken 
vier Bits nach rechts verschieben 

un HIGH-Nibble zu isolieren 

unrechne� und ausgeben 
gemerkten Wert holen 
LCW-Nibble ausgeben 
Rücksprung ins Hauptprogramm 
LCW-Nibble isolieren 
Vergleiche mit Zahl 

ja, dann verzweigen 

zu 7 addieren 
zu 30 addieren 
und ausgeben 
RUcksprung vom Unterprogramm 

Wird diese Routine angesprungen, so muß sich das auszugebende 
Byte im Akku befinden 

Das nächste Programm wartet zweimal auf eine Tasteneingabe 
und verbindet die Zeichen zu einem Byte_ 
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COOO JSR SffE4 
C003 BEQ SCOOO 
C005 PHA 

C006 JSR Sf13E 

COO9 BEQ SC006 
COOS JSR seOtB 

COOE S1A SFB 

COtO PlA 

C011 JSR SCOtB 

C014 ASL 
C015 ASL 
C016 ASL 

C017 ASL 

C018 ORA SfB 
COlA RTS 
C01B CMP #$41 
e010 SEC 

eDlE SMI SCOl2 
C020 SBC 1$08 
C022 SBe 1$30 
C024 RTS 

Zeichen von Tastatur holen 

Kein Zeichen? Dann erneut holen 

Wert spei chern 

zweites Zeichen holen 

Kein Zeichen? Dann erneut holen 

zur �andLungsroutine 

umgewandeLtes Zeichen speichern 

zuerst geholtes Zeichen nehmen 

tn::I lIIWancle I n 

Bits an richtige SteLle schieben 

tn::I mit gemerktem Wert verknüpfen 

Rücksprung ins Hauptprogranm 

Buchstabe oder ZahL? 

Wenn Zahl, dann verlweigen 

acht abziehen 

30 ab;z:iehen 

Rückkehr vom Unterprogramm 
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Nach Aufruf dieser Routine steht das geholte Byte im Akku. 

5.1.2 Ein- und Ausgabe über Peripheriegeräte 

Auch für die Ein- und Ausgabe auf Peripheriegeräte stellt das 
Betriebssystem die notwendigen Routinen bereit. Dazu soll kurz 
auf das Konzept der Ein-jAusgabe eingegangen werden. Den 
Peripheriegeräten wird eine Nummer von 0 bis 15 zugewiesen, 
über die sie vom Betriebssystem angesprochen werden. 

Nummer 
o 
1 
2 
3 
4 - IS 

Gerät 
Tastatur 
Kasettenrecorder 
RS-232 Schnittstelle 
Bildschirm 
Geräte am seriellen lEe-Bus (Drucker, Floppy) 
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Zu dieser Geräte- oder "Primäradresse" kommt noch optional 
eine Sekundäradresse, die die Arbeitsweise des Peripheriegeräts 
bestimmt. sowie ein Datei- oder 'File'-name. 

Um nun nicht jedesmal alle Parameter angeben zu mDssen. wenn 
ein Peripheriegerät angesprochen wird, wird die logische FiJe­
nummer eingeführt. Zu jeder Filenummer werden einmal mit 
OPEN die PrimAr- und Sekundäradresse sowie ein Filename 
zugeordnet. Jeder weitere Bezug geschieht dann über die logi­
sche Filenummer, 

Vor der ersten Ein- oder Ausgabe ist die Datei zu öffnen. Das 
kann von BASIC aus mit OPEN geschehen, aber auch in 
Maschinensprache. Dazu müssen vorher die Fileparameter gesetzt 
werden. Die logische Filenummer muß in der Adresse SB8 (184) 
stehen. die Gerlltenummer in Adresse $BA (I 86), die Sekun­
d�radresse in Adresse SB9 ( 185), die Länge des Filenamens in 
$87 (183) (Null, wenn kein Filename gegeben ist) und die 
Adresse des Filenamens in SBB/SBC ( 1 87/1 88). Anschließend 
wird die OPEN-Routine($FFCO) aufgerufen. 

Zum Übergeben der Parameter ist es nicht nötig. die Werte 
einzeln in die zugehörigen Adressen zu schreiben. Das Betriebs­
system verfügt Ober zwei Routinen, die diese Arbeit überneh­
men. 

lDA LF logische fl l�r 

lDX GA Geräteadresse 

lDY S. Sekl.fldäradresse 

'SR SHIlA Fileper�ter Obergeben 

lD. UO Linge des F f lfl'\8nenS 

lD' l"" LOY-Byte der Adresse des fil�ns 

lDY HIGH HIGH-Byte der Adresse 
'SR $FFBD F i l enameparameter Obergeben 

Soll jetzt die Ausgabe auf die geöffnete Datei erfolgen, so ist 
folgende Routine aufzurufen: 
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LDX LF 

JSR $FFC9 
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logische Fi lenummer 
CKUOT , Ausgabe auf Datei legen 

Wird jetzt die Routine BSOUT (SFFD2) aufgerufen, so geht die 
Ausgabe ,anstatt auf den Bildschirm auf das Gerät, dem die 
logische Filenummer im X-Register zugeordnet ist. 

Ist LF die logische Filenummer des Druckers, so würde jetzt 
durch Aufruf des obigen Beispielprogramms AUSGABE der 
Text auf den Drucker geschrieben. Die Ausgabe geht solange 
auf dieses Gerät, bis die Routine CLRCH aufgerufen wird 

JSR $FFCC ; CLRCH , Ausgabe auf Bi ldschirm 

Soll die Dateneingabe aus einet: Datei geschehen, die sich auf 
Band oder auf die Floppy bezieht, kann man das folgender­
maßen erreichen: 

LDX LF 

JSR $FfC6 
Fi lenummer des Eingabegeräts 

CHK1N 

Jetzt werden durch Aufrufen von BASIN ($FFCF) Daten aus der 
geöffneten Datei geholt. Dies geschieht solange, bis mit CLRCH 
wieder auf die Standardeingabequelle (Tastatur) umgeschaltet 
wird. Die Datei wird dadurch nicht geschlossen. Dies geschieht 
erst durch Aufruf der Routine CLOSE. 

LDA lF 

JSR $FFC3 

Logische Fi lenummer 
ClOSE , Datei schL ießen 

Insbesondere bei Schreiboperationen auf den Kassettenrecorder 
oder die Floppy darf die CLOSE-Routine auf keinen Fall ver­
gessen werden. 
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5.2 Die Technik der Datenspeicherung - LOAD und SAVE 

Zur Daten- und Programmspeicherung stehen Ihnen beim Com­
modore 64 grundsätzlich zwei Möglichkeiten zur Verfügung -
Speicherung auf Kassette oder Speicherung auf Diskette. Da sich 
die beiden Speichermedien in  Möglichkeiten und Art der 
Datenspeicherung sehr unterscheiden, sollen sie getrennt 
beschrieben werden. 

5.2.1 Datenspeicherung auf Kassette 

Die Technik des Kassettenrekorders erlaubt es prinzipiell nur 
Daten sequentiell aufzuzeichnen und auch nur in der gleichen 
Reihenfolge wieder zu lesen. Einen wahlweisen Zugriff auf 
bestimmte Daten ist also nicht möglich. Man muß solange lesen, 
bis man die gewünschten Daten erreicht hat. Es lassen sich nur 
die Datei komplett lesen, die Änderung vornehmen und dann die 
Datei wieder komplett auf Band zurückschreiben. 

Da zur Programmspeicherung nur ein sequentielles Schreiben 
und Lesen notwendig ist, bietet sich der Kassettenrekorder als 
preiswertes Gerät zur Programmspeicherung an. Als Nachteil 
bleibt jedoch die geringe Geschwindigkeit, mit der die Aus­
zeichnung geschieht. Dies ist ein prinzipieller Nachteil, da die 
Daten seriell (bitweise) übertragen und gespeichert werden. Aus 
Gründen der Datensicherheit werden die gesamten Daten zwei­
mal hintereinander übertragen, um Aussetzer (drop outs) durch 
fehlerhafte Bandstellen korrigieren zu können, 

Sehen wir uns jetzt die Technik der Datenspeicherung auf Kas­
sette etwas genauer an. Sollen Daten auf Band geschrieben wer­
den, so muß erst einmal festgestellt werden, ob das Band läuft. 
Der Computer kann eine gedrückte Taste der Datasette regis­
tderen, indem er Bit 4 des Prozessorports (Adresse $01) abfragt. 
Ist dieses Bit der Speicherzelle 1 gelöscht, so ist eine Bandtaste 
gedrückt. Nachdem der Computer eine gedrückte Taste regis­
triert hat, beginnt er seine Arbeit. 
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Zuerst wird ein Ton zur Synchronisation auf das Band geschrie­
ben. Anschließend werden die Daten geschrieben. 

Bevor die eigentlichen Programmdaten aufgezeichnet werden, 
wird ein sogenannter Header geschrieben, der unter anderem 
den Datentyp angibt. 

Wie bereits gesagt, werden die Daten zweimal auf Band ge­
schrieben. Dies geschieht, um eine höhere Datensicherheit zu 
erzielen. Damit diese Prozedur nicht zu lange dauert, werden die 
zu schreibenden Daten zuerst in einem Puffer gesammelt, bevor 
sie auf Band geschrieben werden. Der Bandpuffer ist 192 Zei­
chen lang und liegt beim Commodore 64 von Adresse S033C bis 
$03FB (828 - JOI9). Beim Einlesen wird immer ein ganzer Block 
gelesen und im Bandpuffer gespeichert von wo aus die Daten 
mit INTUT# oder GET# einzeln geholt werden können. 

Durch das zweimalige Schreiben der Daten ist der Computer in 
der Lage, maximal 3 1  Fehler pro Block zu korrigieren, sofern 
diese Daten im zweiten Block lesbar sind. 

Tritt ein Fehler auf, so wird dieser durch setzten des entspre­
chenden Bits im Statusregister angezeigt. 

Hier eine Bescheibung der möglichen Fehlerarten: 

Bil 2 gesetz!: 

Dieser Fehler tritt auf, wenn ein Blockende gefunden wurde, 
jedoch noch nicht alle Daten gelesen wurden. 

Bil J gcutzt: 

Zu diesem Fehler kommt es, wenn alle Daten eines Blocks gele­
sen wurden, jedoch kein Blockende erkannt wurde. 
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Bit 4 gesetzt: 

Bit 4 ist gesetzt, wenn ein Byte nicht korrekt gelesen werden 
konnte und dieses Byte im zweiten Block auch fehlerhaft war. 

Bit 5 gesetzt: 

Bit 5 ist gesetzt, faUs die beim Speichern errechnete Prüfsumme 
des Blocks nicht mit der Prüfsumme beim Lesen übereinstimmt. 
Die Prüfsumme wird gebildet, indem die Daten des Blocks mit 
der Exklusive-Oder-Anweisung verknüpft werden. 

Sehen wir uns den oben erwähnten Header einmal näher an. Das 
Interessanteste am Header ist das erste Byte. Es ist das Kenn­
zeichen für den Datentyp. 

Der Header ist folgendermaßen aufgebaut 

1 .  
2. 
3. 
4. 
5. 
6.- 21 .  
22.-192. 

Byte 
Byte 
Byte 
Byte 
Byte 
Byte 
Byte 

Kennzeichen für Datentyp 
Startadresse, Low Byte 
Startadresse, High Byte 
Endadresse, Low Byte 
Endadresse. High Byte 
Filename. der bei FüUND ausgegeben wird 
Filename, der nicht ausgegeben wird 

Der Datentyp (erstes Byte) hat folgende Bedeutung: 

Datentyp 1: 

Bei Datentyp I handelt es sich meist um BASIC-Programme. Sie 
werden im allgemeinen ab BASIC-Startadresse $0801 (2049) 
geladen. Durch Laden einer Sekundäradresse, die ungleich eins 
ist, wird das Programm an die Adresse geladen, von der es 
gesaved wurde. 
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Dalentyp 2: 

Der Datenlyp zwei ist die Kennzeichnung für den Anfang eines 
Dateiblocks. Nach ihm folgen weder Start- noch Endadresse und 
auch kein Programmname. Von Byte 2 bis Byte 192 folgen 
Daten, die mit PRINT# geschrieben und mit INPUT# oder 
GET# gelesen werden. Es können auch mehrere Blöcke von Typ 
2 hintereinander stehen, je nach Lange der Datei. Damit der 
Computer die Daten dieser Blöcke verarbeiten kann, muß er 
zuvor einen Dateiheader mit Datentyp 4 finden. In diesem Hea­
der findet er auch den Dateinamen. 

Datentyp 3: 

Wird im Header der Datentyp 3 erkannt, so wird das folgende 
Programm, ohne Änderung des Belriebssystems, immer ab der 
im Header angegebenen Adresse geladen. Der Headertyp 3 wird 
dann benutzt, wenn Maschinenprogramme geladen werden sol­
len, deren Anfangs3dresse nicht dem BASIC-Start entspricht. 
Dieser Datentyp wird bei Programmen mit AUüTSTART ver­
wendet. Das Angeben einer eigenen St3rtadresse, was beispiels­
weise zur Unterdrückung eines AUTOSTART fßhrt, ist im 
Kapitel �Nutzen des ROM-Listings" beschrieben. 

Dalentyp 5: 

Wird im Header der Datentyp 5 erkannt, so sollte die Fehler­
meldung "FILE NOT FOUND ERROR� ausgegeben werden. 
Slaudessen erfolgt die Ausgabe der sinnlosen Meldung "DEVICE 
NOT PRESENT ERROR". Die einfache Erklärung dafür ist, daß 
es siCh dabei um einen Fehler im Betriebssystems handelt. Das 
Aufbringen einer End of Tape (EOT) Markierung dient dazu, 
das Ende aller auf dem Band befindlichen Programme und 
Dateien zu markieren, um ein unnötiges weiteres Suchen zu ver­
hindern. 

Wird beim Schreiben eines Files, was ein Programm oder eine 
Datei sein kann, ein Filename, der aus mehr als 16 Zeichen 
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besteht, angegeben, so werden diese "überschüssigen" Zeichen 
durchaus gespeichert. Der Block hat ja noch 187 Bytes übrig, die 
vorn Filenamen belegt werden können, Diese "Qberschüssigen" 
Zeichen we ... den zwar nicht bei der FOUND-Meldung ausgege­
ben, jedoch überprüft der Computer beim Finden des Namens 
auf diese unsichtbaren Zeichen. Es ist möglich, diese Zeichen 
mit der PEEK-Anweisung auszulesen. Von dieser Möglichkeit 
wird aber normalerweise kein Gebrauch gemacht. 

Die Endadresse des geladenen Programms steht nach dem Laden 
in den Adressen SAE und $AF (174 und 175). SAE enthäll das 
LOW- und $AF das HIGH-Byte. 

Welche Befehle werden benutzt, um all diese verschiedenen 
Dateitypen auf Band zu schreiben und von Band zu lesen? Im 
folgenden eine Übersicht darüber: 

LADEN 

LOAD"NAME",! 

LOAD"NAME", ! , !  

SPEICHERN 

SAVE "NAME",. 
SAVE "NAME",! , !  
SAVE "NAME",! ,2 

SAVE "NAME",1,3 

lädt Programm ab BASIC-Startadresse. 
Programme des Datentyps 3 werden ab­
solut geladen. das heißt an die auf Band 
aufgezeichnete Adresse. 

Programm wird immer absolut geladen 

speichert als BASIC-Programm ab 
speichert als Maschinenprogramm ab 
speichert als BASIC-Programm mit zu­
sätzlichem EOT -Block 
speichert als Maschinenprogramm mit 
zusätzlichem EOT -Block 

Beim Öffnen einer Banddatei hat die Sekundäradresse folgende 
Bedeutung: 
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OPEN 1 , 1 ,0, "NAME" öffnet Datei zum Lesen 
OPEN 1 , 1 , 1 ,  "NAME" öffnet Datei zum Schreiben 
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OPEN 1 , 1 ,2, "NAME" öffnet Datei zum Schreiben mit zusätz­
lichem EOT -Block 

Der CLOSE-Befehl schließt eine Datei wieder. War die Datei 
zum Schreiben geöffnet, so wird in den Bandpuffer ein End­
kennzeichen (Nullbyte) und der Puffer auf Band geschrieben. 

Daraus wird klar, daß es unbedingt erforderlich ist, nach dem 
Schreiben auf eine Banddatei diese mit CLOSE zu schließen, da 
sonst die letzten Daten nicht auf Band geschrieben werden und 
verlorengehen. Wurde die Sekundäradresse 2 angegeben, wird 
zusätzlich noch ein END-of -Tape-Block (EOT) auf Band ge­
schrieben. 

Es ist zu beachten, daß es zu einer Einschränkung bei der 
Datenübertragung auf Band kommen kann. Normalerweise wer­
den die Daten im ASCII-Format auf Band geschrieben (Buch­
staben, Ziffern und Sonderzeichen). Werden mit PRINT#I, 
CHR$(I) Daten geschrieben, so lassen sich nicht alle möglichen 
Zeichen schreiben. Insbesondere wird CHR$(O) ausgefiltert. da 
es vom Betriebssystem als Endkennzeichen verwendet wird. 
Auf das Laden und Speichern von Programmen werden wir im 
nächsten Abschnitt eingehen. 
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KAS S ETTE 
P l n  Signal 

A - ,  G N D  

B - 2  + sv 

• 
• 

C - 3 KASSETTE MOTOR 
0 - 4  KASSETTE READ 

E - S  KASSETTE WRITE 

F - 6  KASSEnE SENSE 

, 2 3 

: 
A B C o 

Abb 5.2.1 Calletten-Port 

5.2.2 Datenspeicherung auf Diskette 

64 Intern 

: 
E 

Alle Einschränkungen, die bei den Kassettenoperationen be­
schrieben wurden, bestehen bei der Datenübertragung auf 
Diskette nicht. Eine Diskette ist in einzelne Spuren und Sektoren 
unterteilt, auf die wahlweise zugegriffen werden kann. Dadurch 
ist es möglich, direkt auf die gewünschten Daten zuzugreifen, 
ohne erst eine Vielzahl anderer Daten überlesen zu müssen. 

Die Commodore-Floppy 5141,  das Diskettenlaufwerk des C64, 
hat folgende Daten: 

3S Tracks (mit Tricks bis zu 40) 
21 Blöcke auf Track 01-17  
19 Blöcke auf Track 18-24 
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18  Blöcke auf Track 25-30 
17 Blöcke auf Track 31 -35 
664 Blöcke Speicherkapazität (ca. 164 KB) 
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Programme werden folgendermaßen gespeichert: Zuerst werden 
das LOW-Byte und das HIGH-Byte der Programmadresse über­
tragen und unmittelbar danach das Programm selbst. Ein Unter­
schied zwischen BASIC-Programm und Maschinenprogramm 
wird beim Abspeichern nicht gemacht. Die Unterscheidung fin­
det nur beim Laden stau. 

LOAD "NAME",8 

LOAD "NAME",S,I 

lädt BASIC-Programm. Die Programm­
startadresse wird ignoriert, es wird ab 
BASIC-Start geladen (normalerweise 
S0801). 

lädl Maschinenprogramm, das Programm 
wird ab der beim Speichern angegebenen 
Startadresse geladen. 

Mit dem folgendem Programm können sie die auf Diskette ver­
merkte Anfangsadresse feststellen. 

10 OPEN l,8,O, -NAME-
20 GET#l , AS, 8$ 
30 IF AS " "" THEN AI " CHRS(O) 
40 IF B$ = '''' THEN B$ • CHII:S(O) 
50 PRINT ASC(�S)+2S6*ASC(B$) 
60 CLOSE 1 

Zuerst wird ein File zum Laden geöffnet (Sekundäradesse 0) und 
daraufhin die ersten zwei Bytes des Programms von Disk geholt. 
Sie bilden die Startadresse, die dezimal ausgegeben wird. Die 
Abfrage auf den Leerstring in Zeile 30 und 40 ist deshalb erfor­
derlich, weil der GET -Befehl ein Nullbyte nicht akzeptiert. 

Soll ein Maschinenprogramm auf Diskette geschrieben werden, 
so kann dies so geschehen: 
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10 OPEN 1 , 8 , 1 , "NAME" 

20 PRIMT" , CHR$(AD-INT(AD/25b)*256); 

30 PRIMT#1, CHR$(AD/256); 

40 fOR I�O TO N -, 

50 PRIMT" , CHR$(PEEK(AD+!» ; 

60 CLOSE 1 
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In Zeile IO wird ein Programmfile zum Schreiben geöffnet 
(Sekundäradesse 0). Daraufhin wird die Startadresse des Pro­
gramms in der Reihenfolge LOW- und HIGH-Byte auf Disk 
geschrieben. Anschließend werden die Programmdaten geschrie­
ben und im Anschluß daran die Datei wieder geschlossen. Das 
Schließen der Datei ist sehr wichtig, da ansonsten Daten verloren 
gehen können. Die Variable AD enthält dabei die Startadresse, N 
ist die Länge des Programms in Bytes. 

Wie kann man nun Programme oder beliebige Speicherbereiche 
von Maschinensprache aus abspeichern? 
Auch hierzu existieren wieder zwei Betriebssystem-Routinen. 
die diese Arbeit übernehmen. 

LOAD 
SAVE 

$FFD5 
$FFD8 

Die LOAD-Routine wird folgendermaßen benutzt: 

Der Akku wird mit Null geladen. Dies ist das Kennzeichen für 
LOAD. Wird die LOAD-Routine mit I im Akku aufgerufen. 
wird VERIFY durchgeführt. Die Sekundäradresse entscheidet. 
wohin geladen wird. Ist die Sekundäradresse ungleich Null, so 
wird an die Adresse geladen, die im Programm gespeichert ist. 
Ist die Sekundäradresse gleich null, wird an die Adresse geladen, 
die im X- (low) und V-Register (high) übergeben wird. Ferner 
müssen Geräteadresse und Filename ausgegeben sein. Auch dazu 
gibt es ROM-Routinen. 

Beispiel: Laden eines Maschinenprogramms von Diskette, mit 
dem Namen "NAME", an die Adresse $1000. 
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cooo LDX 1$08 

C002 LDr 1$00 

C004 JSR SFFBA 

C007 LOA #$04 

COO9 LOX #$lE 

COOB Lor ISCO 

COOO JSR SFFBO 

C010 LOA ISOO 

C012 LOX ISOO 

C014 Lor 1$10 

C016 JSR SFF05 

C019 STX SAE 

C01B sn SAF 

C01D RTS 

Geräteadresse für F loppy 

Sekundäradresse 00 
Fileparameter setzen 

Anz�h l der Zeichen des Namens 

L�-Byte der Adresse des Namens 

HIGH-Byte der Adresse 

F i lenamenpsr!lmeter setzen 

$00 Ft�g für LOAD 

L�-Byte der Progr�f.ngs.dresse 

HIGH-Byte der Adresse 

LOAD-Routine 

L�-Byte der Endadresse speichern 

HIGH-Byte der Adresse speichern 

Rücksprung vom Hauptprogramm 

C01E 4E 41 4D 45 00 00 00 00 NAME 
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Wie aus dem Beispiel ersichtlich, übergibt die LOAD-Routine 
im X- und V-Register die Endadresse des geladenen Programms. 
Um das Programm absolut an die gespeicherten Adressen zu 
laden, muß als Sekundäradresse 01 gewählt werden. In diesem 
Fall könnten auch die Befehle in den Speicherzellen SCOl2 bis 
$C015 entfallen. 

An dieser Stelle nun der angekündigte Nachtrag zum Laden 
eines Programms von Band. Im nächsten Beispiel soll ein Pro­
gramm vom Band ab Adresse 56000 geladen werden, die mit 
abgespeicherte Adresse wird ignoriert, sofern der Datentyp nicht 
3 ist. Ist dies der Fall, so ist es nicht ohne weiteres möglich, das 
zu ladende Programm auf eine beliebige Adresse zu legen. Wie 
dies jedoch dennoch geschehen kann, lesen Sie bitte im Kapitel 
6.1 "Nutzung des ROM-Listings" nach. 

COOO LDX 1S0l 

C002 lor ßOO 

C004 JSR SFFBA 

C007 LDA #$04 

Geräteadresse für Sand 

Sekundäradresse 00 

F i l eparameter setzen 

Anzah l der Zeichen des Namens 
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C009 LDX IStE 
C008 LOY lSeo 
CODD JSR SFFBD 
C010 LO" ISOO 
C012 LDX ISOO 
C014 lDr #$60 
C016 JSR SFfD5 
C019 STX SAE 
C01B STY SAF 

C010 RTS 

LOW-Byte der Adresse des Namens 
HIGH-Byte der Adresse 
F i l enamenparameter setzen 

; $00 Flag für LOAD 

lOW-Byte der Programmanfangsadresse 

; HIGH-Byte der Adresse 
LOAD-Routine 
LOW-Byte der Endadresse speichern 
HIGH-Byte der Adresse speichern 
Rücksprung vom Hauptprogramm 

eOTE 4E 41 4D 45 00 00 00 00 NAHE 

64 Intern 

Wie Sie sehen, besteht der einzige Unterschied im Laden von 
Programmen von Band oder von Disk in der veränderten Gerä­
teadresse. 

Mit einem Maschinensprachemonitor wird das Programm ohne 
weitere Angaben immer absolut geladen und gespeichert. 

Soll von einem BASIC-Programm aus ein Maschinenprogramm 
mit LOAD geladen werden, so ergeben sich einige Schwierig­
keiten. Absolutes Laden läßt sich zwar leicht durch Angabe der 
Sekundäradresse 1 erreichen. Es besteht jedoch noch ein zweites 
Problem. Nach jedem LOAD wird die Endadresse des geladenen 
Programms immer gleich der Endadresse des BASIC-Programms 
gesetzt, und die Programmausführung beginnt wieder am Pro­
grammanfang. Dies ist für das Nachladen von BASIC-Program­
men (Overlay) durchaus sinnvoll, macht jedoch beim Laden von 
Maschinenprogrammen oder sonstigen Speicherinhalten Pro­
bleme. In einem solchen Fall empfiehlt sich ein kleines Maschi­
nenprogramm wie eines der obigen Beispiele. das z.B. vom 
BASIC-Programm aus mit SYS aufgerufen wird. Auch eine 
Parameterübergabe ist möglich, z.B. Filenamen und Gerä­
teadresse. 

Mit den nun gezeigten Beispielen lassen sich (allerdings mit den 
genannten Schwierigkeiten) Maschinenprogramme von BASIC 
aus laden. 
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10 I F  A=1 THEN 40 
20 A=1 
30 LOAD "NAME",B,l 
40 PRIMT " PROGRAMM GELADEN" 
50 END 
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Sollen mehrere Programme hintereinander geladen wsrden, so ist 
das mit dem folgenden BASIC-Programm möglich. 

10 ON A GOTO 30,50,80 
30 A::A+l 
40 LOAD "NANE 1",8,1 
50 PRINT " ERSTE PROGRAMM GELADEN" 
60 A::A+1 
70 LOAD "NAME 2",8,1 
80 PRINT " Z\lEITE PROGRAMM GELADEN" 
90 END 

Abspeichern von Programmen oder beliebigen Speicherbereichen 
mit der SAVE-Routine geschieht ähnlich. Hierzu muß der 
SAVE-Routine die Start- und Endadresse mitgeteilt werden. 
Außerdem werden Geräteadresse sowie Länge und Adresse des 
Filenamens (beim Abspeichern auf Diskette unbedingt erforder­
lich) benötigt. Die Startadresse muß in der Zeropage an zwei 
aufeinanderfolgenden Adressen stehen (LOW- und HIGH-Byte), 
im Akku wird ein Zeiger auf diese Adresse übergeben. Das 
LOW-Byte der Endadresse steht im X- und das HIGH-Byte im 
V-Register. Geräteadresse und Filenamenparameter werden wie 
bei der LOAD-Routine gesetzt. Wir wollen als Beispiel jetzt den 
Speicherbereich von $COOO bis SC200 unter dem Namen 
"NAME" auf Diskette speichern und haben die Startadresse des 
Programms in $FB/$FC gespeichert. 

eooo lDX #$08 
COOl LDY ftS01 
e004 JSR SFFBA 
e007 lDA #$04 

eOO9 lDX #S22 

Geräteadresse tür Floppy 
Sekundäradresse S01 
Fi leparameter übergeben 
Anzahl der Zeichen des Namens 
LOW·Byte der Adresse des Namens 
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HICM-Byte der Adr .. se 
F I l  enar.enpa rlllWter Cbergeben 
L�-Byte der stortadresse 

HICH-Byte der Adresse 
lOW-Byte speichern 
MIGM-Byte speichern 

64 Intern 

COOl lDY I$C() 
COOO JSR UFBLl 
COlD LDX ftOO 

C012 lDV ftCO 

C014 STX SfB 
C016 SlY SFe 

COla lDA "FB 
COlA lOX #SOl 
COle lDY ISCZ 
eDlE JSR UFOS 
C021 U$ 

�ittei len, wo Adresse gespefchert wurde 
LOW-Byte der Endadresse + , 
MIGH-Byte der Endadresse 
SAVE-Routine 
ROd:sprung vm Unterprogr_ 

C022 4E 41 40 45 00 00 00 00 NAME 

Wie Sie aus dem Beispiel ersehen. wird der Inhalt der 
Endadresse nicht mehr abgespeichert, es muß deshalb immer die 
Endadresse plus eins angegeben werden. Zum Abschluß wollen 
wir noch ein BASIC-Programm ohne Filenamen mit EOT­
Kennzeichen auf Kassette schreiben. 

COOO LOX HOl GerAt.adresse fUr Band 
C002 LDY 1IS02 Sekundäradresse 02 für End of "pe 
COO4 JSR SFFBA F i l ep8rameter Ubergeben 
C007 LDA noo kein .,MJe 

<:009 JSR: SfFBO fllenal'lel1p&r.eter Uber,eben 
COOC LDA 1fS2B Zeiger auf BASIC-PrograAnStart 
CODE LDK S2D LOW-Byte �r BASIC- Endadres8o 

Col0 LOr S2E HIGH-Byte der BASIC-Endadre5se 

C012 JSR SH08 SAVE-Routine 
COl5 R1S Rücksprung VOll Unterprogr_ 

5.3 Die CIAs 

Oie CIAs (Complex Interface Adapter) sind zwei sehr leistungs­
fähige Interfacebausteine, deren Leistungsfähigkeit beim C64 
jedoch nicht vollkommen ausgenutzt wird. Die CIAs sind die 
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Nachfolger der VIAs, die noch im VC20 und in der Floppy 1541 

Verwendung gefunden haben. 

Bevor wir auf die Arbeitsweise der CIAs eingehen, noch einige 
allgemeine Informationen: 

Die beiden völlig identischen Bausteine unterscheiden sich 
lediglich in ihren Aufgaben und in der Weise, wie sie mit den 
!ibrigen Elementen des Computers verbunden sind. Der CIA I 
dient hauptsächlich der Tastaturabfrage. Zusätzlich werden von 
ihm der Joystick. Paddels, Ligh,pen und Maus verwaltel. Er ist 
mit der IRQ-Leitung (Interupt Request) des Computers verbun­
den und belegt den Adreßbereich von SDCOO bis SDCFF. Der 
CIA 2 hingegen dient ausschließlich der Steuerung von Periphe­
riegeräten. Seine Leitungen sind am Userport herausgeführt. Er 
ist mit der NMI-Leitung (Nicht Maskierbarer Interupt) des 
Computers verbunden und belegt den Speicher bereich von 
SDDOO b;s SDDFF. 

Der lnterrupt der CIA 2 hat deshalb eiße höhere Priorität im 
Vergleich zur CIA I .  Dies ist auch sinnvoll, da die CJA 2, wie 
bereits erwähnt, die zeitkritischen Ein- und Ausgabeoperationen 
ausführt. 

Die CIAs verfügen jeweils über zwei freiprogrammierbare 
Timer, eine unbenutzte Echtzeituhr. und zwei freiprogrammier­
bare 8-Bil-Datenpocls. 

5.4 Die E/A-Ports 

5.4.1 TaSiaturabhage 

Die CIA's verfügen Ober zwei 8-Bit-Datenregister (PRA und 
PRB) bei denen jede der Leitungen sowohl als Ein- als auch als 
Ausgang geWählt werden kann. Um dies festzulegen. verfügen 
die CIAs über jeweils zwei 8-Bit-Datenrichtungsregister (DDRA 
und DDRB). Wenn ein Bit im DDR gesetzt ist (=1), arbeitet das 
korrespondierende Bit des PR als Ausgang. Ist das Bit im DDR 
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gelöscht (=0), so ist das entsprechende Bit des PR als Eingang 
definiert. Durch das Auslesen der DDRs erfähr man die 
Eingangsspannungsbelegungen der PRs. 

Die Portleitungen FAD bis PA 7 und PBD bis PB? des eIA 1 fra­
gen unter anderem, wie aus dem Schaltplan im Anhang ersicht­
lich, die Tastatur ab. Sie bilden eine 8-mal-8-Matrix, die es 
ermöglicht, 64 Tasten abzufragen. 

Falls Sie die Tasten Ihres C64 einmal gezählt haben, haben Sie 
jedoch festgestellt, daß dieser 66 Tasten hat. Das ist dadurch zu 
erklären, daß die RESTORE-Taste über eine eigene Leitung 
verfügt, die bei einem Tastendruck die RESTORE-Leitung auf 
Masse legt und dadurch einen NMI (Nicht Maskierbarer Inter­
rupt) auslöst. Die zweite fehlende Taste ist SHIFT -LOCK. Sie ist 
parallel zur linken SHIFT -Taste geschaltet. 

Eine Erklärung vorweg: Wenn ein Datenport im Datentich­
tungsregister auf Eingang geschaltet ist, und dieser nicht belegt 
ist, so sind diese Bits im Datenregister auf HIGH geschaltet 
(gesetzt). Zum besseren Verständnis arbeiten Sie bitte mit der 
Tabelle am Ende des Kapitels. 

Beim CTA I sind die Leitungen PAD bis PA7 als Ausgang ge­
schaltet. die Leitungen PBD bis PB7 als Eingang. Fragt die 
Interruptroutine des Betriebssystems die Tastatur ab, so legt sie 
die Anschlüsse des Ports A kurzzeitig auf LOW, die Bits der 
Adresse $DCOD (56320) werden gelöscht. 

Wird eine Taste gedrückt, so wird das Lowsignal des Port A 
fiber die Leiterbahn auf das entsprechende Bit des Port B über­
tragen. 

Die anderen Bits des Port B sind in diesem Fall nicht ange­
schlossen und deshalb, wie bereits erklärt, gesetzt. 

Erkennt das Betriebssystem einen vollständig gesetzten Port B, so 
wurde keine Taste gedrückt, und es wird zum Ende der 
Tastenabfrage gesprungen. 
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Wurde beispielsweise H gedrückt, so wird Bit 5 des Port B 
gelöscht. Oaran kann der Rechner erkennen, daß eine der Tasten 
F3, S. F, H, K, :, = oder die Commodore-Taste gedrUckt sein 
muß. Um festzustellen, welche dieser Tasten gedrückt ist, setzt 
der Rechner alle Bits des Port A bis auf das erste auf high und 
schiebt die Bits des Port B nacheinander ins Cany-Flag, um zu 
flberprOfen, ob sie gelöscht sind. Sobald er ein gelöschtes Bit 
festgestellt hat. holt er sich den entsprechenden Tasten-Code aus 
einer der Tabellen ab SEBSI. Aus welcher Tabelle der Tasten­
Code geholt wird, hängt davon ab, ob SHlFT oder COMMO­
DORE-Taste gleichzeitig betätigt wurden. Waren alle Bits des 
Port B gesetzt, wird das nächste Bit des Port A gelöscht und alle 
Übrigen gesetzt. Daraufhin wiederholt sich die Kontrolle des 
Port B. 

Sind mehrere Tasten gedrückt, so werden entsprechend mehr 
Bits des Port B gelöscht. Daraus wird ersichtlich, daß es möglich 
ist, mehrere Tasten gleichzeitig abzufragen. 

Als erstes nun ein Programm, daß es erlaubt, auf eine Taste 
oder auf eine Betätigung des Joysticks zu warten, ohne daß eine 
der Routinen zur Tastenabfrage angesprungen werden muß. Es 
ist also möglich, auf einen Tastendruck zu warten. obwohl der 
Interrupt, der die Tastatur abfragt. verhindert ist. 

COOO LD" WSOO 

COOl ST" SOCOO 

COO5 LD" SOCO, 

cooa CMP ISff 

COOA BEQ $[000 

cooc RTS 

Port '" auf Low l� 

Port a holen 

Tast. gedrückt 

Nein, dann wieder lU!! Anfang 

Rüctsprl.ng VCf'II Urtterprogr_ 

Das folgende Programm fragt mehrere Tasten auf einmal ab. Das 
Programm springt nur aus der Schleife, falls DEL, W. und die 
RUNjSTOP-Taste gleichzeitig gedrückt sind. 

COOO 5<, 

COOl LDA noo 

COOl srA $OCOO 

Inter�t verhindern 
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COO6 LO" SOCOl 

COO9 Oll> ftFf 

COOB SED SCOOl 

CDOll LDK HOO 

COOf LO", ftfE 

COTT PM" 

t012 STA $Oeoo 

t015 LDA $DCOl 

COTa QII) $C02D. X 
C01B SED SC021 

COlD PlA 

eOTE ClC 

an F sec $C001 

C021 Pli. 

C022 IMX 
C02l CPI( fS08 
C025 SED SC02B 

C027 SEC 

C028 ROL 

C029 BNE SC011 

C028 CLI 

COle 11.1$ 

; Port 8 holen 

Taste gedrückt 

; Nein, dann wieder von Anfang 

; Zähler �uf SOO setzen 

64 ln/ern 

; AUe 8its bis euf das IIrste oesettt 

; wert.. spei ehern 

; an Port A übergeben 

; llert von Port B holen 

; Mi t Wert IIUS labtlle ver9leichen 

; Ja, dann weiter 

; Ansonsten Stapel rOcksetten 

: U'Id z. ... 
; "nfan; springen 
; Gespeicherten Wert holen 

; Zähler erhöhen 

; "it Endwert vergleichen 

; Ja, dam zun Erde 

Carry setzen 
gelöschtes Bit 1.11 eins wrschieb«l 

lrbedingter Sprl.l"l9 
Interrupt wieder ermöglichen 

ROcksprung V� Unterprogran. 

C02D FE FD FF F F  Ff FF Fr 7F; Daten für die Tasten 

Die Bits des Port A werden einzeln, der Reihe nach gelöscht 
und die dazugehörige Bitkombination des Port B ilberprüft. 
Daraus ergeben sich acht Werte für Port B, die ab Adresse 
SC02D abgelegt sind. 

Wie schon erwähnt, holt sich das Betriebssystem den ASCn Wert 
der gedrückten Taste aus einer Tabelle. Zuvor wird jedoch die 
soeben gedrückte Taste in einem anderen Code in der Adresse 
SCB und eine Kopie davon in der Adresse $en abgelegt. Dieser 
Code entspricht der Stellung des entsprechenden ASClI-Werles 
in der eben erwähnten Tabelle ($EB8J). 

Wenn es auf Geschwindigkeit ankommt. so empfiehlt es sich, die 
gedrUckte Taste direkt in einer dieser Adressen abzufragen. Die 
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entsprechende Tabelle zur Identifizierung der Tasten finden Sie 
am Ende dieses Kapitels. 

PORT A 

SDCOO BIT 7 BIT e 

PORT B S[)C01 

81T 5 81T 4 BIT 3 

Abb. 5.4 .... 1: Tulalur-Mairix 

BIT 2 BIT 1 BIT 0 
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Tabelle der Tastencodes von $C5 und $ C B  
OEZ HEX BED. 

0 0 0  'NST 
' D E L  

1 0 1  eR 
2 0 2 �  
3 0 3 F 7  

4 0 4  F ' 

5 0 5  F 3 

6 0 6 . F 5  

7 0 7  1 1  
8 0 8 3# 

9 0 9  w 

1 0 0 A A 

1 1 0 8 4 $ 
1 2 0 C z 

1 3 0 0  s 

1 4 0 E E 
NIcht 1 5 0 F belegl 

D'Z HEX BED. 

1 6 1 0 5 
% 

1 7 1 1 R 

1 8 1 2 D 

1 9 1 3 6 & 

2 1 1 4 C 

2 0  1 5  F 

2 2 1 6  T 

2 3  1 7  X 

2 4 1 8 7 , 
2 5 1 9  y 

2 6 1 A G 

2 7 1 8 8 (  
2 8 1  C B 

2 9 1  0 H 

3 0 1 E U 

3 1 1 F V 

1 64 1$4 0  

Abb. 5.4.1.2: Tutencodierung 

DEZ HEX BEO. 

9 3 2 2 0  ) 

3 3 2 1  1 

3 4 2 2  J 

3 5 2 3  0 

3 6 2 4  M 

3 7 2 5  K 

3 8 2 6  0 

3 9 2 7 .  N 

4 0 2 8 + 

4 1  2 9  p 

4 2 2 A L 

4 3 2 8  -
4 4 2 C · >  
4 5 2 0  . [ 
4 6 2 E  @ 

4 7 2 F ' <  

�� 
DEZ HEX SED. 

4 8 3 0  L 
4 9 3 1  • 

5 0 3 2 . ' J  
5 1 3 3 ,::�� 

5 2 3 4 '''"' :b'l'" 

5 3 3 5  = 

5 4 3 6 1 � 
5 5 3 7 ? ,  
5 6 3 8 ' 1  
5 7  3 9 � 
5 8  3 A N'Oh• 

:bel'" 

5 9 3 8 2 • 
6 0 3  Cs,,, 
6 1 • .  N'oh' 

I : 3  Dh" ." 

6 2 3 E  Q 

6 3 3  F ��� 

keine Taste I 
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5.4.2 Joystick 

Die Joystickabfrage erledigt der etA I. Wie aus dem Schaltplan 
gut ersichtlich. werden für den Joystickport I die Bits PBO bis 
PB4 und für Joystickport 2 die Bits PAO bis PA4 der CIA I 
belegt. Über die Schalter des Joysticks wird Masse. das heißt ein 
Low-Signal, auf die entsprechende Portleitung gelegt. 

Es ist selbstverständlich auch möglich, mehrere Leitungen auf 
low zu legen und dies dort abzufragen. sofern die entsprechen­
den Porlleitungen im DDRA als Eingang definiert waren. Da der 
Joystickport 1 mit Port B der CIA 1 verbunden isr, wird auch 
verständlich, daß beim Betätigen des Joysticks �wunderliche" 
Zeichen auf dem Bildschirm erscheinen. Hier nun eine Über­
sicht Ober die Zuordnung der Portleitungen: 

Kontrollport I Kontrollport 2 

Adresse SDC01 Adresse SDCOO 

oben: Port BO Port AO 
unten: Port B I  Port A l  
links: Porl 62 Port A2 
rechts: Port B3 Port A3 

Feuer: Port B4 Port A4 

Mit dem folgenden BASIC-Programm kann man den Joystick in 
Joystickport 2 abfragen. 

10 POKE 56322,224 

20 J=PEEK (56320) 

30 I F  ( J  AND 1 ) "OTHEN PRINT"OBEN" 

4Q IF (J ,\/110 2).OTHEN PRIIfT"ljITEN" 

SO If (J AN!) 4)=OTHEN PRINT"lINKS" 
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60 I F  (J AND !)=OTHEN PRI NT"RECHTS" 

70 IF (J AND 16)=OTHEN PRI NT"KNOPf" 

80 ooTO 20 

64 Intern 

In Zeile 10 werden die Leitungen PAO bis PA4 des PRA als 
Eingang geschaltet. Dies geschieht im DDRA, der Register 2 der 
CIA I ($DC02) belegt. Daraufhin werden die Daten von Port A 
geholt und kontrolliert, welche Bits gelöscht wurden. 
Anschließend wird wieder zur Abfrage gesprungen. Das Pro­
gramm können Sie nicht mit der STOP-Taste unterbrechen, da 
keine Tastenabfrage mehr möglich ist. Falls Sie das Programm in 
Ihr eigenes Programm einbauen wollen, so ist es nicht unbedingt 
nötig, auf eine Tastenabfrage zu verzichten. Durch POKE 
56322,255 wird die Tastenabfrage wieder ermöglicht. Um die 
Joystickabfrage auf Joystickport I zu verlegen, brauchen Sie nur 
zu jeder Adresse eine I zu addieren. 

5.4.3 Die Verwendung VOD Paddles 

An den C64 können handelsübliche Paddles angeschlossen wer­
den. Sie werden einfach in den Controlport J auf der rechten 
Seite des Gerätes eingestöpselt. Hinter einem Paddle verbirgt 
sich nichts weiter als ein Potentiometer, welches auf die im 
Kapitel 4 erläuterte Weise mit dem SID verbunden ist. und eine 
Taste, welche auf die Joystickposition LINKS für das eine 
Paddle und RECHTS für das andere Paddle wirkt. 

Ein wenig problematisch ist das Verfahren, die Paddlewerte pro­
grammtechnisch auszuwerten, da sich einige Bits zur Paddle­
steuerung und -abfrage die CIAs I und 2 mit der Tastatur teilen 
müssen. 

Probleme bereiten zum einem die Tasten an den Paddles und 
zum anderen die Tatsache, daß Anschlußmöglichkeiten für zwei 
Paddlepaare (also vier Paddles) bestehen, der SID aber nur über 
zwei AnalogjDigital-Wandler verfügt. Letzteres Problem wird 
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dadurch gelöst, indem die Paddles über einen Analogschalter 
geführt werden.Um diesen zu bedienen, werden zwei weitere 
Bits der CIA 1 herangezogen. 

Es muß also auch hier zur Auswertung der AjD-Wandler die 
Tastatur lahm gelegt werden, allerdings nur für die Zeit des 
tatsächlichen Zugriffs, da man sonst mit der Tastatur nicht mehr 
arbeiten könnte. 

Die Lösung bringt folgendes kleine Maschinenprogramm. Es 
wird als DATA-Statements in ein BASIC-Programm eingebun­
den und erlaubt, wie weiter unten gezeigt, den komfortablen 
Zugriff auf alle Parameter von vier angeschlossenen Paddles. 
Das Programm ist in einem Bereich angelegt, der vom Betriebs­
system nicht benutzt wird. 

Die ROckmeldungen belegen einige Speicherzellen, die nur 
während einer Kassettenoperation anderweitig belegt sind. 

CFBE SEI ;Tastllturabfr* verhindern 

CFBF lDA #$80 ;Pllrameter für Paddleslln A 

CFC' JSR SeFEe ;A/O-Werte Al und A2 holen 

CFC4 STX S033e ;und sicherstellen 

CfC7 sn S0330 

Cf CA LOA SOCOO iTasten A aus CIA , holen 

CFCD At«> HOC ;benötlgte Bits fi ltern 

Cftf srA 1029F ;und sicherste l l en 

Cf02 lOA #540 ;Paraaeter für Paddtesatl 8 

CF04 JSR SCFEC ;AJO·werte 81 und 82 holen 

CFDT STX S033E ;1.J'ld si cherueHen 

CFDA sn S033F 

CFDD LDA SDe01 jTasten B BUS elA Z holen 

eFED AND #SOC jbenötigte Bits filtern 

CfEZ STA S02AO jund sicherstellen 

CFE5 lOA #SFF jolle Bits Ausgang in CIA 1 

erE7 STA $De02 ;� Tastaturabfrage wieder 

eFEA eLi ;:w erlalben 

CFES Rrs ;Rückkehr ins 8asicprogr� 

CFEC SlA IOCOO ;Paddteslltz auswihlen 
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CFEF 

CFF2 

CHI, 
CrF6 

CFF7 

CFF9 

er rc 

CFFF 

ORA neO 

ST" IDe02 

IJ)X ... 
.EX 
llHE SCFF6 

LDX $0419 

LDY S041,\ 

RTS 
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;und entsprechende Bits 
;auf Ausgang seUen 
;Verzögerungsschleite "" 
;8ertltigtng dn 
;A/D-E;ngangs 
;AlD 1 holen 
;AlD 2 hoLen 
:ROckkehr ins HIl,4:ltprollr811111 

Hier nun das BASIC-Programm,  Schließen Sie die Paddles an, 
laden und starten Sie das Programm und schauen Sie, was 
geschieht. 

10 DATA 120,169, 128,32,236,207,142,60,3,140,61 ,3,113 

20 DAlA O,2Z0.41,12.141,lS9,2, 169,64,32,236,207, 142 

30 DATA 62,:S, 140,63, 3 . 173, I, 220,t.l , 12, 141 , 160, 2, 169 

40 DA1A 255,141,2,220,88,96, 141,0,220,9,192,141.2 

50 DAlA 220,162.0,202,208,253,174,25,212,172,26,212,96 

60 rOR H=53182 TO 53247 

70 READ A: POKE M,A: HEXT: REM Haschinenprogr� einlesen 
80 AX.z830: REM Paddle t anI tontroLport 1 

90 "Y:MI: REH Pactfle 2 001 Controlport 1 

100 BA=67Z: REM Tasten von Paddlepaar A 

1 1 0  BK�2a: REM Paddle 1 � Controlport 2 

120 BY=829: REM Paddle 2 am Controlport 2 

130 BB�830: REM Tasten von Peddlepear B 

140 SYS 5318<: REM A l l e  Werte holen 
150 PRIMT PEEK(AlC)" "PEUCA'O- "PEEK(BA)" N; 
160 PRIMT PHK(llC)" ''PEEJ:(BY)" "PEU(BB) 

11'0 GOTO 140 

5.4.4 MAUS 

Die Maus ist ein sehr leicht zu bedienendes Eingabeinstrument. 
das leider noch kaum z.um C64 durchgedrungen ist Vor kurzem 
sind jedoch einige MAuse auf den Markt erschienen, die ohne 
weiteres an dem C64 anschließbu sind. 
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Sie belegen die gleichen Anschlüsse wie auch der Joystick und 
legen den Anschluß für die jeweilige Richtung auf Masse. Im 
Prinzip ist dies nämlich ein als Maus "getarnter" Joystick. Durch 
das Joystick-kompatible Signal ergibt sich auch umgehend ein 
Problem. Es ist nicht möglich, die Geschwindigkeit, mit der die 
Maus bewegt wird, festzustellen. Man kann lediglich mit einem 
konstanten Wert für die Geschwindigkeit arbeiten. 

Doch wie funktioniert eigenllich SO eine Maus? Die Bewegung 
der in der Maus befindlichen Kugel wird auf zwei Rollen über­
tragen. Die eine Rolle übernimmt die Bewegung in X- und die 
andere in Y -Richtung. An jeder der Rollen ist ein Kranz mit 
Löchern befestigt. Die Löcher lassen einen Lichtstrahl, der auf 
einen Fotowiderstand fällt, ungehindert durch. Durch Drehen 
des Kranzes entsteht ein ständiger Wechel zwischen hell und 
dunkel. Die Bewegung der Maus wird somit nicht wie beim 
Joystick durch das Vorhanden- und Nichtvorhandensein des 
Signals, sondern durch das ständig gesendete, sich ständig 
ändernde Signal erkannt. 

Bei der Maus für den C64 werden diese Impulse durch eine 
zusätzliche Schaltung in ein Joysticksignal umgewandelt. Diese 
Umwandlung ermöglicht es, die Maus einzustöpseln und die 
Tastatur trotzdem abzufragen. 

Das folgende Maschinenprogramm ermöglicht es, eine Maus, die 
nicht speziell für den C64 entwickelt wurde, abzufagen. In die­
sem Fall ist es die Maus für den Mari 520 ST. Aufgrund der 
Tatsache. daß diese Maus ständig ein Signal an den Port SChickt, 
ist es niCht möglich, zusätzlich die Tastatur abzufragen. Das ist 
jedoch auch der einzige Nachteil. Dafür bekommen sie eine 
-richtige- Maus und keine Joystick-"[mitation". 

Das Sprite, das durch die Maus gesteuert wird, muß zusätzlich 
zu diesem Maschinenprogramm noch ab Adresse $0340 (832) 
abgelegt werden. Im angefügten BASIC-Lader ist dies bereits 
geschehen. 
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CODA SEI 

COOl LDA #$()1 

C003 ST,. $0015 

C006 LDA 1$60 

C008 srA $DODO 

CDD8 sr,. SOOOl 

CODE LDA 1$00 

COlD STA S07F8 

C013 LOX noo 

t015 STX SOe02 

C01S LDA $OCOO 

C018 PHA 

COlA AHD 1S03 

e01E CMP SFB 

C020 BEC $C036 

C022 LOY SFB 

C024 sr,. SFR 

C026 GMP $eatO,Y 

C029 BHE seOZE 

C02B JSR $C06O 

eDZE CMP $COC4,Y 

C031 BNE $C036 

C033 JSR scors 

C036 PLA 

C037 PHA 
C038 LSR 

C039 lSR 

C03A AND 1$03 

C03e CMP SFe 

e03E BEQ $e054 

C040 Lor SFe 

C042 STA SFe 

C044 CMP SeDtO,l 

C047 BNE SC04C 

C049 JSR SC09E 

C04C CMP 

'NE 

SCOC4,Y 

se054 C04F 

c051 JSR seDAB 

c054 PLA 

C055 AND 1$10 

T8staturabfrage verhindern 

Sprite eins einschal ten 
Koordinaten fest·Legen 
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Spritezeiljer auf S0340 (832) steLLen 

Port A auf Eingang stellen 
Port Lesen 
und merken 
erste 2 Bits isolieren (HorizontaLe) 
mit altem Wert vergleichen 
ja, dann 2ur nächsten Abfrege 
ensonsten alten Wert Lesen 
und neuen Wert speichern 
Wert für entspreche� BeWegUng? 
nein, andere Bewegung vergLeichen 
Sprite nach rechts bewegen 
entgegengesetzte Bewegung? 
nein, denn andere Bewegung 
Sprite nach L i nks bewegen 
gespeicherten Wert hoLen 
und erneut abspeichern 

Bits verschieben, un Bewegung 
i n  vert ikaler Richtung abzufragen 
Bits isol ieren 
mit aLtem Wert vergleichen 
ja, dann zur nächsten Abfrage 
alten Wert holen 

und neuen Wert speichern 
Wert für entsprechende Bewegung 
nein, dann andere Ri chtung 
Sprite nach unten verschieben 
Wert mit anderer Richtung vergleichen 
nein, dann Feuerknopf 
Sprite nech oben verschieben 
gespeicherten Portwert holen 
mit Feuerteste vergleichen 
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C057 BNE SC018 

C059 INC $D020 

C05C JHP SC018 

C05F NOP 

nein, dam zum Anfang der Abfrage 
Wert für Rahmenfarbe erhöhen 
zum Anfang der Abfrage springen 

Bewegungsroutinen für das Sprite 

C060 PHA 

C061 LOA SO010 

C064 CHP #SOl 

C066 BNE SC06F 

C068 LOA SOOOO 

C06B CMP 1$40 

C06D BCS se079 

e06F I NC SOOOO 

e072 BNE Se079 

C074 LDA 1S0t 

e076 STA S0010 

C079 PLA 

C07A RTS 

C07B PHA 

C07C LOA SOoto 

C07F eMP n01 

e081 BNE se092 

e083 LOA SOOOO 

C086 BNE seoao 

e088 LOA noo 

e08A STA SO010 

C08D OEC $DOOO 

C090 PLA 

C091 RTS 
e092 LDA $DOOO 

e095 CMP 1$18 

e097 Bee se090 

e099 OEe SOOOO 

e0ge BNE se090 

Akku retten 
Spriteüberlaufregister laden 
ist es gesetzt 
nein, dam verzweigen 
Spritekoordinate laden 
mit Maximalwert vergleichen 
verzweige, wenn größer 
X-Koordinate erhöhen 
verzweige, wenn kein über lauf 

Oberlaufregister setzen 
Gespeicherten Wert holen 
und lurück �um Hauptprogramm 

Akku retten 
lberlaufregister laden 
Register gesetzt 
nein, dann verzweige 
Koordinate laden 
wem nicht gleich null, verlweige 
lberlaufregister löschen 

X-Koordinate verringern 
gespeicherten Akku holen 

und zurück ins Hauptprogramm 
Koordinate laden 
Minimalwert 
kleiner dann Rücksprung 
sonst X-Koordinate verringern 
unbedingter Sprung 

215 
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C09E PIIA 

C09F LDA SO001 

C0A2 CMP t$Fl 

(0,0\4 Bes SCDA9 

CO"6 INC SO001 

CO"9 PLA 

COM RTS 

COA8 PIIA 

COAC LDA SOOOl 

COAF CfIIP 1$31 

eOBl sec SCOB6 

CDB3 OEC SOOOl 

C086 PLA 

CDB7 RTS 

Ak.ku retten 

Y-KoordinBte laden 

M8xilllll Lwert 

größer, dam ll:OcksprU'lg 

Koordinate erhöhen 

geretteten Akku holen 

U'ld zurück ins Hal4ltprogr!llll1l 

Alcku retten 

V-Koordinate laden 

MinilMlwert 

kLeiner, dann Rücksprung 

sonst Koordinate verringern 

Akku holen 

Rücksprung ins Hauptprogramm 

64 Intern 

coca 02 00 03 01 01 03 00 02 Daten zur Feststel l ung 

der Ri chtung der Maus 

Hier jetzt der BASIC-Lader, in dem das Sprite schon vorhanden 
ist. 

10 fOR N�OT063:READ X:POKE832+N,X:NEXT 

20 READ X: SUM=SUM+X : I FX=-lTHEN40 

30 POKE49152+Y,X;Y=Y+1 :GOT020 

40 IFY<>200TIIEN PRINT"ERROR I N  DATA":END 

50 5Y549152 

90 REM 

91 REM SPRITE DATEN 

92 REM 

100 OATA 0,0,0,0,0,0,0,0,0,15,224,0,15, 192, 0,15,128,0, 1 5 , 1 92,0, 13, 

224,0 

101 DATA 8,240, 0,0, 120,0,0,60,0,0,30,0,0, 15,0,0,7, 128,0,3,128,0,0, 

0,0,0,0 

102 DATA 0,0,0,0,0,0,0,0,0,0,0,0,0 

197 REM 

198 REM PROGRAMM 

199 REM 
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200 OATA 120,169, I ,  '4 I ,  21, 208, 169,96,141 ,0,208,141 , 1 ,208,169,13,14 

1 ,248,7 

20' OATA 162,O,I42,2,22O,173,O,220,72,41 ,3,197,25I,240,20,164,2S1, 

133,25t 

Z02 OATA 217, 192,192,208,3,32,96, 192,217,196,192,208,3,32,123, 192, 

lD4,n,74 

203 DATA 74,41,3, 197,252,240,20,164,252,133,252,217,192, 192,208,3, 

32,158,192 

204 DATA 217,196, 192,208,3,32, 171, 192,104,41,16,208,191,238,32,208 

,76,21i,192 

205 DATA D,72,I73,16,Z08,lOI , 1 ,zoe,7, 173,0,208,201,77,176, 10,238,0 

,208,208 

206 DATA 5, 169, I, lli 1 ,16,208,104,96, n, 173, 16, 208, 201, I ,  208, 15, 173, 

0,208,208 

207 OATA 5 ,  '69,0, 141, 16,208,206,0,208, 104,96,173,0,208,201,24,144, 

247,206 

208 OAlA 0,208,208,242,72,173,1,208,201,241,176,3,238,1 ,208,104,96 

,72, 173 

209 OATA 1 ,208,201 ,49,144,3,206, 1 , 208,104,96,0,0,0,0,0,0,0,0,2,0,3 

, 1 , 1 ,3,0,2,-1 



218 

'0 20 30 '0"0 

Abb. 6.(.(: ControI Port 

5.4.5 Die 6S Maus 1351 

64 Intern 

Control Port 1 :  
-

"" SI\lui 

, ,Jov AO 

, JaY Al 

, JO'!' "2 

• JOV Al 

, PADDLE POTENTIOMETER AY 

• BUTTON AlLlOHT PEN 

, . " 
• aNa 

• PADDLE POTENTIOMETER AX 

Control Port 2 :  

" "  Slgnl' 

, JOY 8 \1 
, JO'!' 81 

, JO'!' 82 

• Je'!' 83 

• PADDLE POHNTIOMETER SV 

• BUTTON 0 
, . " 
• G "  

• PADDLE POTENTIOMETER 8X 

Die Maus ist ein sehr leicht zu bedienendes Eingabeinstrument. 
Sie belegt die gleichen Anschlüsse wie auch du Joyslick. 

Doch wie funktioniert eigentlich die Maus? Die Bewegung der 
in der Maus befindlichen Kugel wird auf zwei Rollen über­
tragen. Die eine Rolle übernimmt die Bewegung in X- und die 
andere in V-Richtung. An jeder der RoUen ist ein Kranz mit 
Löchern befestigt. Die Löcher lassen einen Lichtstrahl. der auf 
einen Fotowiderstand fälh. ungehindert durch. Durch Drehen 
des Kranzes entsteht ein ständiger Wechsel zwischen hell und 
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dunkel. Die Bewegung der Maus wird somit nicht wie beim 
Joystick durch das Vorhanden- und Nichtvorhandensein des 
Signals erkannt. 

Das folgende Maschinenprogramm ermöglicht es. die 
Commodore-Maus 1351 in Port I. die speziell für den C64 ent­
wickelt wurde. abzufragen. Es liegt in S8000, von Wo es nach 
SCOOO kopiert wird. In $COOO liegt das Interrupt-Programm, das 
die Maus steuert. Das Mausprogramm erkennt. welches Zeichen 
sich unter dem Mauszeiger befindet. Außerdem lassen sich die 
X- und V-Koordinaten in den Adressen $037D und SOl7E 
abfragen. 

Nachdem das Maschinenprogramm in den SpeiCher geladen 
wurde, kann es mit SYS 32832 gestartet werden. Im BASIC­
Loader ist dies bereilS im Programm eingebunden und braucht 
nur mit RUN gestartet zu werden. 

Nun folgt das Maschinenlisting und der BASIC-Load er: 

Sprite Daten 

8000 FB 00 00 90 00 00 B8 00 
8008 00 oe 00 00 BE 00 00 07 
8010 00 00 02 00 00 00 00 00 
8018 00 00 00 00 00 00 00 00 

!O20 00 00 00 00 00 00 00 00 
8028 00 00 00 00 00 00 00 00 
8030 00 00 00 00 00 00 00 00 
8038 00 00 00 00 00 00 00 00 

Programmanfang 

8040 lOY §s.oo Zi;h I er auf Null 
8042 lDA s.8OOO, Y  Spf"i tedaten 
8045 S'A SOEOO. Y noch Puffer I kopieren 

8048 INY Zähler erhöhen 

8049 CPY §S40 wenn fertig, 
804B BNE $8042 dann weiter 
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8040 LDA §$Ol Sprite 1 

804'" 51 ... $0015 einschal ten 

8052 51 A. soon W'Id farbe setzen 

8055 LD" §S64 spri te 

8057 STA SOODD X·IU chtL-ng 

805A. STA SOO01 T-Rlchtung 

8050 LD" §$OO Oberi llufreslister 

8O'Sf 51 ... $0010 setzen 

8062 LO'" §$38 Zeiger auf 

8064 SI" S07F8 Puffer 1 
8067 LOT §SQO Zähler IMJf Null 

8069 LDA $807e,T Interruptroutine nach 

806C ST" seOOO,T SCOOO kopieren 

806F INY Zähler erhöhen 

8070 CPT §SOl wenn fertig, 

BOn BME $8069 dann wel ter 

80710 lDA §SCO \rert 

8076 STA lOA04 1wl schenspei ehern 
8079 JMP seODO Spr� zur Interruprout ine 

aore NOP 

8070 NOP 

SOTE NOP 

807F lKlP 
8080 """ 
80S' """ 
8082 NOP 

8083 HOF' 

8084 NOP 

80S' NOP 

.... """ 
8087 """ 

.... NO!' 
8089 NOF> 

808'" NOP 

808B NOP 

808C NOP 

- """ 
.... """ 

IS08F SEI 

8090 LD'" §SZ1 

Interr-upt sperren 

IRQ auf 

64 Intern 
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8092 STA S0314 

8095 LDA §SCO 

8097 STA S0315 

809A PLP 

809B cu 

809C RTS 

8090 NOP 

809E LDA $0419 

BOAl LDY SCODl 

BOA4 JSR SC058 

BOA 7 STY SCOO 1 

80AA CLC 

80AB AOC $0000 

80AE ST A SOOOO 

80Bl TXA 

8OB2 ADC §SOO 

8Oa4 ANO §SOl 

8OB6 EOR: saOl0 

8OB9 STA saOl0 

aOBC LO" $041 A 

80BF LOY SC002 

aOC2 J SR seoss 

aOtS STY se002 

aota SEC 

80t9 EOR: §SFF 

aOCB AOC SOOOl 

eOtE STA SOOOl 

SOOl JMP St083 

8004 STY StOD4 

S007 STA St003 

800A LDX §SOO 

SOOC SEC 

SOOO SBC StOO4 

SOEO "NO §S7F 

80E2 CMP §S40 

8OE4 SCS S80EO 

80E6 LSR 

8OE7 SEC S80FS 

8OE9 LOY SC003 

80EC RTS 

St02' 

setzen 

"od 
Regi ster holen 

Interrupt freigeben 

RücKsprung 

keine Operation 

Mauskoordinate holen 

Carry für Addition löschen 

�ur alten Position addieren 

und spei chern 

X-Reg. nach Akku 

,,' 
Uberlauf 

prüfen 

und spei chern 

Mauskoordinaten holen 

Carry für Addition 

Bits lIrdrehen 

Zur alten position addieren 

l.n::I speichern 

ROcksprung 

Werte 

%wischenspeichern 

X-Reg. löschen 

tarry für subtraktion löschen 

subtrahieren 

Bit 8 löschen 

wenn werte gleich, 

dann ver�weige 

�l 2 

ver�weige, wenn kein überlauf 

alten wert laden 

Rücksprung 

221 
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80EtI ORA §$CO 

BOEF CMP SSFF 

80FT BEQ S30U 
BOf3 sec 

MF4 ROR 

8Of5 LOlC iur 
SOF1 LOT $.Coo3 

SOFA RTS 

BOFB LDA §$oo 

SOFD 1115 
80rE SRK 
80ff LD" $0000 

8102 SBC S$1B 

8104 LDX §SFr 

8106 INX 

8107 SBC §SOS 

8109 ses $8106 

8108 TX-' 

8Toe SBC §SOl 

810E STX S03FD 

8111 SEC 

8112 LOA s0001 

8115 SBC §$32 

8117 lDX §SFr 

8119 IHle 

8111. sec §SOS 

81te BCS 18" 9 

8HE TXA 

811F SBC §SOl 

8121 STX S03FE 

8124 LDA $DOlO 

8127 0iP §SOT 

Bi ts seuen 

lX'Id vergleichen 

verzweige, wenn ke;n Oberlauf 

C.rry tür Rechenoperatfon 

Bits vertichleben 

.lte werte 

holen 

Rüc!csprlllg 

Ak:ku l�schen 

ROcksprlrlSl 

X-Position laden 

tn:I subtrahieren 

wert laden 

lrId erl'liShen 

solange s..btrattieren 

bis tbertauf 

X-Reg. wieder nach Akku 

subtrahieren 

tn:I spei ehern 

�rry seuen 

'-Position laden 

Lnd subtrahieren 

Wert laden 

U"Id erhöhen 

solange subtrahieren 

bis {berl8Uf 

X-Reg. nach Akku 

subtrahieren 

und speichern 

Prüfen ob 

Cberlauf 

8129 BNE $8148 verzweige, wenn ja 

8128 LDA S03FD Puffer 

al2E CJIIIP §S10 richtig 1 
8130 BEQ $8148 verzweige, W«V\ nein 

8112 LOA $OlfO Puffer 

8135 CMP §STE richtig ? 

8137 BEQ $6148 verzweige, wenn nein 

8139 LDA S03fD Puffer 

64 Intern 
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813e CMP §$1f richtig ? 

813E BEQ SB148 verzweige, wenn nein 

8140 LOA S03FO Puffer lllden 

8143 ADe §S20 richtig stellen 

8145 STA S03FD und speichern 

8148 JMP SEA31 Sprung zur Interruptroutine 

100 FORI=32768T033100:READA:POKEI , A:NEXT 

105 SYS 32832 

1 1 0 0ATA248,O,0,144,O,O,184,0,0,220,O,0,142,O,O,7,O,O 

120 OATA2,0,O,O,O,O,O,O,O,O,O,O,O,O,0,0,0,0 

130 OATAO,O,O,O,O,O,O,O,O,O,O,O,O,O,O,O,O,O 

140 0ATAO,0,0,0,O,O,O,O,O,O,16O,0, 185,0,128,153,O,14 

150 OATA200, 1 92,64,208,245, 169, 1 , 1 4 1 ,  21 ,208, 141, 39,208,169,100,141, 

0,208 

160 OATA1 4 1 , 1 , 208,169,O,141,16,208, 169,56,141 ,248,7,160,0,185,124,128 

170 OATA153,O, 192,200,192,209, 208,245, 169,192,141 ,4, 10,76,0, 192,234,234 

180 OATA234,234,234,234,234,234,234,234,234,234,234,234,234,234,234,234, 

234,120 

190 OATA 169 ,33,141,20,3,169,192,141,21,3,40,88,96,234,173,25,212, 1n 

200 OATA209, 192,32,88,192,140,209,192,24, 109,0,208, 141,0,208, 138,105,0 

210 OATA4 1 , 1 ,77,16,208, 141,16,208, 173,26,212,172,210, 192,32, 88,192,140 

220 OATA210, 192,56,73,255, 109,1 ,208,14 1 , 1 , 208,76,131, 192,140,212,192,141 

230 OATA2 1 1 , 192, 162,0,56,237,212,192, 41 , 127,201,64, 176,7,74,240,18,172 

240 OATA21 1 , 192, 96, 9,192,201 ,255 ,240, 8,56,106,162,255,172,211, 192,96,169 

250 OATAO,96,O, 173,0,208,233,24,162,255 ,232,233,8, 176,251 , 138,233, 1 

260 OATA142,253,3,56, 173,1 ,208,233,50,1�2,255,232,233,8, 176,251 , 138,233 

270 OATA1, 142,254,3, 173,16,208,201 , 1 ,208,29,173,253,3,201 ,29,240,22 

280 OATA173,253,3,201,30,240,15,173,253,3,201 ,31,240,8, 173,253,3,105 

290 OATA32,141,253,3,76,49,234,O,O 

S.S Timer 

Jede der zwei CIAs verfügt über zwei frei programmierbare 16-
Bit-Timer. Diese zählen von ihrem gesetzten Wert an bis Null 
und lösen daraufhin einen Interrupt aus. Das Auslösen eines 
solchen Interrupts kann jedoch auch vom Programmierer verhin­
dert werden. Normalerweise wird Timer A von CIA I vom 
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Betriebssystem dazu verwendet. den jede 1/60 Sekunde aufge­
rufenen Systeminterrupt zu steuern. Aus diesem Grunde ist es 
ratsam, nur den unbenutzten Timer B für eigene Experimente zu 
verwenden. 

Man stellt den Timer B. indem man den Wert, von dem heruß­
tergezä.hlt werden soll, in die Register 6 und 7 des CIA I 
(Adressen $DC06 und SO(07) schreibt. Register 6 enthält das 
Low-Byte und Register 7 das High-Byte des Wertes. Für TimeT 
A der CIA 1 sind es die Register 4 und 5 (Adrssen $DC04 und 
SOCOS). Jeder der beiden TimeT besteht aus einem Vorspeicher 
(engl. Latch) und einem Zähler (Counter). Schreibt man einen 
Wert in eines dieser Register, so wird er im Latch gespeichert. 
Beim Lesen der Register erhält man den derzeitigen Wert des 
Timers. Beide Timer können unabhängig voneinander betrieben 
werden. Es besteht jedoch auch die Möglichkeit. sie zu kombi­
nieren, und dadurch einen 32-Bit-Timer zu erhalten. Dies kann 
dann von Vorteil sein, falls lange Verzögerungsschleifen benötigt 
werden. 

Zum Einstellen des Arbeitsmodus existieren zwei voneinander 
unabhängige Register. Für Timer A ist dieses Register 1 4  
(Adresse $DCOE) und für Timer B 1 5  (Adresse $DCOF). Auf 
die Bedeutung der einzelnen Bits dieser Register, die im wesent­
lichen gleich ist, wird jetzt näher eingegangen. 

Bit 0: START /STOP 

Es ist möglich, durch Löschen dieses Bits die Timer anzuhalten. 
Durch Setzen des Bits werden sie wieder gestartet. 

Bit 1: PB ON/OF 

Ist dieses Bit gesetzt, so wird bei jedem Unterlauf (das heißt 
beim Durchlaufen von Null) des Timers ein Signal an die ent­
sprechende Portleitung ausgegeben. Für Timer A ist das PB 6 
und für Timer B PB 7. Ist das Bit gelöscht, so hat ein Unterlauf 
des Timers keinen Einfluß auf die Portleitung. Dieses Bit hat 
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Priorität vor dem DDRB. Das bedeutet, daß bei gesetztem Bit 
die entsprechende Portleitung immer als Ausgang fungiert. 

Bit 2: TOGGLE/ PULSE 

Dieses Bit arbeitet nur im Zusammenhang mit Bit 1 dieses 
Registers. Ist es gesetzt, so wird bei jedem Timerunterlauf das 
Signal auf Leitung PB6 invertiert. Beim Register 15  ist es Lei­
tung PB7. Es ist also möglich, ein Rechtecksignal auszugeben, 
dessen Frequenz durch den entsprechenden Timer festgelegt ist. 
Bei gesetztem Bit wird bei jedem Unterlauf auf die entspre­
chende PortIeitung ein positives Signal in Länge eines Taktzyk­
lus ausgegeben. 

Bit 3: ONE-SHOT /CONTlNUOUS 

[m One-Shot-Modus (in diesem Fa1l ist das Bit gesetzt) zählt der 
Timer von dem im Latch gespeicherten Wert herunter, erzeugt 
einen [nterrupt, lädt den Timer erneut mit dem gespeicherten 
Wert und stoppt daraufhin. 1st das Bit nicht gesetzt (Continuous­
Modus) stoppt der Timer nicht, sondern beginnt erneut den Wert 
abzuzählen. 

Bit 4: FORCE LOAD 

Wird dieses Bit gesetzt, so wird der Counter des Timers, unab­
hängig davon, ob er gerade läuft oder nicht, mit dem Wert des 
Latch geladen. 
Die folgenden Bits sind bei Register 14  und 15 unterschiedlich 
und werden deshalb einzeln behandelt. 

Bit 5 (Register 14): IN MODE 

Dises Bit bestimmt die Quelle des Timer-Triggers (Trigger -
Auslöser), also das Signal, das den Timer dazu veranlaßt, seinen 
Wert um eins zu verringern. Bei gesetztem Bit wird der Trigger 
durch positive Signale an der Leitung CNT ausgelöst. Ist das Bit 
gelöscht, so ist der Systemtakt der Auslöser. 



226 64 Intern 

Bit 5 und 6 (Register 15): IN MODE 

Diese Bits erfüllen dieselbe Aufgabe wie in Register 14. Aller­
dings können sie (es sind ja zwei Bits), mehr Quellen angeben. 

OO=Trigger wird durch Systemtakt ausgelöst. 
Ol=Trigger wird durch positive Signale am Piß CNT ausgelöst. 
lO:::Trigger wird durch den Unterlauf von Timer A ausgelöst. 
l 1 =Wie 10, jedoch wird TimeT A durch das Signal an CNT aus­
gelOst 

5.6 Echtzeitubr 

Jeder CIA verfügt über eine 24 Echtzeituhr, die allerdings vom 
Computer nicht benutzt wird. Sie entspricht nicht der Betriebs­
systemuhr TI$, die über den Systeminterrupt gesteuert wird. Im 
Gegensatz zur CIA-Uhr ist die TI$-Uhr sehr ungenau. Ihre 
Abweichung beträgt ca. 1/2-Stunde pro Tag, da sie von der 
Häufigkeit des Interrupts abhängt. 

Bei der Uhr des CIA besteht die Möglichkeit, eine Alarmzeit 
festzulegen. Beim Erreichen dieser Zeit, wird ein Interrupt aus­
gelOst. Die Uhr ist in vier Register aufgeteilt. Es sind die Regi­
ster 8 bis l l ,  die folgende Aufgaben haben: 

In Register 8 sind die Zehntelsekunden gespeichert, in Register 
9 sind es die Sekunden, in Register 10 die Minuten und in 
Register 1 1  die Stunden. Zusätzlich gibt Bit 7 des Registers 1 l  
noch AM oder PM (Vor- oder Nachmittag) an. Die Zahlendar­
stellung in a1l diesen Registern erfolgt im BeD-Format, 
wodurch das Umwandeln durch Maschinenprogramme erleichtert 
wird. Nähere Erklärungen zu diesen Format und eine Tabelle 
zur Umwandlung der beiden Formate finden Sie am Ende dieses 
Abschnitts 5.6. 

Die Uhr des CIA ist über die Netzfrequenz getaktet und deshalb 
recht genau. Es besteht die Möglichkeit, die Uhr an die jewei­
lige Netzfrequenz anzupassen. Dies kann durch Ändern von Bit 
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7 des Registers 14 geschehen. Ist es gesetzt, so arbeitet die Uhr 
mit der bei uns verwendeten Netzfrequenz von 50 Hertz, anson­
sten sind es 60 Hertz. 

Die Alarmzeit wird in denselben Registern angegeben, die zum 
Stellen der Uhr benutzt werden. Der einzige Unterschied besteht 
darin, daß beim Stellen der Alarmzeit Bit 7 des Registers 1 5  
gesetzt ist. Beim Erreichen der Alarmzeit wird ein NMI ausge­
löst. Bei einem Lesezugriff erhält man immer den Wert des 
Counters. Es ist also nicht möglich, die Alarmzeit abzufragen. 

Soll die Uhr gestellt oder gelesen weden, müssen ein paar Punkte 
beachtet werden. Wenn die Uhr gestellt wird, so ist es ratsam, 
das Register, das für die Stunden zuständig ist, als erstes zu 
beschreiben. Sobald ein Schreibzugriff auf dieses Register 
erfolgt, bleibt die Uhr stehen und beginnt erst dann wieder zu 
laufen, wenn das Register, das für die Zehntelsekunden zustän­
dig ist, beschrieben wurde. Dies ist sicher sinnvoll, denn wer 
kann schon eine laufende Uhr auf Zehntelsekunden genau ein­
stellen. Die Uhr stoppt allerdings nicht. wenn ein Zugriff auf 
eines der anderen Regislcr erfolgte. 

Ähnlich wie beim Stellen verhält es sich auch beim Lesen der 
Uhrzeit. Erfolgt ein Lesezugriff auf das Stundenregister, so wird 
die aktuelle Zeit im Latch gespeichert. Die Uhrzeit in den 
Registern ändert sich nicht, die Zeit lauft jedoch intern (im 
Latch) weiter. Somit ist es möglich, die genaue Zeit zum Zeit­
punkt des Lesezugriffs zu erhalten. Sobald die Zehntelsekunden 
gelesen wurden, wird die gelatchte Zeit wieder in die Register 
übertragen. Wenn nur das Stundenregistcr gelesen werden soll, so 
ist es unerläßlich, die Zehntelsekunden auch zu lesen, damil die 
Uhr weiterläuft. 

Bevor wir Ihnen anhand eines Beispiels zeigen, wie das Stellen 
und das Lesen der Uhr geschieht, wird das BCD-Format 
gcnauer erklärt. Wie Sie vielleicht wissen, bielet der 651O-Pro­
zessor die Möglichkeit, in diesem Format zu rechnen. Dazu muß 
lediglich das Dezimalflag des Prozessors im Status register mit 
dem Befehl SED gesetzt werden. 
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Wie der Name Dezimalflag schon sagt. können wir jetzt Zahlen 
im Dezimalsystem darstellen und mit ihnen rechnen. In diesem 
Modus kann man mit einem Byle nur Zahlen von 0 bis 99 dar­
stellen. Ein Byte wird zu diesem Zweck in LOW- und HIGH­
Nibble aufgespalten. Mit jedem der Nibble kann eine Zahl zwi­
schen 0 und 9 dargestellt werden. Jedes Nibble stellt also eiße 
Ziffer der Dezimalzahl dar. Hier nun eine Tabelle. aus der Sie 
die entsprechenden Werte entnehmen können, 

DEZIMAL BeD-FORMAT 

o 
I 
2 
3 
4 
5 
6 
7 
8 
9 

0000 
0001 
0010 
001 1  
0100 
0101 
0 1 1 0  
0 1 1 1  
1000 
1001 

Wenn die Zahl 35 im BeD-Format dargesteJlt werden soll, so 
ergibt sich die folgende Bitfolge: 00110101.  Es folgen nun zwei 
Programme, die es ermöglichen� die Zeit einzusteHen und auch 
wieder abzurufen. 

Zunächst das Programm zum Stellen. Der Wert für 1/IOsec wird 
bei djesem Programm immer aur 0 geselzt. 

10 C:56326: REM lasisadr. der Uhr In CI" 1 

20 REM Cw56584 für Uhr in CI" 2 

30 POKE C+7,PEEK(C+7)AND127 

35 POKE C+6,PEEK(C+6)OR128 

40 INPlJI"lEIl 111 fORMAT "l14li55 EIIilGEBE'-;AS 

50 I F  lENCAS)<>6 TMEN 40 

60 H:VAl(LEFTS(AS,2» 
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70 M=VAl(MIDS(AS,3,2» 

80 S=VAl(RI GHTS(AS,2» 

90 IF H>23 THEN 40 

100 I F  H>11 THEN HzH+68 

110 POKE C+3,16*INT(H/10)+H-INT(H/l0)*10 

120 I F  M>59 THEN 40 

130 POKE C+2,16*INTCM/l0)+M-INTCM/l0)*10 

140 I F S>59 THEN 40 

150 POKE C+1,16*INT(S/10)+S-INT(S/10)*10 

160 POKE C,O 

Das Lesen der Uhrzeit ermöglicht folgendes Programm: 

10 C:56328: REM Basisadr. der Uhr In CIA 1 

20 PRINT CHRS(147):REM C=56584 für Uhr in CIA 2 

30 H:PEEK(C+3):M=PEEK(C+2):S:PEEK(C+l ) : T:PEEKCC) 

40 Fl:1 

50 I F  H>32 THEN H=H-128: Fl=0 

60 HsINTCH/16)*10+H-INT(H/16)*16:ON FL GOTD 80 

65 I F  H:12 THEN 85 

70 H=H+12 

80 I F  H:12 THEN H=O 

85 M=INT(M/16)*10+M-INT(M/16)*16 

90 S=INT(S/16)*10+S-INT(S/16)*16 

100 TS=STRS(T) 

110 HS=STRS(H):IF LEN(HS):2 THEN HS:II 0"+RIGHTS(HS , 1 )  

120 MS=STRS(M): I F  LEN(MS):2 THEN MS"II 0"+RIGHTS(MS , 1 )  

130 SS=STRS(S): I F  LEN(SS)=2 THEN SS:II O"+RIGHTS(SS, l )  

140 PRINT CHRS(19); 

150 PRI NT RI GHTS{HS,2)" :"RIGHTS(IMS. 2)": "RIGHTS(SS,2)":0"; 

160 PRINT RIGHTS(TS , 1 )  

170 GOTD 30 

229 

Nach Drücken von STOP/RESTORE müssen Sie die Uhrzeit 
wieder neu setzen. da das Betriebssystem alle Register auf den 
Ausgangswert setzt. Davon ist leider auch das Bit für die 
SO/60Hz-Auswahl betroffen. Ihre Uhr würde stark zurückblei­
ben. 
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5.7 Die Programmierung der RS-232 Schnittstelle 

RS-232 ist die Bezeichnung für eine Schnittstelle zur seriellen 
Datenübertragung. Auch die europäische Bezeichnung V 24 ist 
gebräuchlich. Was bedeutet nun serielle Übertragung und wann 
wird sie benutzt'? 

Bei der seriellen Übertragung werden nicht wie bei der paral­
lelen Schnittstelle jeweils 8 Bits auf verschiedenen Leitungen 
gleichzeitig, sondern Bit für Bit nacheinander übertragen. Daraus 
ergeben sich Vor- und Nachteile der verschiedenen Übertra­
gungsweisen. Die serielle Schnittstelle kommt mit weniger Lei­
tungen aus; außerdem ist Datenübertragung über eine Telefon­
leitung möglich, dafür geht es jedoch nicht so schnell wie bei 
der parallelen Übertragung, die über mehr Leitungen verfügt. 

Das Betriebssystem des Commodore 64 enthält bereits die kom­
plette Software zur Bedienung einer seriellen RS-232 Schnitt­
stelle. Die Schnittstelle selbst ist als RS-232 Steckmodul er­
hältlich, das auf den USER-Port gesetzt wird und die erfoder­
liehe Pegelumwandlung auf +/- 12 Volt übernimmt. Dadurch 
können Sie mit Ihrem Commodore 64 auch mit Geräten mit 
serieller Schnittstelle kommunizieren. 

Das Betriebssystem hat der RS-232 Schnittstelle die Geräte­
adresse 2 zugeordnet. Wird ein logisches File mit Gerätenummer 
2 eröffnet, so legt das Betriebssystem zwei Puffer zu je 256 Byte 
als Ein- und Ausgabepuffer für die zu übertragenden Daten an. 

Dieser Pufferbereich liegt normalerweise am Ende des BASIC­
RAMs. Wird die RS-232 Schnittstelle in einem BASIC-Pro­
gramm verwendet, sollte der OPEN-Befehl zuerst gegeben wer­
den, da dabei alle Variablen gelöscht werden. Auch wird nicht 
geprüft, ob noch ausreichend Speicher vorhanden ist. Beim 
CLOSE-Befehl wird dieser Puffer wieder freigegeben. Auch 
dabei wird in BASIC ein CLR-Befehl ausgeführt, so daß Sie die 
Datei erst am Ende Ihres Programms schließen sollten. Zu einer 
Zeit kann immer nur ein Datenkanal für RS-232 offen sein. 
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Beim Schließen eines RS-232 Datenkanals wird eine eventuell 
laufende Übertragung abgebrochen und die Pufferzeiger zurück­
gesetzt. Der Befehl 

SYS 61604 

wartet solange, bis der komplette Pufferinhalt übertraaen ist und 
sollte vor dem CLOSE-Befehl benutzt werden (Maschinen­
spracheprogrammierer können JSR SFOA4 benutzen). 

Die Parameter für die Datenübertragung werden durch ein 
Kontrollregister und ein Befehlsregister festgelegt. Diese beiden 
Register werden als die ersten beiden Zeichen des 'Filenamens' 
übergeben. 

Das Kontrollregister dient zur Definition der Baud-Rate sowie 
der Anzahl der zu übertragenden Daten- und Stopbits. Die 
Baud-Rate bestimmt die Geschwindigkeit der Datenübertragung 
in Bits pro Sekunde, die Stopbits werden nach jedem über­
tragenen Datenwort (5-8 Bits) gesandt. 

Das Befehlsregister bestimmt Übertragungsart. Paritlitsprüfung 
und Art des Handshake. 

Beim Kontrollregister bestimmen die untersten 4 Bits die Baud­
Rate nach folgender Tabelle: 

BI, 3 , 0 deziml Baucl'Rate 

0 0 0 0 0 Anwender'Saucl-Rate, s.u. 
0 0 0 1 1 50 

0 0 1 0 , 15 
0 0 1 1 3 110 

0 1 0 0 4 134.5 

0 1 0 1 5 150 

0 1 0 • 300 

0 1 1 1 7 600 

1 0 0 0 8 1200 

0 0 9 1800 

0 1 0 10 2400 
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0 11 3600 (nicht ifl'4)Lementfert) 

0 0 12 4"0 (nicht inplementl ert) 

0 1 13 1200 (nicht inpLementiert) 

1 0 " 9600 (nicht inplementiert) 

1 " 19200 (nicht fmpl�ntlert) 

Sie kOnnen also Baud-Raten zwischen SO und 2400 programmie­
ren. Die Anzahl der Datcnbits wird durch Bit S und 6 bestimmt 

1ft • 5 dezillllll Antahl der Datenbits 

0 0 0 8 aftl 

0 " 7 altl 

0 64 6 8its 

.. 5 8its 

Die Anzahl der Stopbits schließlich wird durch Bit 7 bestimmt 

Bit 7 

o 

dezilllllll 

o 

128 

1 $topblt 

2 Stopbiu 

Das Befehlsregister ist folgendermaßen organisiert: 

B i t  0 deli_l Hanctsllake 

0 0 3-Draht- Handshake 

)(-D r.ht-Handshake 

I I t  4 dezilllll l übertragungsart 

0 0 Val lclJplex 

,. Halbduplex 
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Bit 7 • , dezhllt P .. r;tit8prüf� 

X X 0 0 keine Parftiitsprüfung, 

!tein 8. Detenbft 

0 0 32 ungerede Parftät 

0 .. gerede Pari tit 

, 0 ,,, keine Farltitsprüfung, 

8. Datenblt i!llller 1 

, 224 keine ParitIJtsprüfung, 

8. Oetenbit fllner 0 

Hier noch eine Bemerkung zum Handshake-Modus: Haben Sie '3 
Draht Handshake' gewählt, so werden die Steuerleitungen CTS 
(elear To Send) und DSR (Data Set Ready) beim Senden und 
Empfangen nicht ausgewertet, das heißt, der Rechner sendet die 
Daten z.B. an einen Drucker unabhängig davon, ob der Drucker 
die Daten schon verarbeitet hat oder nicht. Wollen Sie dagegen, 
daß das angeschlossene Gerät die Möglichkeit hat, die Daten­
übertragung anzuhalten, so mUssen Sie 'X Draht Handshake' 
wählen. Dazu müssen die oben erwähnten Steuerleitungen ver­
drahtet werden und der Drucker natürlich in der Lage sein, 
diese Steuerleitungen überhaupt bedienen zu können. Wenn man 
dagegen Daten zwischen zwei Rechnern austauscht, kommt man 
oft mit dem '3 Draht Handshake' aus. Beachten Sie dazu auch 
die Hinweise weiter unten. 
Sie wollen nun einen RS-232 Datenkanal mir folgenden Para­
metern eröffnen: 

Übertragungsrate 2400 Baud 
7 Bit ASCH Daten 
2 Stopbils 
keine Paritatsprüfung 
8. Datenbit immer 0 
Vollduplex 
3-Draht-Handshake 

Die OPEN-Anweisung sieht dann so aus: 

OPEN I,  2, 0, CHR$(IO-Kl+128)+CHRS(O-Kl+224) 
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Die Programmierung eigener Baud-Raten 

Da die Realisierung der vCl"S(:biedenen Baud-Raten über die 
Programmierung der TimeT in den CIAs geschieht, können Sie 
bei Bedarf andere als die vorgegebenen Baud-Raten verwenden. 
Die obere Grenze von 2400 Baud läßt sich dabei jedoch nicht 
überschreiten, da die softwaremäßige Realisierung der RS 232 
Übertragung dafür nicht schnell genug ist. Die TimeT lösen nach 
einer Zeit, die abhängig von der Baud-Rate jst, einen nicht 
maskierbaren Interrupt (NMI) aus, während dessen der Empfang 
der einzelnen Bits stattfindet. Wolten Sie nun eigene Baud-Raten 
verwenden, so können Sie die entsprechenden Timerwerte als 
drittes und viertes Zeichen des Filenamens beim OPEN-Befehl 
Ubergeben. Die Timerwerte lassen sich nach folgender Formel 
aus der Baud-Rate ermitteln: 

T = 492662/BA UD - 101 

Den erhaltenen Wert müssen wir in Low- und High-Byte zerle­
gen und als drittes und viertes Zeichen des FileDamens überge­
ben. Jns Kontrollregister müssen wir anstelle des Kodes für die 
Baud-Rate eine Null setzen (Anwender Baud-Rate), damit das 
Betriebssystem weiß, daß wir eine eigene Baud-Rate verwenden 
wollen. Das folgende Beispiel benutzt die gleichen Parameter wie 
oben, verwendet jedoch eine Baud-Rate von 1000. 

100 BALD :: 1000 

1 1 0  T w 492662/BAUD • 101 

120 111 = INH1/256) : TL '" 1 - TH*2S6 

,SO OPEN ',2,0, CHR$('28)+CHRS(22')+CMR$(1L)+C�(1M) 

Bei eigenen Baud-Raten lassen sich Werte von ca. 8 bis 2400 
Baud erreichen. 

Das Statusregister beim Verkehr aber die RS-232 Schnittstelle 
hat eine andere Bedeutung 315 in der normalen Daten­
übertragung. Es läßt sich in BASIC zwar auch über die Variable 
ST abfragen, wird jedoch bei jedem Lesen gelöscht. Soll der 
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Statuswert daher Cßr mehrere Abfragen benutzt werden, muß er 
erst einer anderen Variablen zugeordnet werden. ST gibt nur den 
RS-232 Status wieder, wenn der letzte Dalenverkehr über RS-
232 lief. Von einem Maschinenprogramm läßt sich der Status 
jedoch auch ohne Löschen lesen. Die Bedeutung der einzelnen 
Bits des RS-232 Status ist im folgenden beschrieben. Ein 
gesetztes Bit bedeutet dabei, daß die Bedingung eingetreten ist. 

Bit Beschreibung 
o Paritlltsfehler 
I Rahmenfehler 
2 Empf!l.ngerpuffer voll 
3 Empfängerpuffer leer 
4 CTS (Clear to send) Signal fehlt 
5 unbenutzt 
6 DSR (Data set ready) Signal fehlt 
7 Break Signal empfangen 

Geschieht die Programmierung der RS-232 Schnittstelle in 
Maschinensprache. so kann man die Ein- und Ausgabepuffer für 
die Datenübertragung in einen beliebigen Speicherhreich legen. 
Die Zeiger auf die Puffer werden beim OPEN-Befehl einmal 
gesetzt und können danach jedoch in einen anderen Speicher be­
reich gelegt werden. Die entsprechenden Zeiger liegen in der 
Zeropage, und zwar zeigt SF7/SF8 auf den Eingabepuffer und 
SF9/SFA auf den Ausgabepuffer. Die Programmierung der Ein­
/Ausgabe auf die RS-232 Schnittstelle geschieht genauso wie bei 
anderen Ausgabegeräten, als Geräteadresse wird 2 gewählt. Siehe 
dazu das Kapitel über Ein-/Ausgabeprogrammierung. 

Dazu noch einige Adressen für die RS-232 Ein-/Ausgabe 

$0293 659 Kontrotlwort 

S0294 660 Befehlswort 

$0295/$0296 661/662 Tirerwert f{lr Baud-Rate 

$Ol97 66l RS-212 Statuswort 

10m 664 Aotahl der Oatenbits, wird bei OPEN berechnet 

S0299/S029A 665/666 T illler-wert far Baud-Rate beill Sel"lCb1 

$0298 661 Sc:hreibzeiger Errpfangspuffer 
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S029C 

S0290 

SO"" 

... 

66. 

670 

lesezeiier Empfangspuffer 

Lesezeiger Sendcpuffers 

SChreibz.iger Sendeprlfer 
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Weiterhin werden in der Zero- Page noch emlge Adressen als 
Arbeitsspeicher während der Datenübertragung benötigt. 
Der physikalische Anschluß an die RS-232 Schnittstelle 

Als Normstecker fOr die RS-232 Schnittslelle dient ein 25poliger 
Cannonstecker, der folgendermaßen aufgebaut und belegt ist 

2 3 4 5 6 7 8 9 10 11 12 13 

14 15 16 17 18 19 20 21 22 23 24 ZS 

Pinbelegung des 25poligen Cannonsteckers 

Pin Abk. Richtung Bedeutung 

GNO Protectlve Ground 

, TJ<D "" Tt�ited Dara 

, RJ<D " RecelV'ed Dat. 

, RTS ClJT Request 1'0 Send 

5 CIS IN ele8r To Send 

6 OS, IN Datll Set Ready 

7 OND Signal GrOlXld 

8 DaJ " Data Carrier Detected 

20 DIR "" Oata Tenllnal Ready 

22 RT IN Ring IndiCltor 

Wollen Sie zwei Rechner untereinander verbinden, so muß die 
Leitung folgendermaßen aussehen: 
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Rechner , Rechner 2 

Beschreibtng Pin Pin Beschrei� 

Transmitted Osts 2 • • • •  > 3 Received Oata 

Received Oata 3 < • • • •  2 Transmitted Osts 
Relldy To send 4 . • . .  ,. 5 Clesr To Send 

Clellr To Send 5 < • • • •  4 Ready To Send 

Olltll Set Relldy 6 < • • •  20 Oata Terminal .. "", 
Oata Terminal Ready 20 • • • •  ,. 6 Oats Set Ready 
Ground 7 < • • •  ,. 7 G"""" 

Die Pfeile geben jeweils die Richtung der Übertragung an. Bei 
dieser Verdrahtung können Sie den 'X-Line-Ha.ndshake' wählen. 
Wenn Sie im 3-Draht-Betrieb arbeiten, so genügt es, wenn Sie 
Pin 2, 3 und 7 wie oben beschrieben verbunden haben. Wollen 
Sie z.B. einen Drucker anschließen, dessen Übertra­
gungsparameter Sie nicht kennen, so kann man folgenden Trick 
anwenden: 

Verbinden Sie wie oben die Pins 2, 3 und 7 und verbinden Sie 
an jedem Stecker die Pins 4, 5 und 8 sowie die Pins 6 und 20. 
Damit können Sie die meistens Geräte zum Arbeiten veranlassen. 
Sie werden jetzt Daten empfangen oder senden können. Falls die 
übertragenen Daten verstümmelt oder verkehrt ankommen, so 
wird die Baud-Rate und/oder die Parity nicht stimmen. Variie­
ren Sie diese Parameter nun so lange, bis die Daten richtig 
übermittelt werden. Durch das Kurzschließen der Steuerleitun­
gen arbeiten Sie praktisch im 3-Line-Betrieb. Falls Sie die Daten 
nicht schnell genug senden oder empfangen können, müssen Sie 
evtl. auf Maschinensprache ausweichen. 

5.8 DER IEC-BUS 

Ganz algemein ist der lEe-Bus eine Schnitstelle zwischen Com­
puter und den Peripheriegeräten. Man unterscheidet zwischen 
dem 'großen' und den 'seriellen' lEe-Bus. Beim 'großen' IEC­
Bus werden die Daten zwischen den Geräten paralei (alle Bits 
auf einmal) übertragen. Im Gegensatz dazu werden die Daten 
beim 'seriellen' lEe-Bus, wie der Name schon sagt seriell (alls 
Bits nacheinander) übertragen. Der 'serielle' kommt aufgrund 
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dessen mit fünf Leitungen aus, wärend es beim 'großen' 24 
Leitungen gibt Der Unterschied liegt natürlich nicht nur in der 
Anzahl der Leitungen, sondern auch in der Geschwindigkeit des 
Datentransfers. Der C64 verfügt nur über den 'seriellen' IEC­
Bus, und deswegen meinen wir in Zukunft wenn wir vom IEC­
Bus sprechen, den eben genannten. 

Doch nun wollen wir UDS einmal die Arbeitsweise dieses IEC­
Busses näher ansehen. 

Übrigens, wieso wird eigentlich immer von 'Bus' geredet und 
was hat das mit dem bekannten Nahverkehrsmittel zu tun? 

Sie werden es kaum glauben, aber die heiden Dinge haben sehr 
viel gemein. 

Stellen Sie sich eine lange Straße mit mehreren Bushaltestellen 
vor. Die Haltestellen sollen die an der Leitung angeschlossenen 
Geräte sein. Auf dieser Straße fährt nun ein richtiger Bus. An 
den Haltestellen stoppt er entweder dann, wenn dort Leute ste­
hen, die mitgenommen werden wollen, oder wenn im Bus 
befindliche Personen auszusteigen wünschen. Kurz gesagt ist der 
Bus ein Transportmittel, mit dem Leute von einer Haltestelle zu 
irgendeiner anderen befördert werden. Wo ein- oder ausgestie­
gen wird, bestimmen die Fahrgäste selbst, denn woher sollte der 
Busfahrer das wissen. Dieser ist nur für den ordnungsgemäßen 
Transport und die Einhaltung der Verkehrsregeln zuständig. 

Das obige trifft auch ziemlich genau den Sachverhalt beim IEC­
Bus. Der Bus-CONTROLLER ist der Fahrer (von dem es natür­
lich nur jeweils einen gibt); Haltestellen, bei denen sich der Bus 
füllt, werden T ALKER genannt, und die Stellen, bei denen 
Fahrgäste den Bus verlassen, sind die LISTENER. 

In der Microcomputertechnik wird also ganz allgemein unter Bus 
ein Leitungssystem verstanden, welches in der Regel von einem 
Controller gesteuert wird, und an dem mehrere Einheiten 
gleichberechtigt angeschlossen sind. 
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5.8.1 Begriffsbestimmungen 

Damit wir in den folgenden Abschnitten nicht beim Auftauchen 
von neuen Begriffen den Fluß des Textes durch Erläuterungen 
aufhalten müssen, wollen wir Ihnen an dieser Stelle die häufig 
verwendeten Bezeichnungen vorstellen und ausführlich erklären. 
Die Kenntnis dieser Begriffe lohnt sich auf jeden Fall, da diese 
auch in anderweitiger Fachliteratur sehr verbreitet sind. 

EOI ;;; End Or Identify 

Dies ist ein Signal, das zwei Zwecken dient. Erstens sendet der 
TALKER dieses Signal bei der Übertragung des letzten Daten­
bytes, zweitens benutzt es der CONTROLER in Verbindung mit 
ATN, um ein Gerät, welches mit SRQ eine Bedingung verlangt, 
zum Senden einer Geräteadresse zu veranlassen. 

Hier noch zusätzlich die Belegung der fünf Leitungen des IEC­
Busses: 

1 SRQ = Service ReQuest 

Hat ein Gerät irgendeine Aufgabe erledigt und braucht neue 
Daten oder hat welche abzugeben, so kann es dem CONTRO­
LER durch dieses Signal mitgeteilt werden. Dieser wird darauf­
hinn einen ldentify-Zyklus (mit EOI und A TN) einleiten, um 
festzustellen, um welches Gerät es sich handelt. Diese Funk­
tionsweise wird beim C64 nicht verwendet. 

2 GND = Masse 

3 ATN = ATteNtion 

Immer, wenn der CONTROLLER einen Befehl übermitteln will, 
aktiviert er diese Leitung. Dadurch soll erreicht werden, daß aUe 
am Bus angeschlossenen Geräte diesen Befehl mitbekommen, da 
ja von vornherein noch nicht feststeht, welches Gerät gemeint 
ist. Das stellt sich erst bei Übermittlung der Geräteadresse her­
aus, weshalb diese auch immer zuerst übermittelt wird, damit 
sich die anderen Geräte wieder vom Bus 'abhängen' können. 
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4 CLK - CLOCK 

Da die Daten bitseriell übertragen werden, gibt der TALKER 
jedem Bit einen Taktimpuls auf die Leitung CLK mit auf den 
Weg, womit die Gültigkeit der Datenleitung angezeigt wird. 

5 DATA 

Ist die einzige DatenleilußS. Ober die ein Datenhyte mit dem 
niedrigstwertigen Bit voran �eriell geschoben wird. 

6 Resel 

Diese Leitung hat für die Vorgange auf dem Bus keine Bedeu­
tUDg. Sie dient lediglich dazu, den an einem beliebigen Gerät 
aufgetretenen Resetimpuls weiterzuleiten. 

Serielle E I A : 

It"' 1 n ::; 1  n a l  
1 S R Q I N  
2 G N D  
3 ATN OUT 
, CLK IN I OUT 
5 OATA I N  I OUT 
6 I!iE�ET 

Abb �.8.1.1: Serielle EtA 

5.8.2 GerAteadressen 

Aus der Tatsache, daß alle Geräte gleichberechtigt am lEe-Bus 
angeschlossen sind, ergibt sich die Notwendigkeit, ein bestimm­
tes Gerät für eine bestimmte Aktion zu selektieren, an der die 
anderen Geräte unbeteiligt bleiben sollen. 
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Zu diesem Zweck ist jedem Gerät eine -Hausnummer" zugeteilt, 
die eben besagte Geräteadresse. Diese Adresse enthält aber nicht 
nur die Hausnummer, sondern auch schon die Aktion, die vom 
Gerät verlangt wird, nämlich .ob das Gerät die Daten senden 
oder empfangen oder die Aktivitäten beenden soll. 

Dazu wird das Adressierungsbyte in zwei Hälften geteilt. Das 
niederwertige Halbbyte enthlilt nur die Adresse (deshalb ein 
Bereich von 0-15), das höherwertige HaJbbyte die Aktion (ein 
Bereich von 16-240). 

Die möglichen Aktionen: 

$20 (32) 

$40 (64) 

$30 (48) 

$50 (80) 

Das Gerät wird als LISTENER adressiert. das 
heißt. es soll Daten empfangen. Dieses Kommando 
resultiert z.B. aus einem PRINT#-Befehl in BASIC. 

Das Gerat soll TALKER sein, also Daten senden. 
Die Ursache dieses Kommandos kann ein GET# 
oder INPUT# sein. 

Die Betriebsart LISfEN wird beendet. Das nieder­
wertige Halbbyte ist hierbei immer -1 S. 

Die Betriebsart TALK wird beendet. Auch hierbei 
ist der Adressteil =15. 

Das vollständige Adressierungsbyte für beispielsweise einen 
Drucker mit der Hausnummer 4 ist also 32+4=36 ($24). 

5.8.3 Sekundäradresseo 

Sie kennen sicher die Möglichkeit. auf einer Floppy mehrere 
Dateien zu eröffnen. Dazu müssen Sie bekanntlich außer unter­
schiedlichen logischen Filenummern auch jeweils 3ndere 
Datenkanäle (Sekundäradressen) im OPEN-Befehl angeben, z.B.: 
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10 OPEN 1.a,6.''DATE I 1 N 

20 OPEN 2,8,7,"DATEI2" 
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Die Sekundltradresse dient also dazu, gerlltespezifische Funktio­
nen auszulösen. Sie hilft im Falle der Floppy, verschiedene 
Dateien auseinanderzuhalten, z u  welchem Zweck die Sekun­
däradresse bei jeder Aktion im Anschluß an die Geräteadresse 
übermittelt wird. 

Wie Sie sehen, hat die Sekundäradresse also keine generelle 
Steuerfunktion auf dem IEe-Bus, sondern eine von Gerät zu 
Gerät unterschiedliche Bedeutung. Die rür die Floppy relevanten 
Sekundäradressen wollen wir nachfolgend vorstellen. 
Auch hier findet eine Zweiteilung statt, wobei der niederwertige 
Teil die eigentliche Sekundäradresse enthält, die im OPEN­
Befehl angegeben wurde (Bereich 0-15). und der höherwertige 
Teil diejenige Information enthält, die im Zusammenhang mit 
der Sekundäradresse auftritt 

$60 (96) PRINT. INPUT oder (jET 

SEO (224) ctOSE 

sro (240) OPEN 

Eine Besonderheit stellen die SekundlIradressen 0 und I dar. Die 
Floppy interpretiert die 0 als LOAD-Befehl, und die I als 
SAVE. Deshalb dürfen diese Werte nie in eiDern OPEN-Befehl 
angewendet werden. 

Bei den Commodore-Druckern kann über die Sekundäradresse 
u.a. der Zeichensatz ausgewählt werden. 

S.8.4 Die Systemvariable ST 

Die numerische Variable ST gibt darüber Auskunft, wie eine 
Aktion auf dem lEe-Bus ausging. FOr den Programmierer heißt 
das, daß er tunlichst nach jedem PRINT, INPUT oder derglei­
chen diese Variable abfragen sollte, da bei Störungen auf dem 
Bus sonst Daten verlorengehen könnten. 
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Diese Variable ist vom BASIC aus mit unter der Variablen ST 
abzurufen und belegt die Adresse $90 in der Zero-Page, wo Sie 
auch die entsprechenden Werte zu den entsprechenden Ereignis­
sen nachschlagen können. 

Die Ereignisse werden durch Setzen der entsprechenden Bits 
gekennzeichnet. Es ist möglich. daß mehrere Bits gesetzt sind. 
weshalb es nötig ist die abzufragenden Bits zu isolieren 

100 GEffl,Al:IF (Sr AM> 64) THf'lll • • • • •  

Durch die serielle Ausgabe der Zeichen und durch die wenigen 
Leitungen .die zur Verfügung stehen, sind alle Abläufe im 
Zusammenhang mil der Datenübertragung sehr zeitkritisch. Da 
das Timing genau eingehalten werden muß, ist es verständlich, 
daß es bei den anfangs auf den Markt gekommenen Inlerfaces 
von Fremdherstellern oft zu Fehlinterprelationen des Leitungs­
zustands kam. Commodore selbst halte geringe Schwierigkeiten, 
wie man am Drucker VC-1526 sehen konnte. 

Die folgenden AusfOhrungen sollen deshalb auch nur der 
Beleuchtung des Prinzips dienen. Zur Konstruktion eigener Peri­
pherie sind sie nicht unbedingt geeignet. Sie sollten dazu schon 
über einen gewissen Meßgerätepark verfügen, mit dem Sie die 
Vorgänge auf dem seriellen Bus sichtbar machen und daraus mit 
Hilfe dieser Beschreibung Ihre SchlOsse ziehen können. 

5.8.5 Adressierung 

Als Beispiel für die folgenden Illustrationen der Vorginge auf 
dem lEe-Bus sollen die Basic-Zeilen 

10 OPEN 1,8,15 
20 PRINT#I ,"I" 

dienen. Es soll also einfach dM Zeichen A auf einem Drucker 
mit der Geräteadresse 8 ausgegeben werden. Auslöser für die 
Aktionen auf dem Bus ist nur die Zeile 20. Von dem OPEN 
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merkt der Drucker noch nichts, da, anders als bei der Floppy, 
hiermit kein Dateiname verbunden ist, der übermittelt werden 
mOßte. 

I .  Als erstes wird hier ATN HIGH zum Zeichen. daß ein 
Befehl folgt. 

2. Daraufhin wird die Leitung DA TA auf LOW gesetzt um 
sofort danach von der Hardware der Floppy auf HIGH 
gelegt zu werden. Wird die Leitung nicht auf HIGH ge­
setzt, erfolgt ein "DEV1CE NOT PRESENT'. 

3. Die Leitung DAT A übernimmt jetzt die Funktion, dem 
TALKER zu verstehen zu geben, daß er zur Zeit noch 
nicht in der Lage ist ein Zeichen zu empfangen, weil er 
beispielsweise mü der Verarbeitung vorheriger Daten be­
schäftigt ist. Das heißt, daß. solange die DATA-Leitung 
HIGH ist. das Gerät keine Daten aufnehmen kann. Ist es 
soweit. wird DAT A=LOW. 

4. Der Computer signalisiert jetzt mit mit CLOCK-l das er 
bereit ist Daten zu senden. 

S. Als nächstes kommt die Gerl1teadresse über die Leitung 
DA TA. und zwar ein Bit mit jedem LOW -Impuls auf der 
Leitung CLK. 

6. Innerhalb von lms muß die Floppy jetzt die Leitung 
DATA nach HIGH bringen. um zu signalisieren daß sie 
die Daten empfangen hat und verarbeitet. 

Sie sehen hier schon, daß DATA drei Aufgaben hat, nämlich zu 
signalisieren, wann der Empfänger bereit, ist Daten zu empfan­
gen. die Daten zu schicken und nach Beendigung dieses Vor­
gangs eine Rückmeldung zu übermitteln. Die DATA-Leitung 
wird also sowohl vom TALKER als auch vom LISTENER ver­
wendet. 
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5.8.6 Der Datentransfer 

Der Datentransfer geschieht analog zu der Adressierung nur mit 
dem Unterschied, daß die ATN-Leitung nicht benötigt wird. 
Auf die gleiche Weise folgt der abschließende CHR$(13). 
Wo bleibt das Signal EOI? 

Das folgt jetzt, womit die Leitung DAT A eine vierte Aufgabe 
bekommt. 

7. Die Vereinbarung sah bis jetzt so aus, daß nach Runter­
setzen der Leitung DAT A durch den LlSTENER der 
TALKER durch CLK=HIGH den Datentransfer einleitete. 
Nun bleibt aber CLK länger LOW, was schlicht bedeutet, 
daß das zuvor übertragene Byte das letzte war. 

Auch dieser Umstand muß vom LlSTENER mit DATA=HIGH 
quittiert werden. 

8. Sobald DATA wieder LOW wird, überträgt der TALKER 
ein Leerbyte (CHR$(O) ab Punkt 16). Danach geht der Bus 
in den Ruhezustand. 

Die Adressierung erfolgt analog zu Punkt 1-6, wobei das Daten­
byte den Wert $3F (48+15) aufweist, um, wie im Punkt 5.8.2 
beschrieben, die Betriebsart LISTEN zu beenden. 

Wie Sie sehen, funktioniert es wunderbar. Den gravierenden 
Nachteil, den ein serieller Bus system bedingt gegenüber dem 
parallelen hat, nämlich die wesentlich geringere Geschwindig­
keit. wird durch drastisch verkürzte Wartezeiten ( lms) teilweise 
aufgefangen. 

Nach diesen Erläuterungen muß noch auf die Adressierung der 
einzelnen Leitungen hingewiesen werden. Hier muß man zwi­
schen den Empfangs- und den Sendeleitungen unterscheiden. 
Die Leitungen CLK und DAT A werden aufgespalten und auf 
vier Portleitungen verteilt. Somit existieren die Leitungen CLK­
IN, DATA-IN, CLK-OUT und DATA-OVT. Die Sendeleitun­
gen sind mit Dioden so abgeschirmt, daß kein empfangenes 
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Signal ihre Portleitungen beeinflussen kann. Die von ihnen 
geschickten Signale werden umgepolt, bevor sie den Empfänger 
erreichen (aus LOW wird HIGH und aus HIGH wird LOW). Sie 
beeinflussen jedoch außer den Eingangsleitungen der anderen 
Geräte auch noch die des eigenen. 

Weil der Firma Commodore der Einbau eines zweiten Umpolers 
bei den hereinkommenden Signalen zu teuer gewesen ist, ließ 
man ihn weg und überbrückte die somit entstandene Lücke 
durch nicht standardgemäße Software. Die hier erläuterte 
Arbeitsweise des lEe-Bus bezieht sich auf den Standart lEe-Bus 
und nicht auf den "Krüppel" des C64. Das Rom wurde zum 
besserem Verständniß so dokumentiert, wie es dem Standard-Bus 
entspricht. Der Programmierer muß hier umdenken. da alle 
hereinkommenden Signale invertiert sind. 

Die folgende Tabelle gibt Ihnen diejenigen Bits an, mit denen 
Sie die Leitungen beeinflussen oder abfragen können. Alle Lei­
tungen sind am Port A der CIA 2 mit der Adresse $DooO 
angeschlossen. 

Leitung 

DATA 
CLK 
ATN 

, ; , , , ; 

Eingang 

, , 

Bit 7 
Bit 6 

, 
1 1 2 '  3 'of' , ; , , , , , 

----lJ , , , , , , 
an :1 ; , , , ; , 

Abb. 6.8.6: Zeitdiagramm 

Ausgang 

Bit 5 
Bit 4 
Bit 3 

, , 
I I ,  

11 i 7 1 8 ;  , " 
I i 
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S.8.7 Die Programmleruog des lEe-Bus 

247 

Wie laßt sich die Bedienung des lEe-Bus in Maschinensprache 
programmieren? Für alle Aufgaben stehen im Betriebssystem 
Unterprogramme zur Verfügung, die in der SprungtabelLe im 
obersten ROM-Bereich zusammengefaßt sind. Siehe dazu die 
letzte Seite des ROM-Listings. Als Beispiel wollen wir uns anse­
hen, wie wir die Fehlermeldung der Floppy-Disk einlesen kön­
nen, Schauen wir erst, wie dies in BASIC gemacht wird. 

10 OPEI 15,8,15 : �E" 6ffnen des fehl.rkane l s  

2 0  INPUT'15,AS,8S,C1.,DS : �EM fttller.elcUl& Mlen 

30 PRINT ASi",";BS;M,"iCSi","iDS : REM ln:t ausgeben 

40 CLOSE 15 : �EM Kanal schlieSen 

In BASIC ist dies wegen des INPUT -Befehls nur im Program­
modus m6glich, Hier jst ein Maschinenprogramm, das die glei­
chen Dienste tut 

cooo " OB  LDA .. 
C002 85 BA $TA ... 
COO4 20 B4 FF m SHM 

c007 A9 6F ... 115 + S60 

COO9 85 89 STA $8. 

CODa 20 96 fF JSR SFF96 

CODE 20 A5 Ff JSR SFFA5 

tOtl 20 02 ff JSR SFFD2 

C014 C. 00 CMP -
C016 00 F6 ... SCOOE 

CO,. 20 AB Fr JSO SffAB 

COlA 60 '" 

Hier ein Ladeprogramm in BASIC: 

100 fOR I • 49152 TO 49179 

; 

Ceriteadresse der FLoppy 

hlk senden 

Setu-mradr . 15 pLus S60 

Sekln:täradresse tOr Talk 

Zeichen von Floppy holen 

euf Bildschirm ausgeben 

; ht es carriage return 1 
; nein, weitere Zeichen 

; Untatk senden 

; ferthlllnl 

110 �EAD X : POKE I , X  : 5=S+X : NEXT 

120 DATA 169, 8,133,186, 32,180,255, 169, 1 1 1 , 133,185, 32 

130 DATA 150,255, 32,165,255, 32,210,255,201, 13, 208,246 
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140 DAlA 32,171,255, 96 

150 I F  S <> 4169 THEN PRIMT "FEHLER IN DAlAS ! ! "  END 
160 PRINT "Q( ! 11 
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Von BASIC aus läßt das Programm sich mit SYS 12*4096 auf­
rufen. Mit einem etwas längeren Maschinenprogramm kann man 
auf einfache Weise auch das Inhaltsverzeichnis der Diskette 
anzeigen. Man erspart sich auf diese Weise, das Directory mit 
LOAD "$",8 als BASIC-Programm zu laden, wobei immer das 
jeweilige BASIC-Programm im Speicher verloren geht. 

CODa "9 24 CD' "24 Dollarzeichen als 

Fi lename 

C002 85 FB STA S" speichern 

COOl. "9 FB ". SS" Adresse des Fi tenamens 

C006 85 BB SIA S .. 

eoos "9 00 LD. .. 00 high Byte 

CODA 85 BC STA SB' 

CODe "9 01 LD. .SOl länge des F i l enamens 

CODE 85 87 STA SB7 

COla "9 08 CD. .. 08 Gerätenummer der F loppy 

C012 85 BA STA SB. 

e014 "9 60 LD' "'0 Sekundäradresse fOr LOAD 

C016 85 89 STA s,. 

C018 20 05 F3 JSR SF3D5 F i L e  mit Namen eröffnen 

C01B A5 BA LO. S .. 

C01D 20 B4 FF JSR SFFB4 TaLk senden 

C020 A5 B9 LD. SB. 

C022 20 96 fF JSR SFf96 Sekundäradresse senden 

C025 A9 00 LD. ISOO 

C027 85 90 STA S.o Status Löschen 

C029 AO 03 LOY .. 03 ersten 3 Byte überlesen 

C02B 84 FB sn SFB aLs Zähler merken 

C02D 20 A5 FF JSR SFFA5 Byte von Floppy holen 

C030 85 Fe STA $Fe und merken 

C032 A4 90 LOY S.O Status testen 

C034 00 2F SN' SC065 

C036 20 A5 FF JSR SFFA5 Byte von Floppy holen 
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C039 "4 90 lD' S90 Status testen 

C03B 00 28 BN' $C065 

COlD A4 FB lD' SFB Zähler holen 

(OlF 88 DEY und erniedrigen 

C040 00 E9 'NE SC028 

C042 ",6 Fe lD' SFC Byte zurück.holen 

C044 20 CD SO JSR $BOCa 16-9it ZahL ausgeben 

C047 ",9 20 lD' 1$20 Zahl der belegten BLocks 

C049 20 02 FF JSR SFfD2 leerzefchen ausgeben 

C04C 20 ",5 FF JSR SFFA5 nächstes Byte holen 

C04F ",6 90 lD' S90 Status testen 

.C051 00 12 'NE $C065 

C053 AA TAX Byte testen 

C054 FO 06 ... seose ; Null? dam Zeitenende 

C056 20 02 FF JSR SFFDZ sonst ausgeben 

C059 4C 4C CO J., Se04e und nächstes Zeichen 

hol� 

COse ",9 00 LDA #$00 carriage return 

tOSE 20 02 F F  JSR SFFDZ lIusgeben 

C061 AO 02 lDY BSD2 zwei Bytes fOr 

li nkadresse 

C063 00 C6 'NE SCOZB wel termachen 

C065 20 42 F' JSR SF642 Datei sehl; eBen 

C068 60 RTS 

Hier wieder das Ladeprogramm: 

100 FOR I : 49152 TO 49256 

110 READ X : POKE I,X : S=S+X : HEXT 

120 DATA 169, 36,133,251,169,251, 133,187,169, 0,133,188 

130 DAlA 169, 1 , 133,183,169, 8,133,186,169, 96,133,185 

140 DATA 32,213,243,165,186, 32, 180,255,165,185, 32,150 

150 DATA 255,169, 0,133,144, 160, 3,132,251, 32,165,255 

160 DATA 133,252,164,144,208, 47, 32,165,255,164,144,208 

170 DATA 40,164,251,136,208,233,166,252, 32,205,189,169 

180 DATA 32, 32,210,255, 32,165,255,166,144,208, 18,170 

190 DATA 240, 6, 32,210,255, 76, 76,192,169, 13, 32,210 
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200 DAT" 255,160, 2,208,198, 32, 66,246, 96 

210 IF S <> 15343 THEN PRINT "FEHLER IN DAlAS I ! "  END 

220 PRINT "OK I "  
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Der Aufruf von BASIC geschieht wieder mit SYS 12*4096. Es 
wird dann das Inhaltsverzeichnis der Diskette auf dem Bild­
schirm angezeigt, ohne daß ein gespeichertes BASIC-Programm 
verloren geht. 

Statt des seriellen lEe-Bus kann es sich vor allem aus 
Geschwindigkeitsgründen lohnen, ein lEe-Bus Modul einzu­
setzen, das auf den Memory Expansion Port gesetzt wird. Sie 
können dann sämtliche Peripheriegeräte der großen Commodore­
geräte benutzen, wie z.B. die großen Diskettendoppellaufwerke. 

Bei der Programmierung des parallelen lEe-Bus ändern sich 
lediglich die Adressen der Routinen wie z.B, Ein- und Ausgabe 
eines Bytes auf den IEC-Bus oder Senden von TALK oder 
LISTEN. Programmieren Sie dagegen Ihre Ein- und Ausgabe auf 
den IEC-Bus über logische Dateien mit BASIN ($FFCF) und 
BSOUT ($FFD2), so sind überhaupt keine Änderungen erforder­
lich. 

5.9 Das serielle Schieberegister 

Der serielle Datenport SDR ist ein synchrones 8-Bit Schiebere­
gister. CRA Bit6 bestimmt Ein- oder Ausgabemodus. 

Im Eingabemodus werden die Daten an SP mit der steigenden 
Flanke eines an CNT liegenden Signals in ein Schieberegister 
übernommen. Nach 8 CNT -Pulsen wird der Inhalt des Schiebe­
registers nach SDR gebracht und das SP-Bit im ICR gesetzt. 

Im Ausgabemodus fungiert Timer A als Baudrate-Generator. Die 
Daten aus SDR werden mit der halben Unterlauffrequenz von 
Timer A nach SP hinausgeschoben. Die theoretisch höchste 
Baudrate beträgt demnach 1/4 des Systemtaktes. 
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Die Übertragung beginnt, nachdem Daten ins SDR geschrieben 
wurden, vorausgesetzt, Timer A läuft und befindet sich im 
Continuous-Modus CCRA Bit 0=1 und Bit 3-0). 

Er von Timer A abgeleitete Takt erscheint an CNT. Die Daten 
aus SDR werden in das Schieberegister geladen und dann mit 
jeder fallenden Flanke an CNT aus SP hinausgeschoben. Nach 8 
CNT -Pulsen wird der SP-Inrerrupt erzeugt. Wird jedoch SDR 
vor diesem Ereignis mit neuen DSlen geladen, so werden diese 
nun automatisch ins Schieberegister geladen und hinausgesCho­
ben. In diesem Falle erscheint kein Interrupt. Die Daten aus 
SDR werden mit dem höchsrwertigen Bit voran hinausgeschoben. 
Eingehende Daten sollten dasselbe Format aufweisen. 

5.]0 Plnbelegung der CIA 

Das Blockschema der CIA 6526 finden Sie auf der nächsten 
Seite. 

Pinbelegung des 40-poligen Gehäuses: 

1 

2 - 9 

10-17 

18 

19 

20 

21 

22 

" 

24 

Masse 

lID-Port A; 8 B i t  bidirektional 

lID-Port B; 8 8 i t  bidirektionaL Die Bits 6+7 können zur 

Anzeige des Unterlaufs der beiden Ti�r programmiert wer-

"'"-
-PC (Port Control ) ;  nur Ausgang; signalisiert die Verfüg-

barkei t  von Daten MI Port 8 oder an bejden POl"ts. 

Too (lilie Of Day); .-.ur E I"9009 �O/60 Hz; triggert die 

Echtzeitlotlr. 

+�V; 8etriebss� 

-IRQ(lnterrupt Reque:st); nur Ausgang; wird 0 bei iJberel n­

stirnnung eines gesetzten 8its im ICR mit den eIntreffen 

des zugehörigen Ereignisses. 

R/W(Read/-Write); nur Ei ngang; O .. Obernahme des Datenbus, 

1�Ausgabe auf den Catenbus. 

-CS (Chip Select)i nur Eingang; D=OatMbus gOltlg, 

1zOatenbus hochohnig (Tl"i-State'. 

-HAG; nur E ingang; 8edeutU1Sj "ie .pc_ 
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" 

26-33 

35-38 

39 

•• 
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02 (Systemtakt 2); n:.rr Eingang; a l l e  DatenWsakti onen 

finden nur bei 02�1 statt. 

IlB7-DSD(Oater"h.ls); bidirektional; Schnit tstel le ZUR Pro­

zessor. 

-RES(RIset): nur Ei nging; D:Ractsetzen der (lA in den 

Grlondzustand. 

RS3-RSO<Register Select); nur E ingang; dient zur Auswahl 

eines der 16 Register der CIA; nur gül tig mit -es-o. 

SP(Serial Port); bidfrektiOr'l1ll; dient als Eln-, Ausgang 

des Schieberegisters. 

CNl(COU"It) :  bidirelctlonal; Ein-! 
Schl�registertakts oder Triggereingang 

valltlmer. 

Ausgang 

für die 

... 
Inter-
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G N D  1 4 0  e N T  

P A O  2 3 9  S P  

PA1 3 3 8  R S O  

PA2 4 3 7  R S 1  

P A 3  5 3 6  R S 2  

PA4 6 3 5  R S 3  

P A 5  7 3 4  RES 
P A 6  8 3 3  D B O  

P A 7  9 3 2  D B 1  

P B O  1 0  MOS 6526 3 1  D B 2  
P B 1 1 1 3 0  D B 3  

P B 2  1 2  2 9  D B 4  

P B 3  1 3  2 8  D B 5  

P B 4  1 4  2 7  D B 6  

P B 5  1 5 2 6  D B 7  
P B 6  1 6 2 5  <P2 IN 
P B 7  1 7 2 4  FLAG 
pe 1 8 2 3  e s  

T O D  1 9 2 2  R (W 
y e e  2 0  2 1  IRQ 

Abb. 6.10: Der 6626 

S.l1  Der User-Port 

Mit dem User-Port bietet der C64 eine Schnittstelle, die zur 
Steuerung, der Name sagt es, anwenderspezifischer Peri­
pheriegeräte dient. 

Das wären im einfachsten Falle über Treibertransistoren ange­
schlossene Lampen, das könnte aber auch ein Drucker mit 8-
Bit-Parallelschnittstelle (Centronics) sein, den Sie vielleicht 
zufällig besitzen und gerne am C64 betreiben würden. 
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Der User-Port besteht im wesentlichen aus einem 8-Bit-Port 
und diversen Steuerleitungen, die im folgenden näher vorgestellt 
werden: 

GND 
2 '5V ;mit rnax. 100rnA. belastbar 

3 -RESET ;mit der glei chnamigen Prozessorteitoog verbtKlden 
4 CNn ;verbunden mit eNT von CIA 1 
5 SP1 ;mit SP von CIA 1 verbunden 
6 CNTZ ;lei tung eNT von CIA 2 
7 SP2 ;verbunden mit SP von CIA 2 
8 -pez ;Handshake-Ausgang von CIA 2 
9 ATH OUTjSteuerlei tung des serielLen lEe-Bus, stanmt 

von PA3 der CIA 2 
D 9V AC ;Yechselspannung; mit max. 100 lIlA beLastbar. 

1 1  ;GegenpoL zu oben 

1 2  JGND 
, ;GND 
8 -FLAG2 ;Handshake-Eingang von CIA 2 
C-l PBO-PB7; I/O-Lines von CIA 2 

H PA2 jl/O-Line von CIA 2. Diese Lei tung ersetzt den von 
den anderen CBMs bekannten C82 der VIA 6522.% 

N GND 

Einige der oben aufgeführten Leitungen haben im C64 bereits 
fest zugeordnete Funktionen. Hierzu und auch zur Handhabung 
der CIAs lesen Sie sich bitte Kapitel 5 ab Punkt 5.3 durch. 

Wollen Sie an den User-Port Geräte anschließen, die eigentlich 
zum Anschluß an den User-Port des VC-20 oder CBM 8032 
vorgesehen sind, so ist das prinzipiell nur bei den Geräten mög­
lich, die zu ihrem Betrieb ausschließlich die Pins A-N, 1 und 1 2  
benötigen. 
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U S E R - P O RT : 

2 3 " 5 6 

: : : --=-�  : 
A B C D E F  

Pin Signal 
, G N O  
, dV 
, RESET 
• CNTl 
, ' "  
• CNT2 
, ' "  
• ' C ,  
• ATN IN 

" 9 "AC 
" 9 "AC 
" G N O  
A G N O  
• FLAG2 
C ". 
0 '" 
� '" 
, '" 
" , .. 
, '" 
, ' "  
, " ,  
" '" 
N G N O  _ .... -

Abb 5.11.1: User-Port 

, 
-

8 9 1 0 1 1 

: : : : 
J K L M 
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" 

: 
N 

Auf jeden Fall müssen Sie die programm technisch unter­
schiedliche Handhabung der Pins B und M beachten. 

Sollten Sie eigene Projekte am User-Port anschließen wollen, so 
beachten Sie bitte, um eine Beschädigung des Rechners zu ver­
meiden, unbedingt folgendes: 

Bei Verwendung des User-Port als Eingang darf die Eingangs­
spannung nur im Bereich 0-5 Volt liegen. Eine Spannung im 
Bereich 0-0,6 Volt wird beim Auslesen des Datenports als 0 
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interpretiert, eine solche von 1 ,6-5 Volt als 1 .  Der Bereich von 
0,7 bis 1,5 Volt ist indifferent, d.h. er kann zufällig als 0 oder 
erkannt werden. 

Bei Verwendung als Ausgang beachten Sie bitte, daß die Aus­
gänge nur eine Belastung eines TTL-Eingangs aushalten. Sie 
könnten also keinesfalls eine Leuchtdiode direkt anschließen, 
was langfristig zur Zerstörung der CIA führen würde. Es emp­
fiehlt sich immer eine Pufferstufe, wie auch in unserem Bei­
spiel. 

Vermeiden Sie unbedingt, ein auf Ausgabe programmiertes Port­
bit mit einer Fremdspannung von außen zu beaufschlagen, was 
zur unmittelbaren Zerstörung führt. Überlegen Sie sich daher 
gut, welchen Wert Sie in das Datenrichtungsregister laden, damit 
Sie nicht versehentlich ein für die Eingabe vorgesehenes Bit auf 
Ausgabe programmieren. 

Wenn Sie die Stromversorgung für Ihr Projekt dem User-Port 
entnehmen wollen, beachten Sie bitte, daß Sie die beiden zur 
Verfügung stehenden Spannungen nicht mit mehr als je lOOmA 
belasten. Bei leichten Übertretungen wird zunächst der Kasset­
tenrecorder streiken, danach verabschiedet sich die Sicherung im 
Innern des C64 und evtl. auch die Primärsicherung im Trafoge­
häuse. Zerstört wird dabei jedoch nichts weiter. 

5.12 Registerbeschreibung der CIA 

REG 0 PRA 
Zugriff: 
Bit 0-7 

REG 1 PRB 
Zugriff: 
Bit 0-7 

(Port Register A) 
READ/WRITEzpg65 
Dieses Register entspricht dem Zustand der 
Pins PAO-7. 

(Port Register B) 
READ/WRITE 
Dieses Register entspricht dem Zustand der 
Pins PBO-7. 
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REG 2 DDRA 
Zugriff: 
Bit 0-7 

REG 3 DDRB 
Zugriff: 
Bit 0-7 

REG 4 TA LO 
Zugriff: 
Bit 0-7 

Zugriff: 
Bit 0-7 

REG 5 TA HI 
Zugriff: 
Bit 0-7 

Zugriff: 
Bit 0-7 

REG 6 TB LO 

REG 7 TB HI 

(Datenrichtung Register A) 
READ/WRITE 
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Diese Bits bestimmen die Datenrichtung der 
korrespondierenden Datenbits des Ports A. 
O=Eingang, I =Ausgang. 

(Datenrichtung Register B) 
READ/WRITE 
Diese Bits bestimmen die Datenrichtung der 
entsprechenden Datenbits des Ports B. 
O=Eingang, I =Ausgang. 

(Timer A LO-Byte) 
READ 
Dieses Register gibt den augenblicklichen 
Zustand des niederwertigen Bytes von Ti­
mer A wieder. 
WRlTE 
In dieses Register wird das niederwertige 
Byte des Werts geladen, von dem der Timer 
auf null zählen soll. 

(Timer A HI-Byte) 
READ 
Dieses Register gibt den augenblicklichen 
Zustand des höherwertigen Bytes von Timer 
A wieder. 
WRITE 
In dieses Register wird das hOherwertige 
Byte Werts geladen, von dem der Timer auf 
null zählen soll. 

(Timer B LO-Byte) 
Zugriff und Belegung entspricht REG 4. 

(Timer B HI-Byte) 
Zugriff und Belegung entspricht REG 5. 
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REG 8 TOD IO 
Zugriff: 
Bit 0-3 

Bit 4-7 
Zugriff: 
Bit 0-3 
Bit 4-7 
Zugriff: 
Bit 0-3 

Bit 4-7 

REG 9 TOD SEC 
Zugriff: 

REG IO 

REG 1 1  

REG 12 

Bit 0-3 
Bit 4-6 
Bit 7 

Zugriff: 
Bit 0-3 
Bit 4-6 
Bit 7 

Zugriff: 
Bit 0-3 
Bit 4 
Bit 5-6 
Bit 7 

Zugriff: 
Bit 0-7 

(Uhr 1/10 sec) 
READ 
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Zehntelsekunden der Echtzeituhr im BCD­
Format. 
Immer O. 
WRITE und CRB Bit 7=0 
Zehntelsekunden im BeO-Format. 
Müssen 0 sein. 
WRITE und CRB Bit 7=1 
Vorwahl der Zehntelsekunden der Alarmzeit 
im BCD-Format. 
Müssen 0 sein. 

(Uhr sec) 
READ 
Einersekunden der Uhr im BCD-Format. 
Zehnersekunden der Uhr im BeD-Format. 
Immer O. 
Weitere Zugriffsarten analog zu REG 8. 

TOD MIN 
READ 

(Uhr min) 

Einerminuten der Uhr im BeD-Format. 
Zehnerminuten der Uhr im BeD-Format. 
Immer O. 
Weitere Zugriffsarten analog zu REG 8. 

TOD HR 
READ 

(Uhr Std) 

Einerstunden der Uhr im BeD-Format. 
Zehnerstunde der Uhr. 
Immer O. 
Omvormittags(AM), I =nachmittags(PM). 
Weitere Zugriffsarten analog zu REG 8. 

SDR (Serial Data Register) 
READ/WRITE 
Aus diesem Register werden die Daten bit­
weise zum Pin SP hinausgeschoben, bzw. 
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REG 1 3  

REG 14 

Zugriff: 
Bit 0 
Bit ! 
Bit 2 

Bit 3 

Bit 4 
Bit 5-6 
Bit 7 

Achtung: 

Zugriff: 

vom Pin SP in dieses Register hineingescho­
ben. 

ICR (Interrupt Control Register) 
READ (INT DATA) 
Iz:Unterlauf Timer A. 
I-Unterlauf Timer B. 
I=Gleichheit von Uhrzeit und gewählter 
Alarmzeit. 
I=SDR voll/leer (abhängig von der Be­
triebsart). 
I=Signal am Pin FLAG aufgetreten. 
Immer O. 
Übereinstimmung mindestens eines Bits von 
INT MASK und INT DA TA aufgetreten. 
Beim Lesen dieses Registers werden alle 
Bits gelöscht. 
WRITE (INT MASK) 
Bedeutung der Bits wie oben, ausgenommen 
Bit 7 

Bit 7 I ""jedes 1 -Bit setzt das korrespondierende 
Masken-Bit. Die anderen bleiben unberührt. 
0= jedes I-Bi t löscht das korrespondierende 
Masken-Bit. Die anderen bleiben unberührt. 

Zugriff: 
Bit 0 
Bit 1 

Bit 2 

Bit 3 

CRA (Contro! Register A) 
READ/WRITE 
I"" Timer A Start, O=Stop 
I=Unterlauf von Timer A wird an Pin PB6 
signalisiert. 
I-jeder Unterlauf von Timer A kippt PB6 
in die jeweils andere Lage, O",jeder Unter­
lauf von Timer A erzeugt an PB6 einen HI­
Puls mit der Länge eines System takts. 
I=Timer A zählt nur einmal vom Aus­
gangswert auf null und hält dann an, 
O=Timer A zählt fortlaufend vom Aus­
gangswert auf null. 
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REG 1 5  

Bit 4 

Bit 5 

Bit 6 
Bit 7 

Zugriff: 
Bit 0-4 

Bit 5-6 

Bit 7 
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l =unbedingtes Laden eines neuen Startwer­
tes in Timer A. Dieses Bit fungiert als 
Strohe. Es muß bei jedem unbedingten La­
den neu gesetzt werden. 
Dieses Bit bestimmt die Quelle des Timer­
Triggers. t =Timer zählt steigende CNT­
Flanken, O=Timer zählt Systemtaktpulse. 
l-=SP ist Ausgang, O=SP ist Eingang. 
J""Echtzeituhr-Trigger beträgt 50Hz, 
O=Trigger beträgt 60 Hz. 

CRB (Control Register B) 
READ/WRlTE 
Diese Bits haben die gleiche Bedeutung wie 
in REG14, allerdings bezogen auf TimeT B 
und Piß PB7. 
Diese Bits bestimmen die Quelle des Trig­
gers für TimeT B. 00= TimeT zählt Sys­
temtakte, OJ =Timer zählt steigende CNT­
Flanken, IO=Timer B zählt Unterläufe von 
TimeT A, ! l=Timer B zählt Unterläufe von 
Timer A, wenn CNT:=:! ist. 
l=Alarm setzen, O:Uhrzeit setzen. 
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6. Das ROM-Listing 

6.1 Nutzung des ROM-Listiogs 
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Ein Vorteil der Assemblerprogrammierung ist es, daß der 
Anwender auf die Routinen im BASIC-ROM und im Be­
triebssystem zurückgreifen kann, Das Benutzen dieser Routinen 
erspart viel Arbeit und ist außerdem noch platzsparend. Häufig 
macht man sich unnötig viele Gedanken über ein programm­
spezifisches Problem und rauft sich am Ende die Haare, wenn es 
dann doch nicht tadellos funktioniert, obwohl im Betriebssystem 
eine entsprechende Routine schon vorhanden ist. 

Wir wollen Ihnen an dieser Stelle anband von einigen Beispielen 
demonstrieren, wie man diese Routinen am besten nutzt und was 
dabei zu beachten ist. Eine Zusammenfassung der wichtigsten 
Routinen finden Sie in Kapitel 6.2 

Ein Problem, das sich häufig stellt, ist das Verschieben von 
Speicherbereichen. Dieses Problem kann zwar durch Ver­
schachtelung mehrerer Schleifen gelöst werden, viel eleganter 
und vor allem günstiger ist es jedoch, die fertige Routine im 
BASIC-ROM zu verwenden, Diese Routine wird intern zum 
Beispiel benutzt, wenn eine neue BASIC-Zeile eingefügt wurde 
und alle Variablen verschoben werden müssen, Sie steht im 
ROM ab der Adresse $A3BF (41919). Vor dem Einsprung müs­
sen jedoch einige Bedingungen erfüllt werden: Der alte Block­
anfang sowie das alte und neue Blockende müssen in bestimmten 
Adressen in der Zeropage abgelegt werden, Eine Anwendung 
dieser Routine, in der der Bereich von $1000 bis $1500 in den 
Bereich $2000 verschoben werden soll, könnte folgendermaßen 
gestaltet werden: 

LDX 1$00 

LDY NS1D 

STX $SF 

sn $60 

LDX 1$01 

LDY NS15 

alter Blockanfang (LOW-Byte) 
alter Blockanfang (HIGH-Byte) 
abspeichern 
abspeichern 
altes Blockende (LOW-Byte +1) 

altes Blockende (Hi gh'Byte) 



262 

snc SSA 

sn $5B 

LDX 1S01 

LDY 1$15 

STX $58 

sn $59 

JSR WBF 

RTS 

ebspei chern 
abspei chern 
neues BLockende (Low-Byte + 1 )  

neues BLockende (High-Byte) 

abspeichern 
abspeichern 
Verschieberoutine .nspringen 

ROclcsprU'lg 
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Wie Sie sehen, ist diese Methode recht einfach und auch relativ 
kurz. Poked man die Werte in die Zeropage, so findet die Rou­
tine auch im BASIC Verwendung, wenn man sie mit SYS 41919 
aufruft. 

Eine weitere niitzliche Routine beginnt ab $E50A (58634). Sie 
kann benutzt werden, um die Cursorposition abzurufen oder 
diese zu verändern. Bei gesetztem Carry-Flag wird die aktuelle 
Position des Cursors geholt. Die Zeile wird in das X-Register 
und die Spalte in das Y -Register übertragen. Ist das Carry-Flag 
hingegen gelöscht. wird der Cursor mit den Werten aus den bei­
den Registern neu positioniert. Auf den ersten Blick scheint die 
Routine für BASIC nicht verwendbar, doch hier zeigt sich wie­
der, daß die Nutzung des ROM-Listings auch etwas Eigeninitia­
tive voraussetzt. Wenn man die einzelnen Routinen der 
Hauptroutine selbständig aufruft und das bewährte Hilfsmittel 
Poke hinzuzieht, läßt sich die Routine auch aus dem BASIC 
heraus benutzen. Es empfiehlt sich also immer, die benötigten 
Routinen vorher sorgfältig durchzuarbeiten und sich mit ihnen 
vertraut zu machen. 

Die Nutzung des ROM-Listings beschränkt sich aber nicht nur 
auf die fertigen Routinen. Es ist durchaus möglich, diese Routi­
nen zu verändern, um sie seinen Wünschen anzupassen oder auch 
um sie zu verbessern. Da sich das ROM aber nicht verändern 
läßt, muß man es vorher in einen RAM-Bereich kopieren. Hier 
bietet sich das RAM an, das sozusagen parallel unter dem ROM 
liegt. Die hierzu benögigte Kopierroutine sieht etwas absurd aus, 
da zum Beispiel 
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POKE 49000, PEEK (49000) 

auf den ersten Blick keinen Sinn hat. Dieser Befehl bewirkt 
aber, daß der Inhalt dieser Speicherzelle aus dem ROM gelesen 
und an die gleiche Stelle in das RAM geschrieben wird. Nach 
dem Kopiervorgang muß dem Prozessor noch mitgeteilt werden, 
daß sich das gesamte ROM nun im RAM befindet. Zu dem 
Kopiervorgang lesen Sie sich bitte auch das Kapitel über die 
Speicheraufteilung durch, da Sie dort noch weitere, wichtige 
Informationen bekommen. 

Nun können Sie alle gewünschten Veränderungen am ROM vor­
nehmen. Wie wäre es zum Beispiel mit einer neuen Laderoutine, 
die einen Autostart unterdrückt ? Da ein Autostart nur dann 
erfolgen kann, wenn bestimmte Vektoren beim Laden über­
schrieben werden, wie in Kapitel I erwähnt, läßt er sich einfach 
unterdrücken, indem man das Programm in einen anderen 
Speicherbereich lädt. Hier stößt man auf Schwierigkeiten, wenn 
es sich um ein Kassettenprogramm handelt, das mit der 
Sekundäradresse 3 abgespeichert wurde, da dieses wie in Kapitel 
4 erwähnt immer in den Orginalbereich geladen wird. 

Da das Betriebssystem während des Ladens auf die Sekundä.r­
adresse abfragt, ist es uns möglich, die Abfrage an dieser Stelle 
so zu modifizieren, daß das Programm trotzdem an die von uns 
angegebene Adresse geladen wird. Sehen wir uns dazu die ent­
sprechenden Adressen der Routine an: 

SF568 CPX n03 

SF56A BNE SF549 

Uberprüfung auf Sekundär&dresse 3 

wenn nicht 3, dann verzweige 

Das ist die Stelle, an der wir eingreifen können, indem wir die 
Verzweigung so abändern, daß bei Sekundäradresse 3 so ver­
fahren wird wie bei Sekundä.radresse I ,  wir also angeben kön­
nen, in welchen Bereich geladen werden soll. So sähe die Ver­
zweigung nach der Änderung aus: 

SF56A BEQ SF579 ; Verzweigung wie bei Sekundäradresse 1 
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Auch andere Änderungen können nach demselben Muster vorge­
nommen werden, wie zum Beispiel die Änderung der Repeat­
funktion bei der Tastaturabfrage, oder das Einbringen eigener, 
deutscher Fehlermeldungen. Hier sind Ihrer Kreativität keine 
Grenzen gesetzt. 

6.2 Verzeichnis der wichtigsten ROM-Routinen 

Im folgenden sind die wichtigsten Routinen des BASIC-ROMs 
und des Betriebssystems zusammengefaßt: 

Adresse Funktion 

SA3BF Speicherinhalte verschieben 

$A437 Fehlermeldung ausgeben, FehLernunner "",8 

im X-Register stehen 

E ingabewarteschteife $A480 

SA560 

SA613 

$A644 

SA660 

SA68E 

SA69C 

SA7E1 

SA824 

SAB3F 

SA842 

$1,847 

$AD" 

SAfF7 

SAEfA 

SAffD 

SB113 

$8395 

SB7EB 

Eingabe einer Zeile per Tastatur 

Speicheradresse einer Programmzeile berechnen 

BASIC-Befehl WEW 

BASIC-Befehl CLR 

CHRGET-Zeiger auf Anfang des BASIC­

Speichers stellen 

BASIC-Befehl LIST 

BASIC-Befehl ausführen 

String ausgeben, Ausg8begerät ist in 

$9A festgelegt 

Ausgabe eines Leerzeichens 

Ausgabe Cursor rechts 

Ausgabe eines ASC I I -Zeichens, Akku muB 

ASC I I -�ert enthalten 

Beliebigen Ausdruck holen, ist $14 (Typfl8g) z 0, 

dann numerisch, ist $14 = FF, dann String 

Prüft auf Klalllller zu ")" 

PrOft auf Klanmer auf "(" 

Prüft auf Komma 

Prüft 8uf Buchstabe 

16-Bit- lnterz8hl in A/Y-Reg. nach Fließkommazahl 

Holt eine 16-Bi t-Interzahl und einen 8-8it-Wert 
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saS50 

$8853 

'8867 

..... 

'B'" 
SBA2B 
S8MC 

saSOF 

$BS1Z 

SB .. , 

selC7 
salCA 

.... 4 

18BFC 

sacoc 

SBeZB 

seCS8 

SBe .. 

SBCF) 

SBDee 

..... 

sam 

SBm 

S8f71 

SE10C 

SEllZ 

SE124 

SE1S6 

SE165 

.. , .. 

SEIBC 

SE1C7 

fAC 2 KONSTANTE - FAC • Akku und V-Register 
zeigen auf KONSTANTE (Low- und High-Byte) 
FAC z ARG - FAC 

FAC " KONSTANTE (AIV) • FAC 

FAC '" ARG + FAC 

FAC '" KONSTANTE (A/Y) • FAC 
FAC ::: ARG • FAC 

F l  ie8I:OD'Iazahl nach AItG brlnsJefl, Zelter auf 
Zahl in Akku und Y-Reghter 
FAC " KONSTANTE (A/Yl I FAC 
FAC " ARG I FAC 

FLi eßkommazahl nach FAC bringen, Zeiger .uf 

Zahl i n  Akku und V-Register 

FAC nach Akku 14 übertragen 

FAC nach Akku f3 abertrage� 
FAC nach VariabLe Ubertragen. Zeiger auf 
ZieLadresse In Akku und V-Register 

ARG nach fAC übertragen 
FAC nach ARG übertrageO 
Vorzeichen von FAC holen, Zero- und Carry­
Hag werden beeinftuBt 
Verg leich kIlNSTANTE (All) lIIi t  FAC • FLags 
werden beeinftußt 

UmwandLung fließkomma nach Integer i� FAC 
UmwandLung ASC I I  nach Flfeßkomma 

Positive Integerzah l BUS Akku und X-Reg. ausgeben 
Unwandlung FAC nach ASCI I - Fonwat, ASCII '�erte 
werden ab SDl00 abgelegt 

SQR. zieht OuIKtI".twunel aus der Zahl i. FAC 

FAC " ARG KONSTA�TE (All) 

FAC " ARG - FAC 

ASCII -Zeichen ausgeben , Wert nuß im Akku stehen 
ASCII -Zeichen holen (Ei ngabegerät wählbar) 
Zeichen aus Tastaturpuffer i n  Akku holen 

SAVE-Routine 

VERlfY-Routine 

LOAD-Routine 

OPfII-Bef ent 
CLOSE"Befehl 
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'f104 
SE219 

"264 

SE26B 

SE2B4 

SE50A 

SES18 
SE544 
SE'66 

SE56C 
SE5AO 

SE'" 

$(5CA 
" ... 

SE9FF 

SEAlt 

SFFSl 
Sff54 

srrS7 
SFFBA 

SFFSD 

SFF90 

SFf93 

OfF" 

SFF99 

SFF9C 

Sff9f 

SffAl 

SffA5 

Pat8l1leter für LOAD l.I'ld SAVE holen 
Parameter für OPEN und ClOSE holen 
cos, berechnet den Cosinuswert im FAt 

SIN, berechnet den SInuswert Im FAC 
TAN, berechnet den Tangenswert i� FAC 
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Cursor setzen/holen, wenn Carry-Flall "0, dem 
Cursor setzen, sonst CUrsor holen C )I-Register . 
Zeite, Y-Reglst.r = Spalte) 
aHdschi,..,.eset wird durchgefUhrt 
CU, löscht den BI lclsehf..,. und setzt CUrsor "OME 
KOME ,  bringt den CUrsor 11'1 die linke obere 
Eck:e des Blldschl l"1li8 
berechnet die Cutaotpositlon 
Videocontroller !n!tlalisieren, lädt den Video­
control Ler mit den Standardwerten 
hott ein Zeichen aus Oe. Tastaturpuffer 
wartet auf Tastatur.ingabe 

Bi ldschi,.. serolIen. sehi�t Bi ldschiMi 

ua eine zei I, Meh oben 
löscht eine Bl ldsehir-zeite 
!etzt ein leichen 11ft Far-be auf dein Bi tdschl rfl 
(Bi ldschi nneode 11'1 Akku, Farbe in X) 

Video-Reset 
elAs initlaL lsleren 
RAM löschen/testen 
1/0 initiel isieren 
1/0 Vektoren initiali sieren 
Setzt FIBg für Ausgabe von Syst�ldung 

achickt SeIi;l.rdiradr�le nach einetn LISTEN-Befehl 

auf den lEt-Bus 
schickt Sekund6radresse nach einen TALK-Befehl 
auf den lEt-Bus. 
holt bei gesetzem tarry-Flag die höchste RAH­
Adresse nach X urod 'f, bei !ilelöschtem tarry­
FLag wird dfe "dune von X und Y gesetzt. 
dieseLbe Funktion wie SFF99, jedoch für den 
UM-Anfang 
frll1lt die Tastatur ab 

setzt das Tine-out-Flag fOr den lEt-Bus 
holt ein Byte VOll lEe-Bus i n  den Akku 
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IFFA8 
IFFA8 
IFFAE 
IFFB1 
IFF84 

IFFBT 
IFFBA 

.mD 

IFFCO 
IFFC3 

Of'C6 

SfFC9 

$FfCC 

'FFCF 

SFFD2 

SFFD5 

'FFDS 

'FAlB 

Of'OE 

'FFE1 

SFFE4 
SFFET 

'ffEA 

SffEO 

gibt ein Byte aus dem Akku en den IEC·Bus aus 
sendet UNTALK·Befehl auf den IEC-Bus 
sendet UlfllSTEJHlefehl euf den IEC-Bua 
lendtt LISTEN-Befehl ...,t den IEC-Bus 
sendet TALK-Befehl zu. IEC-Bus 

hol t dis Statuswort In <Mn Akku 
setzt die Fl teparameter, Akku muS lo�iache 
FIlenummer enthalten, X • Gerätenummer und 
Y • Sttundäradresse 
setzt Per.neter des Ffl�, Akku � 

Linte del liIaIIen:s enthal ten, X \rod Y enthalten 
die Adrnse des fi lena.ena( Lew- und Hi gh-Byte) 
OPEN-Befehl, öffnet logische Datei 

CLOSe-eefehl ,  schlleSt logische Datei, 
Akku mu8 l oai sche Fi lenummer enthalten 

CHKIN setzt folgende Eingabe euf Logische 
Datei, die in X lI:Jergeben Mirel. 

Die logische Datei ILIA vortHIr lIit der 

OPEW-ROIJtlne geÖffnet werden. 
C1(ooT letzt foLgende Ausgabe auf logische 
Datei , die in X übergeben wird. 
Die logi sche Datei �B vorher Mit der 
OPf.N-ROIJtine geöffnet werden. 
ctReN setzt die Ein- und Ausgabe wieder 
auf Standard (Tastatur/B lldsehirll) 

BASIN Eingabe, hoLt e i n  Zeichen in den Akku 

BSOUT Ausgabe, gibt Zeichen im Akku aus 
LOAD, Ildt Programm In den Speicher 

SAVE, speichert Progr ... � 
setzt die laufende Zelt neu 

holt die laufende Zeit 
fr-at die STOP-Taste ab 
GEl, hoLt ein Zeichen i n  den Akku 
CLALL, setzt aLle Eln-/Ausgabekanäle 

zurUck. die Dateien werden jedoch 

nicht geschlossen 
erhöht die lauferdIe 2el t UII eine 
sechzigstel SelclXlde 
SCREEN hott die Anzahl der 2eilen und 

und SpeLten des Bi ldschi rm 
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SFFFO 

SffF] 

bei geLöscht .. Cerl"Y""Flq "tnl der CUrsor 

�f die Position XIV gesetzt, bei gesetzt� 

Carry-Flag wird die Cursorposition nach XIV 

geholt (X-Rag � Zeile, Y-Rag s Spalte) 

holt die SUrt .... esse des I/o-Beustelns 

64 In/ern 

6.3 Alphabetisches Verzeichnis der ROM-Routlnen 

Abfrage IIIJf gedrückte Bandtaste 

Adresse eines Arrayc!l..."ts berechntn 

Adressen der Basic-Befehle (Minus 1 )  

Adressen der 8asic-Fritionen 

Adressen der FehLermeldungen 

Adre82e i ger erhöhen 

Anhnsswert für liND-funktion 

Anbeitsspeicher initfalfsieren 

Arrayelement suchen 

Arrayvarlable anlegen 

Ausgabe der Zeile�r bei FehlerMlcb1g 

"'us� eines Fr�zeicheM 

Ausgebe eines heruictuma 

Ausgabe In RS 232 Putfer 

ARG � Konstanate (A/l) 

ARG nach FAC Obertr.;en 

ASCII-Code nach Bi ldsch I mc:ode w.dtln 

Band fOr lesen vorberel ten 

Bancfleader nach N,..,." suchen 

Bandpuffer auf Band schreiben 

Bandpufferzeiger erhöhen 

Basfc CKOUT-Routine 

aastc keltslarl 

Basic NHI-E insprung 

Basfc"Befehl CLOSE 

B85lc"Befehl CLR 

Baslc"Befehl DI) 
&Mic"BefehL eOCT 

B8slc"Befehl DATA 

Baslc"BefehL DEF 

Basic"BefehL DU! 

SF82E 

SB"" 

.. ooe 

SA052 

SA328 

SFCDB 

SmA 

SFD50 

SB2E1> 

SB261 

SBDe2 

... " 

"B'" 

SF014 

$BA8e 

SBBFe 

"'" 

SF8E2 

SF7EA 

SF864 

SFBOD 

"'AI) 
Sn94 
"'" 

SE1C7 

SA65E 

SM86 

SAß" 
'A8fS 

$8383 

'B081 
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8asic-Befehl EN' $A831 

Basic-Befehl FDR $A742 

aasic-Befehl GEl SAB7B 

Basic-Befehl GOSUB $A883 

Blsic- Befehl GOTO SA8AO 

Blsic-Befehl IF SA928 

Blsic-Befehl INPUT SABBF 

IIlsic-Befehl INPUTIf SABA5 

Blsic-Befehl LET SA9A5 

Blsic-Befehl LIST SA69C 

Basic-Befehl LOAD SEl68 

Basic-Befehl NEW SA642 

Basic-Befehl NEXT SAD10 

Basic-Befehl ON SA94B 

Basic-Befehl ON SA94B 

Basic-Befehl OPEN $E1BE 

Basic-Befehl POKE SB824 

Basic-Befehl PRINT SAAAO 

Basic-Befehl PRI NTIf SAA8D 

Basic-Befehl REAO SACD6 

Basic-Befehl REM SA93B 

Basic-Befehl RESTORE SA810 

Basic-Befehl RETURN SA802 

Basic-Befehl RUN SA871 

Basic-Befehl SAVE $E156 

Blsic-Befehl STOP SA82F 

Basic-Befehl SYS $E12A 

Basic-Befehl VERI FY SE165 

Basic-Befehl WAIT SB820 

Basic-Befehlsworte $AD9E 

Basic-Fehlenmeldungen $A19E 

Basic-Funktion ABS SBC58 

Basic-Funktion ASC SB78B 

Blsic-Funktion ATN SE30E 

Blsic-Funktion CHRS $B6EC 

Blsic-Funktion COS SE264 

Basic-Funktion EXP $BFED 

Basic-Funktion fN $B3F4 

Basic-Funktion fRE $8370 

Basic-Funktion INT SBCCC 



270 

Basic-Funktion LEFT$ 

Basic-Funktion lEN 

Basic-Funktion LOG 

Basic-Funktion MIO$ 

Basic-Funktion PEEK 

Sasic-Funktion POS 

Basic-Funktion RIGHT$ 

BasiC-funktion RHO 

Basic-Funktion SGN 

Basic-Funktion SIN 

Basic-Funktion SQR 

Basic-Funktion STRS 

Basic-Funktion TAN 

Basic-Funktion VAL 

Basic-Code i n  KLartext wandeln 

Basic-Operator AND 

Basic-Operator NOT 

sasic-Operator OR 

Basic-Routine BASIN 

8asic-Routine BSOUT 

Basic-Routine CHKIN 

Basic-Routine CKOUT 

Basic-Routine GETIN 

Basic'Statement ausfahren 

Basic-Vektoren laden 

Basisadresse der CIAs holen 

Bet r i ebssystem-Melck.rlgen 

B i ldschirm löschen 

B i l dschirm serolten 

Bi Idschi rm-Reset 

Bildschirmformat hoLen 

Bildschirmzeile töschen 

Bit auf Band schreiben 

Bi tweise Multiplikation 

Bitzähler für seri elle Ausgabe setzen 

BLock vom Band lesen 

Blockverschiebe-Routine 

Byte auf seriellen Bus ausgeben 

Byte auf seriellen Bus ausgeben 

Byte vom seriellen Bus holen 
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SB700 

SBm 

SB". 

SB737 

SBBOD 

SB39E 

SB72C 

$E097 

$8C39 

SE268 

$8F71 

SB465 

SE2B4 

SB7AD 

SA717 

SAFE9 

SAED4 

SAFE6 

$E"2 

$El0C 

SEllE 

SE118 

SE124 

SA7ED 

SE4S3 

SESOO 

$E4SF 

SES44 

$E8EA 

SE518 

SESOS 

SE9FF 

SFBA6 

SBA59 

SFB97 

SF841 

SAlB8 

SE040 

SEOOO 

$EE13 
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Byte VQIII IIard holen 

Byte von RS 232 holen 

Bytewert nach X holen, GETlll 

IAS1N-Routine 

lSOUl-Routlne 

Cursor setlenJholen 

Cursor HOIIIe 

Ct.rSOf'pO$ltion berechnen 

(.lft-butine 

accuT -.outine 

CLALL-Routlne 

CLOSE-Routlne 

CUCH-Routfne 

D.tenbfts für RS 232 berechnen 

D I�n5lonierte Variable holen 

DiviSion FAC .. ARG I FAC 

DiviSion FAC .. Konstante (AlT) I FAC 

Einfügen einer fortseu:qsteite 

Eingabe einer Zeile 

Elngabe'V&rteschlei fe 

Fehterbehandtung bei Eingabe 

F.nlerllll!ldJng ausgeben 

Fehlermeldung des Betriebssystems 

F' leperllllf:ter setlen 

Fle8 für Systemmeldungen setzen 

Flfelkommekonstante -3Z768 

Flielk�onstante 0.5 

F l lelk�onstante 10 

FAt; • FAt • 10 
FA( • FAC + 0.5 

FAt • FAC I 10 

FAt " Konstante (AlT) 

FAt nach Akku13 übertragen 

FAC nach Akku14 übertragen 

FAC nach ARG übertragen 

FAC nach ASCII wandeln und nach S100 

FAC nach Variable übertragen 

FIt-Synt.lt prüfen 

FRtSTI 

FRMEVL Auswerten eines beliebigen Ausdrucks 

5FI99 

SfiaB 

$8790 

SFI57 

SF1CA 

SE50A 

.. ,.. 

.. 56C 

SF20E 

Sf250 

Sf32' 

SF291 

Sf333 

SEF'A 

SBIDI 

SBBI2 

SBIOF 

.... , 

SA560 

"" 80 

SAB4D 

SA437 

SF6FI 

SF]lF 

SfE1B 

SBIAS 

SBF11 

SBAF9 

SIIAEl 

SB". 

SSAfE 

SIBAl 

SIICA 

SBaC7 

SBCDC 

"000 

SBIDO 

$BlEI 

S8W 
...... 
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FRMNUM Ausdruck holen und auf numerisch prüfen 

Garbege Col Lection 

GETADR und CETIVT. 16· und 8-8it-wert holen 

GETADI, fAC in positive 16-Sit-Zahl wandeln 

GETIII-Routine 

HardWare und I/O-Vektoren setzen/holen 

Header auf Band schreiben 

Ni erareh j ekodcs der Bas i c-Operatoren 

Hi lfsroutine für Arrayberechnung 

H intergrlJ:'ldfirbe setzen 

Interpreterschlaffe 

Interr�troutfne 

Interruptroutine für Band Lesen 

Interruptroutina fOr Band schrelb4n 

I RQ-EinsprU"lg 

IRQ-Vektor setzen 

IRQ-Vektoren 

Kernet Sprqt8belle 

Konstante PI 

Konstanten fOr ATN 

lConstanten für EXP 

Konstanten für F 1 ieBkOllJl\ll nach Asel [ 
Konstanten fur F t le8komme nach ASCII 

Konstanten für lOG 

Konstanten rOr Rt«l 

lConatltnten tOr SIH und COS 

Konstanten für UmwandLung T I  nach TIS 

Kopie der eHIGEl-Rout ine 

L isten senden 

Logi sche fil�r suchen 

löschen und Einfügen von Pr09rarnzeilen 

LOAD-Rout ine 

Mantisse von FAt Invertieren 

MeLdungen des Betriebssystems 

Meldungen des Betri ebssystems ausgeben 

Meldlrogen du Interpreters 

Minus FAC • ARG • FAC 

MinJs FAC z konstante (All) • FAC 

Multipl i kation FAC z ARG • FAC 

MuLtipLikation FAC = Konstante (All) • FAC 

M Inter" 

..... 

$8526 

SB'" 

S87F7 

SF13E 

IFD15 

IF76A 

SA,.. 

SB34' 

..... 

." .. 

SEm 

SF92C 

'FaCD, SFC6A 

'FF48 

SFCB8 

SFD98 

SH81 

"'fAD 

se33E 

SBFBF 

SBF16 

... " 
.... , 
,,"" 

SE2EO 

SBFl" 

SE3A2 

SeDOC 

SFlOF 

""9< 

SF49E 

11947 

SfOID 

SF128 

... ,.. 

SB853 

... ,. 

.. '" 

SIA2S 



Das ROM-Listing 

MSB fOr lei lenanfMnge neu berechnen 

Nächste lei te suchtfl 

Niehstes Ele.nt eines Ausdrucks holen 

IQchstes StateMent suchen 

"'1-EinsprllilCl 

NMI-Routine für Il$ 232 

obergrenze IlAM setzen/holen 

OPEN-Routine 

Par_ter fOr aktives file seuen 

Par..eter für fil� setzen 

Pllr_ter H.lr LOAD -.rod $AVE ttol .... 

Par..eter fOr OPEN holen 

Platz für Strlne reservieren 

Plus fAC • ARG + FAC 

Plus FAC w Konstante (All) + FAC 

Pol ynonberecllru'lg 1 

Polvnc-berechnung 2 

Positive Integerzah' in A/X ausgebm 

Potenzierung FAC • ARG hoch fAC 

Potenzierung FAC • AIlG hoch Konstante (A/Y) 

Pragrarml vom Band lllden 

Prograrrrmeader vorn Blind lesen 

Progren.zeiger auf Basic-Start 

Progra.ueile elnf� 
PrOllrllllRZefte löschen 

PrOllr�zeiLen neu binden 

Prüfung auf numeri sch 

Prüfung auf Auto-Stllrt-IlOM 

PrOflrlg auf Buchstabe 

PrOflrlg auf Erreichen der EndItdr.aae 

pf'ÜfWlg Nf KlaRler auf 

PrOfU'lg auf Klan'II!'r zu 

PrOfung auf Ka.\I 

PrOfung auf PllIU im Speicher 

PrOfung auf Shift, CTRL, COIIIIDdore 

PrOfung auf Steuerzeichen 
Pt"ÜflM'lg auf Stop-Tllste 

profU"IQ auf Strine 
prOfW'lg l!IUf SystelllYllriable 

prOfU'lg auf (l)erelnstill'lll'Ul"l9 ",it tlluftndelll Zeichen 

'E6i6 

..... 

... ., 
.. -

IfE43 

'FED6 

'FE25 

'F34A 

SFEOG 

SFtlF9 

SE1D4 

SE219 

S84F4 

...... 
.... 7 

.. 043 

"OS. 

...,'" 
SBrTB 

SBFn! 

$F84A 

SFnC 

..... 

...... 

....... 

SA533 

...., .. 

SFDD2 

S9'13 

SfCD' 

"'FA 
.. m 
..... 

SAJfB 

.. 848 
SEC4' 

SA82C 

..... , 

SAf,4 

SAEfD 

273 



274 

Rechtsverschfeben eines Registers 
RekorderlllOtCM' ausschalten 
Reset-R(lUtiM 
RAM fUr BASIC fnltial isieren 

RCIt�ModuI lderltffiz;en.ng 
RS 232 AusIlebe-
RS 232 AUlllllbe 
RS 232 C"KIN 

RS 232 GEl 
Schafft Platz iN Speicher 
Setundiirlldresse nach Listen sl8flden 
Sekundiradresse nach Talk senden 
Stapel such-Rout ine 
Stertadresse das Bandpuffers holen 
Startadresse einer Programmzetle berechnen 
Status holen 
Stopteste abfr&DM 

Strirw ausgeben 
String holen, Zeiger nach AIr 
String i n  reservierten Bereich übertragen 
Stri ngpRrameter holen 
Stringparameter vom Stack holen 
Stringverglet eh 
Stringvertnüptung 
Stringverwaltung, fRESTR 
Stri ngzeiller berechnen 
SAVE-Routine 
Tabelle der BASTC-Vektoren 
Tabelle der F.rblr:odes 
Tabel Le der Hardwln- Wld I/O-Vektor� 
Tabelle der LSI der BHdschinnz.ei len-Anfärve 
Talk senden 
Tastatur DetodiertabelLe 1 
Tastatur Dekodi ertabelle 2 

Tast8tur Oekocliertllbel le 3 

TlIstlltur Oekocliertabelle 4 
Tastaturabfrttge 
Te .... In Kl_rn holen 
T�t auf Di rt1ct-Modus 
Test euf Noc:hlcOllllll 
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SB983 
SfeeA 
SFCE<! 
SE,., 
$FD10 
SE:EBB 
$F<!08 
Sf04D 
.. 086 
S .... 
S<DB9 
"0<7 
SA3SE 
Sf7'DO 
SA613 
SFf07 
$F6EO 

SAß" 
$8487 
$867A 
SB782 
SB761 
seo" 
S8630 
.... , 
SB'75 
SF50D 
SE447 
SElIDA 
Si030 
KCFO 
SE009 
SE'" 
tEBe<! 
$le03 
KC7B 
SE .. 7 
mFl 
SB3A6 

SE684 
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Test auf Stop-Tlste 

Tille erhöh." 

Ti .. holen 

TI .. setzen 

TI.eout-ft&g fOr seriellen Bus setten 

Timerkonstanten fOr RS 232 Baud Rate, NTSC-Versfon 

Tlmerkonstanten für RS 232 Baud Rate, PAl-Version 

umwandlung einer Zelle in Interpreterkode 

"'andLung ASC I I  nach F L i elk.cnM foNMt 

ÜNamlung FII�k.OIIIM nach Integer 

�Iung F1ldkana nach Int�r 

Unl isten senden 

Untalk senden 

Untergrenze RAM setzen/holen 

Veriable antegen 

Variable holen 

Variabte holen 

Vergleich 

Ver5lleich Konstante (A/l> lIIit FAC 

Videocontroller Initial i.ieren 

Vorteichen von FAC holen 

loIarten auf Bandtaste 

loIarten auf Bandtaste für Schreiben 

Werten Il'Uf ton\ocIore-Jaste 

loIartesch leife für lastltureingabe 

Weruuweisung In nonnelen String 

Wertzuwei sung I "lEGER 

WertzuweisunIl REAL 

wertzuweisl.nSl String 

Zeichen auf Bi ldschinw BVSgeben 

Zeichen euf Z iffer prüfen 

Zeichen aus Tastaturpuffer holen 

Zeichen und Farbe auf Bi ldschi rlll seUen 

Zeichen vom Si ld$ch ir� holen 

Zei5ler auf erstes Arrayelement berechnen 

Zeiger auf Farb-RAH berechnen 

Zeiger auf fastaturdekodiertabe t l en 

Zeile nach oben schi." 

Zeil enr'U'Wler hoten und i n  AdressfOrrMIt wandetn 

Zeit holen 

SF80D 

SF698 

" ... 

IF6E4 

SFEZl 

SFECZ 

SE4EC 

SA579 

HCf3 

salBZ 

se"", 
IEDFE 

IEDEF 

SFE34 

SB1'D 

.... ,Zl! 
-

SIO'6 

IBÖB 

SE5AD 

SBC2B 

SF817 

".,. 

SE4EO 

SmA 

SAA2C 

SA9<4 

... 906 
... 90. 
SE716 
..... " 

SE5B4 

SEA1C 

SE632 

18194 

IEA24 

S"79 

.. 9<8 
...... 
SA'84 

275 



276 64 Intern 

6.4 Die Belelun, der ZeropaKe 

Mexadresse Oezl .. 1 Belegu"lg 

00 o 

01 

02 2 

01-04 

OS-06 5·. 

Oatenrichtungsregister fQr Prozessor­

P�t 

Bft 0 - 6; 0- Eingang t'" Ausgang 

Im Prozes8orport kann man angeben, 

welche spelch.rbereiche ein- oder 

8USges<:htlll tet werMn_ 

B; tbesch re i bI.nsJ: 
Bit 0 t • BASIC-ROM, 0'" RAM 

Bit t 1 • KERNAl-ROM, 0'" RAM 

Bit  2 1 - 1/0 0= Zeichensatz 

Bit 3 - Dateneusgabe von Datasett. 

Bit 4 0 • Taste bei Datasette gedrOckt 

1 • nicht gedrückt 

Bit 5 t • �tor an, 0'" Motor 80S 
Die Bits 6 l.r'Id 7 sind unbenutn lM 
irnner 0 

I.nbenutzt 

Vektor für IJIwandtmg von Flle8ka-lS 

nach Fest 

Von diesen Ac!reslen eus beginnt der 

Interpreter, eine Gleitkommazahl In 

eine ganze Zahl umzuwandeln. Der 

Vektor deutet auf die Adresse sa1AA. 

Vektor für u.wandlung von fest nach 

F l i eBl:cmIIII 

Diese Routine verwandelt eine ganze 

Zahl in eine FließkOl!lll8zahl. Der 

Zeiger steht auf $8391 .  
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07 

08 8 

09 9 

10 

OB 1 1  

oe 12 

Suc:hzeichen 

Die Speicherzelle S07 wird oft von 

BASIC-Programmen als Suchzeiger für 

Texteingaben verwendet. 

HochkOllllllll-Flag 

Wirend der �andll.Xlg von 

BASIC-Befehlen i n  Tokens wird die 

Speicherze l l e  SOS als Zwischenspeicher 

fOr BASIC-Texteingaben verwendet . 

Speicher für Spelte beim TAB-Befehl 

Nach der Ausführung von TAB oder SPC 

wird die Cursorposition i n  der 

Speicherzelle 9 zwischengespeichert. 

0" LOAD, 1= Verify, flag des Interpre­

t@rs 

Weit die Routine vcm LOAO und VERIFY 

identisch ist, wird ein Flag benötigt, 

um zu unterscheiden, ob ein LOAO oder 

ein VERIFY-Vorgang ausgeführt worden 

ist. 

Zeiger im E i ngabepuffer, Anzahl der 

Oimensionen 

Die Speicherzetle SOB wird dazu 

verwendet, die Anzahl der Dimensionen 

zu berechnen. Außerdem wird noch die 

Länge der Tokenzeite hier angegeben. 

Hag fOr OlM 

O iese Speicherzet t e  wird benutzt, um 

festzustellen, ob die Variable ein 

Array oder schon eine dimensionierte 

Variable ist. 
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0' 13 

OE 14 

0' 15 

10 16 

1 1  17 

12 18 

13 ,. 

64 Intern 

Typfl.; SOO� numerisch, SFFz String 

Oas Flag zeigt dem BASIC-Interpreter 

an, ob es sich um ZahLenwerte oder um 

einen String handeLt. 

$80= Interger, $00= Real 

�enn eine Gleitkommazahl auftritt, 

steht in der SpeicherzetLe SOO, bei 

einer ganzen Zahl eine $80. 

HochkommafLag bei LIST 

Duch diese Speicherzelle wird beim 

LI ST-Befehl duch ein Hochkomma 

erkannt , ob eine Textkette folgt. 

ZusätzLich wird in dieser 

Speicherzelle markiert, ob eine 

Garbage Collection durchgeführt 

werden muß oder nicht. 

Flas für FN 

Hier wird angezeigt, ob es sich um eine 

Array-Variable oder um eine mit DEf FM 

definierte Variable handeLt. 

soo= INPUT, 140= GEI, 598= READ 

Diese Speicherzelle gibt an, i n  welche 

Routine der BASI C-Interpreter 

verzweigen soll. 

Vorzeichen bei ATN 

Die Speicherlelle $12 wird von den 

trigonometrischen Fun�tionen lur 

Bestimmung des Vorzeichens verwendet. 

zusätzlich dient die Speicherzel l e  $12 

als VergteichsoperBtor für 

VergteichsoperBtionen. 

a�tives I/O-Gerät $00= Dire�teingBbe 

Die Speicherzetle $13 wird als Zeiger 

für die Peripheriegeräte wie Tastatur, 



Das ROM-Lisling 

14-15 20-21 

1. 22 

17-18 23-21; 

19-21 25·33 

22-25 34-37 

26-2A 

Oatasette, RS2)2, User-Port, 

Bildschi nn, Drucker und FLoppy 

.......... t. 

Integer -Adr •••• %.1. Zeilennum.er 

In dieser Speicherzelle werden die 

Zei lennummern von den Befehlen wie 

ON • •  GOTO, GOTO, GOSUB, ON • •  GOSUB 

ln:I der Zei leNJUSgabe beil! 

liST-BefehL fKpeldlert. 

Zeiger auf Stringsteck 

Die Speicherzel l e  $16 zeigt auf den 
nächsten freien Speicherplltz Im 
Stringstack. 

Zeiger auf zuLetzt verwendeten String 

Der Imalt dieser beiden BytH zeigt 

auf den zuletzt verwendeten 

speicherplatz. 

Stringstack 

Die Anga� l� Stri ngstack enthalten 

die Stringlänge sowie die Anfangs­

ln:I Endadreuen des vorherigen 

Strings. 

Zeiger für diverse Zwecke 

Diese Speieherzellen benutzt der 

Interpreter, u. versch iedene 
Zwischenergebnisse zu speichem. 

Register far Funktionsauswertung und 

Arithmetik 

Diese SpeieherzelIen werden vom 

BASIC-Interpreter auch zu. speichern 

lN)f'j Zlfischenergebnissen bei der 

Multiplikation und Division benutzt. 
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2B-2C 43·44 

2D-ZE 45-46 

2F-30 47-48 

31-32 48-50 

33-34 51-52 

35-36 53-54 

64 Intern 

Zeiger auf BASIC-Programm Anfang 

Der Anfangsbereich des BASIC Ist in 

Low:.. ißt Highbyte angegeben. Man kaM 

durch die beiden Bytes den BASIC-Start 

abfragen oder verändern. 

Zeiger auf BASIC-Progremmende 

Dieser Zeiger tei l t  dem Interpreter 

das BASIC-Ende mit, damit die 

Variablen hinter dem Programm abgelegt 

werden können. 

Zeiger auf Start der Arrays 

Das LOW- und HIGH-Byte der Adressen 

geben dem BASIC-I nterpreter die 

Information, ab weLcher Speicherzelle 

die Arrays eines BASIC-Programms 

gespeichert SiM. 

Zeiger auf Ende der Datenfelder 

Diese bei den Speicherzetten zeigen auf 

das Ende der Arrays. Zu beachten ist, 

daß die Zeichenketten rückwärts 

gespeichert werden. 

Zeiger auf Stringgrenze 

Der Inhalt dieser Speicherzellen 

zeigt auf das Ende des Textspeichers, 

der aber noch zugleich das obere Ende 

des frei verfügbaren RAM-Bereichs 

anzeigt. 

Hf l fszeiger für Strings 

In diesen Zellen wird die Adresse der 

Zeichenkette verzeichnet, die als 

letzte von Routinen zur 

Stringmanipulation abgespeichert 

worden ist. 
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37-38 55-56 

39-3A 57-58 

31-3C 59-60 

]D-3E 61-62 

3F-40 63-64 

41-42 65-66 

43-44 67-68 

Zeiger auf BASIC-RAH-Ende 

Dieser Zeiger gibt dem Interpreter an, 

welches die höchste von BASIC 

verwendbare Speicheredresse ist. 

augenbL ickL iche BASI C-Zei l ennummer 

In di esen Spei cherzeL Len wi rd di·e 

Zeilennummer verzeichnet, weLche 

gerede ausgeführt wird. 

Zeitennummer für CONT 

F.tls eine Unterbrechung des 

Progr8ll1l\8blaufs duch den Befehl STOP 

oder über die STOP-Taste erfolgt, 

wird in den Speicheradressen S3B-S3C 

die Zeilennummer gespeichert, die 

gerede abgearbeitet wurde. 

Zeiger auf nächstes Statement für CONT 

Sob.ld eine neue BASIC-Zeile 

verarbeitet wird, holt sich das 

Betriebssystem die aktuelle 

Zei lennl6llller t.rd speichert diese dann 

in S30-S3E als LOW- und HIGH-Byte ab. 

augenbl ickliche Zeil ennummer für DATA 

Diese beiden Speicherzellen enthaLten 

die Zeilennummer einer DATA-Zeite, die 

gerade vom READ-Befehl ausgelesen 

wird. 

Zeiger für nächstes DATA-Element 

Hier ist die Adresse aufgeführt, ab 

welcher der READ-Befehl nach der 

nächsten DATA-Zei le sucht. 

Zeiger auf Herkunft der Eingabe 

Der Zeiger zeigt auf die jewei Lige 

Adresse in diesem Eingabe' 

pufferspei cher . 
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69·70 

47-43 71-72 

4B-4C 75-76 

4D Tl 

4E-4F 

50-53 0< ... 13 

Vari abLenn!lllle 

FaLLs während des AbLaufs eines 

Programms eine Variable auftaucht 

wird deren Name hier zwischen­

gespei chert. 

Variablenadresse 

In diesen Speicherzellen wird der 

Zeiger auf den Variablenwert 

lIbgele;t. 

Zeiger auf Variableneletllent 

64 Intern 

Die Adresse einer Schleifenvariable 

wird zunächst hier gespeichert, 

bevor sie in den Stack gebracht wird. 

Zwischenspeicher für Programmzeiger 

Diese Speicherzellen dienen aLs 

Zwischenspeicher für mathematische 

Operationen. Außerdem werden die 

Speicherz,eL Lan auch noch vom 
READ-Befehl als Zwischenspeicher 

verwendet. 

Maske für Vergleichsoperationen 

Dieser Zeiger wird von m8thematischen 

Routinen als Vergleichsoperator 

verwendet, daß heißt um festzusteLLen, 

ob ein Wert kleiner, gleich oder 

gröBer ist. 

lei!Jer für FM 
In $4E-$4F ist die Adresse ang�eben, 

wo die Vari.blen und ihr wert abgelegt 

sind. 

Stri�eriptor 

In diesen Speichenellen wird U"lter 

anderem die Schrittweite für Garbage 
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54 .. 

55-56 85-86 

57-SB 87-91 

5C-60 92-96 

Collection und andere wichtige 

Infon.tionen für den Interpreter 

festgelegt. 

Konstante $4C JMP für Funktionen 

Hier ist die Konstante für JMP ($4C) 
festgelegt. 

Sprungvektor für Funktionen 
In SSS-SS6 werden die Sprungvektoren 
für die Funktionen angegeben_ 

Register für Arithmetik, Akku � 
Die Register werden für die 

Zwlschenspeicherung von 

Polynomauswertungen (TAN) benötigt. 

Register für Arith�tik, Akku *4, 
siehe oben 

61-65 97-101 F l ie8kOlllll!lakku " ,  FAC 

66 102 

67 103 

.. 104 

Diese Register werden für die 

Berechnung von F l i eBkommazahlen 

verwendet. 

Vorzeichen von FAC 
Der Zeiger gibt an, ob der Wert, der 

im FAC steht, positiv oder negativ 

ist. 

ZähLer für Polynom.uswertung 

Diese Speicherzelle dient als Zähler 
für die PCllynomauswertung. 

Runc!ungsbyte für FAC 
Hier wird angegeben, ob der Wert, der 

im FAC steht, auf- oder abgerindet 

werden so I I  • 
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69-6. 

.. 

6' 

71 -72 

73-BA 

7A-78 

7C-SA 

8B·8F 

90 

64 Intern 

105-109 Fl ie8lcommoakkU#2, ARG 

110 

1 1 1 

Diese Register werden für die 

Berechnung von FLieBkommazahLen 

\"erwendet. 

Vorzeichen von ARG 

Hier wi rd angegeben, ob der Wert, der 

im ARG steht, positiv oder negativ ist. 

Vergleichsbyte der Vorzeichen von FAC 

lrId ARG 

Diese Speicherzel le gibt dem 
Interpreter an, ob di e Vorzeichen der 

beiden Akkus IlJereinstirnnen. 

113-114 Zeiger für Polynomauswertung 

Hier ist in LOW- und HIGH-Byte 

angegeben, was ausgewertet werden 

sol l .  

115-138 CHRGET"Rout ine 

Diese Routine holt ein Zeichen aus dem 

BASIC-Text. 

122-123 Progr�eiger 

In diesen Speicherzellen wird in LOW­
und HIGH-Byte die AnfBngsadresse des 

als nächstes auszuführenden BefehLs 

im BASIC-UM angegeben. 

124-138 Unbenutzt 

139-143 letzter RHO-Wert 

144 

In diesen Registern wird der letzte 

RHD-Wert im Fließkoomaformat abgelegt. 

Statuswort sr 
In dieser Speicherzelle, die auch mit 

der BASIC-Variable sr identi sch ist, 

sind die Fehlermeld.llslen der Datasette 
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91 145 

92 146 

93 147 

94 148 

und der Floppy verzeichnet: 

Datasette: 

Bit 0 : Unbenutzt 

Bit 1 • Unbenutzt 

Bit 2 • Kurzer Block 

Bit 3 Langer Block 

Bit 4 • Lesefehler 

Bit 5 : Prüfsummenfehler 

Bit 6 : F i le-Ende 

Bit 7 : Band-Ende 

Floppy: 

Bit 0 : Fehler beim Schreiben 

Bit • Fehler beim Lesen 

Bit 2 • Unbenutzt 

Bit 3 • Unbenutzt 

Bit 4 Unbenutzt 

Bit 5 • Unbenutzt 

Bit 6 Daten-El'lde 

Bit 7 ·  DEVICE NOT PRESENT ERROR 

Flag für STOP-Taste 

In dieser Speicherzelle wird vermerkt, 

ob die Stoptaste gedrückt worden ist 

oder nicht. 

Zeitkonstante tür Band 

Di eses Register hat die Aufgabe, kleine 

Untersch iede bei der Aufnahme­

geschwindigkeit auszugleichen. 

Flag für LOAD SOO, oder für VERIFY $01 

Di eses fLag dient dem Betriebssystem 

dazu, um zu unterscheiden, ob eine 

LOAD oder eine VERIFY Operation 

erfolgt. 

Hag bei IEC-Ausgabe 

Diese Adresse setzt bei Floppy und 

Drucker den "LISTEN" Zustand_ 

285 



286 

149 

97 151 

98 152 

9A 154 
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Ausgabepuffer für lEe-Bus 

Hier wird das Zeichen abgelegt, 

welches über den seriellen Port zur 

FI� oder zum Drucker gesch ickt 
werden s o l l ,  sobald die Adresse 594 
Bereitschaft zeigt. 

Flag für EOT vom Band empfangen 

In 596 werden die Daten 

zwischengespeichert, die vom Band 

gelesen werden. 

Zwischenspeicher für Register 
Beim lesen von Band wird hier das 
X-Register zwischengespe1chert. 

Anzahl der offenen F i les 

In dieser Speicherzelle wird 
festgehalten, wie viele F i les gleich­

zeitig geöffnet sind. 

aktives E i ngabegerät 

I n  dieser Speicherzelle wird 
festgehalten, welches Gerät zur 

Eingabe verwendet werden sol l .  

Die Nummern sind folgendermaßen 

festgelegt: 

o : Tastatur 

: Datasette 

2 : RS232 und User-Port 

3 = Bi ldschirm 

4-5 = Drucker 

8," � Laufwerke 

aktives AusgBbegerät 

Diese SpeicherleLLe ist mit der 
vorherigen lU vergleichen, nur steht 

hier die Nummer des Geräts, über das 

die Ausgabe erfoLgt. 
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9. 155 

9C 156 

90 157 

9' 158 

9' 159 

Paritit fUr Band 
Ober diese Speicherzel le findet eine 

Pari ty-Prüflrlg (Quersl.6llllenbi ldung) 

statt_ Dies dient dazu, um lese- und 

SchreibfehLer zu vermeiden. 

FLag für Byte empfangen 

Hier wird festgelegt, ob das gelesene 
Byte die QuersUll1le richtig gebildet 
hat oder nicht. 

FLag für Di rektmodus $80, Programm $00 

In dieser SpeicherzeL L e  wird 

angegeben, welche Fehlermehingen 

zugeLassen werden und weLche nicht. 

SOO unterdrückt a L L e  FehLermeLdungen, 

$80 konrnt dem normaLen E ingabemodus 

gLeich u-d $CO LäBt a L L e  FehLer­

meldungen zu. Diese Zustände können 

alLe küns t L i ch erzeugt werden. 

Bandpass 1 Checksumme 

Di ese Speicherzelle wird zur 
überprüfung von Bytes bei Kassetten­
operationen benutzt . 

Bandpass 2 Fehlerkorrektur 

Hier werden die FehLer korrrigiert, 

die bei Kassettenoperationen auf­

getreten sind. 

AO-A2 160-162 Time 

A3 163 

In diesen Speicherzellen wird die 

Uhrzeit über die Interruptroutine 

erhöht. 

Bitzähler für seri eLLe Ausgabe 

Dieses Register wird als Zwischen­
speicher von Ein'/Ausgaberoutinen 

benutzt. 
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.5 

.. 

A7-AB 

AC-AD 

AE-Af 

BO-Sl 

164 

165 

166 

Zihler für Sand 

siehe oben 

ZähLer für Band schreiben 

64 Intern 

Diese Speicherzelle wird als Zähler 

des Synchron-Bits verwendet. 

Zeiger In B.�ffer 

Dieses Register wird als Zähler 

benutzt, welcher angibt, wie viele 

Bytes aus dem B8rq,uffer $Ietesen 

oder in den Bandpuffer geschrieben 

worden sind. 

167-171 Arbeitsspeicher für Ein-/Ausgabe 

Diese Register werden häufig von 

Kassettenoperationen und der RS-232 

SchnittsteLLe aLs Zw;schenspe;cher 

benutzt. 

172-173 Zeiger für Bandpuffer und Serol L ing 

Di ese Speicherzelten dienen in erster 

linie aLs Zeiger auf die Adress., ab 

welcher ein Pr�r811111 geladen oder 
gespei chert werden soL L .  Zweitens 
dienen s i e  auch als Zwischenspeicher 

während des SeroU ings des Video-RAH 

und beim E infügen zusiitzl ieher Zei Len. 

174-175 Zeiger auf Programmende bei LOAD/SAVE 
Ähnlich wie $AC-$AD funktionieren 

diese beiden Speicherzel l en. Sie 

Zeigen immer auf das Byte, das gerade 

gelesen oder gespeichert wurde. 

176-177 Der Wert in den Speicherzellen wird 

benutzt, um die Zeitkonstante beim 

Lesen von Bard einzustellen. 
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B2-B3 

.. 

.5 

.. 

.7 

•• 

.9 

BA 

BB-BC 

178-179 Zeiger auf Bandpuffer 

'80 

,., 

, .. 

'84 

'.5 

'M 

Diese beiden Speicherzellen zeigen auf 

den Bandpuffer (S033C) 

Bitzähler für Band 

Hier wi rd die Anzahl der übertragenden 

Bits gezählt. 

nächstes Bit fOr RS-232 

Diese speicherzetle enthält inner das 

nächste Bit, das bei RS-232 Opera­

tionen übertragen werden solt_ 

Puffer für auszugebendes Byte 

Dieses Register wird als Ausgabe­

zwischenspeicher benutzt. 

Linge des Filenamens 

In dieser speicherzelle wird 

angegeben, aus wie vielen Zeichen der 

Filename besteht. 

logische F i t enummer 

In dieser speicherzelte wird die 

logische F i lenummer verzeichnet. 

Sekundäradresse 

Hier steht die jewei lige Sekundär­

adresse. 

Ger.!itenurmer 

Entsprechend ist auch in dieser 

Speicherzelle die Geritenummer zu 

finden. 

187-188 Zeiger auf Fi len.men 

In diesen Speicherzellen steht ein 

Zeiger, der in LOW- und HIGH-Byte­

Darstellung auf den Fitenamen zeigt. 
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BD 

BE 

BF 

co 

C3-C4 

es 

C6 

189 

190 

191 

192 

64 Intern 

Arbeitsspeicher serielle Ein-/Ausgabe 

Hier wird von den RS-232-Routinen ein 

PrOfbyte abgeLegt (Parity-Prüfung). 

Passzäh ter für Band 

In dieser Speicherzel le ist angegeben, 

wie vieLe Blockteile von Band geLesen 

oder euf Band geschrieben werden 
sollen. 

Puffer für serieLle Ausgabe 
Beim Laden eines Progranms von Band 
wird diese Speicherzelle dazu benutzt, 
um die ei nzelnen Bits zu einem Byte 

zusammenzusetzen. 

FLeg für BarKtnotor 

Der Motor der Datasette kam nur 
eingeschaltet werden, wenn die 

Speicherzel le ungleich Null ist. 

193-194 Startadresse für Ein-/Ausgabe 
I n  diesen Registern ist in LOW- und 

HIGH-Byte-DarsteLlung angegeben, ab 
welcher Adresse ein Programm geladen 

oder gespeichert wird. 

195-196 End&dresse für Ei n-/Ausgabe 

197 

198 

Hier steht in lt1oo'- lKld HIGH-Byte der 

Zeiger auf den Tape-Header im 

Bandpuffer. 

Nummer der gedrückten Taste 
Hier wird die Nunmer der gedrückten 

Taste gespeichert (64z keine Taste). 

AnzahL der gedrückten Tasten 

Hier steht die jewe i l i ge Anzahl der 

Zeichen_ die im Tastaturpuffer 

gespeichert sind. 
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<7 

ca 

C9 

CI 

ce 

co 

199 

200 

201 

FLag fOf" RVS-Modus 

Ole.e Spefcherzelle gibt an, ob die 

auszugebenden Zeichen revers oder 

no�1 dargestellt werden solLen 

(0- norma l ,  1- revers). 

Zel l enef'dt. fOr Eingabe 

DIHH Rttlster �thilt die Position 

des letzen Zeichens In einer Zelle. 

Cursorzefle fUr Eingabe 

Diese SPtI�herzelle dient dazu, um die 

Zelle des letzten eingegebenen Zeich­

ens fe.tzuatellen. 

202 Cursorlpelte für Eingabe 

"3 

204 

205 

OiKe Speicherzei le dient dazu, r..M'I die 

Spalte des letzten eingegebenen 
Zeichens '"tzustellen. 

eedrOekte Taste 

Hier steht der jewe i l ige Code der 

gedrUckten raste. (64= keine Tasta). 

Flag fOr Cursor 

Der Curlor wl rd .usgeschal tet, weM 

in dieser SpticherzeL L e  ein gröBerer 

wert all Null steht. 

Zähler für CUrsor bl inken 

D iese SpeicherzeIle dient als Zähler 

fUr die Cursor-Blinkphase. Wenn der 

Ilert 20 In dieser Speicherzelle 

abgezihlt Ist, wird der Cursor elnge· 

schlltet. 
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CE '06 Zeichen unt�r dem Cursor 

Hier ist J�ill der BildschirMCode 

eines Zeic:Mns angegeben, d .. . Ieh 

get'ade .... ter dM CUNlOr befindet. 

CF >01 FLag fOr Cl,lrsor 
In diesem R""hter wird fe.tiehllten. 

in welcher B l i nk-Phase sich der Cursor 

gerede befindet. 

CO Hag fOr Eine-be von Tastatur oder 

li td5ch I MI! 

Hier wind die Länge der zu 
Obertragenden Zeichen gespeichert. 

D1-D2 209·210 Zeiger auf Start der Bitdschlr�ei le 

I n  diesen SpeIcharzelIen wird in LOW-

t.rd KIGH-Byte-Oarstel lung �zefgt. 

I0IO sich 1111 VldHl-RAM die ZeH. be-

findet, auf der der Cursor gerade 

steht. 

03 '" Cut'sor..,.l t. 

Hier wird die Speltenposition des 
Cursors '.'tgehalten. 

04 '" FLag für Hochkommamodus 
FaLls I n  dieser Speicherzelle eine 

Null steht, dann befindet sich der 

COIIIp.Iter I.,. Hochkonnanodus. Andere 

Yerte bewirken den Nor.aIMOdus. 

D5 m Linge der BI Ldschirltzei Le 

Der Inh!!1 t di eser Speicherzell e 

entscheidet, ob aine neue lei le 

angefllrl$ler'l werden IIIJB oder nicht. 

D6 '" CUf'sorzella 
Hier wird dia Zei lenposition de& 

Cursors f.'tg.halten. 
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D7 215 

D8 216 

D9"F2 217"242 

F3-F4 243-244 

F5-F6 245-246 

F7-F8 247-248 

F9-FA 249-250 

OOFF-010A 255-266 

Speicher für ASCII -Tasten-Code 

Bevor ein Zeichen in den 

Tastaturpuffer gebracht wird, wird es 

vorher hier zwischengespei chert. 

Anzahl der Inserts 

Hier wird die Anzahl der Inserts 

festgelegt. 

MSB der Bi ldschi rmzeilenanfänge 
Alle 25 Speicherzellen enthalten 
Inform.tionen Ober die Zeilen des 

Bildschirms. 

Zeiger in Farb-RAM 

Diese Speicherzet ten zeigen auf die 

Stelle im Farb-RAM, an der der Cursor 

auf der Zei le steht. 

Zeiger auf Tastatur-Dekodiertabel le 

Diese Speicherzetten zeigen auf die 

Tastatur-Oekodiertabelle. 

Zeiger auf RS-232 Eingabepuffer 

Diese Register zeigen auf die 
Anfangsadresse des Eingabepuffers. 

Zeiger auf RS-232 Ausgabepuffer 

Diese Register zeigen auf die 

Anfangsadresse des Ausgabepuffers. 

Puffer für Umwandlung FtießkommB MO" 

ASC I I  
Diese Register werden für die 

zwischenspeicherung von Fließkomma" 

zahlen benutzt. 
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0100-013E 256-3l! Speicher für Korrektur bei BandeingaDe 
Seim Laden von Band werden hier die 

Daten zwischengespeichert, aus denen 

das Betrl ebasystern erkennen kann, 

welche Bytes fehlerhaft sind. 

013F-01FF 256-511 Prozessorstack 

Der Stack ist generell ein 

Zwischenspeicher , in deßI der Pro­

grammierer Daten ablegen kann. Außer­

dem wird er vom Prozessor dazu 

benutzt, bei einem Interrupt oder 
einem Unterprogrammaufruf die 
Adresse, von der aus verzweigt wurde, 

zwischenzuspeichern. Dies geschieht i n  

der Reihenfolge HIGH- und LOW-Byte. 

Die Daten werden im Stack von der 

Adresse $OlFF zur Adr�se S0100 hin 

abgelegt. Bei einem BREAK wird zu­

sätzlich der Prozessorstatus im Stack 

abgelegt. 

0200-0258 512-600 BASIC-Eingabepuffer 

Nach der Eingabe eines Befeh ls oder 
einer Programmzeile werden diese 

Daten in diesen Bereich zwischen­

gespeichert, lIII dann wieder weiter­

verarbeitet zu werden. 

0259-0262 601-610 Tabelle der logischen F i lenummern 
In dieser Tabelle werden die logischen 

F i l enummern der Reihe nach, von '-10, 

eingetragen. Beim SchlieSen einer 

Datei werden diese Einträge wieder 

entfernt . 

0263-026C 611 -620 Tabelle der Gerätenummern 
D iese TabelLe entspricht S0259-S0262, 

nur mit dem Unterschied, daS hier die 

Geriteadressen venmerkt werden. 
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0260-0276 621-630 TabeLle der Sekundiradressen 

Diese Tabe l l e  entspricht S0259-S0262, 

..... r lIIi t  dea Unterschied, daß hier die 

Sekundiradressen vermerkt we�. 

0277-0280 631-640 Tastaturpuffer 

Hier we� die Tastencodes zwischen­

gespeichert, die nicht sofort vom 
Betriebssystem weiterverarbeitet 
werden können. 

0281-0282 641-642 Start des 8ASIC-RAM 

Nach einem Reset oder einem Kaltstart 

wird dieser Zeiger auf den nächsten 

freien Speicherplatz gesetzt. 

0283-0284 64'3-644 Ende des BASIC-RAH 

.285 645 

• 2 .. 646 

Dieser Zeiger wird nach einem Reset 

oder einem Kaltstart auf den letzten 
verfOgbaren freien RAM-Speicherplatz 
liIesetzt. 

Timeout-Fl.alil für seriellen IEe-sus 

ALLe Zäh ler in dieser Speicherzel le, 
die gröBer als 128 sind, bedeuten, daß 

ein Gerät angeschlossen ist. Die 

kleineren Werte bedeuten das 

Gegentei I . 

augenblickl iche Farbe 

Hier wird die augenbt ickt iche 
Zeichenfarbe festlilelegt; 

o = schwaf'z 

1 ,. weiB 

2 = rot 
'3 '" L i l a  

4 ., purpur 
5 E !ilrün 

6 • blau 
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0287 647 

0288 648 

0289 649 

O2BA 650 

0288 651 

64 Intern 

7 "  �Lb 

8 • orenge 

9 • brslII 

'0 • hellrot 

" • cblkelgrau 
12 • mittelgrau 

13 • hel lgrün 

14 • hellblau 

15 " hellgrau 

farbe unter dem Cursor 
In dieser Speicherzelle merkt sich das 
Betriebssystem, welche Farbe gerade 

unter dem Cursor steht. 

HIGH-Byte Video-RAH 

Dieses HIGH-Byte gibt dem Betriebssystem an, 

ab welcher Adresse das Video-RAM zu finden 

ist. 

Länge des Tastaturpuffers 

Dieses Register gibt an, wi e  viele 
Speicherzellen des Tastaturpuffers 

belegt werden sollen. 

FIsg für Repeatfunktion für alle 

Tasten 
In dieser Speicherzelle wird dem 
Betriebssystem angegeben, welche Tasten 

eine Repeat-Funktion haben und welche 

nicht: 

o � nur Cursor-,Insert/Delete- und 
Leertaste 

64 " keine Taste 

128 :; aLle Tasten 

ZähLer für Repeatgeschwindigkeit 
Di ese Speicherzelle dient als Zähler, 

die die Repeat-Geschwindigkeit 
festlegt. 
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O2SC 

028< 

6" Zlhler fOr lepeatverzägerung 

Mler wird .r1$Iesleben, wie ll�' eine 

Tlst. gedrückt sein muß, bis die 

Repeat-Funktion einsetzt. 

653 Fleg fOr $"IFT, Ca..odore und CTIL 

In diese. Register stehen die 

Tasteneodn �r Steuertasten: 

1 • sKIn 
2 • Ca.odare 

3 • 5MIFT und C�re 

4 • CTIL 

5 • SHIFT und CTRl 

6 • COII'fI'!Odore ißt CTRl 

7 .  SHIFT, COIIIIIOdore lrICf CTRl 

SMIFT·nlg 

Nf.r steht die zuletzt gedru:.Ue 
Steuertestl. 

028F'0290 655-656 Z.leer fOr Tistatur-Oekodierung 

0291 657 

029' 6 .. 

Hier steht ein Z.lier, der auf die 

aetriebssyatemroutine für die Tl9tltur' 

Oekodi.rung z.igt_ 

fllg für SHI FT/Conmodore gesperrt 

F.lts In der Speieherzetle eine 128 

steht, wird eine u.chlltl.ng lIit 

s.lfFr/Ca.nodore �rriegett. sei einer 

o wiNd die u..cbaltung zugelassen_ 

Ftag für $erallen 

lIenn In dreser Speieherzelle eine 0 

steht, setzt der Serail -Vorgang ei n. 

aei einem gröS.ren Wert setzt dieser 

Vorgang n'�ht ein_ 
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0293 659 RS-232 Kontrollwert 

Hier wird die übertragungs· 

geschwindigkeit der RS-232 Schnitt-
stelle festgelegt: 

Bits 0·3 steuern die übertragungs-
geschwindigkeit :  

BitlTlJster "ert Baudrate 
0000 0 " ."., 

0001 " ."., 

0010 2 75 'o." 

0011 3 110 'o." 
0100 , 134.5 ."., 

0101 5 '" """ 

0" 0 , 300 """ 

0111 7 600 'o." 
1000 8 1200 'o." 
1001 9 1800 '0"" 

1010 10 2400 '0"" 

Bit 4 nicht beLegt 

Die Bits 5 und 6 steuern die Länge 

der Übertragung : 
Bitmuster \.lert Länge 
00 0 8-Bit 
01 32 7-Bit 
10 64 6-8it 
1 1  96 5-8it 

Bit 7 gibt die Anzah l der STOP-aits 8n: 
B i tlllJSter Wert Anzah l 
0 0 l'STOP-Bit 

128 2-STOP-Bits 

029' 660 RS-232 Befehlswort 

Die einzeLnen Bits steuern das 

'Handshalce' -Protokoll . 

0295-0296 661-662 lIit-Tillling 

Dill MögLichkeit, eine frei wählbare 
Obertragungsgeschwindikeit einzu' 
stellen, wurde vorgesehen, aber nicht 

einQebllut. 



Das ROM-Listing 

0297 663 

0298 664 

RS-232 Status 

Hier werden die Fehlenmeldungen der 

RS-232 SchnittsteLLe angezeigt: 

B i t  Wert Bedeutung 

0 1 FehLer bei Parity-Prüfung 

2 FehLer in der Bi tfolge 

2 4 überLauf des E i ngabepuffers 

3 • Eingabepuffer ist leer 

4 ,. das CTS-Siglllll fehlt 

5 32 nicht belegt 

• 64 Das DSR-Sigl'llll fehlt 

7 128 Die übertragun; ist U1ter-

brochen 

Anzah L der Datenbits für RS-232 

Diese Speicherzelle wird verwendet, 

um die Wort Länge festzusteLLen. 

299 

0299-029A 665-666 RS-232 Baud-Rate 

029B 667 

029< 668 

Die Obertragungsrate errechnet sich 

aus der Systemfrequenz (985.25) "Hz 

dividiert duch die Baudrate. 

Dieser Wert steht in LOW- und 

HIGH-Byte-DarsteLLung in den beiden 

Speicherzel len. Er wird vom Betriebssystem 

.bgerufen. 

Zeiger für empfangenes Byte RS-232 

Wenn man den Inhalt der Speicherzel l e  

m i t  dem Wert in $f7-Sf8 addiert, 

erhäLt IMn die Adresse des zuletzt im 

Eingabepuffer eingegebenen Bytes. 

Zeiger auf Input von RS-232 

Wenn man den Inhalt der Speicherzelle 

mit dem Wert in SF7-SF8 addiert, 

erhäLt man die Adresse des ersten im 

Eingabepuffer eingegebenen Bytes. 
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0290 66. 

029' 670 

Zeiger auf zu lbertragendes Byte 

RS-232 

64 Intern 

Wem IIIIn den Inhat t der Speicherzel Le 

mit dein Wert i n  SF9-SFA addiert, 

erhält man die Adresse des ersten im 

Ausgabepuffer eingegebenen Bytes. 

Zeiger auf Ausgabe auf RS-232 

Wenn ll'an den InhBlt der Speicherzel l e  

m i t  dein wert in Sf9-SFA addiert, 

erhiilt Mn die Adruse des zuletzt im 

Ausgabepuffer eingegebenen Bytes. 

029F-02AO 671-672 Speicher fOr IRQ während Bandbetrieb 

Bei Kassettenoperationen wird hier in 
lOW- und HIGH-Syte-DarsteL l ung der 

Vektor für die Interruptroutine 

gespe; chert . 

02A1 673 

02"2 674 

02A3 675 

02"4 676 

CIA. 2 NMI-flag 

Diese Speicherzelle erhält den �rt 

des Interruptsteuerregisters, das die 

RS-232 Schnittstelle steuert . 

CIA 1 Timer A 

Bei Bandroutinen wird hier das 

HIGH-Byte von Timer A zwischen­

gespei chert . 

CIA 1 Interruptflag 

Bei Bandroutinen wird in dieser 

Speicherzelle festgelegt, welche IRQs 

freigegeben sind und welch'e nicht. 

CIA 1 Ftag für Timer A 

Hier wird bei Bendroutinen angegeben, 

ob Timer A läuft oder nicht. �enn hier 

eine SOO steht, ist der Timer 

freigegeben, andernfeLLs ist er 

gesperrt . 
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0,.5 

0,.. 

02cO-02FE 

0300-0301 

0302-0303 

0304-0305 

6T7 

678 

Bi ldschi rmzei le 

flag fOr PAL- ( I )  o. MTSC- Version (0) 

Hier steht ein wert, der angibt, ob es 

sich um eine PAL- oder eine MTSC-

Vers i on hllndel t .  

704-766 Sprite 1 1  

768-769 SE388 Vektor fOr BASIC-Warmstart 

770-771 SA483 Vektor für E i ngabe einer Zeile 

772-773 SA57C Vektor für Umwandlung in Inter-

pretercode 

0306-0307 774-775 1A71A Vektor für Umwandlung in Klar­

text (LIST) 

0308-0309 776-777 SA7E4 Vektor für BASIC-Befehlsadresse 

holen 

030A-030B 778-779 SAE86 Vektor für Ausdruck auswerten 

030C 

0300 

OlOE 

0310 

780 

78' 

782 

783 

Akku für SYS-Befehl 

X-REG für SYS-Befehl 

Y-REG für SYS-Befeht 

Status-Register für SYS-Befehl 

0311-0312 785-786 SB248 USR-Vektor 

0314-0315 788-789 SEA31 IRQ-Vektor 

0316-0317 

0318-0319 

031A-031B 

031c-0310 

03tE-031 F 
0320-0321 

790-791 SFE66 BRK-Vektor 

792-793 SFE47 NMI-Vektor 

794-795 SF34A OPEN-Vektor 

796-797 SF291 CLOSE-Vektor 

798-799 SF20E CHKIN-Vektor 

800-BOI SF250 CKOUT-Vektor 

0322-0323 802-803 SF333 CLRCH-Vektor 

0324-0325 804-805 SF157 INPUT-Vektor 

0326-0327 806-807 SF1CA OUTPUT-Vektor 

0328-0329 808-809 SF6EO STOP-Vektor 

032A-032B 810-811 SF13E GET�vektor 

032B-032c 812-813 SF32F CLAlL-Vektor 

032E-032F 814-815 SFE66 loIarmstart-Vektor 

0330-0331 816-817 SF4A5 LOAD-Vektor 

0332-0333 

033C-03FB 

0340-037E 

818-819 SF5ED SAYE-Yektor 

828-1019 Bandpuffer 

832-894 Sprite 13 

301 
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0380-03BE 896·958 Sprite 14 

03CO-03FE 960·1022 Sprite 1� 

6.5 Die SpeicheraufteiluDg des C64 

Um die Speicherkonfiguration des C64 zu verändern, eXIstieren 
die Bits 0, I und 2 der Speicherzelle $01, dem sogenannten 
Prozessorport. Zusätzlich gibt es noch zwei Leitungen, GAME 
und EXROM, die am Expansionsport ausgefUhrt sind. Wenn 
man diese Leitungen auf Masse legt, werden externe Speicher­
bereiche, zum Beispiel Module, eingeblendet. Mit den Bits des 
Prozessorports läßt sich lediglich die Verteilung von RAM und 
ROM im Speicher festlegen. 

Den Zustand, den die jeweiligen Bits für die einzelnen Spei­
cheraufteilungen haben müssen, entnehmen Sie bitte den nach­
folgenden Bildern. Hierbei entsprechen die Bits des Prozessor­
ports den folgenden Bezeichnungen: 

Bit 1 = LORAM (LR) 
Bit 2 - HIRAM (HR) 
Bit 3 = CHAREN (CR) 
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S P E I C H E R  -
A U FT E I L U N G  
A U S  DER SICHT 
DES VIC 

1/0 - B E RE ICH 

F F F  F 

E O O  

D O O  

C O O  

0 

A O O  0 

8 0 0  0 

1 0 0  0 

BANK 3 

BANK 2 

CHAR ROM 

BANK 1 

BANK 0 

CHAR ROM 

S D F O O  

$ D E O O  

$ D D O O  

$ D C O O  

S D B D D  

$ D 4 0 0  

0 0 0  $ DOOO 0 

Abb.6.Ii.l.1: Speicheraur 

1/0 1 

110 0 

CIA 2 

CIA 1 

FARB - AAM 

S I D  - CHIP 

VIDEO - C O NT. 
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FFFF 

0 

0 

1000 
D O O  

C O O  

AOOO 

8000 

00 .. 

'" F 

• '00 
D O O  

C O O  

0 

0 

AOO 

. . , 

' "  

0 0 .  

• 

0 

• 
• 

LR . ,  HR�l 
OA = 1  E)( _ 1  

.. 
KERNAL ROM 

-
.1< 1/0 

4K RAM 

" 
BASIC ROM 

"OK RAM 

LR .. 1 HR ", 1  
GA . l EX - O -

" 
KERN .... L ROM 

.. "' 
4K "AM 

.K 
BASIC ROM 

CARTflPo'�E 
a .... slc EXPA 

321< RAM 

LR .. O H R _ '  
OA : l  E X  .. I( 

" 

KERNAL ROM 

4K RAM 

_UK RAM 

lR . '  HR = 1 
O"' O EX O . . 

" 
KERNAL ROM 

41< 110 

"K A .... M 

t e l<  ROM 
CARTRIOGE 

"K ,," 

LR - lOAA� 
GA .. GAME 

Abb. 6.5.1.2: SpeieheraußeilUIl( 

LR .. ' HR . O  
(JA ", !  E X = )(  

' K  

" "  

4 K  1/0 

"K RAM 

LR .. O HR=1 
011. _ 0  EX - O -

' K  
KERNAl ROM 

.. "' 
4K RAM 

'K "0" 
CARTRIDGE 

.1< RAM 

'" "" 

H R - HIAAM 
EX .. EXROM 

64 InJem 

L R _ O  H R . O  

OA = 1 EX_I( 

LR _ X HR.X 
0,1, . 0 EX .. O 

OK "0" 
CAFITRIDOE 

.. "' 

12K ""M 

" "0" 

CARTRIDOE 

n K RAM 

41< RAU 
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6.5 Commodore 64 ROM-Listing 

***************************** 

AOOO 94 E3 Start-VeKtor SE394 

A002 7B E3 NMI-Vel:tor .m. 

***************************** 

A004 43 42 40 42 41 53 49 43 'cbmbasic' 

***************************** Adressen der BASIC-Befehle -1 

InterpreterKode Adresse BefehL 

AOOC 30 A8 $80 SA831 END 

AOOE 41 A7 $8' SA742 FO' 

A010 10 AD $82 SAD1E NEXT 

A012 F7 A8 $8' SA8F8 DATA 

A014 A4 A8 $8' SA8A5 INPUT;' 

A016 BE AB $85 SABBF INPUT 

A018 80 BO .86 S8081 OlM 

A01A 05 AC $87 SAC06 READ 

A01C A4 A9 $88 SA9A5 LET 

A01F 9F A8 .89 SABAO GOTO 

A020 70 A8 $8, SAB7' RUN 

A022 27 A9 $8, SA928 l f  

A024 l e  A8 $8e SA810 RESTORE 

A026 82 A8 .80 SA883 GOSUB 

A028 01 A8 $8, SAS02 RETURN 

A02A 3A A9 .8F SA938 ,EH 

A02e 2E A8 $90 SA82F STOP 

A02F 4A A9 $9' SA94B ON 

A030 2e B8 $92 S882D WAIT 

A032 67 El .93 SEl68 LOAD 

A034 55 El $9' SE156 SJ.V' 

A036 64 E1 .95 SE165 VERI FY 

A038 82 83 $96 SB3B3 OEf 

A03A 23 88 .97 SB824 POKE 

A03e 7F AA .98 SAASO PRINT# 

A03E 9F AA .99 SAAAO PRINT 

A040 56 A8 .9. SAS57 CONT 

A042 98 A6 .9. $A69C LIST 
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AG44 50 M .9C ""E m 

1.046 85 M "0 ..... CII> 

A048 29 E1 ,,, Se1lA sv, 
A04A 80 EI ... SE' .. ""'" 
A04C C6 EI ... SE1e7 CLOSE 
A04E 71. AB .. , ... ,. GEl 

1.050 41 A6 .., .. 642 'EV 

•••••• _ •••• _-_ ............... Adressen der BASIC-Funkti onen 

"052 39 BC '84 SBC39 'ON 
A054 ce BC SB5 sleee INT 
1.056 58 BC S86 SBeS8 AB, 

.1.058 10 03 .. , S0310 USO 

1.051. 7D 83 ... "'70 'RE 

AoSe 9E 83 ... SB'" ,OS 

A05E 71 BF .. , SBF71 ", 
A060 97 EO ... $E097 RN' 
1.062 EA 89 .. e SB9EA LOG 
A064 ED BF ... SSFED EX' 
A066 64 E2 SIE .,264 oos 
1.068 6B E2 SB' .,268 SI' 
A06A 84 1:2 SC() .,- TAN 
A06C oe E3 sct .,"" '" 
A06E 00 B8 SC> S8BOO PEU: 

.1.070 7t 87 SC3 SBTTC LU 

"on 65 B4 1<4 181065 sr" 
A074 N) ., sc, .eTAO VAl 

A076 6B ., SC6 SB'88 ,sc 

A078 EC B6 oe, .... e e ... 

A07A 00 87 oeB SB700 LEFTS 
AOTe 2C 87 lC9 SBnc RIGHTS 

"07E 37 87 oe, SB737 MI os 

............................. H ler.chiecodes und 

Adressen-l der Operatoren 

1.080 79 69 B8 579, SB86A Addition 
A083 79 52 88 '79, 18853 Subtraktion 
A086 7B 2A BA 17B, SSAZB Multiplikation 
A089 7B 11 88 178, IBBIZ Division 
A08C 7F 7A 8F UF, S8F7B Potenzierlrlg 
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A08F 50 E5 A F  $50, SAFE9 'NO 
A092 46 ES A F  $46, $AFE6 '" 
A095 7D B3 BF S7D, SBFB4 Vorzeichenwechsel 

A098 5A 03 AE $5A, SAE04 'OT 

A09B 64 15 Ba 064, SB016 Vergleich 

***************************** BASIC-8efehtsworte 

A09E 45 4E ."" 
AOAO C4 46 4F 02 4E 45 55 04 'oe �" 

AOA8 44 41 54 Cl 49 4E 50 55 .. " irplt# 

AOBO 54 A3 49 4E 50 55 04 44 irplt dim 
AOB8 49 CO 52 45 41 C4 4C 45 relld lot 

AOCO 04 47 4F 54 CF 52 55 CE goto ,� 
AOC8 49 C6 52 45 53 54 4F 52 H restore 

AOOO C5 47 4F 53 55 C2 52 45 goslb return 

A008 54 55 52 CE 52 45 CO 53 ,� "00 
AOEO 54 4F DA 4F CE 57 41 49 on wait 

ADES 04 4C 4F 41 C4 53 41 56 I ... save 

AOFO C5 56 45 52 49 46 09 44 verify def 

AOF8 45 C6 50 4F 4B C5 50 52 po" print# 

Al00 49 4E 54 A3 50 52 49 4E print 

Al08 04 43 4F 4E 04 4C 49 53 ,ont I ist 

Al10 04 43 4C 02 43 40 c4 53 ,I, "" 'ys 
A118 59 03 4F 50 45 CE 43 4C ""'" elose 

A120 4F 53 C5 47 45 04 4E 45 ,et "'" 
A128 07 54 41 42 AB 54 CF 46 tabe to 

A130 CE 53 50 43 AB 54 48 45 'p'< then 

A138 CE 4E 4F 04 53 54 45 00 Mt "00 
A140 AB AO AA AF OE 41 4E C4 + - * I 

. 
."" 

A148 4F 02 BE BO BC 53 47 CE or <=> sgn 

AlSO 49 4E 04 41 42 03 55 53 i nt ... �, 
A158 02 46 52 C5 50 4F 03 53 ',e "'" 'q' 
A160 51 02 52 4E C4 4C 4F C7 ,"" I., 

A168 45 58 00 43 4F D3 53 49 "p ". s;n 

A170 CE 54 41 CE 41 54 CE 50 h. ... pe.' 
A178 45 45 CB 4C 45 CE 53 54 Ion strS 

Al80 52 A4 56 41 CC 41 53 C3 vol ." 
Al88 43 48 52 A4 4C 45 46 54 ehr$ teft$ 

A190 A4 52 49 47 48 54 A4 4D rillht$ miclS 
Al98 49 44 A4 47 CF 00 '0 
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***************************** BASIC-Fehlenmeldungen 

Al9E 54 4F 

1.11.0 4F 20 4D 41 4E 59 20 46 

"'AB 49 4C 45 03 46 49 4C 45 

1.180 20 4f 50 45 CE 46 49 4C 

1.188 45 20 4E 4f 54 20 4F 50 

A1eD 45 CE 46 49 4C 45 20 4E 

AleB 4F 54 20 46 4F 55 4E C4 

1.100 44 45 56 49 43 45 20 4E 

1.108 4F 54 20 50 52 45 53 45 

A1ED 4E 04 4E 4F 54 20 49 4E 

AlES 50 55 54 20 46 49 4C es 

"'fO 4E 4F 54 20 4F 55 54 50 

A1F8 55 54 20 46 49 4C es 40 

1.200 49 53 53 49 4E 47 20 46 

1.208 49 4C 45 20 4E 41 40 e5 

1.210 49 4C 4C 45 47 41 4C 20 

1.218 44 45 56 49 43 45 20 4E 

1.220 55 40 42 45 02 4E 45 58 

1.228 54 20 57 49 54 48 4F 55 

1.230 S4 20 46 4F 02 53 59 4E 

1.238 54 41 08 52 45 54 55 52 

1.240 4E 20 57 49 54 48 4F 55 

1.248 54 20 47 4F 53 55 C2 4F 

1.250 55 54 20 4F 46 20 44 41 

1.258 54 Cl 49 4C 4C 45 47 41 

1.260 4C 20 51 55 41 4E 54 49 

1.268 54 09 4F 56 45 52 46 4C 

1.270 4f 07 4F 55 54 20 4F 46 

1.278 20 40 45 40 4F 52 09 55 

A2BO 4E 44 45 46 27 44 20 53 

A288 54 41 54 45 40 45 4E 04 

A290 42 41 44 20 53 55 42 53 

A298 43 52 49 50 04 52 45 44 

A2AO 49 4D 27 44 20 41 52 52 

A2AB 41 09 44 49 56 49 53 49 

A2BO 4F 4E 20 42 59 20 5A 45 

A2BS 52 CF 49 4C 4C 45 47 41 

A2CO 4C 20 44 49 52 45 43 04 

too many fi Les 

2 fi le open 

3 fi Le not ""'" 

4 'fi Le not found 

5 device not present 

6 not input fi le 

7 not output f i l e  

8 missing filename 

9 i l legal device nunber 

1 0  next without for 

1 1  syntax 

12 return without gosub 

13 out of data 

14 i l legal Cf..Iantity 

15 overflow 

16 out of memory 

17 undef'd statement 

18 bad subscript 

19 redim'd array 

20 division by zero 

21 i l legal direct 

64 Intern 
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A2es 54 59 50 45 20 40 49 53 

A200 40 41 54 43 es 53 54 52 

Al08 49 4E 47 20 54 4F 4F 20 

AlEO 4e 4F 4E e7 46 49 4e 45 

A2E8 20 44 41 54 Cl 46 4F 52 

AlFO 40 55 4C 41 20 54 4F 4F 

AlF8 20 43 4F 40 50 4C 45 os 

AlOO 43 41 4E 27 54 20 43 4F 

Al08 4E 54 49 4E 55 C5 55 4E 

All0 44 45 46 27 44 20 46 55 

Al18 4E 43 54 49 4F CE 56 45 

Al20 52 49 46 09 4C 4F 41 C4 

22 type mi smatch 

23 string too leng 

24 fi le drltll 

25 forl1l.lll1 too conplex 

26 can't continue 

27 U"Idef'd fU"ICtion 

28 verify 

29 lOl!ld 

************************** .. * Adressen der FehlerMeldungen 

Al28 9E Al AC Al 85 Al C2 Al 

Al30 00 Al E2 Al FO Al FF Al 

A338 10 A2 25 A2 35 A2 3B A2 

A340 4 F A2 5A A2 6A A2 72 A2 

A348 7F A2 90 A2 90 A2 AA A2 

A3S0 BA A2 C8 A2 05 A2 E4 A2 

A358 EO A2 00 A3 OE A3 lE A3 

A360 24 A3 83 A3 

***************************** Meldungen des Interpreters 

A364 00 4F 4B 00 

A368 00 20 20 45 52 52 4F 52 

Al70 00 20 49 4E 20 00 00 DA 

Al7S 52 45 41 44 59 2E 00 DA 

AlBO 00 00 DA 42 52 45 41 4B 

A388 00 AO 

0' 

ERROR 

IN 

READY. 

BREAK 

***************************** Stapelsuch-Routine für 

FOR-NEKT- und GOSUB-Befehl 

E i nsprung von $AB08, SA749, SA02B 

A38A BA TSX Stapelzeiger in X-Register 

A38' EB IN, 4 mal erhöhen 

A38C '8 IN' (nächsten zwei Rücksprung-

A38D EB IN, adressen, Interpreter und 
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A3BE E. ,"x Routine, Obergehen) 

A38F BD 01 01 lDA S0101,X nächstes Byte holen 

Al92 C9 81 CMP K81 Ist es FOR-Code ? 
A394 00 21 BNE S,uB7 Nein: dann RTS 

Al96 A5 4A lOA S4A Variablenzeiger holen 

A398 00 OA BNE $A3A4 keine Variable (NEXT):$A3A4 

A39A SO 02 01 lOA S0102,X Variablenzeiger aus 

A391l 85 49 STA $49 Stapel nach $49/4A 

A39' so 03 01 lOA S0103,X (Variablenzeiger) 

A3Al 85 4A STA $4A holen 

A3A4 00 03 01 CMP S0103,X M i t  Zeiger im Stapel vergl. 

A3A7 00 07 BNE SA3BO Ungleich: nächste Schleife 

A3A9 A5 49 lDA $49 Zeiger wieder holen 

A3AB 00 02 01 CMP S0102,X Mit Zeiger im Stapel vergl _  

A3AE FO 07 BEC SAlB7 Gleich: Schleife gefunden,RTS 

AlBO BA TXA Such zeiger in Akku 

A3B1 18 CLC Carry für Addition löschen 

A3B2 69 12 ADe tlS12 Suchreiger um 18 erhöhen 

A3B4 AA TAX und wi eder zurück ins X-Rg. 

A3B5 00 OB BNE SA38F nächste Schleife prüfen 

Al87 60 RTS Rücksprung 

***************************** Block-Verschlebe·Routine 

Einsprung von SA749, SB15D 

A3B8 20 08 A4 

AlBB 85 31 

A3BD 84 32 

JSR SA408 

STA S31 

STY S32 

Efnsprung von S8628 

A38F 38 SEC 

A3CD A5 5A lDA S5A 

A3C2 ES 5F SBe S5F 

A3C4 85 22 STA S22 

A3e6 AB TAr 

A3e7 A5 58 LDA SSB 

A3e9 <5 60 SBe S60 

A3eB AA TAX 

prüft auf Platz im Speicher 

Ende des Arraybereichs 

als Beginn für freien Platz 

earry löschen (Subtraktion) 

Startadresse von Endad. des 

Bereichs abziehen (lOW) 

Ergebnis (:länge) speichern 

Gleiches System für HIGH: 

Altes Blockende (HIGH) und 

davon elter Blockantang sub 

länge nach X bringen 
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A3CC E. IN, Ist ein Rest ( Länge nicht 

A3CO 9. TYA 256 Bytes)? 

A3CE FO 23 BEQ SA3F3 Nein: dann nur ganze BLöcke 

A300 ,1,5 5,1, LDA S5A AL te Endadresse (LOW) trd 
A302 3. SEC davon Länge des Restab-

A3D3 ES 22 SBC S22 schnitts subtrahieren ergibt 

Adresse des 

AlOS 85 5,1, S1A SSA Restabschnitts 

Al07 BD 03 BCS SAlOC Berechnung für HIGH ungehen 

A309 C6 SB DEC S5B Dasselbe System für HIGH 

A3DB 3. SEC Carry setzen (Subtraktion) 

A30C ,1,5 58 LDA S58 ALte Endadresse (HIGH) trd 
A3DE ES 22 SBC S22 davon Länge des Rests sub-

A3EO 85 5. S1A S58 trahieren ergibt neue Adresse 

A3E2 BO 08 BCS SA3EC Unbedingter Sprung zur 

A3E4 C6 59 DEC S59 Kopierroutine für ganze 

A3E6 90 04 BCC SA3EC BLöcke 

A3E8 61 5A lDA ($5A), Y Kopierroutine für Rest-

A3EA 91 58 S1A (S58),Y abschni tt 

A3EC Ba OE' ZähLer vermindern 

A3EO DO F9 BNE SA3E8 Al les? wem nicht: weiter 

A3EF 81 5A LDA (S5A),Y Kopierroutine für ganze 

Al" 91 58 STA (S58),Y Blöcke 

Al" C6 SB DEC S5B Adresszähler vermindern 

A3F5 C6 59 DEC S59 Adresszähler vermindern 

AlF7 CA OEX Zähler vermindern 

A3F8 DO F2 BNE SA3EC Al les? wenn nicht: weiter 

A3FA 60 RTS sonst ROcksprung 

***************************** Prüfung auf Platz im Stapel 

Einsprtrtg von $,1,885 ,SADAE 

A3FB DA ASl Akku muß die halbe Zahl an 

A3FC 69 3E ADC "3E erforderlichem Platz haben 

AlFE BO 35 BCS SA435 gibt 'OUT OF MEMORY ' 

,1,400 85 22 S1A S22 Wert merken 

A402 BA TSX Ist Stapelzei ger kleiner 

A403 E4 22 CPl( S22 (2 * Akku + 62)1 
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A405 90 "  lee U,435 \Iem ja, dann ooT OF MEMORY 
"407 60 RTS Rücksprung 

***********.***************** Schafft PLatz im Speicher 

Einsprung von SA388, S8264, $8289. SE426 

"408 <4 34 CPY $34 für lei LeneinfligU"lliil 

"40A 90 28 SCC SA434 I.rtd Variablen 

",oe 00 04 BNE SA412 A/Y ; Adresse, bis zu der 
"40E es 33 CMP $33 Platz benötigt wird. 
A410 90 22 scc $A434 Kleiner als Stringzeiger 
A412 .. PHA Akku zwischenspeichern 
... 413 " 09  lOX "09 ZähLer seUen 
,\415 98 TYA Y-Reg;ster auf 
"416 48 'NA Stllpel retten 

A417 85 57 LDA S57,X Ab $57 zwischenspeichern 

A419 CA OEX Zähler vermindern 

A41A 10 FA. BPL $ ... 416 Al le1 sonst weiter 
A41C 20 26 85 JSR $8526 G.r�ge CoLLection 
A41F A2 F7 lDX f#$F7 Zähler setzen, um 

... 421 68 PLA Akku, V-Register und andere 
A,422 95 61 STA S61,X Register zurückholen 
A424 E8 INX ZähLer vermindern 
,4425 30 FA BMI SA421 Fertig? Nein, dann weiter 
A427 68 PlA Y-Register von Stapel 
A428 AB TAY zurückholen 
A429 .. PL • Akku holen 
A42A C4 34 CPY $34 Ist jetzt genügend Platz? 
A42C 90 O. Bee $A434 J., d.nn Rücksprung 
A42E 00 05 BNE $A435 kein PI.tz, dann Fehler-
A43D es 33 DIP $33 meldung ' out of IIIeIIIOry , 
A432 BO 01 Bes $,\435 ausgeben 
A434 .0 RTS Rücksprung 

Ei nsprung von $B30B 

A435 A2 10 LDX 1$10 fehlerRUllller 'out of memory' 
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***************************** Fehlereinsprung 

Einsprung von $A513, SA85F, SABE5, SABM, SA032, SA09B 

SAFOA, SB24A, S83BO, S8402, S865A, S8980, $BBBe, SE109 

SE19E 

A437 6C 00 03 JMP (S0300) Zln BASIC-Warmstlrt (SE388) 

***************************** Fehlermeldung lusgeben 

Ei nsprU'lg von SE3BE 

A43A .. TXA Fehlernlm!ler im X-Register 

A438 CA ASL Akku * 2 

A43C AA TAX Akku als Zeiger nach X 

A430 BD 26 A3 LOA SA326,x und Adresse der 

A440 85 22 STA S22 Fehlermmner aus Tebel le 

A442 BO 27 A3 LOA SA327,X holen und 

A445 85 23 STA $23 abspeichern 

A447 20 CC FF JSII: SFFCC 110 Kanäle 2urücksetzen 

A44A A9 00 LOA 1$00 und E ingabekanal luf 

A44C 85 13 STA S13 Tastatur setzen 

A44E 20 07 AA JSR SAA07 (CR) und (lF) ausgeben 

A451 20 45 AB JSR SAB45 '? I ausgeben 

A454 .0 00 LOY 1$00 Zei ger setzen 

A456 B1 22 LOA (S22),Y Fehlermeldrlgstext holen 

A458 48 ,HA Akku retten 

A459 29 7F AND #S7F Bit 7 Löschen und 

A45B 20 47 AB JSR SAB47 Fehlenmetdung ausgeben 

A45E ca INY Zähler vermindern 

A45F 68 ,e. Akku zurückhoten 

A460 10 F4 BPl SA456 Fertig? Nein, dann weiter 

A462 20 7A A6 JSR SA67A BASIC-Zeiger initialisieren 

A465 A9 69 lDA 1S69 Zeiger AlY auf Error-

A467 AO A3 lOY ""3 meldung stellen 

E i nsprung von SA851 

A469 20 lE AB JSR SAB1E String ausgeben 
A46C A4 3A LDY 53A Auf ProgralllllOdJs 
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A46E es INY (prog/dl ,..eltt) prüfen 

1.46' FO 03 BEO "'474 D i rekt; dem IMJSgeben 

1.471 20 C2 80 J$II SBOCZ • in ZeH.....-r· 8USgeben 

Efnsp!"'UflSjl von SE391 

A474 A9 76 lOA 11$76 Zeiger auf Ready-Modus 

w. .D A3 LDY 1SA3 setzen "" 
A478 20 tE AB JSR SAItE Strinsl ausgeben 

WI .9 30 LDA lS80 wert für Direktmd.Js 1-
A471> 20 90 FF ,15ft SFF90 t.n:I ne; setzen 

••••• * •• ************ ••••• ***. Elngabe-Werteschleife 

Et l'lSprlXlg .... on SA530 

U80 6C 02 03 JMP (SOlO2) JMP SA481 

Ei nsprl..ng von SA4IW 

A48J 20 60 A5 JSR SAS&I BASIC-Zel l e  nach 

Eingabep.sffer 

.486 86 70  STX S7A CHRGEl Zeiger IlUf 

.488 84 78 SlY S7B EI�ffer 

" .. 20 73 00 JSR s0071 nächstes Zeichen holen 

"'" M TAX Puffer leer1 

" .. FO FO BEG SA480 Ja: denn wefter warten 

"90 A2 FF lDX RH �rt für 

A,492 86 "  STX SlA Kemzel ehen fOr 0 i rektl!lCdJs 

",. 90 06 &Ce SA49C Zi ffer? als Zeile einfügen 

" .. 20 79 ., JSR SAS79 BASIC-Zei l e  in Code wandeln 

" .. 4C E1 1.7 JIIP SAn1 Befeh l 8usfC»lren 

•••••• **** ••••••••••••• ***.** löschen !oIId Einfügen von 

Progulmlz.i len 

"9< 20 6B A9 JSR SA.968 Zeilenr. nach Adressform8t 

A49F 20 79 " JSR SA.579 BASIC'Zelle i n  Code I4aI"Ideln 

AI;Al 84 '"  sn S08 Zeiger In Efng.bepuffer 

AI;A4 20 13 A6 JSIt $A613 Zeitenadress. berechnen 

A4A7 90 44 ace SA4ED Vorhanden? JII: Läschen 

64 Jmem 
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***************************** Programmleile löschen 

A4A9 AO 01 LDY ft{Jl Zeiger setlen 

A4AB B1 5F LDA (S5F),Y Startadresse der nächsten 

A4NJ 85 23 STA S23 Zeile (HIGH) setlen 

A4AF A5 '" LDA S2D Variablenanfangsleiger 

A4B1 85 22 STA S22 (LOIoI) setlen 

A483 A5 60 LDA $60 Startadresse der '" 
A4B5 85 25 STA S25 löschenden Zei le (HIGH) 

A4B7 A5 5F LDA S5F Startadresse der '" 
A4B9 88 DEY löschenden Zei le (LOIoI) 

A4BA Fl 5F SBe (S5F),Y Startadresse der nächsten 

A4Be 18 ClC Zeite (LOIoI) 

A4BO 65 2D AOC S2D Variablenanfangsleiger (LOIoI) 

A4BF 85 20 STA S2D ergibt � Variablenan-

A'Cl 85 24 STA S24 fangsleiger (LOW) 

A4C3 A5 2E LOA S2E Glei ches System für 

A4e5 69 FF AOC #SFF HIGH-Byte des Variablenan-

;"4e7 85 2E STA S2E fangsleigers 

A4C9 ES 60 SBe S60 minus Startadresse der lU 

A'CB AA TAX löschenden Zeile (Lew) ergibt 

A'CC 38 SEC die lU verschi ebenden Blöcke 

A'CO A5 5f LOA S5F Startadresse (Lew) minus 

A4Cf E5 20 SBC S20 Variablenanfangsleiger (Lew) 

A401 A8 TAY ergibt Länge des Restabschn. 

A402 BO 03 Bes SA407 GröBer als 2551 Nein: SA407 

A4D4 E8 INX Zähler für Blöcke erhöhen 

A405 e6 25 OEC S25 Transportzeiger vermindern 

A4D7 18 ClC Carry löschen 

A408 65 22 ADC S22 Anfangszeiger (Lew) 

A4DA 90 03 Bee SA40f Verminderung überspringen 

A4DC C6 23 OEC S23 Zeiger un 1 vermindern 

A40E 18 CLC Carry tQschen 

A40F Bl 22 LDA (S22),Y Verschiebesch leife 

A4E1 91 24 STA (S24),Y Wert abspeichern 

A4E3 C8 INY Zähler un 1 erhöhen 

A4E4 00 F9 BNE SA40f Block fertig? Nein: weiter 

A4E6 E6 23 INe S23 1 .Adreßzeiger erhöhen (LOW) 

A4E8 E6 25 (NC S25 2.Adreßzeiger erhöhen (Lew) 
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,,4EA CA OE' Blockzähler � 1 vennindern 

A4E8 00 F2 IIiE SMDf Alle Blöcke? rein: weiter 

.......... *** ............... Progr�elte einfÜgen 

"'ED 20 59 A6 JSR SA659 CLR-Bef..,l 

,.4FO 20 33 A5 JSR IAS33 Progr�eflen neu binden 

A4'3 IoD 00 02 lOA S0200 Zeichen Im Puffer ? 

A4'6 F0 88 BEQ SA480 nein, dann zur lJarteschlelfe 

,,'Fa 18 CLC Cllrry löschen 

"'f' AS 2D CO, "" Vari.blenenfangs2eiger (lOW) 

,,4fB as 5 ... STA 55A als Endedreue (QueHbereictl) 

A,4FD 6S OB ADe $OB + Linge der Zeile als End-

A4FF 65 58 ST'" 558 IIdress. des Zielbereichs LOIoI 

10501 AI, 2E LOY S2E Variablenanfangszeiger als 

AS03 84 58 sn S58 Endadr. des Quellbereichs lOU 

AS05 90 " ace $ASOS Kein lbertrog7 dam SAS08 

AS07 C8 IN' übertrag addieren 

ASDa 84 5. sn $59 Als Endltdresse 
des ZIelberelchs 

ASO'" 20 88 A3 JSR SA388 BASIC-Zeilen versch ieben 

A500 A5 14 LOA 514 Zeilennummer aus 

ASOF AI, 15 LOY 515 $14/15 vor 

... 511 !D FE 01 SrA S01FE BAslc-Elngabepuffer setzen 

"514 SC FF 01 SlY SOlFF (ab SOZOO) 

"S17 AS ]1 tDA lJl Neuer ViJrlablNl-

A519 Alo 32 tDY $32 endzeiller 

A518 85 2D STA S2I> BLs Zei ger 8uf Programm-

A510 04 "  STY S2E ende s�lchern 

AS1f " OB LOY S08 Zei lenlinge holen 

A52t OS on l.rId ... 1 v.,.W\indern 

Am 89 Fe 01 lDA S01fC.Y Zeile aus Eingabepuffe,. 

AS" 91 SF sr" ('SF),Y ins PrO!lr� kopieren 

A527 88 OEY schon elle Zei chen? 

A528 10 F8 BPl SA522 Nein: donn welterkopieren 

Einsprung von lETal 

AS2A ZO 59 A6 JSI: lA659 CLR-8efetll 

""1> 20 ]3 A5 JSR SA5]] Progr8lllllel ten neu binden 

"530 4C 80 A4 JMP 'A480 zur EIn98be·�8rtesch Leife 
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********.******************* BASIC-Zeilen neu binden 

Einsprung von SA4FO. SA520, SE1BS 

A533 A5 2B 

A535 A4 2C 

A537 85 22 

A539 84 23 

A538 18 

A53C AO 01 

A53E 81 22 

A540 FO 10 

A542 AO 04 

A544 e8 

A545 81 22 

A547 00 F8 

A549 e8 

A54A 98 

.l548 65 22 

A54D M 

A54E AO 00 

A550 91 22 

A552 A5 23 

A554 

A556 

69 00 

ca 

A557 91 22 

A559 86 22 

A55B 

'A550 

A55F 

85 23 

90 00 

60 

LDA $2B Zeiger auf BASIC-Programm-

LDY S2C stllrt holen ln:i 
STA S22 ln:i II l s  Such zeiger nach 

sn S23 S22/23 speichern 

CLC Carry löschen 

LOY #SOl Zeiger tilden 

LDA (S22),Y Zeilenadresse holen 

BEQ SA55F =07 JII: dtlnn RTS 

LOY #S04 Zeiger lIuf erstes BASIC-

INY zeichen setzen 

LDA (S22),Y Zeichen holen 

BNE SA544 =01 (Zei lenende) nein: weiter 

INY Zeilenlänge nach 

TYA Akku schieben 

ADC S22 + Zeiger lIuf aktuelle Zeile 

TAX (LOW) ins X-Register 

LDY N$OO Zeiger laden 

STA (S22),Y Akku aLs Adr . zeiger (LOW) 

LOA S23 Zeiger auf aktuelle 

Zeile (HIGH) 

ADC 1$00 

INY 

Übertrag addieren 

Zähler um 1 erhöhen 

STA (S22),Y Adresszeiger (HIGH) speichern 

STX S22 StartIldresse der nächsten 

STA S23 

acc SA53C 

RTS 

Zeile abspei chern 

Zum Zeilenanfang 

Rücksprung 

**************************** Eingllbe einer Zeile 

Einsprung von SA483, SAC03 

A560 A2 00 LDX N$OO Zeiger setzen 

A562 20 12 El JSR SEl12 ein Zeichen holen 
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"565 C9 00 CMP HOO RETURN- Taste ? 

A567 FD OD BEQ SAS76 ja, dann Ei ngabe beenden 
A569 9D 00 02 SrA S0200,X Zeichen nech E i ngabepuffer 

"6C 

ASO. 

A56F 

A571 

A573 

"576 

.. 
EO 59 

90 <1 

A2 17 

4C 37 ,\4 

4C CA AA 

IN, 

CPX 1$59 

BCC $,\562 

LDX 1$17 

JMP S",437 

JMP SAAeA 

Zeiger um 1 erhöhen 

89. Zeichen ? 

nein, weitere Zeichen holen 

Nummer für 'string too tong' 

Fehlermeldung ausgeben 

Puffer mit SO abschl ießen, eR 

***1r1r*****<t***.",***.******** UmwandLung einer ZeiLe i n  den 

Interpreter-Code 

Einsprung von $"496, SA49F 

"579 6C 04 03 JMP ($0304) JMP IAS7e 

Einsprung von $,\579 

AS7e A,6 7A 

A57E AO 04 

"580 

"582 

,1.585 

84 0F 

BO 00 02 

10 07 

A587 C9 FF 

A589 FO 3E 

",S8e E8 

A58c 00 F4 

A58E C9 20 

"590 FO 37 

"592 85 08 

"594 C9 22 

A596 FO 56 
"598 24 OF 
A59A. 70 2D 

A59C C9 3F 

A59E 00 04 

"5AO A9 99 

.\5"2 00 25 

"5"4 C9 30 

LDX $7A 
LDY 1S04 

sn SOF 

Zeiger setzen, erstes Zeichen 

Wert für codierte Zeile 

Ftag für Hochkomma 

LDA SOZOO,X Zeichen aus Puffer holen 

BPl SA5SE kein BASIC-Code ? kleiner 128 
CMP NSFF 

BEQ SASC9 

IN, 

BNE SAS82 

CMP 1$20 

BEQ SASC9 

STA S08 

CMP #$22 

BEQ SA5EE 

BIT SOF 

SVS SASC9 

CMP j$3F 

BHE SA5A4 

lDA 1$99 

BHE SA5C9 

CMP 1$30 

Code für Pi ? 

Ja: dann speichern 

Zei ger erhöhen 

nächstes Zeichen überprüfen 

, , leerzeichen? 

Ja: dann speichern 

i n  Hochkomma-Flag speichern 

' " '  HochkOft'fll8? 

Ja: dann speichern 

überprüft auf 8 i t  6 

gesetzt: ASC I I  speichern 

' 1 '  Fragezeichen? 

Nein: dann weiter prüfen 

PRIHT-Code für ? laden 

l.Ild abspeichern 

Kleiner $30 ? (Code für 0) 
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ASM " 04  acc SASAC Ja: dam SA5AC 

ASA8 09 "  CMP 1S3C Mit S3C vergleichen 

" M  90 10 Bee SA5C9 wem gröler, dann SA5e9 

A5AC 84 7' sn S71 Zeiger zwiachenspeichern 

A5AE " 00 LOY 1$00 Zähler für Tokentabel l e  

A5BO 84 08 sn sos inithl hleren 

""" .. DEr 

""" .. 7. STX S7A leiger MIt Elngabepuffer 

ASIS CA OE' lwlachenepetchern 

A5B6 co !MY x- und Y-Register 

1.587 ,. IN, UI 1 erhöhen 

., .. 80 ao 02 LDA $0200,. Zeichen aus Puffer laden 

A5BB 38 SEC Carry tür Subtr. löschen 

A5BC F9 9E 1.0 SBC SA09E,Y Zeichen mit Befehlswort vergleichen 

A58F FO F5 BEQ $1.586 Gefunden? Ja: nächstes Zeich. 

ASC1 09 80 "'" fS80 �it S80 (128) vergleichen 

A5c3 00 30 BNE SASF5 Befeh l nldlt gefunden: SA5FS 

.ses OS '" "" 008  BASIC'Code gleich Zähler +t80 
'5<7 A4 71  lOY S71 Zei�r euf cod. Zeile holen 

ASC9 ,. IXX 

A5CA ca !MY Zeiger erhöhen 

A5CB 99 FB 01 STA $OIFB,Y BASIC·Code speichern 

A5CE 89 F8 01 LDA SOIFB,Y und Statusregister setzen 

1.501 FO 36 BEQ SA6{l9 zO (Ende): dann fertig 

A503 " SEC Carry &etzen (Subtraktion) 

AS04 E9 3A SBC ts3A ' :  I lrf'lYlzeichen7 

ASD6 " 04 BEO SASl)C Ja: dann SASOC 

,,,,. 09 ,. COP "'. OA1A'Code 1 
'SO' 00 02 hE SASOE "efn: Speichern überspringen 

'SOC .. " STA $Of nach Kochk�'Flag speichern 

.SO, 38 SEC Carry setzen 

.SO' E9 55 sIe 1$55 REM-Codoe 7 

A5E1 00 9F BNE SAS82 Nein: zum schlei fenanfang 

A5E3 85 08 SlA S08 o In Mochkomma-Flag 

ASES BO 00 02 LoA S0200, .  nächstes Zeichen holen 

ASES FO OF BEO SA5C9 -.0 (Ende)? Ja: dann SASC9 

ASU <S D8 CI1I' S08 A l s  ASCII speichern? 

ASEC FO 08 BEO SA5C9 Mein: dann SA5C9 

"', ca IN, Zeiger erhöhen 

A5EF 99 F8 01 STA SOIFB,Y Code ab$peichern 
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A5F2 E6 IN, 2eiger erhöhen 

A5F3 00 FO BNE SA5E5 Zu. Schleitenanfang 

A5F5 A6 7A U»( S7A Zeiger wieder auf Eirvabep. 

"F7 ,. CO !Nt S08 Suchzähler erhöhen 

A5F9 CO '" Zähler erhöhen 

A5FA B9 90 AO LO'" SA09D, Y nächsten Befeh I suchen 

ASFO 10 FA BPL SA5F9 Gefunden? Nefn: weitersuchen 

A5FF B9 9E AO LOA SA09E, Y Ende der Tebel Le? 

A602 00 B4 BNE SA5B8 Nein: d4nn weiter 

.... 80 00 02 UD" $0200,)( nächstes Zeichen holen 

""" 10 BE BPl IASC7 kleiner S80? Ja: $.ASC7 

AIn> 99 FO 01 STA SD1FD,Y i� Einwabepuffer speichern 

A.OC ,. TB OEt S7I CHRGET·Zeiger zurucksetzen 

A60E A9 FF lOA MSFF Zeiger .uf Efngabepuffer -, 
A610 85 7A STA S7A setzen (lOW) 

A612 ., m Rlickspr...-.g 

•••• " ...................... Startadresse einer 

Progr�ei L e  berechnen 

!fnsprung von SA4A4, SA6A7 

.1.613 A5 28 

.\615 Ah 2C 

'LOA 52B 

lOX su 

Zeiger � BASIC­

Progr�tart laden 

E I Mprung von s"seo 

A617 

A619 

A61B 

A61D 

A6" 

A621 

A622 

A623 

A625 

.." 

..,. 
A626 

AO 01 

85 5F 

66 ., 
BI SF 

FO 1F 

'6 

'6 

A5 15 

Dl 5F 

90 '6 

FO 01 

.. 

A62C 00 09 

LOY HOL 
SrA S5F 

ST)( S60 
LO" (55f), V 

8(0 SA640 

INY 

INY 

LD" S15 

Zähler setzen 

BASIC-Progrommstart als 

Zeiger MCh S5f/60 

link-Adresse holen (HIGH) 

gleich nut t :  dann Ende 

Zähler 2 maL erhöhen ( LW­

Byte übergehen) 

gesuchte Zei le�r (HIGH) 

CMP (S5F),Y .it aktueller vergleichen 

Bee SA641 kleiner: dann nicht gefunden 

8(0 SA62E gleich: Mumer lOU prüfen 

eH Zähler � 1 vefWl;ndem 

BNE S.\637 unbedingter Sprung 
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A62E AS 14 LOA $14 gesuchte Zeilennummer (LOW) 

A630 88 DEY Zeiger um 1 vermindern 

A631 01 SF CMP ($SF),Y Zeilennummer L� vergleichen 

... 3 90 oe SCC SA641 kleiner: Zeile nicht gefunden 

... 5 FO DA BEQ SA641 oder gleich: C=1 und RTS 

A637 88 DEY V-Register auf 1 setzen 

A638 Bl 5f LDA (SSF),Y Adresse der nächsten Zeile 

.... " TAX in das )(-Register laden 

A638 .. DEY Register vermindern (auf D) 

.63e B1 SF LOA (SSF),Y Link-Adresse holen (LOW) 

... , BO 07 SCS SA617 weiter suchen 

"'D '8 CLe Carry löschen 

"', 60 RTS Rücksprung 

**************************** BASIC-Befehl NEW 

A642 00 FO BNE SA641 Kein Trennzeichen: SYNTAX 

ERROR 

Einsprung von SE444 

"'4 A9 00 LOA 1$00 Nu I Lcode laden 

A64. AB TAl und als Zähler ins V-Reg. 

'647 91 2B SYA (S2B),Y Nullcode an Programmanfang 

A649 e8 INY Zähler erhöhen 

""'. 91 28 STA (S2B),Y noch einen Nullcode dahinter 

A64e AS 2B LOA S2B Zeiger auf Programmst. (LOY) 

A64' '8 CLe Carry löschen 

A64F 69 02 ADC 1$02 Programmstart + 2 ergibt 

.051 8S 20 STA S20 neuen Variablenstart (LOW) 

A6S3 AS 2C LOA S2C Zeiger auf Programmst . (KIGK) 

.1.655 69 00 ADC noo + übertrag ergibt neuen 
.1.657 85 2E STA S2E Variablenstart (KIGK) 

Einsprtng von SA4EO. SA52A. SA87A 

.1.659 20 SE A6 JSR SA68E CHRGET. Routine neu setzen 

A65C A9 00 LD'" noo Zero- FlaB für CLR ; 1 setzen 

321 
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............................ BASIC-Befehl CLR 

A6SE 00 2D iNE 1A68D lein Tr4nnzelchen: SYNTAX 

, .... 

E II'I$Pf'UlIJ von SA81D 

A660 20 E7 FF JSR $FFE7 alle 1/0 lanMle zurücksetzen 

Einsprung von SEl0l 

A663 ., 37  LOA 137 Zeiger .,f BASIC-UM-Ende 

A66' .. 3a LDY 538 (LOW/KIGK) laden 

A66T 85 33 STA 1)3 String-Start auf BASIC-

A66. 84 34 STY S14 RAH-Ende serlen 

..... ., 20 LOA S2D Zeiger auf V.riablen-

..." 1.4 "  LOT S2E stert lGdcn 

A66F as 2F STA S2f und In Arr-v-Anfangs-

A6TI 84 "  STY $30 zeiger setzen 

Am 85 31 STA 531 und in Zeiger auf Arr.y-

A675 84 32 STY 532 Ende speichern 

Einsprung von SE1BB 

Mn 20 10 A8 JSA SAal0 RESTORE -8efeM 

Einsprung von SA462, 5E382 

A67A A2 19 LDX 1$19 Wert laden und String-

.o7C .. 16 STX S16 Oescrlptor-l ndex zurücksetzen 

.oTE 68 >LA 2 Bytes VOll Stapel in das 

.oTF A8 TAl T·R�ister und den 
..... 68 "A Akku holen 

A681 ., FA LDX nFA Wert la�n und daMit 

A683 9A TXS Stapelleiger Initialisieren 

A68' ,. PKA 2 Bytes aus dem V-Register 

A68' 9. HA t.rId dein Akku wieder auf 

A686 48 PMA den Stapel schieben 

A68T .0 00  lOA ISOO \/e" laden und dtni t 

A689 ., 3E STA 13E CONT sperren 
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A68B 85 10 

.... 60 

STA S10 

RTS 

und in fN-FlBg speichern 

Rücksprung 

•••••••••••••••••••••••••••• Progr�eiger auf 

BASiC-Start 

Einsprung von SA659, SE1B5 

.... 

'68' 

A691 

.693 

A695 

A697 

.699 

.698 

18 

A5 2B 

69 F F  

85 7A 

A5 2C 

69 ff 

85 TB 

60 

CLC 

LDA S2B 

ADC #$Ff 

STA S7A 

LDA S2C 

ADC NSFF 

STA S78 

RTS 

CBrry löschen (Addition) 

Zeiger auf Programmstart (lOW) 

minus 1 ergibt 

neuen C�RGET-Zeiger (LOW) 

Programmstart (HIGH) 

minus 1 ergibt 

CHRGET-Zeiger (HIGH) 

RücKsprung 

•••••••••••••••••••••••••••• BASIC Befehl LIST 

.69< 

.­

... 0 

... , 

... , 

... , 

.... 

'''0 

'6A' 

A6B1 

A6B3 

A6B6 

A6B9 

A6BB 

A6BC 

A6BO 

A6BF 

A6C1 

A6C3 

A6C5 

A6C7 

.6C9 

90 06 

FO 04 

C9 AB 

00 E9 

ZO 6B A9 

20 13 A6 

20 79 00 

FO OC 

C9 AB 

00 8E 

20 T3 00 

20 6B A9 

00 86 

68 

68 

A5 14 

05 15 

00 06 

A9 FF 

85 14 

85 15 

AO 01 

BCC SA6A4 

BEQ SA6A4 

CMP #SAB 

BNE SA68D 

JSR SA96B 

JSR SA613 

JSR SOO79 

BEQ SA6BB 

CMP HAB 

BIiE SA641 

JSR S0073 

JSR SA96B 

BNE SA641 

'LA 

,LA 

LDA S14 

ORA S15 

BIlE SA6C9 

LOA #SFF 

STA S14 

SIA S15 

LOY 1S01 

Ziffer ? (Zeilennanner) 

nur LIST 1 
Code für ' - ' 1  
anderer Code, dann SYNTAX ERR 

Zeilennummer holen 

Startadresse berechnen 

CHRGOT Letztes Zeichen holen 

Keine Zeilennummer 

Code für ' - ' 1  
nein: SYNTAX ERROR 

CHRGET nächstes Zeichen holen 

Zeilennummer holen 

kein Trennzeichen: SYNTAX ERR 

2 Bytes von Stapel holen 

(Rücksprungadresse übergehen) 

zweite Zei lennummer laden 

gleich null ? 

Nein: $A6C9 

Wert laden und 

zweite Zeilennummer Maximal­

wert SFFFF (65535) 

Zeiger setzen 

323 
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A6C' .. " sn $OF U'\d QU()te-Modus abschat ten 

A6CD 81 5F LDA (SSF),Y Linkadresse HIGH hoLen 

A6C' FO 43 BEQ $A714 Ja: dann fertig 

A601 20 2C A8 JSR SA82C prüft auf Stop-Taste 

A604 20 07 AA JSR $MD7 'CR' ausgeben, neue ZeiLe 

A607 ca INY Zeiger erhöhen 

A608 a1 5F lDA (SSF),Y Zeilenadresse holen (lOW) 

A60A M TAX und in das X-Reg. schieben 

A60B ca INT Zeiger erhöhen 

A60C 81 5F LD" (S5F),Y Zeilenadresse holen (HIGH) 

A60' es 15 CMP '15 mit EndntJnner vergleichen 

AbEO 00 04 BHE SA6E6 Gleich? Nein: SA6E6 

A6E2 E4 14 CPX '14 LCIW-Nunner vergleichen 

A6E4 FD 02 BEQ SA6E8 Gleich? Ja: SA6E8 

A6<. BD 2C Bes $A7l4 GröBer: dann fertig 

A6<8 84 49 STY $49 Y-Reg. zwischenspeichern 

A6EA 20 CD BO JSR SBDCO Zeilennnummer ausgeben 

A6ED "9 20 LDA #$20 I , leerzeichen 

A6EF "4 49 LOY $49 Y-Reg. wiederholen 

A6F1 29 7F "ND #S7F Bit 7 löschen 

A6F3 20 47 AB JSR SAB4? Zeichen ausgeben 

A6F6 C9 22 CMP #522 '''' Hochkonrna ? 

A6F8 00 06 BNE SA700 Nein: SA700 

A6FA A5 OF LDA SOF HochkOlllll8-Flag Laden, 

A6FC 49 FF EOR ftFF lIIIdrehen (NOT) 

A6FE 85 OF STA SOF l.nd wieder abspeichern 

A700 ca IN, Zeilenende nach 255 Zeichen ? 

A701 FO 1 1  BEQ SA714 Nein: denn aufhören 

A703 81 5F LOA (S5F),Y Zeichen hoLen 

A705 00 10 8NE SA717 kein Zei lenende, dann l isten 

A707 AB TAl Akku als Zeiger nach Y 

A708 B1 SF lDA (SSF),Y Startadresse der nächsten 

A70A M 'AX Zeile holen (LOW) und nach X 

A708 C8 INY Zeiger erhöhen 

A70e Bl SF lDA (SSF),Y Adresse der ZeiLe (HIGH) 

A70E 86 5F STX SSF aLs Zeiger merken 

A710 85 60 STA $60 (speichern nach SSF/60) "'" 
A712 00 85 BNE SA6C9 weitermachen 

A714 4e 86 E3 JMP SE386 Zl.In BASle-�armstart 
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**************************** BASIC-Code in KI.rtext 

UIIrIandlen 

A717 6C 06 03 JMP (S0306) JMP SA71A 

Einsprung von SA717 

A71A 

A71C 

A71E 

AnO 

An2 

An4 

A725 

A727 

A728 

Am 

A72C 

A72D 

10 07 

C9 FF 

FO 03 

24 OF 

30 CF 

38 
E9 7F 

M 

84 4. 

AO FF 

CA 

FO OS 

A72F ca 

1.730 B9 9E AO 

A733 10 FA 

1.735 30 F5 

A737 e8 

1.738 B9 9E AO 

A73B 30 B2 

A730 20 47 AB 

A740 00 F5 

BPL A6F3 

CMP ftFF 

BEQ A6F3 

BIT OF 

SMI A6F3 

SEC 

SBe tl$7F 

TAX 

sn $49 

LDY HFF 

OEX 

BEQ SA737 

kein Interpretercode:.usgeben 

Code fOr Pi? 

Ja: so ausgeben 

Hochkorrmamodus ? 

dam Zeichen so ausgeben 

earry setzen (Subtraktion) 

Offset abz i ehen 

Code nach X 

Zeichenzeiger merken 

Zeiger auf Befehtstabelle 

erstes Befehlswort? 

Ja: ausgeben 

INY Zeiger erhöhen 

LDA SA09E,Y Offset tOr X-tes Befehtswort 

BPL SA72F a L l e  Zeichen bis zum letzen 

BMI SA72e UberLesen (Bit 7 gesetzt) 

INY Zeiger erhöhen 

LDA SA09E,Y Befehlswort aus Tabelle holen 

BMI SA6EF letlter Buchstabe: fertig 

JSR SAB47 Zeichen ausgeben 

BNE SA737 nächsten Buchstaben ausgeben 

**************************** BAS IC-Befehl FOR 

A742 

A744 

A746 

A749 

A74C 

A74E 

A9 80 

85 10 

20 A5 A9 

20 BA A3 

00 05 

BA 

A74F 69 OF 

A751 AA 

A752 91. 

A753 68 

A754 68 

LDA #$80 

STA S10 

JSR SA9A5 

JSR SA3BA 

BNE SA753 

TXA 

ADC HOF 

TAX 

TX' 

PLA 

PLA 

Wert laden lrd 
Integer sperren 

LET, setzt FOR-Variable 

sucht offene fOR-NEXT-Schlei. 

nicht gefunden: SA753 

X-Reg. nach Akku 

Stapelleiger erhöhen 

Akku lurOck nach X-Reg. und 

in den Stapelleiger 

RUcksprungadresse vom Stapel 

holen (L� und HIGH) 
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A75. "9 09 LD" 1S09 Wert für Prüfung laden 

A757 20 FB A3 JSR SA3FB prüft auf Platz im Stapel 

A75' 20 06 "9 JSR $"906 sucht nächstes SAS.-Statement 

A75D '8 CLC Carry löschen (Addition) 

A75' 98 HA CHRGET-Zeiger und Offset 

A75F 65 7" ADC 57A z Startadresse der Schleife 

"761 48 PM, auf Stapel speichern 

1.762 AS TB LDA. S7B HIGH-Byte holen und 

'764 69 00 ADC 1$00 übertrag addieren und 

'766 48 PM, auf den Stapel legen 

1<767 "5 3A LDA. 53" Aktue l l e  

"769 48 PM, Zeilennummer laden und auf 

'7" "5 39 LD" 539 den Stapel schieben 

A76C 48 PM, (lOW und HIGH-Byte) 

AT" "9 10.4 LO", ISA4 'TO' - Code 

A76F 20 FF AE JSR SAEFF prüft auf Code 

An2 20 80 AD JSR SAa8D prüft ob numerische Variable 

,775 20 8,1. AD JSR SADB,. numerischer Ausdruck nach FAC 

,77B AS 66 LDA $66 Vorzei chenbyte von FAC holen 

,m 09 7F ORA NS7F Bit 0 bis 6 setzen 

AnC 25 62 AND $62 mit 562 angleichen 

,m 85 62 ST'" $62 und abspei ehern 

A780 "9 8B LD'" #S8ß Rücksprungadresse laden 

A782 AO A7 LDV #$A7 (LOW und HIGH) 

'784 85 22 STA S22 und zwi schenspei chern 

" .. 84 23 sn S23 (lOW und HIGH) 

'788 4C 43 AE JMP SAE43 Schlei fenendwert auf Stapel 

A78. A9 BC LOA #$BC Zeiger auf Konstante 1 setzen 

",., AO B9 lDV #$B9 (Ersatzwert für STEP) 

A78F 20 A2 BB JSR SBBA2 als Default-STEP-Wert in FAC 

A792 20 79 00 JSR S0079 CHRGOT: letztes Zeichen holen 

'7'" C9 A9 CMP #$A9 'STEP' - Code? 

'797 00 06 BNE SA79F kein STEP-Wert: SA79F 

'799 20 73 00 JSR SOO73 CHRGET nächstes Zeichen holen 

A79C 20 8A AD JSR SADM nl.6l'lerischer Ausdruck nach FAC 

Al,,, 20 2B BC JSR SBC2B holt Vorzeichenbyte 

A7A2 20 38 AE JSR SAE38 Vorz. und STEP-Wert auf Stack 

A7A5 A5 4A LOA S4A Zeiger auf Variablenwert 

A7A7 48 PH' (lOW) auf den Stapel 

ATAB A5 49 LDA $49 Zeiger (HIGH) 
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A7M .. PHA auf den Stapel 

A7A8 A9 81 LDA 1$81 und FOR-Code 

A7'" 48 PHA auf den Stapel legen 

**************************** Interpreterschleife 

Einsprl.l'l9 von SA7EA, SA890, SAD75 

A7AE 20 2C A8 JSR $A82C prüft auf Stop-Taste 

A78, A5 7A LOA S7A CHRGET Zeiger (LOW und HIGH) 

A783 A4 7B LOY S7B laden 

A785 CO 02 CPY 1S02 D i rekt-Modus? 

A787 EA 'CI' No OPeration 

A788 FO O4 BEQ SA7BE ja: SA?BE 

A78A 85 3D STA S3D als Zeiger für CONT 

A7BC 84 "  STY S3E merken 

A7BE AO 00 LDY ISOO Zeiger setzen 

A7CO B1 7A LDA (S7A),Y laufend�s Zeichen holen 

A7C2 00 43 8NE SA807 nicht Zeilenende? 

A7C4 AO 02 LOY 1S02 Zeiger neu setzen 

A7C6 81 7A LDA (S7A),Y Programnende? 

A7C8 '8 CLC Flag für END setzen 

A7C9 00 03 BNE SA7CE Kein Progr8fllllende: SA7CE 

A7C8 4C 48 A8 JMP SA848 ja: dann END ausführen 

A7CE es INY Zeiger erhöhen 

A7CF 81 7A LOA (S7A),Y laufende Zeilennummer 

A71l' 85 39 STA S39 (lCl',j) I"Iach S39 

A71l3 es INY Zeiger auf nächstes 8yte 

A71l4 81 7A LOA (S7A),Y laufende Zeilennummer 

A71l' 85 3A STA S3A (HIGH) nach S3A 

A71l8 98 TYA Zeiger nach Akku 

A71l9 65 7A ADe S7A Programmzeiger auf 

A71l' 85 7A STA S7A Programmzeile setzen 

A71lD 90 02 8CC SA7E1 C;O: Erhöhl.l'lg umgehen 

A71lF ,. 78 INC S78 Programmzeiger (HIGH) erhöhen 

Einsprung von SA499 

A7El 6C 08 03 JMP (S0308) JMP SA7E4 Statement ausführen 
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Einsprung von $A7E' 

A7E4 20 73 00 JSR $0073 CHRGET nächstes Zeichen holen 

A7E7 20 ED A7 JSR SA7ED Statement ausführen 

A7EA. 4C AE A7 JMP SA7AE zurück zur Interpreterschlei. 

*.******** •• **************** BASiC-Statement ausführen 

Einsprung von $A7E7, $.0\948 

A7ED FO 3e BEQ SA82s Zeilenende, dl!nn fertil!' 

Einsprung von SA95C 

.m E9 80 SBC #$80 loken? 

A7F1 90 1 1  SCC $AS04 nein: dann zum LET-Befehl 

A,7F3 C9 23 CHP #$23 NEW? 

A7F5 BO 17 ses WOE Funktiong-Token odo!r GO TO 

A7F7 O. ASe BASIC-Befeh l ,  Code mal 2 

A7F8 AB TAY als Zeiger ins Y-Reg. 

A7F9 89 00 AO LD" $AOOD,Y Befehlsadresse (lOW und 

A,7FC 48 PH. HIGH) aus Tabelle 

A7FD 89 oe AO LD" SAOOC,Y holen und als 

... 0 43 PH' ROcksprungadresse auf Stapel 

... , 4C 73 00 JMP $0073 Zeichen und Befehl ausführen 

.804 4C 1.5 .0\9 JMP SA9A5 zum LET -Befehl 

**************************** 

... , C9 3A CHP ß3A ' : ' ist es Doppelpunkt? 

.... FO 06 BEQ SA7E' ja: SA7E' 

.... 4C 08 AF JMP SAFOS sonst 'SYNTAX ERROII.' 

**************************** prüft auf 'GO' 'TO' Code 

AM' C9 4B CMP ft4B 'GO' (minus S80) 
A81D 00 F9 BHE SABOS nein: 'SYNTAX ERROR ' 

A812 20 73 00 JSR SOO73 niichstes Zeichen holen 

A815 A9 A4 lDA ßA4 'TD' 

A817 20 FF AE JSR SAEFF prüft auf Code 

A81A 4C AO AB JMP $A8A0 ZUII GOTD-Befehl 

64 Intern 
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**************************** aASIe�Befehl RESTORE 

Ei nsprung von 5A677 

AS1D 38 SEC 

AS1E A5 28 LDA 528 

.820 E9 01 S8C #$01 

.822 A4 2e LDY 52C 

.824 80 01 BeS SA827 

A826 88 OEY 

Einsprung von SACE7 

A827 85 41 

A829 84 42 

AB2S 60 

STA 541 

sn 542 

RTS 

Einsprung von 5A601, SA7AE 

AS2e 20 El FF JSR SFFEl 

earry s�t�en (Subtraktion) 

Progranmstart�eiger (LOW) 

laden und davon 1 2Ib�iehen 

und HIGH�8yte holen 

LOW�8yt� �1 

IIls DATA�Zeiger 

IIbspeichern 

ROcksprung 

prüft auf Stop�Taste 

Stop-Taste abfragen 

**************************** BASIC-Befehl STOP 

A82F BO 01 BCS SAB32 Czl: Flag für STOP 

**************************** BASIC-Befehl END 

Aa31 18 ClC C=O fta'9 für END 

Aa32 00 3e BNE SAa70 RUN/STOP nicht gedrückt: R1S 

Aa34 A5 7A LDA 57A ProgrlllQllteiger laden 

AB36 " 78  lDY $7B (LOW und HIGH-Byte) 

AB,. A6 3A LDX $JA Oirekt-Morus? 

..,. '8 IN< (Zeilennummer - 1 )  

"'B FO oe BEQ SA849 ja: SA849 

.830 85 30 STA S3D IIts Zeiger für CONT setzen 

'83' 84 " STY S3E (lOW und HIGH) 

"" A5 39 LDA S39 Nummer der laufenden Zei le 

'843 A4 3A LOY S3A holen (LOW und HIGH) 

.845 85 3B STA S3a und IIls 2ei lennummer für 

.847 84 30 STY S3e eONT merken 
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A849 68 

A.84A 6B 
PLA 

PLA 

Einsprung von $A7eB 

A84' 

A840 
A84' 

AB51 

AB54 

"9 81 

AO A3 

90 03 

4C 69 "4 

4C 86 E3 

LD" 1$81 

LOY fSA3 

Bec SASS4 

JMP SA469 

JMP SE336 

Rücksprungadresse 

vom Stapel entfernen 

Zeiger auf Startadresse 

BREAK setzen 

END F l ag? 

nein: 'BREAK IN XXX' ausgeben 

zum BASIC-Warmstart 

**************************** BASIC-Befehl COHT 

A857 

A859 

A858 

AB50 

AB5F 

AU2 

AB64 

AB66 

AB68 

A .... 

AUe 

AUE 

AB70 

00 17 

A2 LA. 

A4 3E 

00 03 

4C 37 "4 

., 30 
85 71.. 

84 "  

"5 38 

"4 3e 

85 39 

84 ,. 

60 

BNE SA870 

lOX H1,\ 

LDY S3E 

BNE SA862 

JMP SA437 

LDA S30 

STA ,7A 

STY S7B 

LDA S3D 

LOY S3e 

STA $39 

STY S3A 

RlS 

Kein Trennzeichen: SYNTAX ERR 

Fehternr. für 'CAN ' T  CONTINUE 

COHT gesperrt? 

nein: $A862 

FehlermeLdung ausgeben 

CONT-Zeiger (LOU) laden 

und COMr-Zeiger als Prograrnn­

zeiger abspeichern 

"'" 
Zeilennurrner wieder 

setzen 

(LCU- und HIGH-Byte) 

ROcksprung 

************************.,,** a .... sl C- Befeh L RUN 

A871 08 PHP Status register retten 

A872 A9 00 lOA #$00 Wert L aden und 

A874 20 90 FF JSR SFF90 fLag für ProgralmlOdus setzen 

A877 28 PlP Status register zurückholen 

A878 00 03 BNE SA87D weitere Zeichen (ZeiLennr_>? 

A87A 4C 59 A6 JMP SA659 Programmzeiger setzen, ClR 

A87D 20 60 A6 JSR SA660 CLR-BefehL 

A880 4C 97 AB JMP SAB97 GOTO-BefehL 

**************************** BASI C-BefehL GOSUB 

A883 A9 03 lDA #$03 Wert für Prüfung 

A885 20 FB A3 JSR SA3FB prüft auf PLatz im Stapel 
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A888 

..... 

AS 7B 

48 

A88B A5 7A 

""'" 48 

A88E A5 3A 

A890 48 

A891 A5 39 

-'893 48 

A894 A9 SO 

A896 48 

LDA S78 

PHA 

LDA S7A 

PHA 

LDA S3A 

PHA 

LDA S39 

PHA 

LDA lS8D 

PHA 

Ei nsprung von SA880 

A897 

Aß9A 

A89D 

20 79 00 

20 AO A8 

4C AE A7 

JSR S0079 

JSR SABAO 

JMP SA7AE 

Programmzeiger (L�· 

lRi HIGH·Syte) laden 

lRi auf den 

Stapel retten 

Zeilennummer laden (HIGH) 

lRi auf den Stapel legen 

Zei lennunner LW laden 

und auf den Stapel legen 

'GOSUS'·Code laden 

und auf den Stapel legen 

CHRGOT: letztes Zeichen holen 

GOTO-Befehl 

zur Interpreterschleife 

**************************** BASIC·Sefehl GOTO 

Einsprung von SA81A, SA89A, SA945 

... 0 

A8A3 

ABA6 

ABA7 

... 9 

ABA' 

ABAD 

ABAf 

A8B1 

ABB2 

AßB3 

A8B5 

Aß.7 

A8B9 

A"A 

AßBe 

A88' 

ABCD 

...,3 

20 6S A9 

20 09 A9 

38 

A5 39 

E5 14 

A5 3A 

E5 15 

BO OB 

98 

38 

65 7A 

A6 78 
90 07 

'8 

BO 04 

A5 2B 

A6 2C 

20 17 A6 

9D 1E 

JSR SA96B 

JSR SA909 

SEC 

LDA S39 

SSC S14 

LDA S3A 

SSC S15 

BCS SA88C 

TYA 

SEC 

ADC S7A 

LDX S78 

BCC SA8CO 

I" 

scs SA8CO 

LDA S2S 

LDX S2C 

JSR: SA617 

BCC SASE3 

Zei lerrunner nach S14/S15 

nächsten Zeilenanfang suchen 

Carry löschen (Subtraktion) 

aktuel l e  Zeilennumrner (LOW) 

kleiner als laufende Zeile? 

aktue l l e  Zeilennummer (HIGH) 

kleiner als laufende Zeile? 

nein: SA.8BC 

D i fferenz in Akku 

Carry setzen (Addition) 

Progr�eiger addieren 

sucht ab laufender Zeile 

unbedingter 

Sprung 

zu SA8C()o 

sucht ab Progranmstart 

sucht Programnzei le 

nicht gefunden: 'undef'd st . '  
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Aßes 
.sc, 
Ase9 

.SC. 
ABeD 

ABCF 

Aß')1 

A5 5F 

E9 01 

85 71. 

" 60  

E9 00 

85 78 

60 

LDA S5F 

SBC 1S01 

STA 57A 

LDA $60 
SBC 1$00 

srA S7B 

RTS 

von der Startadresse (Zei Le) 

eins subtrahieren Uld als 

Progrllnnlzeiger (LOW) 

HIGH-Byte der Zei le laden 

übertrag berüc�sichtigen 

und als Programmze;ger 

Rück.sprung 

**************************** BASIC-BefehL RETURN 

.,." 
AI')4 
.... 
.808 

• 80 • 
• soe 

'80' 

ABEO 

ASE2 

ASE3 

AßE5 

ABEB 

• SE8 

"EC 
.SE' 

• SE' 

A6FD 

ABF2 

ABF3 

A8F5 

ABF6 

00 FD 

A9 FF 

85 4A 

20 51. A3 

9 • 

e9 SO 

FO OB 

A2 oe 

2, 

A2 1 1  

4 C  37 A4 

4C 08 AF 

68 

68 

85 39 

68 

85 3A 

68 

85 7A 

68 

85 78 

BNE $A8D1 

LDA ISFF 

STA S4A 

JSR $A38A 
TXS 

CNP fS80 
BEQ SABeB 

LOX ISOC 

.BYTE S2c 

lDX #$02 

JMP $A,437 

JMP SAFOS 

PL • 

,LA 

ST" $39 

PL • 

STA $3A 

PL. 

ST" S7A 

PL. 

ST ... 578 

Kein Trennzeichen: SYNTAX ERR 

Wert llKlen und 

FOR-NEXT-ZEIGER neu setzen 

GOSUB-Datensatz suchen 

'GOSUB '-Code? 

ja: '.IoSE8 

Nr für ' return without gosub' 

Nr für 'undef'd statement' 

Fehlermeldung ausgeben 

'syntax error' ausgeben 

GOSUB-Code vom Stapel holen 

Zei l ennlIIIIIer (LOW) wieder­

holen U'Id abspeichern 

Zei lerrumer (HIGH) holen 

U'ld abspeichern 

Prograrnnzeiger (LI),j) wieder­

holen und abspeichern 

Prograrnnzeiger (HIGH) holen 

abspei chern 

**************************** BASIC-Befehl DATA 

Einsprung von SABE7. SB3DB 

ASF8 20 06 A9 JSR SA.906 nächstes Statement suchen 
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Einsprlllg von $ABF6, $ACD1 

ASFB 98 HA Offset 

ASFC 18 ClC Carry löschen (Addition) 

A8FD 65 7A ADC $7A Programmzeiger addieren 

ASFF S5 7A STA $7A l.I"ld wieder abspeichern 

A901 90 02 BCC $A905 Verminderung übergehen 

A903 E6 7B INC $78 Programmzeiger vermindern 

A905 60 RTS Rücksprung 

••••••••••••••• * •• **.******* Offset des nächsten 

Trennzeichens finden 

Einsprl.Wl5l von $A75A, $ASFS, $ABF3, $ACBS 

A906 A2 3A 

A90S 2C 

LOX f$3A 

.BYTE $2C 

Einsprung von $A8A3, $A93B 

A909 A2 00 LDX 1$00 

A90' 86 07 STX $07 

A90D AO 00 LDY 1$00 

A90F 84 08 STY $08 

A911 A5 OS LDA $OS 

A913 A6 07 LDX $07 

A915 85 07 STA $07 

A917 86 08 STX $08 

A919 B1 7A LDA ($7A) , Y 

A91B FO E8 BEC $A905 

A910 C5 oa CMP $08 

A91F FO E4 BEC $A905 

A921 C8 INY 

A922 C9 22 CMP n22 

A924 00 F3 BNE $A919 

"'6 FO E9 BEC $A91 t 

•• ************************** 

"'8 20 9E AD JSR $AD9E 

A92B 20 79 00 JSR $0079 

' : '  Doppelpu"lk.t 

SO Zei lenende 

als Suchzeichen 

Zähler 

ini tial is. ieren 

Speicherzelle $7 

gesuchtes Zeichen 

mit $8 

vertauschen 

Zei ellen holen 

Zei lenende, dann fertig 

'" Suehzeichen? 

ja: $A905 

Zei ger erhöhen 
1111 HochkOllJll8? 

nein: $A919 
sonst $7 l.I"ld $8 vertauschen 

BASIC-Befehl I F  

FRMEVl Ausdruck. berechnen 

CHRGOT letztes Zeichen 
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.. '" C9 89 CMP .... 

.... '0 05 BEQ SA,937 

"9]2 ",9 1.7 LDA #$AT 

... , 20 FF AE JSR SAEFF 

",937 "5 61 LDA $61 

",939 .. '" BNE "'940 

•••••••••••••••••••••••••••• 

.. ,. 20 09 1.9 JSR SA909 

.. " FO BB BEQ SMFB 

.... 20 79 00 JSR SOO79 

... 3 80 03 ses SA948 

"945 4C AO A8 JMP SASAO 

",948 4C ED A7 JMP SArED 

•••••••••••••••••••••••••••• 

.... 20 9E 81 JSR S87'9E 

.... .. ,HA 

... , 09 110 "" ...., 

. ." F0 04 BEQ SA957 

• .,3 C9 89 CMP #Sa9 

"955 00 91 BNE SA8ES 

",957 06 65 OEC $65 

",959 O. 04 BNE SA95F 

"958 68 Pl. 

A95' 4C EF A7 .... SA7EF 

. ." 20 13 00 JSR $0073 

. .., 20 68 A9 JSI "'968 

."S 09 20 CMP ..." 

... 7 fO EE BEQ SA957 

A969 68 Pl. 

.... 60 RTS 

'GOTO' -Code? 

ja: SA937 

'THEN' -Code 

prUft auf Code 

Ergebni$ des I f-Ausdruc:ks 

Ausdruck wahr? 

BASIC-Befehl 'EM 

nein. Zef leNllfang a.uchen 

Progr ... z .  auf näch.te Zeit. 

CHRGOT : leutes Zeichen holen 

keiM Zi ffer? 

IUII GOTO-Befehl 

Befehl dekodieren, eusflJlren 

BASIC'Bef�1 ON 

ayt.·�rt (0 bis 255) holen 

Code ..erken 

'OOSUB '·Code1 

ja: SA957 

'GOTO' ·Code? 

nein: dann 'SYNTAX ERROR' 

Zähler ver�indern 

rlOCh nicht null? 

je: Code zurückholen 

und Befehl ausführen 

CKRGET nächstes Zeichen holen 

Zell�r holen 
I ,  I KOITIIa? 

Ja: dIIrv'I weiter 

kein Sprung: Code 

ItOCksprung 

zurOckholen 

64 Imern 
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**************************** Zeilennummer nach $14/$15 

Einsprung von SA49C, SA.6A4, SA686, ABAO, SA962 

A96B A2 00 LDX 1$00 Wert laden und 

A9fIJ 86 14 STX S14 Vorsetzen 

A96F 86 15 STX S15 (für Zei lennummer gleich 0 )  

Einsprung von SA9A2 

A971 BO F7 BCS SA.96A keine Ziffer, dann fertig 

A973 E9 2F SBC 1S2F ' 0 ' - 1  abziehen, gibt Hexwert 

A975 85 07 STA. S07 merken 

A977 A.5 15 LOA S15 HIGH-Byte holen 

A979 85 22 STA S22 zwischenspeichern 

A97B C9 19 CMP 1$19 Zahl bereits größer 64001 

A97D BO 04 BCS SA953 dann 'SYNTAX ERROR' 

A97F A5 14 LOA S14 Zahl * 10 (= *2*2+Zahl*2) 

A981 DA ASL Wert und Zwischenwert j. 
A982 26 22 ROL S22 2 mal tJ1I; 1 Bit nach 

A984 OA m l ink.s rollen 

A985 26 22 ROL S22 (entspricht 2 * 2) 

A987 65 14 ADC S14 plus ursprüng l i cher wert 

... 9 85 14 STA S14 und abspeichern 

A98B A5 22 LDA S22 Zwischenwert zu 

A9'" 65 15 ADC S15 zweitem Wert addieren 

"'F 85 15 STA S15 und wieder abspeichern 

A991 06 14 ASL S14 Speicherzelle $14 und 

A993 26 15 ROL S15 S15 verdoppeln 

A99' A5 14 LDA S14 Wert wieder laden 

A997 65 07 ADC S07 und Einerziffer addieren 

A999 85 14 STA S14 wieder speichern 

A99B 90 02 BCC SA99F Carry gesetzt? (Übertrag) 

A990 E6 1 5  I N C  S15 übertrag addieren 

A99F 20 71 00 JSR SOO71 CHRGET nächstes Zeichen holen 

A9A2 4C 71 A9 JMP SA971 und weiter machen 
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•••••••••••••••••••••••••••• BASIC-Befehl LET 

Einsprung von SA746, SAB04 

"9A5 

.... 

.... 

•• AC 

.... 

... , 

... , 

.. " 

.... 

... 7 

.... 

.... 

... e 

... , 

'90' 

20 88 80 

85 49 

" "  

"9 82 

20 Ff AE 

., OE 

48 

.5 '" 

48 

20 9E AD 

.. 

" 

20 90 .. 

DO , • 

.. 

JSR SB088 

STA 149 

STY S4A 

... -

JSR SAfff 

LDA $OE 

'HA 
LDA SOD 

PH' 

JSR SAD9E 

'LA 

.01. • 

JSR SAD90 

BtlE "'909 
PU 

sucht Variable hinter LET 

l.I'1CI vuiablenadresse 

.. rken (LOW- und H IGH-Byte) 

'.' • CGde 

pr(Ih IlUf Code 
Integer-Hall 

.uf Stapel retten 

lK1CI Typ-Hag 

(Strlng/l'I.JIIerisch) retten 

FRMEVL : Ausdruck holen 

Typ- Ftal! wiederholen 

und B i t  7 Ins earry schieben 

.uf richtigen Typ prOfen 

Strirog1 ja: SA9D9 

Integer-Hall zurückholen 

Einsprung von SACBE 

A9C2 1 0 1 2  BPL SA9D6 INTEGER7 Ja: SA9D6 

•••••••••••••••••••••••••••• Wertzuwefsung INTEGER 

A9C4 20 1B BC 

A9C7 20 BF B1 

Ab AO 00 

A9CC AS 64 

A9tf 91 49 

A9DO ca 
A9D1 A5 65 

A9D3 91 49 

A905 60 

JSR $Be18 

JSR SB1BF 

.., .... 

... S64 

FAC runden 

und nach INTEGER wandlen 

Zeiger senen 

HIGH-Byte holen und 
srA (S49),Y wert In Variable bringen 
INY Zeiger ertlöhen 

LDA S65 LOW-Byte holen l.nd 
STA (S49),Y Wert in Variable bringen 

RTS Rücksprung 

•••••••••••••••••••••••••••• Wertzuweisung REAL 

A906 4C Da BB JHP SBBDO FAC nach Variable tM-i ngen 



Das ROM-Usting 337 

............................. wertzuweisung String 

."' . .. PL. Akku vom Stapel holen 

EI nsprq von SAC83 

.... ., .. LOY S4A Varl8blen.dresse (HIGH) hol� 

.90< CO "  cpr HaF fat Var!"'. TlS? 

.... 00 4< ... SM2C nein: $M2C 

.... .. .. .. JSII SII6A6 FRESTR 

... , co 06 CII' .... Stringli� gleich 6 

... , 00 30 ... SAAl' nein: " l legel quanti ty ' 
A9E7 •• OD lOY ISOO l.Iert holen 

.... .. .  , STY $61 und dfWllit FAC 

A9EB .. .. STY SM inltlallsleren 

A9ED " 71 sn S71 (Akku, Vorzeichen und Zeiger) 

... , 20 10 AA JSII: SMID prOft nächstes Z. auf Ziffer 

A9F2 20 fZ BA JSII: S8AEZ FAt • FAC .. 10 

"9F5 E6 71 INC S71 Stellemihler erhöben 

,,9f7 1.' 71 LDY S11 und ins Y·lI:eg. bringen 

A9f9 20 lD AA JSR SAAID prüft nichstes Z. auf Ziffer 
A9fC 20 oe BC JSII: Sleoe fAC nach ARG kapi eren 

A9Ff .. T'X FAC gleich 07 
MOO FO 05 BEQ W07 111: W07 

M" E. INX Exponent von FAC erhöhen 

.. 03 BA TXA HAC *2) o..nd in den Akku 

.. 04 ZO ED B' JSR SBAfO FAC • FAe + ARG 

.. 07 A4 71 LDY S71 Stellmliihler 

.... ca '''' erhöhen 

.... CO 06 <P, .... schon 6 Stel letl7 

Moe 00 CF BME SA9EO ntin: nächstes Zeichen 

MOE ZO E2 BA JSII: S8AE2 fAC • FAC .. 10 

.. " 20 9B Be JSII: saC9I FAC rechtsbündig MaChen 

"'4 .. " LOX S64 werte für 

.. ,. A' 63 LOY S63 eingegebene Uhrzeit 

.. ,. A5 65 LOA $65 holen I.RI 

.... 4C OB FF JMP SFFOB TI ... seUen 
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............................ Ieich� auf llffer prüfen 

Einsprung von $A9EF, SA9F9 

AAlO 

AA1f 

.... 2 

81 22 

"' 80 00 

"' '' 

.u24 4C 48 82 

WT E9 ZF 

AAZ9 4C 7E SO 

LOA (S22),Y Zeichen hoLen (aus Strfng) 

JSR SOO8O auf liffer prüfen 

ace $AAZT Ziffer: $AAlT 

JNP $B248 

SBe ft2f 

JMP S&D7E 

sonst: ' I l legal quantity' 

von ASC I I  n.eh HEX umwandeln 

in FAC Ln:! ARG übertragen 

............................ wertzuweisung an non..len 

String 

We AO 02 

AAlE 81 64 

AA30 C5 34 

W2 9Q 17 

AAl4 00 07 

AAl6 

AAl7 

W, 

AAJ8 

AAlO 

AA3F 

AA41 

AA43 

AA45 

""'7 

AA49 

AA4B 

AA4D 

AA4F 

.. 
81 64 

C5 "  
"' {}( 
A4 65 

e4 2E 

"' .,.  

00 00 

A5 64 

C5 " 

BO 07 

A5 64 

A4 65 

4C M AA 

M52 AO 00 

.uS4 B' 64 

AA56 20 75 B4 

.u59 A5 50 

.uSS AI. 51 

.uso 85 6F 

.u5F 84 70 

AA6' 20 7A B6 

LOY ft02 Zeiger setzen 

LDA (S64),Y Stringadresse HIGH .it 

CMP $34 Stringanfangsadr. vergleichen 

SCC SM4B 

BNE SAA30 

kleiner: strlng i� Progr� 

größer: SAA3D 

OEY Zeiger vermindern 

LDA ($64 ) , Y  Stringadresse (lOW) holen 

CMP S33 und vergleichen 

Bce SM4B 

lOY $65 

CPY S2E 

Bee SAA4B 

BNE SM52 

LOA S64 

"'" $" 

8es SAA52 

LDA $64 

LDY 165 

- ...... 

kleiner: Strlng 111 Progrenn 

Zeiger auf Strlngdescriptor 

mit Variablenstart vergI .  

kleiner: SAA4B 

IIröller: SAA52 

Stri�iscriptorleiller (LOW) 

�It V.rleblenstart vergL .  

gräSer: SAA52 

Zeiger In Akku und Y-Reg. 

au1 Stri ngdescriptor setzen 

bis SAAM überspringen 

lOY 1$00 Zeiger setzen 

LDA ($64),Y Länge des Str;ngs holen 

JSR S8475 prüft Platz, setzt Strfnllz. 

LDA S50 Zeiger auf Stringdescriptor 

LOY S51 holen (Lew- u'\d "(GM-Byte) 

STA. S6F u'\d 

STY STO speichern 

JSR SB67A String in Bereich übertragen 
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M64 A9 61 

lN:t6 AO 00 

LOA ft61 

LOY 1$00 

Verte laden 

1ßt damit 

Einsprlrlg von SMeF 

M68 
... , 
Moe 

M" 
M71 
M73 

85 50 
84 51 
20 OB B6 

AO 00 

B1 50 

91 49 

M75 C8 

AA76 B1 50 

AA78 91 49 

AA7A C8 

AA7B B1 50 

M7D 91 49 

M7F 60 

srA S50 Strlngdiscriptor 

sry S51 neu setzen 

JSR SB6DB Descriptor löschen 

LOY 1$00 Zeiger setzen 

LOA (S50>,Y Länge des Descriptors holen 

srA ($49),Y und abspeichern 
INY Zeiger erhöhen 

LOA (S50>,Y Adresse (LOW) holen 

SrA ($49),Y und speichern 

INY Zeiger erhöhen 

LOA (S50),Y und Adresse (KIGH) 

srA ($49), Y in varhble bringen 

R:TS Rücksprl.rl§l 

**************************** BASIC-Befehl PRINr, 

M80 20 86 AA JSR SAA86 CKl-8efehl 

AAa3 4C 85 A8 JMP SAB85 und CLRCH 

**************************** BASIC-Befehl CMD 

Einsprung von SAA80 

.... 

,..9 

M" 
..,., 

M90 

M91 
M93 
M96 

M97 

MO' 
MO. 

20 9E B7 

FO 05 

A9 2C 

20 FF AE 

08 

86 13 
20 18 E1 
28 

4C AO AI. 
20 21 AB 

20 79 00 

JSR $B'79E 

BEQ $M90 

LDA I$2C 

JSR SAEFF 

PHP 

STX S13 

JSR SE1l8 

pcp 
JMP SAAAO 

JSR SA821 

JSR $0079 

holt Byte-Ausdruck 

Trennzeichen: SAA90 

' , ' ,  Wert laden 

prüft auf Konma 

Statusregister merken 

Nr_ des Ausgabegeräts merken 

CKOUr, Ausgabegerät setzen 

St.tusregister wiederholen 

ZlJll PRlNT-Befehl 

String drucken 

CHRGOr letztes Zeichen 
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Einsprung von SAA97 

MAO Fa 35 8EC $M07 Trennzeichen: SAAD7 

Ei ntprung von SA816 

MAl 
AM4 

MAI> 

AM. 

MM 

AMB 

MNJ 
AM' 

Me1 

FO 41 

tH ' 

FO 50 
C9 A6 

,. 
FO 48 
C9 2C 

Fa 37 

t9 3B 

MBl Fa SE 
AA85 20 9E AB 
MB8 24 OD 

MBA 

MBt 

MBF 

AAC2 

Mt' 

MtB 

.o DE 
20 DD BD 

20 87 B4 

20 21 AB 

20 38 AB 

00 03 

BEQ SAAf7 

tI!P .... 

BEC $,UfS 

CMP 1SA6 
tLt 

BED SAAF8 

CMP #$2C 

BEC SAAE8 

CMP I$31 

BEO SAB13 

JSR SAD9E 

BIT SOl) 

SMI SAA9A 

JSR $8000 

JSR $8487 

JSR SAB21 

JSR SAB3B 

BNE $M911 

Elnaprlrlg von 11.576 

MtA •• 00 LOA noo 

fremz. (TAB, SPC): ItTS 

'TASC' ·Code? 

je: WF8 

'5PC(' ·Code? 

Fla" tOr 5PC setzen 

5PC-Code: SMFB 
I , '  -Coda? O::ornna) 
Ja: WE8 

' ; '-Code1 (S�ikolon) 

ja: nächstes Zeichen, weiter 

fRMEVl : 'er. holen 

'ypflag 

String? 

FAt In .lSCII-String wandeln 

5trlngparameter holen 

5trin" drucken 

Cursor right bzw. Leerzeichen 

wefter IIIIchan 

Ei"9�ffer 

Mtt 9D 00 02 STA SOlOO,X lIIit SO abschLieSen 

Mt' A2 FF LOX f#$fF Zeiger auf 

MD1 AO 01 LOl f#$01 E ingabepuffer ab SO;WO setzen 

MD' " 13 LOA S13 Nummer des Ausgabegeräts 

MD' 00 10 BNE SMET Tastatur? nein: RTS 

Elnsprlrlg von SAL4E, SAb04 

M07 A9 OD LDA ISOO 'CR' eerriege return 

AAD9 20 47 AB JSR SAB47 aus� 
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MDC 24 13 BIT S13 logische Filenummer 

MDE 10 05 BPL WE5 kleiner 128? 

AAEO A9 0A LDA I$DA 'Lf' I ine feed 

ME2 20 47 AB JSR SAB47 ausgeben 

Einsprung von $AB35 

MES 

... , 

.... 

M'9 

M" 

"'0 

... , 
MfD 

MF2 

MF4 

MF6 

49 ff 

6D 

,. 
20 FO FF 

9. 

38 

E9 0A 

BO FC 

49 F F  

69 01 

00 16 

EOR ISFF 

RTS 

SEC 
JSR SFFFO 

HA 
SEC 

SBC ISOA 

BCS SAAEE 

EOR ISFF 

ADe NS01 

BNE SABOE 

NOT 

Rücksprung 

Zehner-Tabulator lIIi t  KOIIII1II 

Cursorposition holen 

Spalte ins Y-Reg_ 

Cerry setzen (Slbtr.) 

10 ebziehen 

nicht negetiv? 

invertieren 

.1 (Zweierkorrptement) 

unbedingter Sprung 

**************************** TAB( (C= 1 >  und SPC( (C=O) 

MF. 

MF9 

MFA 

MFD 

M" 

AB02 

AB04 

AB06 

AB07 

AB09 

ABOA 

ABOC 

ABOE 

ABOF 

AB10 

ABll 

ABB 

AB16 

08 

38 

20 FO FF 

84 09 

20 9B B7 

09 29 

00 59 

2. 

90 06 

BA 

E5 09 

90 05 

AA 

,. 

CA 

00 06 

20 73 00 

4C A2 AA 

PHP 
SEC 

JSR SFFFO 

STY $09 

JSR $879B 

CMP 1$29 

BNE $AB5f 

PLP 

BCC SABOf 

TXA 

SBC S09 

BCC $AB13 

TAX 

TNX 

OEX 

BNE SAB19 

JSR S0073 

JMP SAM2 

Flags merken 

Carry setzen 

Cursorposition holen 

und Spa L te merken 

Byte-Wert holen 

' ) '  KL 8IIJIIer zu? 

nein: 'SYNTAX ERROR' 

Flags wiederherstellen 

zu SPC( 

TAB-Wert in .... kku 

mit Cursorspelte vergleichen 

kleiner Cursor-Posi tion: RTS 

Schritte bis zum TebuLetor 

aus Zähler initiaL isi erefl 

um 1 vermindern 

=O? nein: Cursor right 

nächstes Zeichen hoLen 

und weitermachen 
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"819 20 38 AB JSR $AllB Cursor rlght bzw. leerzeichen 
ABle 00 FZ INE SAB10 zu. Schl.ltenenfeng 

............................ String .usgeben 

Elnsprlq von $,1,469, $,1,478, $AB6F. SACFa. SlDDA, SE191 

SE42D, SE441, SFBse 

AllE 20 87 84 JSR $8487 Stringpllr .. t.r holen 

Elnspn.ng \I'On SAA9A. MC2. SABCB 

.,,, 
.,,, 
AB25 

"27 

AB28 

"829 
.,28 

"20 
.,30 
AOJI 
AB33 

20 A6 B6 

.. 
.0 00 

•• 

CA 

FD BC 

81 22 

2Q 47 AB 

ca 

09 00 
00 F3 

JSR SB6A6 

TAX 

lDY j$()() 
I" 

'EX 

BEQ SAAE7 

FRESTR 

StringUinge 

Zeiger für Strfngausgabe 

erhöhen 

vermindern 

Stril'llil zu Ende? 

LnA (S22),Y Zeichen des Strings 

JSR SAß47 .... -
IIIY Zeiger .rhöhen 

CIO' "'" 'CR' carrhge r.turn? 

BNE SABlS nein: weiter 

A835 20 ES M JSR SAAE5 Fehler I Test auf Lf·AusgllDe 

AB38 4C 28 AB JHP SABlS und weitermachen 
••••••• **.** •••••••••••••• ** Ausg� eines Leerzeichens 

bzw. CurSOI" right 

Ei� von SMCS. SAB19. SACOO 

AnS A5 13 LD" S13 AusgIlbe In IUe? 

"" FD 03 BEO SAB42 B i ldschirm: dam Cursor rlght 

AB3F .9 20 lDA ft,20 , I l •• rz.lchencode laden 

A841 2C .'HE 12C 

A842 "9 1D LDA .10 CUrsor rtght COde laden 

A844 2C .BYTE S2C 
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Einsprung von SA451 .  SABFO, SAC47 

AB45 A9 3F LOA ;f$3F '1' Fr.gezeichencode laden 

E insprung von $A45B, $A6F3, SA730, $AAD9, $AAE2, IAB2D 

AB47 20 OC E1 JSR $E10C Code l!Iusgeben 

"" 29 FF ANO I$FF Flags setzen 

"" 60 RTS RücKsprlrlg 

Ei nsprl.nlll von SAC9A 

AB4D A5 1 1  LDA S11 Fll!lg für INPUT I GET I READ 

AB4' FO 1 1  BEQ SAB62 INPUT: "'B62 

AB51 30 04 BMI SAB57 READ : SAB57 

AB53 AO FF LDY ISFF GEl: 

AB55 00 04 BNE SAB5B unbedingter Sprung 

**************************** Fehler bei READ 

AB57 A5 3F 

AB59 A4 40 

LOA S3F 

LOY $40 

**************************** 

AB5B 85 39 STA S39 

"., 84 3A  sn S3A 

AB5F 4C 08 AF JMP SAFOS 

**************************** 

AB62 A5 13 LDA S13 

AB64 FO 05 BEQ SAB6B 

AB66 A2 18 LDX 1$18 

AB" 4e 37 A4 JMP SA437 

AB6B A9 Oe LDA ISOC 

AB60 AO Al) LOY ND 

AB6' 20 1E AB JSR SAB1E 

ABn A5 '" LOA S3D 

AB74 A4 3E LOY S3E 

AB76 85 7A STA S7A 

DATA-Zeilennummer 

hoLen (LOW- und HIGH-Byte) 

FehLer bei GET 

gleiche Zeilennummer 

des Fehlers 

'SYNTAX ERROR' 

Fehler bei INPUT 

Nummer des Eingabegeräts 

Tastatur: 'REDO FROH START ' 

Nummer für 'FILE DATA ' 

Fehlermeldung ausgeben 

Zeiger in AKKU und Y-Reg. 

auf '?REOO FRQ4 START' 

String ausgeben 

Werte holen und 

Progrl!llmlzeiger 

zurOcKsetzen 
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.1.878 84 7B 

Al7" 60 

sn S7B 

'" 

auf INPUT·aefehl 

ROcksprWISI 

......... _ .......... ""." •• ". BAslc-aeflhl GEl 

AI" 

.m 
As80 

AB82 

.'" 
.... 
...... 
.880 
.88' 

.\892 

AB94 

.996 
.... 
..... 
A89' 
ABAD 

... , 

ABA4 

2O M B3 

C9 23 

00 10 

20 73 00 

20 9E 87 

1.9 2C 

20 FF AE 

86 13 

20 1E E1 

A2 01 

AO 02 

.9 00 

1IO 01 02 

.0 40 

20 OF AC 

1.6 13 

00 13 

60 

JSR "3A6 

CPlP ts23 

BNE SAB92 

JSR $0073 

JSII sa79E 

LD' '''''' 
JSR WFF 

STX S13 

JSR 'EllE 

LDII HOl 

LOY 1S02 

LDA 1$00 

STA SOlO1 

ll>A H4D 

JSR S",COF 

LOX SB 

BNE SABI7 

'" 

Testet euf Direkt-Modus 

foLgt " '1 

nein: SA892 

CHRGET näch'tes Zeichen holen 

ByttHtert holen 

' . '  Konne 

prüft auf Code 

F i l�r 

CHKIN, Eingabe vorbereiten 

Zeiger auf 

Pufferende • 5201 ein Zeichen 

Wert t.e6en U'Id 

Puffer "it SO abschlie� 

GET-FI&g 

Wertzuweisung In Variable 

Eingabellerät 

nicht Tastatur, dam ClRCH 

ROcksPf"l6'Ig 

.-"_ ••••••••• "' •• "' •••••• ,,.,,- BASIC-Befehl INPUT' 

AU.S 20 9E 87 

A8A8 .1.9 2C 

ASM 20 F F  AE 

"BAD 86 13 

ABAF 20 1E E1 

ASI2 20 CE AB 

JSIt S87'9E 

LO" 1K2C 

JSR SAEFF 

SlX '13 

JSR SE11E 

JSR usa: 

hol t Byte'�rt 

' , '  Code fOr �omme 

prOft auf 1C0nm8 
Eingabeieriit 

CHICIN, Eingebe vorbereiten 

IIPUT dnt Dlalogstring 

Elnapn.ng von 5AAa3, SAae4 

AalS A5 13 

ABB7 20 CC f F  

ABBA A2 00 

AlBC 86 13 

ABSE 60 

LDA 113 Eingabeg�rit Im Akku 

JSR IFFCC setzt Elngobegeriit zurück 

lOX 1100 Wert laden U'ld 
SlX 113 Eingabegerit �ieder Tastatur 
RTS Rücksprung 
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**************************** BASIC-BefehL INPUT 

ABBF 

ABC1 

ABC] 

A.eh 

ABCB 

ABCB 

<:9 22 

00 OB 

20 BO AE 

A9 3B 

ZO FF AE 

ZO Z1 AB 

CMP I$ZZ 

BNE SABCE 

JSR SAEBO 

LOA mB 

JSR SAEFF 

JSR SAa21 

' " '  Hochkalll'lEl? 

nein: SABOE 

Dia(ogstring hoLen 

' ; '  SemikoLon 

prüft auf Code 

String ausgeben 

Einsprung von SABBZ 

ABCE ZO A6 B3 JSR SB3A6 prüft auf Oi rekt-Modus 

ABD1 A9 2C 

ABD3 

ABO. 

ABD. 

ABDB 

ABOO 

ABEO 

ABE2 

ABE4 

ABE7 

ABEA 

ABEO 

ABEF 

ABFl 

ABF3 

ABF6 

so FF 01 

20 F9 AB 

A5 13 

FO OD 

20 B7 F F  

29 02 

FO 06 

20 B5 AB 

4C F8 A8 

AD 00 02 

DO 1E 

A5 13 

DO E3 

ZO 06 A9 

4C FB A8 

LDA NS2C 

STA SOlFF 

JSR SABF9 

LDA S13 

BEQ SABEA 

JSR SFFB7 

AND I$OZ 

BEQ SABEA 

JSR SABB5 

JMP SABFB 

LDA SOZOO 

BNE SACOO 

LOA S13 

BNE SABD6 

JSR SA906 

JMP SA8FB 

, , ' 1C0ImIII 
an Pufferstart 

Fragezeichen ausgeben 

Nl.6IIIIer des Eingabegeräts 

Tastatur? ja: SABEA 

Status hoLen 

Bit t isoLi eren <Tineout R . )  

Time-out? 

ja: CLRCH, Tastatur aktivieren 

nächstes Statement ausführen 

erstes Zeichen holen 

Ende? 

ja: Eingabegerät 

nicht Tastatur: SAB06 

Offset (Statement ) suchen 

Programmzeiger auf Statement 

Einsprung von SAB06, SAC4A 

ABF9 A5 13 

ABFB 00 06 

ABFD 20 45 AB 

ACOO 20 3B AB 

AC03 4C 60 A5 

AC06 A6 41 

ACOB A4 42 

LDA S13 Ei ngabegerät hoLen 

BHE SAC03 nicht Tastatur: SAC03 

JSR SAB45 ' ? '  ausgeben 

JSR SAB3B " Leerzeichen ausIleben 

JMP SA560 Eingabezei le hoLen 

lOX $41 

LDY $42 

DATA-Zeiger nach 

$41/42 holen 
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ACOA .. .. LU'" 1198 

ACOC 2C .BYTE S2C 

- •• 00 "' . .... 

Einsprl.ng .... on SAB9D 

"COF 85 1 1  sr.l. 111 

"Cl1 86 43 STX $43 

AC13 .. 44 sn $1.4 

Efnspn.ng voo SAC85 

AC15 

AC18 

AC'A 

Aele 

AelE 

.C2D 

"'C�2 

AC24 

"C26 

AC28 

AC2/. 

AtZe 

"e2f 

AC31 

AC33 

"C35 

m8 

.C38 

.<30 
AC" 

AC4' 

AC43 

AC45 

AC47 

AC4,., 

."'" 

.W 

ZU SB 80 

85 49 

84 40 

., TA 
M 78  

85 48 

84 40 

..,6 43 

0\4 44 

.. 7. 

84 78 

20 7'9 00 

00 20 

24 1 1  

50 oe 

20 24 E1 

8D 00 02 

A2 F F  

AO 01 
OO OC 

30 75 

A5 13 

00 03 

ZO 45 AB 

20 f9 AB 

.. 7. 

84 78 

JSR SBOSB 

STA $1.9 

sn $4A 

LDA S7A 

LOY S78 

sr ... S48 

STY S4C 

LDX S43 

LDY $44 

S1lC SlA 

sn Sll 

JSR $0079 

•• "'CS1 

BIT S11 

ave SAC41 

JSR SEI24 

sr" S0200 

lOX ISFF 
LOY ftOl 

INf SAC4D 

IM' $ACBB 

LOA SB 

... SAC4A 

JSR SAB45 

JSR SABf9 

sn S7A 

STY S7B 

64 Intern 

READ-F Leg 

Flqwert 'NM 

und INPUT-Zeiger setzen 

INPUT-Zeige" auf 

E;nv�L Le setzen 

sucht v.rlabt. 

Variablenadresse 

speichern 

LOW- ood HIGH-Byte des 

Progranaelger-s 

in Wl/S4e 

zwischenspefchern 

INPUT-Zeiger 

CLON und HIGH) 

aLs PrQSlrannzeiger 

abspeicMM 

CHRCOT '.tztes leichen holen 

Endzelchen1 �in: .. CS, 

Eingabefl.g 

kein GEl: SAC41 

GETlN 

Zeichen in Pufter schreiben 

Zeiger auf 

Puffer seuen 

Iri:led i ngter Spn.ng 

READ: "'CBa 

Eingabeg@rit hoLen 

nicht Tastatur: $AC4A 

Fragezeichen eusgeben 

lweitn frttgeleidlero IlUSgeben 

Progr-aeiger setzen 

(lOW lrId HIGH) 
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Einsprlrlg von SACOC 

ACS1 

ACS4 

ACS6 

ACS8 

ACSA 

ACSC 

ACSO 

ACSF 

AC61 

AC63 

AC6S 

AC67 

AC69 

AC6B 

AC," 

AC6F 

AC71 

AC72 

AC74 

AC76 

AC7B 

AC7A 

AC7C 

AC," 

ACao 

AC83 

AC" 

AC89 

ACac 

ACSE 

20 73 00 

24 00 

10 31 

24 1 1  

50 09 

ES 

.. 7A 

A9 00 

85 07 

FO OC 

85 07 

C9 22 

FO 07 

A9 3A 

85 07 

A9 2C 

" 
85 08 

A5 7A 

A4 7B 

69 00 

90 01 

C' 

20 so B4 

20 E2 B7 

20 DA A9 

4C 91 AC 

20 F3 BC 

A5 OE 

20 C2 A9 

JSR SO073 

BIT SOO 

BPL $AC89 

BIT S11 

BVC SAC65 

,,, 

STX S7A 

LDA ftOO 

STA S07 

BEO $AC71 

STA S07 

CMP 1$22 

BEO SAcn 

LDA NS3A 

STA S07 

LDA MS2c 

ClC 

STA S08 

LDA S7A 

LDY S7B 

ADC #$00 

BCC SAC7D 

INY 

JSR SB48D 

JSR SB7E2 

JSR $A9DA 

JMP SAC91 

JSR SBCF3 

LOA SOE 

JSR $A9C2 

Ei nsprlllll von $AC86 

AC91 

ACo. 

ACo. 

AC," 

AC9A 

20 79 00 

FO 07 

C9 2C 

FO 03 

4C 40 AB 

JSR S0079 

BEQ $AC9D 

DIP 1$2C 

BEQ $AC9D 

JMP $AB40 

CHRGET nächstes Zeichen hoLen 

Typ-Flag 

kein String: $AC89 

EingabefLag 

kein GET: SAC65 

Progr�eiger erhöhen 

und neu setzen (S0200) 

\.Iert Laden und 

Trennze ichen setzen 

unbedingter Sprung 

nächstes Zeichen 

'''' Hochkonma? 

ja: $Ac72 

' : '  DoppelptXlktcode laden 

und abspeichern 

' , '  kommacode (Endzeichen 

für Stringübertragung) 

abspei chern 

Programmzeiger laden 

(LOW und HIGH) 

und Übertrag addieren 

C " 0: $AC7D 

bei '''' un 1 erhöhen 

String ÜJernehmen 

Programmzeiger hinter String 

String an VariabLe zuweisen 

weiter I118chen 

Zi ffernstring in FAC hoLen 

INTEGER/REAL-Flag 

FAC an numerische VariabLe 

CHRGOT: Letztes Zeichen hoLen 

Ende? 

' , '  Code? 

ja: SAC9D 

zur Fehlerbehandlung 
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AC9D "5 7A lD" STA Progrllllmzeiger 

ACO, M 78 lDY $78 holen I..nd 
ACAt 85 43 SY" $43 in DATA-Zeiger 

AW 84 44 sn $44 IIbspeichern 

ACA' AS 48 LDA $48 ursprlÄllill i ehe 

ACA? A,4 4C LOY $4C Prograrnnzeiger 

ACA9 85 7A STA S7A wieder zurOckholen 

ACAB 84 78 STY S7B und speichern 

ACAD 20 79 00 JSR SOO79 CMRGOT : letztes Zeichen hoLen 

ACBD F0 2D BEQ $ACDF Trennzeichen: SACDF 

Aea2 20 FD AE JSR SAfFD CKCOM: prüft auf K� 

ACBS 4C 15 AC JMP SAC1 5  wei ter 

AC" 20 06 '\9 JSR SA906 nächstes Statement suchen 

ACBB e8 !NY OHset erhöhen 

ACBC .. TAX lei Lenende? 

ACBO 00 12 BItE SACD1 nein: SACD1 

ACBF ., 00  LDX 1$00 '(1IT OF DAlA' cod. 

ACel CO IOT Zeiger erhöhen 

Acez 81 7A lDA (S7A),Y Programmende? 

ACe4 F0 6C BEC SAD32 ja: 'C1lT OF DAIA ' ,  X '" 0 

ACC6 C8 IOT Zeiger erhöhen 

ACC? 81 7A LD" (S7A),Y ZeilennlMllller Cl<N) holen 

ACC9 85 3F srA S3F und abspei chern 

ACCB C8 IOT Zeiger erhöhen 

Acee 81 7A LDA ($7A),Y Zeilenl.l'lll'lef (HIGH) 

ACCE C8 INY Zeiger erhöhen 

ACCF 85 40 SrA $40 Zeilennummer speichern 

ACOl 20 FB A8 JSR $ASFB ProgrMIIIZ. auf Statement 

ACO' 20 79 00 JSR $0079 CHRGOl letztes Zeichen holen 

AC07 .. TAX und ins X-Reg. 

ACOB " 83  CPX MS83 'DAlA' Code? 

ACDA 00 DC BNE SACBB nein: weitersuchen 

ACOC 4C 51 AC JMP $Ae51 Daten Lesen 

ACOF A5 43 LDA $43 LOW- und HIGH-Bvte des 

ACEl A4 44 LDY $44 Input-Zeigers 

ACE3 A6 1 1  LDX $11 Eingabe-Flag 

ACE5 10 03 BPL SACEA kein DAIA: SACEA 

ACE7 4C 27 A8 JMP SA827 DATA-Zeiger setzen 

ACEA .0 00 LDY 1$00 Zeiger setzen 

ACEC 81 43 LDA (S43),Y nächstes Zeichen holen 



Das ROM-Lisling 

ACEE FO OB 

ACFO A5 13 

ACF2 00 07 

ACF4 
ACF6 

ACF8 

ACFB 

A9 FC 

AO AC 

4C 1E AB 

60 

BEQ SACFB Endzeichen: SACFB 

LOA $13 Eingabe Ober Tastatur? 

BHE SACFB nein: SACFB 

LOA n.FC 

LOY NC 

JMP SABtE 

RTS 

ZeiSier auf 

'?extra iSinored' setzen 

String ausgeben 

ROcksprung 

ACFC 3F 45 58 54 52 41 20 49 ' ?extra ignored' 

AD04 47 4E 4F 52 45 44 00 00 

ADOC 3F 52 45 44 4F 20 46 52 '?redO frON start' 

AD14 4F 20 53 54 41 52 54 00 

AD1C 00 

**************************** BASIC-Befehl HEXT 

.. 10 

.. " 

.. " 

00 04 

AO 00 

FO 03 

BNE $A024 

LOY 1$00 

BEQ SAD27 

folgt Variablenname? ja:SAD24 

Varillblenzeiger .. 0 

l.X'bedingter Sprung 

Einsprung von SA087 

.. 24 

.. " 

.. 29 

.. " 
.. " 
.. " 
.. " 

20 88 BO 

85 49 

1!4 4A 

20 8A A3 

FO 05 

A2 (JA 

4C 37 A4 

AD35 9A 

.. 36 BA 

AD37 18 

AD38 69 04 

AD3A 48 

AD3B 69 06 
AD3D 85 24 

AD3F 68 

AD40 AO 01 

AD42 20 A2 BB 

AD45 BA 

JSR SBOBB 

STA $49 

STY $4A 

JSR SA38A 

BEC SA035 

LOX n.OA 

JMP SA437 

sucht Variable 

Adresse der 

Variablen speichern 
sucht FOR-NEXT-Schleife 

gefunden: SA035 

NlmIIer für 'next without for' 

Fehlermeldung ausSieben 

TXS X-Reg. retten 

TXA X-Register nach Akku 

CLC Carry Löschen (Addition) 

ADC ;H04 Zei ger auf Exponenten des 

PHA STEP-Wert + 4 u'Id retten 

AOC 1S06 Zeiger auf Exponent des TO-

STA $24 Wert und retten 

PLA Akku wieder vom Stapel holen 

LOY 1S01 Zeiger für Konstante setzen 

JSR $8BA2 Variable vom Stapel nach FAC 

TSX Stapel lei ger als Zeiger h .  

A046 BO 09 01 LDA $0109,X Vorzeichenbyte holen u'Id 
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85 .. 

"5 49 

"4 4" 

20 67 88 

20 00 BB 

AO 01 

fOr FAC speichern 

Variablenadresse tUr 

FOR-NEXT holen 

addiert STEP-Wert zu FAC 

FAC nach Variable bringen 

Zeiger auf Konstante setzen 

64 Intern 

A049 

AD4B 

An40 

AD4' 

An52 

An55 

An57 

An" 

An58 

.,SC 

.,5F 

.,., 
.,64 

., .. 

20 50 BC 

BA 

ST" S66 
LD" $49 

LOY S4A 

JSR SB867 

JSR $8800 

lOl ISOl 

JSR SBC5Q 

1SX 

FAC mit Schteifenendwert vergleichen 

Stapelzeiger als Zeiger h. 

" .. 

AD6B 

AD6E 

A070 

.,,, 

"75 

.,78 

.,79 

.,7. 

.,7C 

.,7D 

.,80 

.,82 

.,84 

AD87 

38 

FD 09 01 

FD 1 7  

BO OF 01 

85 39 

BO 10 01 

85 3" 

BD 12 01 

85 7" 

BO 1 1  01 

85 78 

4C AE A7 

BA 

69 1 1  

M 

9A 

20 79 00 

C9 2C 

00 Fl 

20 73 00 

20 24 AC 

SEC Cllrry setzen (SubtraKtion) 

SBC S0109,X Stapetwert gröBer? 

BEQ SAD78 ja: Schleife verlassen 

LDA $010F,X Zeilennummer des Schteifen-

STA $39 anfangs holen (LOY- und 

LDA S01 10,X KIGK-Byte) und als aktuel l e  

ST" $3A BASIC-Zeilennummer speichern 

LDA S0112,X Sch leifenanfang hoLen (lOW-

ST" S7 ... und HIGH-Byte) und 

LDA S01 1 1 , X  aLs neuen Programmzeiger 

SYA S7B abspefchern 

JMP SA7AE 

lXA 
ADC IS" 

TAX 

TX' 

JSR S0079 

CMP ß2C 

BNE S.o\075 

JSR S0073 

JSR SAD24 

zur Interpreterschleife 
Zeiger in Akku holen 

(Werte der Schleife aus 

StapeL entfernen) 

neuen Stapel zeiger setzen 

CHRGOT letztes Zeichen holen 

' , '  Kornna? 

nein: dann fertig 

CHRGET nächstes Zeichen hoLen 

nächste NEXY-VariabLe 

•••• ***.******************** FRMNUM Ausdruck holen und 

auf numerisch prüfen 

Einsprtrog von SA7lS, SA79C, SB438, $B79E, B7EB, SEl2A 

ADSA 20 9E AD JSR SAD9E FRMEVL Tenm holen 



Das ROM-Listing 

**************************** prüft auf numerisch 

Einsprung von SA772, SAOf6, SAE61, SAFE3, B188, SB3C3 

SB3F1 ,  SB4oo, SB465 

")80 18 

AD8E 24 

CLC 

.BYTE 124 

**************************** 

Flag für Test auf numerisch 

prüft auf String 

EinsprlrlSl von SAFBA, S8646, SS6A3 

A08F 38 SEC 

EinsprlrlSl von SA9BC, SB016 

"90 

A092 

" .. 

" .. 

A097 

"99 

",. 

24 00 

30 03 

80 03 

60 

SO FD 

Al '6 

4C 37 A4 

BIT SOO 

SMI SAD97 

SCS SAD99 

RT' 

SCS SAD96 

LDX "16 

JMP SA437 

flag für Test auf String 

Typflail testen 

gesetzt: SAD97 

C=1: 'TYPE HISHATCH' 

RücksprUlll 

C=l: RTS 

Nummer für 'TYPE HISHATCK' 

Fehlermelck.rlg ausgeben 

**************************** FRMEVL auswerten eines 

beliebigen Ausdrucks 

Einsprung von SA928, SA9S7, SAAB5, SADBA, SAEF4, SAFB4 

SS185, SE257 

"9E A6 7A LOX S7A PrograrrtnZeiger (lOlW) = 01 

"" 00 02 BNE SADA4 ja: HIG�-B_ nicht vermindern 

"" C6 7B OEC S7B HIGH-Byte vermindern 

"" C6 ?> OEC S7A lOW-Byte vermindern 

"'6 /0.2 00 lOX 1$00 Priori tätswert laden 

ADAS 24 .BYTE S24 
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Einsprung von SAE2D 

AIJA9 4. ,HA Oper.tonm&ske retten 

"M BA TXA Priori Uitswert in Akku 

"AB 4. PHA schieben und retten 

"AC 1.9 01 LDA 1$01 2 Bytes 

.... 20 FB A3 JSR SA3FB prüft tluf Platz im Stapel 

"BT 20 83 AE JSR SAE83 Nächstes Element holen 

.. " 1.9 00 LDA 1$00 �ert laden lftt 

.... 85 4D STA S40 Meske fOr Vergleichsoperator 

Einsprung von SB6n 

.... 20 79 00 JSR $0079 CHRGOT letztes Zeichen holen 

Einsprung von SADD4 

.... 3. SEC C.rry setzen (Subtraktion) 

AIJ.C E9 81 SBC HBt $Bl von Operatorcode subtr. 

... , 90 17 Bec IADO? C"O: $AOD7 

.. CO 09 03 CMP 1$03 mit S3 vergLei chen 

.. " BO 13 Bes SAD07 =3: SADD7 

.. C4 09 01 CMP 1S01 

"06 2A ROL Maske für kleiner 

.. C7 49 01 EOR not gleich und größer 

ADC9 45 4D EOR $40 für Bits 0,1 und 2 

"C. es 4D CfIIP S4D in S40 erstellen 

ACCD 90 61 Bec SAE30 (Wem Codes von 177 

ADCF 85 40 STA S4D bis 179 foLgen) 

ADO' zn 73 00 JSR $0073 eHRGET nächstes Zeichen holen 

11004 4C 118 AD JMP SADSB nächstes Zeichen auswerten 

ADD7 "'6 40 LOX S40 Operatonmeske holen 

ACD. 00 2C BNE SAE07 gleich O? nein: SAE07 

A008 B0 7B BCS SAE58 Code größer oder gleich 180? 

"00 69 07 AOC flS07 Code kleiner 170? 

ADOF 90 77  BCC SAE58 j.: SAE58 

.. " 65 00 AOC SOO Stringaddition? 

AC" 00 03 BNE SADE8 nein: Verkettung l.6IIgehen 

.. " 4C 3D B6 JMP S8630 Stringverkettung 

.. ,. 69 FF ADC ftFF Code-SM (wi ederherstellen) 
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ADEA !5 22 STA $22 und spei chern 

ADEC DA ASL verdoppeLn 
ADEO 65 22 ADC $22 + Wert (aLao _L 3) 

AD" AB TA' als 2eiger ins V-Register 

ADFO 68 PLA bisheriger Priori tätswert 

ADFI 09 80 AO CMP SA080,Y mit Priorititsw. vergleichen 

ADF4 80 67 BCS SAE50 gröBer : SAE50 

ADF6 20 80 AO JSR SAD80 prüft auf numerisch 

ADF9 4B 'HA Prioritätswert retten 

Einsprung von SAF11 

ADFA 20 20 AE JSR SAE20 Operatoradr. und Operanden r. 

ADFD 68 PLA 

ADFE A4 48 LOY S4B Operator? 

AEOO 10 1 7  BPL SAE19 ja: SAE19 

AE02 M TAX weitere Operation? 

AE03 FO 56 BEQ SAE5B nein: RTS 

AE05 00 5F BNE SAE66 ARG vom StapeL holen 

AE07 46 00 LSR SOO StringfLag Löschen 

AE09 BA TXA Operatormaske nach 

AEOA 2A ROL I inks schieben 

AEOB A6 7A LOX S7A Progr�eiger holen (LOW) 

AEOO 00 02 BNE SAE11 =0: HIGH -Byte vermindern 

AEOF C6 7B  OEC S7B H IGH-Byte vermindern 

AEll C6 7A DEC S7A LOooI-Byte vermindern 

AE13 AO 18 LDY 1S1B Offset des Hi er.rchieflags 

AE15 85 40 STA S4D Flag setzen 

AE17 00 07 BNE SAOFO unbedingter Sprung 

AE19 09 80 AO CMP SA080,Y mit Hier.rchieflag vergl. 

AElc BO 48 BCS SAE66 gröBer; SAE66 

AE1E 90 09 BCC SADF9 sonst weiter 

Einsprung von SADFA 

AE20 B9 82 AO LDA SA082,Y Operati onsadresse (HIGH) 

AE23 48 'HA auf Stapel retten 

AE24 B9 81 AO LDA SA081,Y Operati onsadresse (LOW) 

AE27 48 "A auf Stapel retten 

AE28 20 33 AE JSR SAE33 Operandefl auf Stapel retten 



354 64 Intern 

'f2' A5 "  LD" S4D Operator�s�e laden 

"" 4C "9 MI JMP SADA9 zum Schleifenanfang 

"30 4C 08 AF JMP SAFOS gibt 'SYNTAX ERROR' 

Einsprung von SAE28 

"" " .. LD" $66 Vorzei ehen von FAC 
"" BE 80 "0 LDX SA080,Y HierarehiefLag 

ElnsprU"lg von $A7A2 

"'8 AB TAY Vorzeichen ins Y-Reg. 

AE39 68 ,LA Rücksprungadresse holen 
AE3A 85 22 STA $22 f..I"ld lllerken 
AE3C E6 22 INe $22 Rücksprung.dresse erhöhen 
AE3E 68 PL, nächstes Adressbyte hoLen 
"E3F 85 23 STA $23 f..I"ld speichern 

AE41 98 TYA Vorze;chen wieder in Akku 

AE42 48 ,HA und auf Stapel legen 

Einsprung von $A788 

"" 20 18 BC JSR SBelB FAC runden 
" .. "5 65 LD" $65 FAC auf Stapel '-
"" 48 ,HA 1 .  Byte retten 

AE49 " .. LD" SM 2.Byte holen 
AE4B 48 ,HA f..I"ld retten 
AE4C " "  LO" S63 3. Byte holen 

AE4E 48 PH, und retten 

AE4F A,5 62 LDA $62 4.Byte holen 
"ES' 48 PH' tn:I retten 
AE52 A,5 61 LD" $61 S.Byte hoLen 

AES4 48 PH' f..I"ld retten 

AE55 6C 22 00 JMP ($OO22) Sprl.W1g auf Operation 

AE56 AO FF lOY I$FF FllIgwert für Operlltor 

AE5A .. PL' Priori tätsflllg retten 

AE5B FO 23 BEQ $AE80 :01 jll: SAE80 
AE5D C9 64 CHP #$64 :$641 
AE5F FD 03 BEQ $AE64 jll: SAE64 

AE61 20 SO AD JSR SADSO prüft .uf runerfsch 
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., .. 

.,66 

AE67 

.,68 

.,6A 

AE68 

.,'" 

AE6E 

AElO 
AE71 

Am 

.,,, 

." . 

AE77 

Am 

AE7A 

AE7C 

Am 

AE80 

AE82 

84 48 

68 

4A 
85 12 

68 

85 69 

68 

85 6A 

68 

85 6B 

68 

85 6C 

68 

'5 '" 

68 

85 .. 

45 66 

85 6F 

A5 61 

.0 

STY $4B 

PlA 

LSR 

STA S12 

PlA 

STA 169 

PlA 

STA S6A 

PlA 

STA S6B 
PlA 

STA S6C 

PLA 

STA S60 

PLA 

STA S6E 

EOR SM 

srA S6F 

LDA 161 

RTS 

Flag für Operator 

Akku vom Stapel holen 

halbieren 

U'Id abspeichern 

ARG von Stapel holen 

1 .  Byte speichern 

2. Byte holen 

trId speichern 

3. Byte holen 

trId spei chern 

4. Byte holen 

und spei chern 

5 .  Byte holen 

und spei chern 

6 .  Byte (Vorzeichen holen 

und speichern 

Vorzeichen von ARG und FAC 

verknüpfen und speichern 

Exponentbyte von FAC laden 

Rücksprung 

**************************** Nächstes Element eines 

Ausdrucks holen 

Einsprung von SADB1, S8643 

AE83 6C DA 03 JHP (S030A) JHP SAE86 

Ei nsprung von SAE83 

AfM 

Af88 

Afa. 

.,80 

Af8f 

AE92 

AE95 

AE97 

AE9A 

AE9C 

A9 00 

85 00 

20 73 00 

BO 03 

4C F3 BC 

20 13 B1 

90 03 

4C 28 AF 

C9 FF 

DO OF 

LDA flSOO 

STA SOO 

JSR S0073 

BCS SAE92 

JHP SBCF3 

JSR SB113 

BCC SAE9A 

JHP SAF28 

CHP flSFF 

BNf SAfAD 

Wert laden Uld damit 

Typf lag auf numerisch setzen 

CHRGET nächstes Zeichen holen 

Ziffer? nein: SAE92 

Variable n8ch FAC holen 

Buchstabe? 

nein: JMP umgehen 

Variable holen 

BASIC-Code für Pi? 

nein: S"fAD 
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..oE A9 A8 LD" ftM Zeiger auf Konstante Pi 

AEAD AO AE lDY ISAE (LOW � HIGH-Byte) 
"EAl 20 A2 BB JSR SBBAl Konstante i n  FAC holen 

AEA5 4C 73 00 JMP SOO73 CHRGET nächstes Zeichen holen 

********** .. **************** 

.... 8 82 49 DF DA A1 Konstante Pi 3.14159265 

**************************** 

"An C9 " CMP ft2E I .  I Dezimalpulkt? 

AEAF FD OE BEQ SAE8F jll: $AE8F 

"EB1 C9 AB CHP nAa ' · ' 1  
"ES3 FQ 58 BEQ '''FOD zum Vorzeiehenweehsel 

AEB5 C9 M CNP #SM '+'7 
AES7 FO 01 BEQ SAESA ja: S"eS,\ 

"B. e9 22 CHP 1$22 111'1 
"BB DO OF BNE SAECC nein: SAfCe 

A.EBD ,\5 7" LDA $7A LOW- und HIGH-Byte des 

"ESF "4 78 LDY $78 Programmzeigers holen 

AECl 69 00 ADe 1$00 und Übertrag addieren 

AEC3 90 01 BCC SAEC6 C=O: SAEC6 

"EeS C8 INY HIGH-Byte erhöhen 

AEC6 20 87 84 JSR $8487 String übertragen 

AEC9 4C E2 87 JHP SB7E2 Programm: .  auf Stri ngende +1 

"Ece C9 A8 CMP #SA8 'NOI' -Code? 

AECE 00 13 BNE $AEE3 nein: SAEE3 

AEOO AO 18 LOY 1$18 Offset des H . FLags in tabeLLe 

AEOZ 00 3B BNE $AFOF unbedingter Sprung 

**************************** BASIC-BefehL NOT 

AED4 20 BF B1 JSR $B1BF FAC nach INTEGER wandeLn 

AED7 "5 65 LDA $65 HIGH-Byte hoLen 

AED9 49 ff EOR I$FF aLLe Bits umdrehen 

AEOB • 8 TAr und ins Y-Reg • 

AEOC ., 64 LOA $64 La.I-Byte hoLen 

AEOE 49 fF EOR #SFF a L L e  Bits inverti eren 

AEEO 4C 91 B3 JMP $B391 nach F L ie!komma wandeLn 
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**************************** 

AfE3 C9 AS CHP NSAS 'FN' -Code? 

AEE5 00 03 BNE SAEEA nein: SAEEA 

AfE7 4C F4 B3 JHP SB3F4 FN ausführen 

**************************** 

AfEA C9 B4 

AEEC 90 03 

AfEE 4C A7 AF 

CHP I$B4 'SGN'-Code 

BCC SAEFl kleiner (keine Stringfunkt_)? 

JHP SAFA7 hoLt String ,ersten Parameter 

**************************** hoLt Term in Klammern 

Einsprung von SB3FO 

AEFl 20 FA AE JSR SAEFA prüft auf KLammer auf 

AEF4 20 9E AD JSR SAD9E FRHEVL hoLt Tenm 

prQft .uf Zeichen im B_-Text 

Einsprung von SB20B, $B3C6, $B761 

AEF7 

AEF9 

A9 29 

2C 

LDA #$29 

_BYTE S2C 

' l '  

Einsprung von $AEF1 , SAFB1, $B389 

AfFA A9 28 

AfFC 2C 

LDA 1$28 

_BYTE S2C 

' ( , 

Klammer zu 

Kl.rmler auf 

Einsprung von SACB2, SAFB7, $B07E, S8742, B7F1 , SEZOE 

AEFO A9 2C LDA I$ZC , , , 

Einsprung von SA76F, SAB17, $A934, SA9AE, SAA80, AB8A 

SABAA, SABC8, S83CB, SB3E3 

AEFF AO 00 LOY noo Zei ger setzen 

AFOl 01 7A CHP (S7A), Y mit laufendem Zeichen vergL 

AF03 00 03 8NE SAF08 keine Obereinstimmung? 

AF05 4C 73 00 JHP S0073 CHRGET nächstes Zeichen holen 
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EinsprU"lg von SASOB, SASEB, SAB5F, $AE30, SB09C, SB138 

SB446, SE216 

AFOS A2 OB 

AFOA 4C 37 A4 

AFOO AO 15 

AFOF 68 

AF10 68 

AF11 4C FA AD 

LOX ISOB Numner für 'SYNTAX ERROR' 

JMP SA437 Fehter.eldung ausgeben 

LOY 1$15 Offset H ierach ie-Code für V2� 

PLA nächsten 2 Bytes vom 
PLA Stapel entfernen 

JMP SADFA zur Auswertung 

**************************** prOft auf Variable 

innern.lb des BAStCs 

Einsprl.l1g von SAF3B, SAF6E 

AF14 

AF15 

AF17 

AF19 

38 

AS 64  

E9 00 

A5 65 

AF1B E9 AO 

AF1D 

AF1F 

AF21 

AF23 

AF25 

AF27 

90 08 

.9 A2 
ES 64 

A9 E3 

ES 65 

60 

SEC 

LDA S64 

SBC HOO 

LDA S65 

SBC 1SA0 

BCC SAF27 

LDA 1SA2 

SBC S64 
LDA 1SE3 

SBC S65 

RTS 

Carry setzen (Subtr_) 

Descriptor holen 

l iegt Descriptor ($64/S65) 

zwischen SAOOO und SE32A? 

ja: dann C=1, sonst RTS 

1 _  lIert laden 

1 .  Descriptorbyte abziehen 

2_ llert laden 

und Descriptorwert abziehen 

ROcksprung 

**************************** Variable holen 

Einspr�g von SAE97 

AF28 

AF2B 

AF2D 

AF2F 

AF31 

AF33 

AF35 

20 8B BO 

8' 64 

84 6' 

.. " 

.. " 

AS OO 

FO 26 

JSR SB088 

STA $64 

STY S65 

LDX S45 

LDY S46 

LDA SOO 
BEQ SAF5D 

Variable suchen 

Zeiger auf Variable 

bzw_ Stringdescriptor 

.1. 
VariablennelJle speichern 

Typflag holen 

nunerisch? 
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AF37 

AF39 
AF3B 

AF3E 
AF40 

AF42 

AF44 

AF46 

AF48 

AF4B 

AF40 

AF4E 

AF50 
AF52 

AF54 

AF56 

AFS9 

AFSC 

AFSO 

AF5F 

A9 00 

85 70 

20 14 AF 

90 1C 
EO 54 

00 18 
co co 

00 14 

20 84 AF 

84 SE 
88 

84 71 

AO 06 
84 50 
AO 24 

20 68 BE 

4C 6F B4 

60 

24 OE 

10 00 

LOA tsOO 

STA sm 
JSR SAF14 

BCC SAF5C 
CPX 1$54 

BNE SAF5C 

CPY ftC9 

BNE SAF5C 
JSR SAF84 

STY S5E 

OE' 
STY S71 

LOY 1$06 

sn S50 

LOY 1$24 

JSR SBE68 
JMP SB46F 

RTS 

BIT $OE 

BPL SAF6E 

llert laden und 

in Rundungsbyte fOr FAC 

Oescriptor im Interpreter? 

nein 

'T'? (von T1S) 

nein: $AF5C 

'I$'? (von TIS) 

nein: $AF5C 
Zeit nach FAC holen 

Flag fOr Exponentialdarst. :0 
vermindern (z$FF) 

Zeiger für Stringstartadresse 

Länge 6 für TIS 

speiche!'"n 
Zeiger auf Stellenwert 

erzeugt String TIS 

bringt String in Str.bereich 

ROckspr...,g 

INTEGERI REAL Flag 

REAL? ja: SAF6E 

•••••••• * •••••••••••• ******* Integervariable holen 

AF61 AO 00 
AF63 Bt 64 

AF65 AA 

AF66 

AF67 

AF69 
AF6A 

AF6B 

C8 

81 64 
A8 
BA 

4C 91 B3 

LOY 1$00 Zeiger setzen 
LDA ($64),Y Intgerzahl holen ( 1 .  Byte) 

TAX ins X·Reg. 
INY Zeiger erh5hen 
LDA ($64),Y 2. Byte holen 

TAY 
TXA 
JMP $8391 

ins Y-Register 
1 .  Byte in Akku holen 

und nach F l i eßkomma wandeln 

******************* ••• * ••••• REAL-Variable holen 

AF6E 20 14 AF JSR SAf14 oescriptor im Interpreter? 

AF71 90 20 BCC SAFAO nein 

Am EO 54 CPX 1$54 'T '? (von T l )  

AF75 00 18 BNE SAF92 nein: SAF92 

Am co 49 CPY ft49 ' I '? (von T l )  

AF79 00 25 BNE SMAO nein: SAFAO 

AF71I 20 84 Af JSR SAF84 TIME in fAC holen 
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AF7E 98 TYA Akku =0 setzen 

AF7F A2 AO lDX I$AO Exponentbyte für FAC 

AFB' 4C 4F BC JMP $BC4f FAC l inksbündi51 /IIIIchen 

**************************** Zeit MoLen 

Einsproog von SAF48. SAF7B 

"F84 20 OE Ff 

AFS7 86 64 

AF89 84 63 

AF8B 85 65 

AF8D AO 00 

AFBF 84 62 
AF91 60 

AF92 ED 53 

AF94 00 DA 
AF96 CO 54 

AF9S 00 06 

JSR SFFDE 

STX S64 

sn $63 
ST" $65 

lOY 1$00 

STY S62 

RTS 

TIME holen 

1 .  Byte nach FAC 

2. Byte nach FAC 
3. Byte Nleh FAC 

�ert Laden (0) tn:I 

als 4_ Byte nach FAC 

ROc:lcsprU1g 

CPX #$53 '5'1  

BNE SAFAO nein: SAFAO 

CPY #$54 ' T ' ?  

BWE S,AfAD nein: S,AFAD 

AF9A 20 87 FF JSR SFFa7 Status holen 

AF9D 4C 3e BC JMP $8e3e Byte ) n  F l  ie8kOlllllllfol1ll9t 

**************************** 

AFAD A5 64 LO" SM 
REAL-VariabLe hoLen 

LOY- und HIGH-Byte der 

AfA2 A4 65 LOY $65 Variablenadresse 

AFA4 4C A2 BB JMP SBBA2 Variable in FAC hoLen 

**************************** Funktionsberechnung 

Einsprung von SAEEE 

AFA7 OA ASL Funktionscode �l 2 

AFA8 48 PHA lIuf den Stllpel retten 

AFA9 AA TAX und ins X-Register 

AFAA 20 73 00 JSR S0073 CHRGET nächstes Zeichen 

AFAD EO 8F CPX #S8F numerische Funktion? 

AFAF 90 20 BCC SAFD1 je: SAFDl 

64 Intern 
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•••••••••••••••••••••••••••• 

"" 

" .. 
AF87 

AF8A 
AFBD 

AFBE 

AFBF 

ArCl 

AFC2 
AFC4 

...,e5 

.,co 

Me7 

" CA  

.'es 
AFCC 

.'co 

AFCE 

20 FA AE 

20 " All 
20 FD AE 

20 8F AD 

68 

M 

A5 65 

.. 

45 64 
4. 
BA 

4. 

20 9E 87 

68 

AB 

BA 

4. 

4C D6 AF 

Jgt WfA 

, .. ...... 

JSR SAEFD 
JSR lADBF 

Pl. 

TAX 

lDA 165 

PNA 

lDA $64 

... 

TXA 
PM, 

JSR S879E 
'LA 

'" 
'" 
'HA 

JMP $AFD6 

Stringfunktlon, String und 

ersten Plrllleter 

pnlft auf ICI_r auf 

fRMEVL holen bei iebigen Te,.. 
prOft auf IC� 

prüft auf String 

Funktionstoken leftS, rS, � 
Akku nach X holen 
Adresse des 

Stri�riptors 
holen LrId auf den Stapel 
retten (lOW und HIGH) 
Akku wiederholen 

Token auf den Stapel retten 

holt Byte-Wert (2. PllrSllleter) 

Tolcen 2urOckhoien 

U'Id ins r-IIet. 
2. Bytewert in den Akku Ibden 
und auf den Stapel retten 

Routin. eusführen 

•••• *************........... nunerl sche Funktion auswerten 

Aro1 lO FI AE JSR WFI 

Af04 68 "LA 
"FD5 A8 TAY 

einsprUng von SAFeE 

holt Ter. in ICI�rn 

BASIC-Code für fnt ion holen 

und als Zilier ins Y·Ret. 

"06 89 EA 9F LDA $9FEA,Y Vektor fQr Funktions!»-
AFD9 85 55 

"oe 89 ES 9F 

"" 85 56 

AFEO 20 54 00 

AFE] 4e 80 AO 

AFE6 AO F F  

AFEe ZC 

STA $55 r� holen und speichern 
LOA S9fEB,Y Z.tyte holen 

STA S56 

JSIiI $0054 

JMP $-'080 

LOY fSFF 
.BYTE m 

und speichern 

Funktion ausführen 

prüft fluf J'UJlerisch 

8ASTC·BlI:fehl Oll: 
Fl� für OR 
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**.*** ...................... BASIC-Befehl AI<) 
AFE9 AO 00 LOY 1$00 Fle; fOr AND 

"FES 84 OB srr SOB Flag setl.en 
"FED 20 Sf S1 JSR SB1BF FAC nach INTEGER wandeln 

AFFD " .. LDA S64 .rate" �.rt hoLen 

AFF2 45 OB EOR SOB ... ft Hag verknüpfen 

AFF4 e5 07 SlA S07 \rId spei ehern 

AFF6 A5 6S LDA S6S zweiten wert holen 
AHa 45 OB EOR ... .. it Hag verkriipfen 
AFfA .5 Da SilA $08 urd spefchem 

AHe 20 Fe 88 JSR $B8FC AIIG n.eh FAC 

"FH 20 IF 81 JSR SB1BF FAt nech Integer 
,CO, "5 65 LDA $65 zweftes Byte holen 

'00' 45 OB fOIi SDB 111ft Flag verknüpfen 

'006 " OS  AND S08 IQgl sche ANO-VerknUpfung 

SO"" 45 08 EOR ... �It ftag verknüpfen 
BOOA .. TAT ins T-lIeg. retten 

""" " .. LU'" S64 .rstes Byte holen 

BOOO " OB  EOR SOS .it Flag verknüpfen 

""" " 01 AHO "" lotIsehe AlI)-Ver�fung 

BOn " OB EOR SOB I'IIl t  nalil ver�fen 

B013 4C 91 83 JMP $8391 wieder in Fl ieBkOlllll8 wandeln 

••••••••••••• ** •••• *** •••••• Verglefc:h 
8016 20 90 AU JSR SAD90 prOft auf identischen Typ 

B019 80 13 BCS SBOlE Strtng: dann weiter 

B01B " "  lDA S6E Wert holen 

BO" 09 1F ORA n7F ARG in Speicnerfonftat 

BOH " M  '11) S6A wardetn md 
8021 .5 6A STA S6A "ieder abspeichem 

8023 '9 69 LDA 1S69 Adresse von ARG 

'OZS '0 00 LDY HOO (LOW- und N I GH-Byte) 

BOl7 20 58 Be JSR SBC5B Vergleich ARG llIit FAC 

'0" AI< TAX 

B02s 4C 61 BO JMP SB061 Ergebnis In FAC holen 

**************************** Stringvergleich 
a02E A9 00 lDA I$()O 'Wert t &den und d8IIi t 

8030 .5 IX> STA SOO Strlngftag löschen 

11032 <6 40  OEC ... operatoH'lasl:e - 1 
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B034 20 A6 B6 JSR SB6A6 FRESTR 

B037 85 61 STA S61 String Länge hoLen 

B039 86 62 STX S62 LOIoI- und HIGH-Byte der 

B03B 84 63  STY S63 Stringadresse speichern 

'''0 A5 6e LOA S6C LOIoI- Ufld HIGH-Byte des 

B03F " '"  LOl S6D Zeigers auf zweiten String 

B041 20 AA B6 JSR SB6M. FRESTR 

B044 86 6< STX S6C Adresse des 

B046 84 '"  STY S6D 2. Strings 

B048 M TAX Länge des 2.Strings merken 

B049 38 SEC Carry setzen (Subtraktion) 

B04A ES 61 SBe 161 Längen vergleichen 

B04e FO 08 BEQ SB056 gleich: $B056 

B04E A9 01 LOA #$01 wert fOr: 1 . String länger 

B050 90 04 Bee SB056 2.String kürzer 

B052 A6 61 LOX 161 Linge des 1 .Stri ngs 

B054 A9 FF LOA ISFF Wert für: 1 .String kürzer 

8056 85 66 STA SM Flag für gleichen String, 

B058 AO FF lDY ISFF wenn beide Stri ngs identisch .be, 

805A E8 IN, ungleich lang sind 

B058 ca INY Zeiger erhöhen 

B05e CA OE' Stringende? 

8050 00 07 BNE $B066 nein: weiter 

B05F A6 66 LDX S66 Vorzeichenbyte holen 

Einsprung von S802B 

.061 30 OF .. , $8072 negat i v: SBOn 

8063 18 ClC Carry löschen 

" .. 90 oe Bee $B072 unbedingter Sprung 

" .. 81 6e LOA (S6C),Y Vergleich der Stri ngs 

" .. 01 62 CMP (S62),Y zeichenweise 

B06A FO EF BEQ SB05B gleiche Zeichen: weiter 

"6< A2 FF LOX tsFF wert laden 
" .. BO 02 Bes $B072 und Vergleich beenden 

"70 A2 01 LOK 1S01 wert laden 

"72 " IN, und !.In 1 erhöhen 

"73 BA TXA Wert i n  den Akku 

B074 2A ROL I inksversch i eben, Bit 1 ,  2:S1 

"" 25 12 AND S12 mit Vorzeichen verknüpfen 
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",n FD 02 BEQ $B07B =0; $8078 
"'79 A9 FF LO" ftFF 

8078 4C 3e BC JMP $BelC Ergebni s  nach FAC holen 

"'7E 20 FD AE JSR SAEFD CHKCOM praft auf K� 

•• ************************** BASIC-BefehL OlM 

B081 .. TAX nächstes Zeichen 
B082 20 90 BO JSR $8090 Variable dimensionieren 
B085 20 79 00 JSR SOO79 CHRGOT letztes Zeichen holen 
"' .. 00 F4 BNE SB07E nicht Ende: zur nächsten Var. 
"'BA 60 RIS ROcksprung 

**************************** Variable holen 

Einsprung von SA9A5, SAC15, SAn24, SAF28, S83CO 

B08B A2 00 LOX ISOO Flag für nicht dimensionieren 

"'80 20 79 00 JSR SOO79 CHRGOT letztes Zeichen hoLen 

Einsprung von $B082 

8090 86 0C STX soe OIM-F lag setzen 

Einsprung von Sa3EA 

'092 85 45 SIA S45 Variablennarne 

'094 20 79 00 JSR SOO79 CHRGOT letztes Zeichen holen 
'097 20 13 81 JSR $8113 prüft auf Buchstabe 
B09A BO 03 ses sa09F ja: SB09F 

'090 4C 08 AF JMP SAF08 'SYNTAX ERROR' 

B09F A2 00 LOX ;f$(J0 Wert laden und damit 
BOA1 86 00 STX $OD Stringflag löschen 

BOA3 86 OE STX SOE Integerflag löschen 

BOA5 20 73 00 JSR SOO73 CHRGET nächstes Zeichen holen 

BOA8 90 OS BCC SBOAF Ziffer? 

BOAA 20 13 B1 JSR SB113 prüft auf Buchstabe 
BOAD 90 OB BCC SBOBA nein: SBOBA 
BOAF AA TAX zweiter Buchstabe des Narnes 
BOBO 20 73 00 JSR SOO73 CHRGET nächstes Zeichen holen 
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BOB3 

BOBS 

BOBB 

BOBA 

BOBe 

BOBE 

BOeO 

BOe2 

Boe4 

Boe6 

Boe8 

BOeA 

Boee 

BoeE 

BOOO 

B002 

B004 

S005 

S007 

S008 

SOOS 

BOOD 

'OOE 

SOEO 

SOE2 

SOE4 

SOE7 

BOE9 

SOES 

BOEO 

BOEF 

SOFl 

SOF3 

BOF5 

BOF7 

BOF9 

SOfB 

90 FB 

20 13 Bl 

BO F6 

e9 24 

00 06 

A9 FF 

85 00 

00 10 

e9 25 

00 13 

A5 10 

00 00 

.9 80 

85 OE 

05 45 

85 45 

BA 

09 80 

.. 

20 73 00 

86 46 

38 

05 10 

E9 28 

00 03 

4e 01 Bl 

AO 00 

84 10 

A5 20 

A6 2E 

86 60 

B5 5F 

E4 30 

00 04 

es 2F 

FO 22 

A5 45 

SOFO 01 5F 

SOFf 00 08 

Bec SBOBO 

JSR SB113 

Bes SBOBO 

CMP 1$24 

BNE SBOC4 

LOA j$FF 

STA SOO 

BNE SB004 

CMP NS25 

BNE SBOOB 

LOA S10 

BNE SB0ge 

LDA NO 

STA SOE 

ORA $45 

STA $45 

". 

ORA mo 
TAX 

JSR $0073 

STX $46 

SEC 

ORA S10 

sse #$28 

BNE SBOE? 

JMP SS101 

LOY *'00 

STY S10 

LOA S20 

LOX S2E 

STX $60 

STA S5F 

CPX S30 

SNE SSOFB 

CMP S2F 

BEG SB110 

LDA $45 

Zi ffer? 

prüft auf Buchstabe 

ja: wei tere Zeichen überlesen 

'S' Code? 

nein: $BOC4 

I.lert laden und 

Stringflag setzen 

SprWlg 

'';' Code? 

nein: $BDDS 

Int�er erl_t.bt? 

nein: 'SYNTAX ERROR' 

I.lert für Integer laden 

und Integerfl_" setzen 

Bit 7 i m  1 .Zeichen setzen und 

speichern (Bit7"1: Integer) 

X nach Akku speichern 

Bit 7 im 2.Buchstaben setzen 

X-Reg_ zurückholen 

CHRGET nächstes Zeichen holen 

zweiten Buchstaben speichern 

Feldvariablen erlaubt? 

wenn nicht, Bit7 setzen 

' C ' -Wert abziehen 

nicht KLammer auf? 

dimensionierte Variable holen 

Wert laden und 

FN-Flag � 0 setzen 

Zeiger auf Variablenanfang 

holen CLOW und HIGH) 

und zum 

Suchen merken 

Suchzeiger = Variablenanfang 

nein: $BOFB 

Ende der Variablen erreicht? 

ja: nicht gefunden, anLegen 
ersten Buchstaben des Namens 

CMP (S5 F ) , Y  mit Tabelle vergleichen 

BNE SB109 nein: weitersuchen 
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8101 
8103 

8104 
8106 

B108 

8109 

A5 46 
CO 

01 SF 
'0 7D 

OS 

,. 

810" "5 SF 

810e 69 07 

Bl0E 90 El 

8110 E8 

a,1, 00 oe 

LDA S46 zwei ten Buchstaben 

INY Zeiger erhöhen 

CMP ($SF),Y verglei chen 

BEQ $8185 gleich: gefunden 

OEY Zeiger vermindern 

ClC Carry setzen (Addition) 

LDA SSF Zeiger um 7 

ADe #$07 erhöhen (2+5 Byte REAL Ver. )  

BCC $SOFt (länge eines V.-E intrags) 

IMX übertrag addieren 

BNE $SOfF weiter suchen 

**************************** prüft auf Buchstabe 

Einsprung von SAE92, $8097, SBOAA, SBOBS 

8113 C9 41 

B115 90 05 

8117 E9 SB 

8119 38 

811'\ E9 "5 

811C 60 

CHP #$41 'A'-Code? (Buchstabencode) 

Bec SBlte nein: SBlte sonst C = 0 
S8C fFSSB 'l'+1 

SEC ja: dann C = 1 

SBe 1SA5 nein: dann C = 0 

RTS Rücksprung 

** ... *********************** Variable anlegen 

8110 68 PL" 

B11E 

8t1F 
8121 
8123 

8125 
8127 

8128 

812'\ 

812e 

BtZE 

8130 

B132 

B134 

8136 
8138 

48 
C9 ,.  

DO 05 
A9 13 

AO BF 

60 

A5 45 

A4 46 

C9 54 

00 OB 

CO c9 

FO EF 

CO 49 

DO 03 

4C 08 AF 

PHA 

CMP 1IS2A 
BNE $B128 

lDA 1IS13 

lOY IISBF 

RTS 
lDA S45 

lDY S46 

CMP 1IS54 

BNE $8138 

CPY 1ISC9 

BEQ $8123 

CPY 1$49 

BNE SB138 

JMP SAF08 

Aufrufadresse prüfen 

Aufruf von FRMEVl? 

nein; dam neu anlegen 

Zei ger auf Konst8nte 0 

(lOtl U'ld HIGH) 

RilcksprUlg 

lOtl- U'ld HIGH-Byte 

des Variablennames 

'T' -Code? 

nein: $8138 

' I $ ' -Code? 

ja: T I $  
' I  ' -Code? 

nein: $B13B 

'SYNTAX ERROR ' 

64 Intern 
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8138 C0 5J CMP 1$53 's' -Code? 

113. 00 04 BNE $8143 nein: SB143 

8UF co 54 CPY 1$54 'T' -Code? 

8141 FO F5 BEQ 'Bß8 sr, dem 'SYNrAK ERROR' 

.,43 ,1.5 Zf LDA S2f LOW- und MIGH-Syte des 

8145 "' 30 LDY S30 Zeigers auf ArraytabeHe 

B147 85 5F srA '5F Loden "'" 

8149 84 60 sn $60 ""rleen 

814B ,1.5 31 LOA $31 LOW- und HIGH-Byte des 

B14D "' 32 LOY Sl2 Zeigers auf Ende der 

,'4f 85 5A STA ISA ArnytatJel le 

B151 84 SB sn ISB lllerken 

8153 18 CL< Cerry für Addition setz.n 

8154 69 07 ADC 1$07 """ 7 verschieben for Anllge 

8156 90 01 BCC $8159 einer neuen Variabten 

8158 es IN' tllertrag addieren 
8159 85 58 STA 153 LOIol- l.rId HIGH-Byte des 

815B 84 59 sn '59 neuen Blockendes speichern 

8150 20 B8 ,1.3 JSR 'A3BS Block ver8chl� 

8160 ,1.5 58 LDA '58 werte 

81 .. '" 5. LOY 159 wiederholen 
8164 e8 '" \,Wld daMi t 

8165 85 ZF sr ... 'ZF Zeiger auf Arraytabel l e  

8167 84 30 sn '3D neu setzen 

8169 ,1.0 00 LDY ISOO Zeiger setzen 

BI" ., 4> LOA 145 erster Buchstabe des 1I.en& 
.,60 91 5F srA ('5F),Y I.ß:I speichern 

816F e8 ,,, Zeiger erhöhen, 

8170 ,1.5 46 LOA 146 zweiten Buchstaben hoLen 

8112 91 5F srA ('5F),Y \,Wld abspeichern 

8174 ,1.9 00 LDA ftOO Nullwert I� 
8176 es '" Zeiger erhöhen 

8177 91 5F sr ... ('5f),Y nichsten 5 Werte 

1179 e8 ,,, der VariabLe auf 0 setzen 

BHA 91 5F sr ... ('5F),Y Z. Byte speichern 

" 7e es ,,, Zei ger erhöh"" 

8170 91 5F srA (S5F},Y 3 .  Byte speichern 

8HF e8 INY Zeiger erhöhen 

a180 91 5F STA ('5F),Y 4. Byte speichern 

1182 e8 '" Zeiger erhöhen 
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8183 91 5F STA ($5F),Y 5 _  Byte speichern 

B185 A5 5F LDA $5F Zeiger auf Variablenwert 

B187 1 8  CLe Carry löschen (Addition) 
8188 69 02 ADC 1$02 zwei für Namen addieren 
81SA A4 60 LDY $60 in Zeiger auf Variable 

B1BC 90 01 BCC SB18F 

B1BE e8 INY Zeiger auf erstes Byte 

B18F 85 47 STA $47 als Variablenzeiger 
B191 84 48 STY S48 nach 147/48 speichern 
8193 60 RTS IWcksprUl!il 

**************************** berechnet Zeiger auf erstes 

Arrayelement 

Einsprung von SB253, SB261 

8194 A5 OB LDA SOB 

Bl96 OA ASL 

8197 69 05 ADe .. " 
8199 65 5F ADC S5F 

8190 A4 60 LDY $60 

Bl90 90 01 8CC S81AO 

B19F e8 INY 

81AO 85 58 STA S58 

B1A2 84 59 sn .59 
81A4 60 RTS 

BlAS 9D 80 00 00 00 

**************************** 

81AA 20 BF 81 JSR S81BF 

81AD AS 64 LDA $64 

81Af A4 65 LDY $65 

B181 60 RTS 

AnzahL der Dimensionen 

�L , 

plus 5 

zu S5F """ 
$60 addieren 

Erhöhung umgehen 

übertrag addieren 

Ergebnis-Zeiger nach 

S58/59 speichern 

Rücksprung 

Konstante -32768 

Umwandlung FAC nach Integer 

FAC nach Integer wandeln 

LO\.I-8yte 

HIGH-Byte 

Rücksprung 

**************************** Ausdruck holen und 

nach Integer 
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Einsprtng von SB1E3 

B1B2 20 73 00 JSR S0073 CHRGET nächstes Zeichen holen 
B1B5 20 9E AO JSR SAD9E FRMEVL, Ausdruck auswerten 

Einsprung von SB7A1 

B1B8 20 SO AO JSR SAOBD prüft auf nunerisch 

B1BB A5 66 LOA S66 Vorzeichen? 

SlBO 3D 00 BMI SB1CC neglltiv: dllnn ' I LLEGAL QUANT' 

Einsprung von SA9C7, SAE04 , SAFEO, SAFFF, SB1AA 

B1BF 

B1Cl 

B1C3 
B1CS 

SlC7 
B1C9 

B1CC 

B1CE 

A5 61 

C9 90 

90 09 
... 9 ... 5 

AO 81 
20 SB BC 

00 7A 

4C 9B BC 

LOA $61 
CMP ftS90 

SCC SBtCE 

LOA ftSAS 

LOY inB1 

JSR SBCSB 

BNE SB248 

JMP SBC9B 

Exponent 

Betrag größer 32768? 

nein: SS1CE 

Zeiger auf 

Konstante -32768 setzen 

VergLeich fAC mit Konstante 

ung Leich: ' I LLEGAL QUANT' 

wandeL t  fließkommll i n  Integer 

**************************** dimensionierte VariabLe hoLen 

Ei nsprung von S80E4 

8101 

Bl03 

Bl0S 

B106 
Bl08 

B109 

Bl0B 

Bl0C 
8tOO 

Bl0f 

SlEO 

B1E2 

B1E3 

B1E6 

AS OC 

OS OE 
48 

A5 00 

48 
AO 00 

98 

48 
AS 46 

48 

AS 4S 
48 

20 B2 S1 

68 

La'" SOC 

ORA SOE 

'HA 

LOA SOO 

'HA 

LOY *SOO 

HA 

'HA 

lO ... $46 
'HA 

lO ... $45 
'HA 

JSR SB1B2 

'LA 

OlM Flag 

Integer Flag 

auf Stapel retten 

String Flag 

auf StapeL retten 

Anzah L der Indi zes 
in Akku und 

auf StapeL retten 
2. Buchstabe des VariabLenn. 

und retten 

1 .  Buchstabe der VariabLenn. 
retten 

Index hoLen und nach Integer 

die zwei 
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StE7 85 45 ST,. $45 Bytes des 

B1E9 68 PlA Variabl ennamens zurückholen 

alE" 85 46 ST" S46 und wieder ttbspeichern 
81Ee 68 PlA Anzeh 1 der I neH zes 
81ED A8 TAl holen und ins Y-Reg. 

81EE BA TSX Stapetzeiger als Zeiger setzen 

B1EF SO 02 01 LDA S0102,X Variablenflags 

8HZ '" PHA aus dem StapeL kopieren 

B1F3 BO 01 01 LDA S0101,X und oben auf den 

B1F6 48 PKA StapeL legen 

B1F? " 64  LDA $64 anstelle der 

B1F9 9D 02 01 ST" S0102,X VariablenfLa9s 

81Fe A5 65 LO", $65 Index lOW und HIGH in 

af FE 9D 01 01 ST'" $0101,X den StapeL kopieren 

8201 ca INY Anzah L der I ndi zes erhöhen 

8202 20 79 00 JSR 50079 CHRGOT letztes Zeichen holen 
B205 C9 2C CMP ß2c , • I KOITITIiI? 

B207 FO 02 SEQ SStDB ja: dann nächsten Index 

8209 84 08 STY $OS Anzah l der Indizes speichern 

B208 20 F7 AE JSR SAEF? prüft auf KLammer zu 

B20E 68 PlA Flags vorn 
B20F 85 00 ST'" 500 Stapel 

8211 68 PlA zurückhoLen 

8212 85 OE STA SOE und abspei cllern 

8214 29 7F AND #S7F Integerf Lag herstel Len 

8216 85 oe STA soe U'ld abspeicllern 

8218 A6 2F lDX S2F lOW- und KIGK-8yte des 

821A A5 30 lDA S30 Zeigers auf ArraytabeLLe 

821e 86 "  STX S5F holen und 

821E 8' 60 ST" S60 Zeiger merken 

8220 C5 32 CMP S32 Ende erreicht? 

8222 00 04 8NE S8228 nein: weiter 

8224 E4 31 epx S31 mit Tabellenende vergleichen 

8226 FO 39 8EQ S8261 ja: nicht gefunden, anLegen 

8228 AO 00 lDY #$00 Zei ger set:um 

822A 81 5F lDA (S5F), Y Namen aus TabeLLe holen 

822e C8 INY Zei ger erhöhen 

8220 es 45 CMP $45 mit ges. Hamen verglei chen 

822F 00 06 8NE S8237 U"Ig leich: S8237 

8231 A5 46 lDA $46 VergLeich mi t 
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8233 01 5f eMP (S5F),Y zweitem Buchstaben 

8235 FD 1 6  8EQ SB240 gefunden: $8240 

8237 CO INY Zeiger erhöheo 

8238 81 5F LOA (S5F),Y Suchzeiger 'u, 

8231. ,. CL< Feldllinge 

8238 65 5F ADe S5F Addieren 

8230 M TAX ergibt Zeiger 'u, 

823E es IMY nächstes Array 

823F 81 5F ,DA (S5F),Y gleiches System 

8241 65 60 ADC S60 

8243 90 07 sec SB21e 

Einsprung von S8308 

8245 A2 12 

8247 2e 

LOX 1$12 

,8YTE S2e 

EirisprUl'lg VOti SAA24, 18798, 

8248 A2 OE LOX #$OE 

824A 4e 37 A4 JMP SA437 

8240 1.2 13 LOX #$13 

824F A5 oe LDA soe 

8251 00 F7 8NE S824A 

8253 20 94 81 JSR S8194 

8256 1.5 08 LOA S08 

8258 AO 04 LOY #$04 

mit zweitem 8yte 

l.f1d weiter suchen 

Nummer für 'bed sUbscript' 

SS9F1 

',m," für ' i l legal quant i .  , 

Fehlermeldung ausgeben 

NlJIIIIer für ' redim'd array' 

OIM-Flag null? 

nein: dann Fehlenmeldung 

Zeiger auf 1 _Arrayelement 

Zahl der gefundenen Oimensio. 

Zeiger setlen 

825A 01 5F eMP (S5F),Y mit Oimensionen des Arrays 

vergleichen 

82Se 00 E7 BNE S8245 ungleich: 'bad subscript' 

B25E 4e EA 82 JMP $82EA sucht gewünschtes Element 

**************************** Arrayva riable anlegen 

8261 20 94 81 JSR $8194 Länge des Arraykopfs 

8264 20 08 "4 JSR SMOa prüft auf genügend Platl 

8267 .0 00 LDY 1$00 Zeiger fur Polynom-

8269 84 72 STY S72 auswertung neu setlen 

826B 1.2 05 LOX #$05 Wert für VariablenLängeCREAl) 

B26D 1.5 45 LOA $45 erster Buchstabe des Namens 
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B26F 91 5F STA (S5F),Y in Arraytabelle 

8271 10 01 BPL $8274 kein Integer? 
8273 CA DEX bei Integeruht 
8274 CO INY Bytes �enmindern 

8275 A5 46 LD" S46 zweiter Buchstabe 
8277 91 5F ST" ($5F),Y in Tabelle schreiben 
8279 10 02 BPl SB27D kein String oder Integer? 
827B CA OEX entgültige 

B27c CA OEX Variablenlänge hersteLlen 
827D 86 71 STX S71 und speichern (2, 3 oder 5) 
B27F "5 OB LD" SOB Anzah l der Dimensionen holen 
8281 ca INY Zeiger 

8282 ca !NY � 3  

8283 CI! !NY erhöhen 
8284 91 5F STA (SSf),Y i .. Arrayheilder speichern 
.2M A2 OB LDX ftOB 1 1 ,  Defaultwert für 

82 .. "9 00 LD" 1$00 Dimensionierung 

.2 .. 24 oe BIT $Oe Aufruf durch OlM-Befehl? 

.2SC 50 OS ave $8296 nein: $8296 

• 2lIE .. PLA Dimension vom Stapel hoLen 

B28F 1a CLC Carry Löschen (Addition) 

.290 69 01 ADe 1S0l eins addieren 

.292 M TAX und ins x-Reg. 

• 293 .. PLA 2.wert holen 
8294 69 00 ADe ISOO Obertrag addieren 

'296 ca INY Zeiger erhBhen 

'297 91 5F STA ($SF),Y und speichern 
.299 CO !MY Zeiger erhöhen 

• 29A .. TXA 1 .�ert wieder in den Akku 

.2911 91 5F STA (S5F),Y und ebenfa L L s  speichern 

.291> 20 4C 83 JSR S834C PLatz für Dimensionen berech. 

82AO 86 71 STX S71 lOW- und HIGH-Byte des 

B2A2 85 72 STA sn Variablenende-Zeigers merken 
82A4 A4 22 lDY S22 Zeiger auf Arrayheader 

82A6 C6 08 DEC S08 weitere Dimensionen? 

82A8 00 oe BHE SB286 ja: SB286 (Schlei fenbeginn) 

'2M 65 59 ADC S59 Feldlänge plus Startadresse 

B2AC BO 50 8CS SB30B OberLauf: 'ooT OF MEMORY ' 
B2AE 85 59 STA S59 Wert wieder speichern 

B2BO .a TAY und ins Y-Reg. bringen 
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8281 BA TXA Variablenendzeiger in Akku 

8282 65 58 ADC 558 2.Zeichen addieren 

8284 90 03 8CC 58289 Oberlauf: Platz prüfen 

8286 ca INY Endadresse erhöhen 

8287 FO 52 8EQ 58308 Oberlauf: 'OUT OF MEMORY' 

8289 20 08 A4 JSR 5A408 prUft auf Speicherptatz 

828C 85 31 STA S31 Zei ger a-uf Ende 

828E 84 32 STY $32 der Arraytabelle setzen 

82eo A9 00 LOA 1$00 Array mi t Nullen füllen 

82e2 E6 72 INC sn 

82e4 A4 71 LOY S71 1 .Schlei fenende? 

82e6 FO 05 8EQ S82ct1 ja: S82eo 

82e8 .. DEY Zeiger vermindern 

82e9 91 58 STA (S58),Y Nullwert setzen 

s2es 00 FS BNE SB2e8 fertig: $82e8 

82eo e6 59 OEe S59 

B2eF e6 72 DEe S72 

B201 DO F5 BHE SB2C8 

B203 E6 59 INC 559 

B205 38 SEe earry setzen (Subtr. � 

.206 A5 31 LDA 531 Zeiger auf Feldende 

.208 ES SF S8C SSF - Zeiger auf Arrayheader 

'2DA AO 02 LOY ft,02 Zeiger setzen 

.2De 91 5F STA (5SF),Y Arraylänge Lew 

'20' AS 32 LDA S32 Zeiger auf Feldende 

B2ED ca INY Zeiger erhöhen 

B2E1 E5 60 SBe S60 - Zeiger auf Arrayheader 

B2E3 91 SF STA (5SF),Y Arraylänge HIGH 

B2E5 A5 oe LDA $OC Aufruf vom OlM-Befehl? 

B2E7 00 62 BNE 58348 ja: RTS 

**************************** Arrayelement suchen 

B2E9 ca INY Zeiger erhöhen 

Einsprung von SB2SE 

B2EA B1 SF LDA (SSF),Y Zahl der Dimensionen 
82EC 8S OB STA SOB speichern 

B2EE "9 00 LDA #$00 Nullwert laden und 

B2FD 8S 71 STA 571 Zeiger auf PolynOlll-
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B2F<! 85 72 ST" sn auswertung Löschen 

BlF4 e8 IN, Zei ger erhöhen 

BZFS 68 PlA 1 .  Irdexwert vom Stapel 

BZF6 M TAX holen und ins X-Reg. bringen 

82F7 85 64 STA $64 llert speichern 

82F9 68 PlA 2. Indexwert holen 

B2FA 85 65 ST" $65 und speichern 

82Fe 01 SF CMP (S5F),Y mit Wert im Array vergLeichen 

BlFE 90 OE sec SB30E kleiner? 

8300 00 06 BNE SB308 gröBer: 'bad subscript' 

8302 ca IN, Zeiger erhöhen 

8303 BA TXA 1 . Wert zurückhoten 

8304 01 SF CMP ($SF ) , Y  LOW-Byte vergleichen 

8306 90 07 BCC SB30F kLeiner: dann weiter 

8308 4C 45 B2 JMP $8245 'bad subscript' 

B30S 4C 35 ... 4 JMP $"435 'out of memory' 

.*************************** Berechnung der Adresse 

eines Arrayelements 

B30E e8 IN, Zeiger erhöhen 

B30F A5 72 LD", sn Zeiger l!Iuf Potynomausw.(HIGH) 

8311 05 71 ORA S71 Zeiger auf Polynomausw.(LOI.I) 

8313 18 Cle Carry löschen 

8314 FD DA BEQ $8320 MuLtiplikation umgehen 

8316 20 4C 83 JSR $834C Mul tipl ikBtion 

8319 BA TXA (X/Y)=(S71/72)*« S5f/60),Y) 

831A 65 64 ADe S64 

831C M TAX Akku zurück ins X-Reg. 

831D 98 HA 

B31E A4 22 lDY S22 Zeiger in Arrayheader 

B320 65 65 ADe $65 

B322 86 71 STX S71 

B324 C6 OB DEC SOB AnzahL der Oimensionen 

8326 DO CA BNE $B2F2 mit nächstem Index weiter 

0328 85 72 STA $72 

O32A A2 05 lDX ft05 Variablenlänge (5, REAL) 

832C A,5 45 lDA $45 erster Buchstabe des Namens 

O32E 10 01 BPL $B331 Integer? nein: $B331 

B330 CA OEX Länge vermindern 

8331 ., 46 lDA $46 zweiter Buchstabe des Namens 
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8m 
8335 

83" 

8337 

8339 

83" 

83" 

833F 

"" 
a:," 
83« 
8". 

8348 

'34' 
.,.. 

,. 02 
CA 
CA 
.. 2. 

.. .. 

20 55 83 

BA 

65 58 

85 47 

.. 

.S 59 
85 48 

AB 

A5 47 

.. 

..... sm, 
OE< 

OEX 

srx $28 

LDA aoo 

JSR 16355 

TI<A 
ADC $58 

srA $47 

TYA 

ADe $59 

STA S48 
TAT 

LDA $47 

RTS 

FlP1 ja: 18337 

Länge 2 l1li1 

vermindern 

Länge der Variablen 2,3 oder5 

Wert laden \X'Id d.it 

Offset i� Array berechnen 

zur Adresse des ersten 

Elements addferen 

ergibt Variablenadresse 

2.8yte in Akku Mlen 

ecldleren. erllibt 

HIGH-llyte der Adresse 

ins Y-Re;_ bringen und 

' . 8yte wieder In Akku holen 

ROc:ksprl.ll5l 

Arraybere<:hrU"lQ 

E lnsprlrl9 von SB29D, S8316 

B34C 

B34E 

8350 

8352 

8353 

84 22  

B' 5F 

85 28 

88 

B1 5f 

STY S22 Register �rk� 

LDA (S5F), Y 1 ,\Jart holen 

STA S28 und abspeichern 

DEY Zeiger ver�lndern 

LOA (S5F),Y Z_Wert holen 

Einsprung von S8338 

8355 85 29 

al57 A9 10 

8359 8S 50 

8358 A2 00 

835D AO 00 

835F BA 

8360 OA 

836' AA 

8362 98 

8363 2A 

8364 A8 

srA S29 

LDA 1$10 

SfA 5SO 
LDX 1$00 

LOY 1$00 

TXA 

ASL 

TAX 

TYA 

ROL A 

TA' 

I.nd IIbspeichern 

Wert laden \X'Id ciMli t 

Verschiebezöhler setzen 

LOW- und HIGH' Byte des Er­

gebnisreglsters auf 0 setzen 

LOW-Byte i n  Akku holen und 
UM 1 Bit nsch links schieben 

Byte zurück ins X·Rag. 

HIGH-Byte i n  den Akku holen, 

� , Bit nach l inks schieben 

IIICI lurOckbringen 
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136' 
8367 

.369 

836. 
B360 
'36E 
B36' 
8371 

8372 

8373 

8375 

8376 

m. 
B37A 

mt 

BO A4 

06 7' 

26 72 
90 OB 

'8 

BA 

65 28 

M 

98 

65 29 

AB 

80 93 

C6 50 

00 E3 

60 

Bes I&JOB 

ASl $71 

tOl sn 

Bce $8378 

ClC 

TXA 

ADe $28 

TAX 

HA 

ADe $29 

TAl 

Bes $8308 

OEC S50 

BNE SB35F 

RTS 

************** •• ************ 

B37D A,5 OD 

B37F 

838' 

B384 
8387 

.388 
'38A 
838C 

B38D 

'38' 

FO 03 

20 A,6 86 

20 26 85 

38 

"5 33 
ES 31 

AB 

A5 34 
ES 32 

LOA $00 

SEO S8384 

JSR SB6A6 

JSR 18526 

SEC 

LDA $33 

SBC $31 

TAl 

LD" 534 
SBC $32 

Oberlauf: 'out of memory' 

nächstes Bit tlUS 
$71/72 herausholen 
"01 ja: Addition UI'I!iIeheo 

Carry setzen (Addition) 

LOW-Byte holen 

l . wert addieren 

LOW-Byte zurOc:kbringen 

"IGH-Byte hoLen 

2.wert addieren 

HIGH-Byte zurOclcholen 
lllerlauf: 'out of memory' 

nächstes Bit holen 

alle 16 Bits? nein: wei ter 

Rücksprung 

BASIC-Funletfoo 
Typf lag 
kein String 

FRESTR 

FR, 

Gerbege Collectioo 

Cllrry setzen (Subtr. )  

Stri nganfang (LOW) 
- Variablenende (LOW) 

ergibt freien Speicher 

Stri nganfang (HIGH) 

• Variablenende (HIGH) 

E i nsprung von $AEEO, $AF6B, sa013 

8391 A2 00 

8393 86 OD 

8395 85 62 

8397 84 63 

8399 A2 90 

839B 4C 44 BC 

LOX 1$00 
STX $()O 

STA $62 
sn $63 

LOX 1$90 

JMP $8C44 

Wert laden und 
Flag auf numerisch setzen 
LOW- und HIGH-Byte des 
Ergebnisses merken 
und nach 

Fl ieBkomma wandten 
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•• ****�************** ••••• ** 8ASIC·Funktion POS 

B39E 38 SEC C=1 Cursorposition holen 

B39F 20 FO FF JSR $FFFO Cursorposition holen 

Einsprung von $B77F, $8795 , $8821 

83,1,2 ,1,9 00 

83,1,4 FO EB 

LOA 1$00 

BEQ $B391 

,., 
IIIbedingter Sprung 

***************************** Test auf Direkt-Modus 

Einsprung von SAB7B, $ABCE, $8386 

B3A6 A6 3A 

B3A8 E8 
LOX $3,1, 

IN, 

Flag Laden (Oi rektm_ = $FF) 

testen 

B3A9 00 AO 8NE $B34B nein: dann RTS 

B3AB A2 15 LOX #$15 NUJmer für ' i L LegaL direct' 

83AO 2c _BYTE $2C 

83AE ,1,2 18 LOX #$1B Nummer für 'undef 'd function' 

B380 4C 37 A4 JMP SA437 FehLerme Ldung ausgeben 

**************************** BASIC-Befehl OEF FN 

8383 

B3B6 

B3B9 

838C 

B38E 

83CO 

83C3 

B3C6 

83C9 

B3CB 

S3CE 

B3cF 

B301 

8302 

8304 

8305 

.307 

.308 

20 E1 B3 

20 A6 B3 

20 FA AE 

'9 80 

85 10 

20 88 80 

20 SO ,1,0 

20 F7 AE 

A9 82 

20 FF AE 

48 

A5 48 

48 

A5 47 

48 

A5 7B 

48 

A5 7A 

JSR $83E1 

JSR $83A6 

JSR $AEFA 

LDA 1$80 

STA $10 

JSR $B08B 

JSR SADSO 

JSR SAEF7 

LOA #$82 

JSR $AEFF 

'HA 

LDA $48 
PM, 

LDA $47 

,HA 

LDA $78 

,HA 

LDA $7A 

prüft FN-Syntax 

testet auf Di rekt-Modus 

prüft auf 'Klarrmer auf' 

Wert laden 

sperrt INTEGER-Variable 

sucht VariabLe 

prOft auf numerisch 

prOft auf 'Ktalll!ler zu' 

'.,'  BASIC-Code 

prüft auf ' .. ' 

erstes Zeichen auf Stapel 

LOW- und HIGH-Byte der 

FM-VariabLen-Adresse 

auf den StapeL 

legen 

LOW- und HIGH-Byte 

des Programmzeigers 

auf den Stapel 
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BlDA 48 PHA legen 

BlOß 20 Fa A8 JSR SASFB Programmzeiger auf Statement 

B30E 4C 4F 84 JMP SB44F FM"VariabLe vom StapeL hoLen 

********* ••• *********.* •••• ** prOft FM-Syntax 

EinsprU'lg von $8383, SB3F4 

BlE1 1.9 AS 

BlE3 20 Ff AE 

B3E6 09 80 

a3ES 85 10 

a3E" 20 92 80 

B3ED 85 4E 

B3EF 84 4F 

B3F1 4c SO AD 

LDA ISAS 
JSR SAEFF 

"". ­
STA 510 

JSR $a092 

sr" S4E 

STY S4F 

JMP SAD80 

FN-Code 

prOft auf FM-Code 

Wert Laden 

sperrt INTEGER-Variable 

sucht VariabLe 

LOW- und HIGH-Byte 

FN-VariabLenzeiger setzen 

prüft auf numerisch 

*************** •••••• * •••• ** BASI C-funktion FM 

Einsprung von SAfE7 

B3F4 

B3F7 

B3F9 

B3FA 

83FC 

B3fD 

8400 

8403 

8404 

8406 

8407 

8409 

20 E1 83 

1.5 4F 

48 

1.5 4E 

48 

20 F1 AE 

20 SO AD 

68 

85 4E 

68 
85 4F 

AO 02 

8408 81 4E 

B40D 85 47 

B40F M 

8410 e8 

8411 81 4E 

8413 FO 99 

JSR SB3E1 

LDA S4F 

'". 

lDA S4E 

'". 

JSR SAEF1 

JSR SADBD 

". 

ST" S4E 

'LA 

S1" S4F 

LOY 1$02 

prOft fM-Syntax 

LOW- trd HI GH-Byte des 

FN-Yariablenzeigers 

auf den Stapel 

legen 

holt Term i n  Klammern 

prüft auf numerisch 

LOW- trd HI GH-Byte 

d .. 

FN-Yari ablenzeigers wieder­

holen und speichern 

Zei ger setzen 

LDA (S4E).Y Zeiger (LOW) auf FM-Variable 

STA 147 in Yari ableoadresszeiger 

TAX und ins X-Reg. 

INY Zeiger erhöhen 

LDA ($4E),Y Zeiger (HIGH) laden 

BEQ SB3AE gibt ' undef'd function' 

64 Intern 
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B415 I> 4. STA S48 in Yerh,blenadresee 

B417 C8 IN, Zeiger erhöhen 
8418 11 47 LOA (S4n,Y FN-Vari.blenwert holen 
84,. '" >HA und auf Stapel retten 

84'B 88 DE' Zeiger �ermlndern 

84" 10 FA BPL 58418 fertig? nein: nächster �rt 

84" .. 4lI LOY S48 
8420 20 04 88 JSR S8804 rAC in FM-Variable imertragen 

8423 .nB "'" $" Progr-.r.elfiter (lCW) 
"" '" ,HA 80f Stapel 

"26 A5 7A LDA 57A PrograMl.elger (NIGH) 
8428 48 PH. luf Stapel 

"Z9 B1 4E LDA ($4E),Y LOW und HIGH-Byte 

842B 85 7A srA 57A 

842D C8 !NY 

B42E B1 4E LDA ($4E),Y 

843. 1> ,. srA 57B 

Im .5 48 LD' $48 

"34 '" P1U1 
"35 A5 47 LDA 147 

8437 48 PH. 

8438 20 8A AD JSR SADBA 

8438 .. Pl. 
843C 8S 4E STA S4E 

843E .. Pl. 
843F 85 4F STA S4F 

84" 20 79 Da JSR $0079 

8444 FO 03 BEg $844� 

8446 4C 08 AF JMP SMOB 

"". .. Pl' 

"" 85 7A srA 57A 

B44C .. Pl. 

8440 85 71 STA 578 

Elnsprl.l'l9 von SB3{)E 

844' 40 00 LDY noo 

8451 .. ,LA 
8452 91 4E STA (S4E),Y 

... 
Programml.elgers auf 

fN-Ausdruck 

&pe I ellern 

Zeiger auf FM-Variabl@ 

hoten tnd 

auf den Stepel 

retten 

I"IUIIIr;schen Ausdruck holen 

LOW- und HIGH-Byte 

des Zeigers lIuf FH-

Variable vom Stllpel holen 

und In FH-Zelger speichern 

CHRGOT letztes Zeichen holen 

blne weiteren Zeidten? 

gibt 'S'(NTAX ERROR' 

LOII- und HIGH-Byte 

... 
Progranmzelgers 

zurOckholen 

Zeiger Mtzen 

fN-Variable � Stapel 

zurückholen 

379 
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8454 .. ,LA Ind abspeichern 

8455 C3 INY Zeiger erhöhen 

8456 91 4E STA (S4E).r Z.Wert abspeichern 

B458 68 ,LA 3.Wert vom Stapel holen 

8459 ca INY Zeiger erhöhen 
845" 91 4E STA (S4E),Y l,ßj abspei chern 

B45C 68 PLA 4.Wert vom Stapel holen 

8450 ca INY Zeiger erhöhen 

B45E 91 4E STA (S4E), Y und abspei chern 

B460 68 PLA S.Wert vom Stapel holen 

8461 ca INY Zei ger erhöhen 

8462 91 4E STA (S4E), Y und abspei chern 

B464 60 RTS RÜCKSprU1g 

**************************** BASIC-Ftrlkt Ion STRS 

B465 20 80 AD JSR: SADSO prüft auf nlJl1erisch 

B468 AO 00 LOY noo Wert laden und 

B46A 20 DF 80 JSR SSOOF FAC nach ASCII lJI1'.IandeLn 

8460 68 PLA R:ücksprungadresse vom 

846< 68 PLA Stapel entfernen 

Einspr\Xlg von SAF59 

846F ... 9 FF 
B471 AO 00 

8473 FO 12 

LDA ft$FF LOW-Byte 

lOl flSOD Startadresse des Strings=SFF 

BEO $8487 

**************************** Stri ngzeiger berechnen 

Einsprung von SAA56, SB4CD, SB65D 

8475 .0 64 LOX S64 

8477 A4 65 LDY $65 

8479 86 50 STX $50 

8478 84 51 STY $51 

Einsprung von SB6F3, SB70F 

B47ll 20 F4 84 

8480 86 62 

JSR SB4F4 

STX $62 

Zeiger ;n 

$64/65 ;n 

Zeiger auf Stringdescriptor 

speichern 

Platz für String, Länge in A 
Adresse LOW 

64 Intern 
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8482 84 63 STY S63 Adresse HIGH 
8484 85 61 S1A $61 Länge 

"86 60 RTS 

**************************** String hoLen, Zei ger In AlY 

Einsprung von SAABF, SAB1E ,  SAEC6 

B487 .1.2 22 LOX 1$22 "" -Code 

8489 86 07 STX S07 nach Suchteichen 

84SB 86 08 STX S08 und Hochkommaflag 

EinsprU'l!il von SAC7D 

",. 85 6F S1 ... $6F Startadresse des Strings 

B48F 84 70 STY S70 nach S6F/70 

B491 85 62 51.1. $62 t.rId $62/63 

9493 84 63 STY S63 speiche!'n 

8495 .1.0 FF LOY ISfF Zeiger setten 

8497 es !NY Zeiger erhöhen 

9498 Bl 6F LOA ($6F),Y nächstes Zeichen des St!'ings 

849A FO oe BEQ SB4A8 Endekeru'llei chen? 

B49C e5 07 eMP S07 Suchtei chen? 

B49E FO 04 BEQ S84A4 ja: SB4A4 

B4AO e5 08 eMP S08 '" Zeichen in HochkommafLag 

B4A2 00 F3 9NE S9497 nein: S8497 

84.1.4 e9 22 eMP 1$22 '''' -Code? 

84.1.6 FO 01 BEQ SB4A9 ja: $34A9 

84.1.8 18 CLC earry [(Ischen (Addition) 

84.1.9 84 61 sn $61 Länge des Str. speichern und 

84.1.9 98 TYA in Akku holen 

B4AC 65 6F ADe $6F t.rId tur Startadresse addieren 

B4AE 85 71 S1A S71 ergibt End&dresse LOW + 

8480 A6 70 LaX S70 lIbertrag 

8482 90 01 Bee $3485 Addition umgehen 

8484 ES IN, lIbertrag addieren 

8485 86 n  S1X $72 Endadresse HIGH + 

B4B7 .1.5 70 LOA $70 Startadresse HIGH 

B4B9 F0 04 BEQ $34BF null? 

B4BB 09 02 CMP 1$02 twei? 
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B4BO 00 OB BNE 584CA nein: SB4CA 

B4BF .. HA Linge in Akku 

B4CO 20 75 84 JSR .$8475 Stringzeiger berechnen 

S4C3 A,6 6F LOX S6F LOW- und HIGH-Byte der 

B4CS " 70 LDV 570 Startadresse holen 

B4t7 20 88 86 JSR SB688 String in Bereich kopieren 

*********** •• ******** ••• **** Stringzeiger in 

Descriptorstapel bringen 

Einsprung von $8674, SB6FO. SB729 

I4CA "6 1 6  LOX 516 StrinQdescriptor-Zeiger 

B4CC EO 22 CPX 1$22 StringstapeL voLL? 

B4CE 00 05 BHE $84D5 nein: SS4D5 

""'0 A2 19 LDX 1$19 Nr fOr ' fonrl.lla too c�Lex' 

'40' 4C 37 "4 JMP $"437 Fehlermeldung ausgeben 

'<D' AS 61 LDA $61 String Länge hoLen und 

B407 95 00 ST" $Oa,X Stringstapel speichern 

'40' ,\5 62 LD" $62 lCIW- und HIGH-Byte der 

B40B 95 01 STA S01,X Adresse holen 

'400 "5 63 LDA S63 lXld in 

B4DF 95 02 STA S02.X Stri ngstepet bringen 

B4E1 AO 00 LUV ISDO Nut Lwert laden 

84E3 86 64  STX S64 und Zeiger 

B4ES 84 65 STY S65 jetzt auf Descriptor setzen 

84E7 84 70 sn $70 Zeiger für PoLynamauswertung 

B4E' 88 DEY Register vermindern 

B4EA 84 00 STY $00 Str;ngfLBQ setzen $FF 

B4EC 86 1 7  STX '17 Index des letzten 

B4EE EB INX Stri ngdescriptors 

B4EF EB INX l.1li drei erhöhen 

B4FO E. INX U'ld als 

B4F1 .. 16 STX '16 neuen Index IJIerken 

84F3 60 RTS Rücksprung 
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** •• * ••• * •• ***.*** •••••••••• Platz für String reservieren, 

Linge in A 

Einsprung von 58470 

84F4 46 Of 

84F6 48 

84F7 49 FF 

84f9 38 

84fA 65 33 

84FC A4 34 

84FE 

8500 

8501 

8503 

B505 

8507 

8509 

8508 

8500 

850F 

8511 

8513 

8514 

8515 

8516 

8518 

851A 

851C 

851F 

8521 

8523 

B524 

BO 01 

88 

C4 32 

90 1 1  

00 04 

C5 31 

90 OB 

85 33 

84 34 

85 35 

84 3. 

" 
68 
60 

A2 10 

A5 OF 

30 86 

20 26 85 

A9 80 

85 OF 

68 

00 00 

LSR 50F 

PHA 

EOR nFF 

SEC 

ADC 533 

LOY 534 

BCS $8501 

DEr 

CPY 532 

8CC $8516 

BNE $8508 

CMP $31 

8ec $B516 

STA $33 

sn $34 

STA $35 

sn $36 

TAX 

PLA 

RTS 

LOX 1$10 

LOA SDF 

8MI $8402 

JSR $8526 

LOA 1$80 

STA SDF 

PLA 

BNE $84F6 

Flag fOr Garbege Collection 

zurücksetzen 

Stringlänge 

Alle Bits lITdrehen 

mit HIGH-Byte des 

Stringanfengs-Zeigers addieren 

LOW-Byte ins Y-Reg. 

Carry gesetzt 1 dann weiter 

ansonsten LOW-8yte erniedrigen 

Zu wenig Platz, dann 
Garbage Collection durchführen 

alles ok 1 

Ende der ArraY5, dann 

Garbage Collect durchführen 

ansonsten 

aUe 

Zeiger 

� 
setzen 

Stringlänge zurückholen 

ROcksprung 

Nummer für 'OUT OF MEMORY ' 

FLag für Garbage collection 

durchgeführt? 'OUT OF MEMORY ' 

Garbage Collection 

Flag setzen 

und spei chern 

StringLiinge 

String nochmals einbauen 

383 
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**************************** Garbege Collection 

EinsprlJlg von SA41c. SB384, SBS1C 

8526 A6 37 LDX 137 L�-Byte Basic-RAM-Zeiger 

8528 1.5 38 LDA S3IS HIGH-Byte Basic-RAM-Zeiger 

Einsprung von $8631. 

85,. 86 33 STX 533 in Stringzeiger 

S52C 85 34 STA 534 speichern 

B52E ioD 00 LOY I$()O lOW- U'Id HIGH-Byte 

8530 84 4F STY $4F der fN Zeiger 

8532 84 40 STY $4E .uf Nut L setzen 

8534 1.5 31 LD" 531 LOW- und HIGH-Byte der 

8536 1.6 32 Lax 532 Array-Zeiger laden 

8538 85 5F sr,. S5F und in die Arithmetikregister 

953A 86 60 STX 560 speichern 

S53C 1.9 19 LDA ;H.19 Startadresse 

sS3E 1.2 00 LDX #$00 der DescriptorentabeL te 

8540 8S 22 SYA $22 aLs Suchzeiger nach 

8542 86 23 STX 523 522 und $23 bringen 

8544 es 16 CMP 516 identisch mit String-Zeiger? 

8546 FO 05 BEQ SB54D wenn ja, dann weiter 

8548 20 e7 85 JSR Isse? Stringposition feststellen 

B54B Fa F7 BEC $8544 unbedingter Sprung 

8540 A9 07 LOA H07 Schrittweite fOr die Suche 

B54F 85 53 STA S53 i n  Vari ablentabelle 

8551 A5 20 LOA S20 TBbeL lenzeiger 

8553 A6 2E LOX S2E Laden 

8555 85 22 STA S22 und als Such zeiger nach 

8557 86 23 STX S23 $22 und S23 bringen 

8559 E4 30 CPX $30 Am Ende der Tabelle angelangt 

8558 Da 04 8NE S8561 wenn nicht, dann zu $8561 

8550 C5 2F CMP $2F ansonsten Sprung zur 

855F FO 05 8EC S8566 Array-Behandlung 

8561 20 BO B5 JSR SB5BO Stringposit ion feststeLLen 

8564 Fa F3 BEC $B559 unbedingter Sprung 

8566 85 58 srA $58 Zeiger in die 

8568 86 59 STX S59 Array-Tabelle speichern 
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856A A9 03 

856C 85 53 

B56E A5 58 

B570 A6 59 

0572 

8574 

8576 

8578 

B57A 

O57D 

157F 

B581 

E4 32 

00 07 

C5 31 

00 03 

4C 06 86 

85 22 

.. 23 

AO 00 

8583 81 22 

8585 AA 

8586 C8 

8587 81 22 

8589 08 

B58A. C8 

8588 81 22 

8580 65 58 

858F 85 58 

8591 C8 

B592 81 22 

8594 65 59 

8596 85 59 

8598 

8599 

B598 

B59C 

850E 

859F 

B5A1 

85A3 

85A4 

85A6 

85A8 

28 

10 03 

8. 

30 00 

C8 

81 22 

AO 00 

" 

69 05 

65 22 

85 22 

B5AA 90 02 

B5AC E6 23 

85AE A6 23 

8580 E4 59 

LDA 1$03 

STA 553 

LDA 558 

LOX 559 

CPX S32 

BHE 5B57D 

CMP $31 

BHE S857D 

JMP S8606 

STA S22 

STX S23 

LDV ISDD 

Schrittweite fUr Suche 

innerhalb des Arrays festlegen 

Am Ende 

de, 

ArraytabeLle angelangt, dann 

SprUlSl zu SB57D 

Vergleich mit HI GH-Byte 

SprU'lg zu SB57D 

ansonsten Transfer 

Zeiger auf Array-Header 

steLlen 

ZähLer auf Null setzen 

LDA (S22),Y Variablenname erstes Zeichen 

TAX ins X-Reg übertragen 

INY Zähler erhöhen 

LOA (S22),Y Vari abtenname zweites Zeichen 

PIIP Statusregister retten 

INV ZähLer erhöhen 

LDA (S22),Y Die Länge 

ADC S58 des Arrays 

STA S58 zu 

INY Zeiger 

LDA (S22),Y auf 

ADC S59 ArraytabeL L e  

STA S59 addieren 

PLP 

BPL $8561: 

TXA 

BMI S856E 

INY 

Statusregister wiederholen 

keine Stringvariable ? 

dann weitersuchen 

Stringvariable, nein, weiter 

ZähLer erhöhen 

LOA (S22),Y Dimensionenanzah l holen 

LOY *'00 Zähler wieder Null 

ASL A mal 2 

ADC *'05 plus 5 

AOC S22 

STA S22 

zum Zeiger addieren 

und speichern 

BCC SBSAE wenn ungLeich, dann zu SBSAE 

INC S23 Zeiger erhöhen 

LDX S23 und i n Array schieben 

CPX S59 auf nächstes Feld vergleichen 

385 
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8582 DO 04 8NE sa5S8 wenn ungleich, dann zu S85e8 

8584 es 58 ClIP 558 wenn gleich, dIInn 

"86 ,. BA BEG SIIsn zu $8572 

" .. 20 C7 85 JSR use7 Stringposftion feststellen 

"" ,. F3 8EQ SlSBO 1ß)ed; ngter spn.ng 

••••••• ****** •••••••••••• **** prüft Be,oftl gungsmögl i chkel t 

EIl"I$prtr19 von 58561 

"". 111 22 LOA (S22>.' Variablefll'lMle erstes Zeichen 

BSlr 30 35 8"" SB5F6 Integer o. Funktion ? 

8Sel ,. INY Zähler erhöhen 

85e2 B1 22 LDA (S22> ,Y Variobl enname zweites Zeichen 

a5e4 10 30 BPL SBSF6 wenn Reat. dann SB5F6 

85C6 ,. !NY ZähLer erhöhen 

Einsproog von lB5r.8, sa5B8 

85C7 81 22 LDA ($22),Y holt Stringt änge 
85C9 FD 28 IIEQ S85F6 wenn StringlängezD,dann saSF6 

8Sta ,. INY Zähler erhöhen 

8See 81 22 LD • (522),' holt Stortadresse des Strings 

• 5C< .. lAX schiebt ins X-Reg 
8SCF es INY Zähler erhöhn 

'5'>0 81 22 LDA (S22),Y holt Sr in;zeiger 

8502 es 34 CMP 534 Vergleich �It 534 

8504 90 o. scc sasoc wenn gLeich, dann SSSDC 

aS06 OO lE BNE ss5F6 wenn grae.r, dlinn SSSF6 

1508 E4 33 CPX S33 .it S33 �ergteichen 

.SO' BO "  SCS S85f6 wenn gleicn, dann SlSF6 

'SO, es 60 "" S60 Vergleich �it S60 

'SO, 90 I. stt S95f6 wenn gleich, dann S85F6 

85[0 DO 04 BHE S8SE6 wenn gröBer, dann SB5E6 

85E2 E4 SF tPX SSF Vergleich � i t  SSF 

B5E4 90 10 lee S8SF6 wenn gleich, dann SB5F6 

85E6 86 "  STX ISF Startadresse des 

BSE8 "' 60  SlA S60 Strings speic:hern 

",. ., ,, lDA 12:2: Stri�scriptor 

15Et .. " LDX 12:3 laden 
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ISEE 55 4E STA $4E ...... 
15FO 86 4F STX $4F speichern 

15F2 A5 53 LOA $53 Tabellen Schrittweite Lode, 

15F4 05 55 STA $55 tn::I spei chern 

8SF6 AS 53 LOA $S3 ...... ,� 
BSF8 18 cce Suchzeiger 

BSF9 6S 22 ADC $22 addieren 

BSFB 85 22 STA $22 U'ld wieder 

BSFD 90 02 BCC $8601 speichern 

BSFF E6 23 INC $23 Zei lIer erhöhen 

8601 A6 23 LDX $23 U'ld laden 

8603 AO 00 Lor 1$00 Zähler löschen 

.605 60 RTS Rücksprung 

**************************** Strings zusammenfügen 

Einsprung von $B57A 

8606 A5 4F LOA $4F String zwischen Tabellenende 

8608 05 4E ORA $4E und dem oberen RAM- Bereieh 

86DA FO FS BEQ $8601 gefunden ? nein, dann RTS 

860C A5 55 LDA $55 Arraysuehlauf, dann $55=03 

B60E 29 04 ANO ß04 ansonsten $55=07 

8610 4. LSR • wenn Efnzelvariable, dann 

8611 .8 TAY V-Reg =2 und 0 bei Array 

8612 85 55 STA $5S Wert s fehern 

8614 B1 4E LOA ($4E),V StringLänge holen 

B616 65 5F ADC $SF zum L�-8yte der Stringanfangs-

8618 85 SA STA ISA adresse Add_, =Endadresse +1 

861A A5 60 LOA $60 auf gleiche 

861C 69 00 ADe 1$00 \.leise das 

861E 85 58 STA $5B KIGH-8yte berechnen 

8620 AS 33 LOA $33 Zielbereieh 

8622 >6 34 LOX $34 für den 

8624 85 58 STA $58 Transfer 

8626 86 "  STX $59 holen 

8628 20 BF A3 JSR $A3BF Strings verschieben 

862B A4 55 Lor $55 LOIoI-Byte 

B620 C8 INY de, 

'62E A5 58 LOA $58 Anfangsadresse i, 
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8630 

8632 

8633 

863' 

8637 

863. 

863. 

91 4E 

M 

E6 59 

"5 59 

e. 

91 4E 

4C 2" 85 

ST" ($4E),Y Descriptor speichern 

TAX HIGH-Byte 

INe $59 der Anfangsadresse 

LDA $59 in 

INY Descriptor 

SrA ($4E),Y bringen 

JMP SBSlA nicht a l les 1, dann weiter 

***************************** Stringverknüpfung '+'  

Einsprung von SADES 

8630 

863' 
8640 

8642 

.643 

.646 

.649 
864. 
864e 
• 640 
'64' 

8651 

8653 

8654 

8656 

8658 

865A 

8650 

8660 

8663 
866' 

.667 

.MA 
B66D 
866' 

8671 

... 5 65 

'" 

" 64  

4. 

20 83 AE 

20 8F AC 

68 
85 6F 

68 
85 70 

AO 00 

81 6F 

,. 

71 64 

90 05 

A2 17 

4C 37 A4 

20 75 84 

20 7" 86 

"5 50 

... 4 51 

20 Alt 86 

20 Be 86 

"5 6F 

... 4 70 

20 M 86 

LDA $65 

". 

lC" $64 

". 
JSR $AE83 

JSR $A08F 
". 
ST" $6F 

" . 

sr" $70 

LOl #$00 

HIGH-Byte des Oescriptors vom 
ersten String auf Stack 

LOW-Byte 

i n  Stack: 

zweiten String hoLen 

prüft auf StringvariabLe 

Descriptorzeiger des ersten 

Strings wiederhoLen 

,,'" 
speichern 

Zähler auf NuLL 

LDA ($6Fl,Y länge des ersten Strings 

CLC plus lange 

ADe (S64),Y des zweiten Strings 

Bee S8650 kleiner als 256 

LDX Nl17 Nummer für 'STRING TOO LONG' 

JMP SA437 Fehlermeldl.ilg ausgeben 

JSR S8475 

JSR S867A 

LDA 550 

LDY S51 

JSR S86M 

JSR sa68e 
LDA S6F 

LDY S70 

JSR S86AA 

Platz für verknüpften String 

ersten String Obertragen 

Zeiger auf 

zweiten Stringdescriptor 

fRESTR 

2. String an 1 .  anhängen 

Oescriptorzeiger des 

zweiten Strings 

FRESTR 

64 Intern 
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8674 20 CA 84 JSR SB4CA Descrlptor in Stringstack 

8677 4C 88 AD JMP $AD88 zurOc:k :zur Formelauswertung 

***************************** String in reserv. Bereich 

Einsprung von SAA61 , SB660 

867A AO 00 LOY ISOO Zähler auf Null 

B67c 81 6F LDA (S6F),Y String Länge hoLen 

B67E 48 'IIA und merken 

B67F e8 INY Ziihler erhöhen 

B680 B1 6f LO' (S6f),Y LOW-Byte der Stringadresse 

B682 " TAX ins X-Reg 

B683 e8 INY Ziihler erhöhen 

B684 B1 6F LO' (S6F),Y HIGH-Byte der Stringadresse 

B686 '8 TAY ins Y-Re; und 

B687 68 ,LA Stack 

Einsprung von SB4C7 

B688 86 22 STX S22 Zeiger auf 

B68A 84 23 sn S23 String speichern 

Einsprung von S866A, S8726 

B68e .8 TAY Liinge nuL L ? 

B680 FO DA BEQ SB699 dann fertig 

B68' 48 'IIA wieder in Stack 

8690 88 OEY Zähler erniedrigen 

B691 B1 22 LOA {S22),Y String 

B693 91 35 STA (S35),Y in den 

8695 98 TYA Stringbereich 

8696 00 Fa BNE SB690 übertragen 

8698 68 ,LA O� 

8699 '8 CLe Zeiger 

"" 65 35 ADC $35 '" 
869C 85 35 STA S35 die 

869E 90 02 BCC SB6A2 Stringlinge 

16AO E6 36 INC S36 erhöhen 

B6A2 60 RTS ROc:ksprung 
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***************************** StringverwaLtung FRESTR 

Einsprung von $B782, $E25A 

B6A3 20 8F AD JSR SAD8F prOft euf Stringvariable 

Einsprung von $A9EO, SAB2t, $B034, $B381 

86-'6 A5 64 

B6A8 A4 65 

LDA $64 

LDY $65 

Zeiger auf 

Stringdescriptor 

Einsprung von $B041, S8667, $8671 , $8716 

B6AA 85 22 STA $22 MO' 
B"'C 84 23 STY $23 $22 und $23 bringen 
86AE 20 08 86 JSR $86D8 Oescriptor vom Stringstack 

8681 08 PHP Status register retten 

B6B2 AO 00 LDY �OO ZähLer auf NuLt 

86B4 81 22 lDA ($22), Y Stringtänge holen 
8686 '8 PHA und in Stack schieben 

86B7 C8 !NY Zähler erhöhen 

B6B8 81 22 LDA ($22),Y LOW�8yte der Anfangsadresse 

B6BA AA TAX ins X-Reg schieben 
B6BB C8 IN, Zähler erhöhen 
"Be 81 22 LOA ($22),Y HIGH-Byte der Anfangsadresse 
"BE AB TA' ins Y-Reg schi eben 

B6BF 68 PLA Stringl änge wieder aus Stack 
86cO '8 PLP Statusreg. wieder aus Stack 
86C1 DO 13 BNE $8606 Neustring=Altstring nein? RTS 
B6o' C4 34 CPY $34 Stringadresse identisch mit 
B60S DO OF 8WE $8606 Zeiger auf Stringende? 

.607 E4 33 CPX $33 nein, dann 
B6C9 00 OB 8NE $8606 tu $8606 

"CB '8 PHA String-Anfangsteiger 
.. ce '8 CLC auf liinge 
.. CO 65 33 ADC $33 de, 
"CF 85 33 STA $33 Strings 
'60' 90 02 BCC $B605 hinaufsetten 

B60' E6 34 INC $34 Stringliinge 
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1605 
"". 
B6D8 
B6DA 

68 

86 22 
84 23  

60 

'lA 
STX 122 
STY 123 

RTS 

***************************** 

Ei nsprU'lg von SAA6C, SB6AE 

holen 
LOIoI-Byte der Startadresse 
HIGH-Byte der Startadresse 
Rücksprung 

Stringzeiger aus 
Descriptorstack entfernen 

'60' C4 18 CPY S18 Zeiger auf Stringdescriptor 
.600 00 OC BNE SB6EB identisch mit S18, nicht? RTS 
""f CS 17 CMP S17 identisch mit 17 
... , 00 08 BNE SB6EB wen1 nicht, dam RTS 
,,<3 85 16 STA S16 Zeiger nach S16 speichern 

... 5 E9 03 SBC 1$03 Von Adresse S17 

... 7 85 17 STA S17 3 abziehen 

.... ,1.0 00 LDY .. 00 zähler auf Nul L 

.6E' 60 R1S Rücksprung 

*********************** .. **** BASIC-Funktion CHRS 

B6fC 20 Al B7 JSR SB7At 
B6EF BA TXA 

holt Byte-Wert (0 bis 255) 
Kode in Akku 

B6FO 48 PHA Akkuinhalt in Stack 
86F1 ,1.9 01 LOA 1$01 Länge des Strings gleich 1 
B6F3 20 7D B4 JSR SB470 Platz für String freimachen 

'lA 
LOY 1$00 

ASCH-Kode zurückholen 
Zähler auf Null 

B6f. 
B6f7 
B6f. 

68 
,1.0 00 
91 62 STA (S62),Y als Strfngzeichen speichern 

86FB 68 

86FC 68 
B6FD 4c CA B4 

'lA 
'lA 
JMP S84CA 

8700 20 61 87 JSR S8761 

Rücksprungadresse aus 
Stack entfernen 
Descriptor i n  Stringstack 

Stringadresse & Länge 
aus Stack holen 

B703 D 1  50 CMP (S50),Y Länge mit lEFTS-Parameter 

B705 98 TYA 
vergleichen 
LEFTS-Parameter 
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Einsprung von $B734 

8706 90 04 
8708 81 50 
S70A AA 

870B 98 
B70C 43 

B70D 
'lOE 
'lOF 

8712 
8714 
8716 
8719 
871,1, 
8718 
Bl1e 
B710 
871F 
8721 
8723 
8725 
8726 

BA 

20 7D 84 

"'5 50 
,1,4 51 
20 AA B6 

68 

A8 
68 
18 
65 22 
85 22 
90 02 
E6 23 
98 
20 SC 86 

Bec SB70C klei�r als Stringlänge ? 
LDA (SSO),Y Stringlänge holen 
TAX I.nd ins X-Reg schieben 
TVA Stringlänge und 
PHA Parameter für lEFT$ 
TXA 
PHA 
JSR SB47D 

LDA $50 
lOY 551 
JSR SB6AA 
PLA 

PLA 
CLC 
ADC $22 
sr" $22 
Bec SBnS 
INe 523 

JSR SB68C 

1n St8ck 
schieben 
PLatz für neuen String 
reservieren 
Zeiger auf Stringdescriptor 
l""," 
FRESTR 
Länge des neuen Strings aus 
Stack holen und ins X-Reg 
sl te 
Stringadresse 
entsprechend 
erhöhen 
und spei chern 
HIGH-Byte erhöhen 
neue Stringtänge holen 

neuen String in 
Stringbereich übertragen 

8729 4C CA B4 JMP SB4CA Descriptor in Stringstack 
bringen 

***************************** BASIC-Funktion RIGHTS 
B72C 20 61 B7 JSR $8761 Stringparameter und länge 

vom Stack hoLen 
B72F 18 
8730 F1 50 
8732 49 FF 

ClC von StringLänge 
S8C (SSO>,Y abziehen 
EOR #$FF Nummer des ersten Elements 

im aLten String 
B734 4C 06 87 JMP $B706 weiter wie LEFTS 

***************************** BASIC-funktion MIOS 

B737 A9 FF 
B739 85 65 

lDA #SFF 

STA S65 
Ersatztlert für den zweiten 
Zahlenparameter 
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8738 20 79 00 JSR $0079 eHRGOT letztes Zeichen holen 
873E e9 29 
8740 FO 06 

8742 
8745 

20 FO AE 
20 9E 87 

efllP ,"Z9 ' ) '  Klanrner zu 
8EQ $8748 wenn ja, dann kein zweiter 

Parameter, weiter bei $8748 
prüft auf KOIIIM JSR $AEFO 

JSR $B79E hoLt Byte-Wert des zweiten 

11748 20 61 B7 JSR $B761 
Parameters 
Stri ngperameter und 
Startposition hoLen 

11748 FO 48 

8740 CA 
874E BA 

B74F 48 

8750 18 

8751 AZ 00 
1753 F1 50 

1755 80 86 
8757 49 FF 
1759 es 65 

I75B 90 81 

8750 A5 65 

875F sO AD 

BEQ SB798 , _  Parameter nuL l ,  ' ILLEGAL 

QUANTITY' 
DEX 
TXA 
PHA 
Cl' 
LOX j$()0 

erste Elementposition 
ir.-.erhalb 
des alten Strings 
im Stack ablegen 
Zähler setzen 

SBC (S50),V alte Stringlänge kleiner al. 

erster Parameter ? 
Bes S870D wenn ja, dann zu LEFTS 
EOR #lFF Berechnen der neuen Länge 
efllP $65 wenn kleiner als zweiter 
Bee SB70E Parameter, dann zu LEfT S 
LDA $65 Zweitparameter als 'rechte' 

Stringbegrenzung 
BeS SB70E unbedingter Sprung 

***************************** Stringparameter numerischer 
vom Stack holen 

EinsprtM'lg von S8700, $87Ze, $B748 

8761 20 F7 AE JSR SAEF7 prüft auf Klarnner zu 
8764 68 PLA LW-Byte der 
8765 AB TAl Aufrufadresse merken 
8766 68 PLA HI GH-8yte der 
8767 85 55 STA S55 Aufrufadresse merken 
El769 68 'LA LW-und HIGH-8yte der 
876.< 68 'LA Aufrufadresse merken 
8768 68 'LA 1 .  Parameter hoLen 

Wert 
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.76C M TAX t.nd ins X·Reg 

.760 .. PlA LOW- und HIGH-Byte 

.760 55 50 STA $50 des 
0770 .. PlA Stringdescriptors 
.771 85 51 STA $51 nach 
.m A5 55 LDA $55 $51 und 

,
$52 speichern 

.m 4B PHA Aufrufedresse 
077' " TYA wieder .uf 
.m 4B PHA Stack 
.778 AO 00 LDY 1$00 Zähler .uf Null 
O77A BA TXA Länge, zweiter Par_ter 
'778 60 RTS ROcksprlrlg 

***************************** BASIC-Funktion LEN 

B77C 20 82 B7 JSR S8782 FRESTR, Stringlänge holen 
877F 4C A2 83 JMP S83A2 Byte-Wert nach 

FlieBkommafo�t wandeLn 

***************************** Stringparameter hoLen 

Einsprung von $B77C, SB78B, SB7An 

.782 20 A3 B6 JSR SB6A3 FRESTR� String holen, Linge 
in A 

'78' A2 00 LDX #$00 Typeflag 
.787 86 00  STX SOD auf nI,weri sch setzen 
.78. A8 TAr Länge i n  Y 
.78A 60 RTS Rücksprung 

***************************** BASTC-Funktion ASC 
.788 20 82 87 JSR S8782 String holen, Zeiger io 

S22/S23, Länge i n  Y 
.78E FO 08 ." .. 798 Länge gleich null, 

' ILLEGAL QUANTITY' 
.790 AO 00 LDY #$00 Zähler auf Null 
.792 81 22 LDA (S22),Y erstes Zeichen holen 
.794 A8 TAY ASCI I-Kode 
8795 4C A2 B3 JHP S83A2 nach F l ießkomma wandeln 
.798 4c 48 82 JHP SB248 ' ILLEGAL QUANTITY' 
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---************-************* holt Byte-�ert nach X 

r i nsprung von SAAFF 

Il79B 20 73 00 JSR $0073 CHRGET nächstes Zeichen holen 

l i nsprung von SA94V, SAA86, SAB85, SABA5, SAFC7, $8745, 

SB7F4, SE203, SE221 

Il79E 20 BA An JSR SA08A FRMNUM numerischen Wert 

nach FAC holen 

Einsprung von SB6EC 

117Al 20 B8 B1 JSR SB1B8 prüft auf Bereich und 

wandelt nach Integer 

17A4 A6 64 LOX S64 HIGH-Byte 

I7Ab 00 FO BWE S8798 ungLeich nul L ,  dann 

' I LLEGAL QUANT ITY' 

" .. A6 65 LOX $65 LW-Byte des gehol ten 

Ausdrucks ins X-Reg 

17M 4e 79 00 JMP S0079 eHRGOT letztes Zeichen holen 

***************************** BASI e- Funkt ion VAL 

17AO 20 82 87 JSR S8782 Stri ngadresse und Länge holen 

17BO 00 03 BHE SB7B5 String länge ungleich Null ? 

17B2 4e F7 88 JMP SB8F7 Null i n  FAe 

B7B5 A6 7A LOX S7A Prograllll1zeiger 

.7117 A4 7B LOY S78 holen 

17B9 86 71 STX S71 "od 
B7BB 84 72 sry $72 speichern 

17BO A6 22 LOX S22 Stri nganfangsadresse 

B7BF 86 7A STX S7A i n  Stri ngzeiger bringen 

17e1 18 CLC LOW-Byte des 

B7e2 65 22 ADC S22 ersten Zeichens 

B7e4 85 24 STA $24 nach dem String speichern 

B7e6 A6 23 LOX S23 HI GH-Byte 

B7e8 86 7B STX .7B des erS1:en 

B7eA 90 01 BeC S87CO Zeichens 

B7CC '8 IN> nach dem String 
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B7CD 86 25 
B7CF AO 00 
'701 
'703 
'704 
'70S 
'707 

B1 24 
48 

.. 

91 24 
20 79 00 

STX $25 
LOY #$00 

speichern 
Zähler auf Null 

LD" ($24),Y erstes Byte nach String 
PHA auf Stack 
TYA speichern 
STA ($24),Y und durch nuLL ersetzen 
JSR $0079 CHRGOT letztes Zeichen hoLen 

B7DA 20 F3 BC JSR SBCF3 String in Fl ieskommazahl 
unwandeln 

'7DD 68 
BIDE AO 00 

PlA 

LOT 1$00 
Zeichen ..... ch String 
Zähler auf Null 

B7EO 91 24 ST" ($24),Y wieder zurücksetzen 

Einspn .... g von SAC80, SAEC9 

'7E' .0\6 71 lDX 571 Die 
'7E4 A4 72 LOY sn Progranrnzeiger 

'7E6 86 7A ST)( S7A wieder 
'7E8 84 78 STY $78 zurückhoLen 
'7EA 60 R1S Rücksprung 

********************.******** GETADR und GETBYT holt 

16-Bit und 8-Bit-Wert 

Einsprung von SB824, $8820 

87E8 

,m 
20 BA AD JSR SAOBA 
20 F7 87 JSR 587F7 

Einsprung von $8839 

FRMNUM holt numerischen Wert 
FAC i n  Adressformet wandLen 
'14/$15 

B7F1 20 FD AE JSR SAEFD CHKCao! prüft auf KOIIIlIII 

B7F4 4C 9E B7 JMP $B79E holt Byte-Wert nIIch X 

64 Intern 



Das ROM-Lisling 

............. ** •••••••••••••• GETADR FAC I n  positive 

16-S;t-zahl wandeln 

E I n.prulSI von S87EE. SBa13. SI:'2O 

87f7 A5 66 

87f9 30 9D 

17F8 A5 6' 

I7fO t9 9' 

17ff 80 97 

'80' 
'804 
, ... 
,.,. 
,,.,. 
.. oe 

.... 

... , 
.. " 
.m 
.. " 

20 9B BC 

., 64 

.1.4 65 
114 14 
85 15 
60 

.1.5 15 
, . 
.1.5 14 
•• 
20 '7 87 

1816 .1.0 00 
1118 81 '4 
11'.1. A8 
1118 68 

l8,e 85 14 
88lE 66 
I/SU 85 15 
1321 4C .l.2 83 

LDA 166 Vorzeichen 
SMI S8798 negativ, dem 

' ILLEGAL QUANTITY' 
LDA 161 Exponent 
CMP 1S91 ZIIM .it 65536 vergleichen 
Bes S8796 grökr. dann 

JSII 5Be9B 
LD.I. S64 

LDY 165 

STY 514 
SrA 515 

RTS 

LD.I. 515 
,HA 
LD.I. 5'4 

,HA 
JSR S17f7 

LDY MlOO 

' I LLEGAL OU.l.NTITY' 
FAe in Adr�ssformat wandeln 
Wert 
holen 
lrId nach 5'4/5'5 
speichern 
IIllcksprlrlg 

515 und S16 

; , 
Stack 
sichern 
FAC nach Adressfo�t 
will'ldeln 
Zähler auf Null 

LD.I. (514).Y Peek-Wert holen 
TAY nach r- II11tg 
PLA " 5  und $'6 
sr.l. 514 Mieder 

Pl.l. von Stack 
srA $15 zurückholen 
JM,P $83.1.2 Y nach F I i eßkOlllMformat 

•••• * •••••••••••••••••••••••• BASTC-Bef.hl POKE 
... , 
"'7 
.... 

zo E8 87 
BA 
" 00 

JSR "7EB 
TI<A 
lDY MSOO 

Pol:e-Adreue und Wert holen 
Poke-Ue,rt In Akku 
Zähler auf Null 
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B8ZA 91 14 $TA ($14),Y und In Speicher schreiben 

oazc 60 RTS Rücksprung 

***** •••••• ** •••••• ** •••••••• BASIC-Befehl "'AlT 
.820 20 EI 87 JSR .. ". Adresse und �ert holen 
.8]Q .. " sn 04, �weiter Para.eter nach $49 
"'" .., 00 lDX OSOO Oefault für dritten Par�ter 

"'" "' 7900 JSR ... 79 CHRCOT letztes Zeichen 
"'" FD 03 BEQ S883C kein dritter Parameter 7 
"'" 2t) Ft B7 JSR S87Fl prilft .uf Ka.a und hol t 

Pllral'leter 
"'" 06 "  STX $4A dritter Plr_ter nach $4A 
BIß, AO 00 lDY OSOO Zähler auf Nul l 
1840 81 14 LDA (S14>, Y Wel t-Adresse 
1842 45 4A EOR S4A logi sch 
8844 " " • IIl 04 • verk�fen 
B846 FO F8 BE, $8840 weiter warten 
B848 60 RTS Rücuj)t'U'III 

••••••••••••••••••••••••••••• Arit�tik-Routinen 

* •••••••••••••• ***.****.*.* •• fAC • FAC + 0.5 

Einsprung von SBE2F, SE290 

8849 A9 1 1  
8841 AO BF 
l84D 4C 67 B8 

LDA ISll Zeiger auf 
LDY #$BF Konstal"lte 0_5 
JMP S8867 FAC & FAC + Konstante (AlT) 

••••• --* •• * ••••••••••••••••• M il'U5 FAt .. Konstante 
(AlT) - FAC 

8850 20 8C BA JSR SBA8C (onstll"ltl (A/Y) nach ARG 

••••••••••• * ••••••••••••••••• Minus FAC " ARG - fAC 
8853 AS M LDA S66 Dia 
8855 49 f f  EOR ISFF Vorzeichen 
1857 35 M ST' SM �rehen 

BI"�. " .. EC" ... �It Verzeichen von FAC 

"". " .F S1A S6F verk,q,fen 
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1185D A5 61 LDA $61 Exponent von FAC 
B85f 4C 6A B8 JMP SB86A FAC · FAC + ARG 

••••••••••••••••••••••••••••• 

1862 20 99 B9 JSR SB999 
1865 90 3C SCC SB8A3 

Exponenten von FAC und ARG 
angleichen 

.** •••••••••••••••••••••••••• Plus fAC . Konstante (A/Y) + 

FA, 

Elnsprlrlg VOll SADSF, S884D, SBAD1 .  SBA1D .SE081 , SEOOO, 
SE268, SE2A4 

8867 20 SC BA JSR SBASC Konstante (A/Y) nach ARG 

••••••••••••••••••••••••••••• Plus FAC z FAC + ARG 

E ;nsprung von S885 F .  $SOSE 

.... 00 03 BNE S886F FAC ungleich null ? 

IM, 4C FC BB JMP SBBFC nein, dann FAC = ARG 

IM' .. " LDX .70 Rundungsbyte für FAC 

.. 71 86 '6 STX $56 in S56 spei c!'!ern 

.. 73 A2 69 LDX #$69 Dffset-Zeiger für ARG laden 

.. 75 A5 69 LDA $69 Exponent von ARG laden 

Einsprlrlg von SBAF1 

8877 " TAY in Y-Reg sc!'!ieben 

8878 FD CE 8EQ S8M8 wem ARG=O, dann RTS 

887A 38 SEC Exponent von 

BB7B E5 61 S8C $61 FAC subtrahieren 

BB," FO 24 BEQ SB8A3 wenn Exponent gleic!'!. dann zu 
SB6A3 

887F 90 12 8CC S8893 wenn Exponent von FAC größer, 

dann zu S8893 

886' " 6' STY $61 FAC-Exponent durch 
ARG-Yorzeic!'!en ersetzen 

B663 A4 6E LDY S6E FAC-Yorzeic!'!en durch 

'66' 64 66  sn SM ARG-Yorzeic!'!en ersetzen 

399 



400 64 Intern 

8887 49 FF EOR #SfF Vorzei chen wechseln 

.... 69 00 ADe 1$00 C8rry ist schon 

.... .1.0 00 lDY 1$00 RlJ:ldungsstelle 

"."" 84 56 STY $56 löschen 

.M' .1.2 61 LDX ft61 Offset-Zeiger für FAC l&den 

8891 DO 04 BNE $B897 unbedi ngter Sprung 

8893 AO 00 LDY ISOO FAC-Rundungsstelle 

.895 84 7tJ  STY $70 löschen 

8897 C9 f9 CMP ISF9 wenn Exponentdifferenz 

.. 99 30 C7 BMI $8862 gröller- als 7, dann zu $8862 

.. 98 AB TAr Akku Löschen 

Bage .1.5 70 LO'" 570 FAC-RundungssteLle 

B89E 56 01 LSR SOl,X laden 

88.1.0 20 BO 89 JSR $8980 Mantisse verschieben 

'BA' 24 6F BIT S6F wenn FAC- und ARG-Vorzeichen 

'BA5 10 57 BPl SsaFE identisch, dann zu SS8FE 

... 7 AO 61 LDY MS61 Offset-Zeiger für FAC laden 

.... EO 69 CPX H69 wem Gffset-Zeiger für ARG 

B8A. FO 02 BEQ S88Af initial isiert, dann zu SaBAF 

'BAD AO 69 LDY #$69 Offset-Zeiger laden 

'BA' 38 SEC Carryflag für Subtraktion 

setzen 

a8s0 49 FF EOR ;ft;Ff A l l e  Bits umdrehen 

B862 65 56 ADe $56 Rundungsstelle addieren 

.884 85 70 srA $70 und speichern 

8886 89 04 00 LDA SOOO4,Y viertes Byte 

.88. F5 04 SBC S04,x subtrahieren und ;0 

.888 85 65 ST" $65 FAC speichern 

SBBO 89 03 00 LD" S0003,Y drittes Byte 

8BeO F5 03 SBC S03,X subtrahieren und ;0 
88C2 85 64  STA $64 FAC speichern 

8BC4 89 02 00 LD" $0002, Y zweites Byte 

8BC7 F5 02 SBC S02,X subtrahieren und ;0 
88C9 85 63 ST" 563 FAC speichern 

B8eB 89 01 00 LDA 50001 ,  Y erstes Byte 

BBCE FS 01 SBC SOl,X subtrahieren und ;0 

.800 85 62 ST" $62 FAC speichern 
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I t nsprung von SBC55, SBCE6 

... , 80 01 B<S ",,>7 wem (bertrag negativ, dam 

weiter 

... , 20 47 B9 JSII: $1947 Mantisse von FAC invertieren 

[ i nsprung von SBB9F, SEOEF 

... , " 00 lDY noo Y-Ieg � 

.... .. TYA Akku I ÖSeMf\ 

'''A ,. CLC Cerry löschen 

"." .. " lDX S62 wem 162=0 <Sam, 

8800 00 4A BNE $8929 zu SB929 

.SO' A6 63 LDX S63 ", 
88EI 86 62 STX 162 gesamte 
",n .. " lDX S64 FAC 

.. " 06 63  $1)( S63 wieder 

"''' .. . , LCX S65 ",,"'-

.," 06 "  STX S64 lisieren 

86E8 " 70 lDX 570 Rundungsstelle 

.. " 86 65 ST)( S65 wieder 

.. " .. 70 sn 570 I äschen 

... , 69 08 ADC """ Zähler � 6 8fts verschieben 

.. " <9 20 ClIP 1120 wenn 32 1I ts verschoben, 

.. " 00 E4 llIE S8608 dMIn weiter 

Einsprung von 5B782, SBADe 

88f7 A. OO LDA 1$00 Mantisse -0 

EiMprunv von sef81 

88f9 85 61 STA $61 FAC =0 

E ; nsprung von SSAec 

B8f8 " .. STA S66 Exponent -0 
88FD 60 '" ROcksprtng 
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88fE 
.... 
-
1904 
0906 
.... 
89"" 
.ooC 
.... 
8910 
09" 
09" 
1916 
8918 
191. 

19 .. 
19" 
0921 
8923 
8925 
8927 
. .,. 
092B 
om 
09" 

89" 
8932 
8934 

65 56 
85 70 
A5 65 
65 .. 
85 65 
A5 64 
65 6C 
85 64 
A5 63 

65 60 
85 6. 
.45 62 
65 6A 

85 62 
4C 36 89 

69 01 
06 71)  

26 65 
26 64 
26 63 
26 62 
10 FZ 
,. 
ES 61 
BO e7 

49 FF 
69 01 
85 61 

ADe S56 
STA 570 
lDA 165 

ADC ... 
STA 165 
LOA S64 

ADe S6C 
STA SM 
LDA 163 
ADC ... 
SfA S63 

LDA $62 
ADe SM 
STA 162 
JMP 58936 

ADe 1S01 
ASl $70 
ROl $65 
ROL S64 

ROL S63 
ROl $62 
BPL SB91D 
SEC 
Sie 161 
BeS S88F7 

[DR ISFF 

ADe 1S0l 
STA 161 

Rundung88teLIe addieren 
I.nd speichern 

FAC 
U"Id ARG 
addieren 
FAC 
lMld ARG 
addieren 
FAC 
.... .... 
addieren 
FAC 
l.I'ld ARG 
addi eren 
Uberlaufbit in Mantisse 
lurOcksh i 1ten 
Zähler erhöhen 
FAC solange 
nach l inks 
verschieben bis das 
Bit 7 
gesetzt Ist 
nicht vescUt 7 dMw'\ noct1lNt 
wenn Binärexpot'lMt kleiner 
.ls die Anzah l der 
Verschiebungen, dann wird die 
ZlIhl IIll Nut! behandel t  
Exponent UII 
Versch lebungs8nlah L 
verlllir!dem 

El nsprlM'lll von Si9,. 

8936 90 OE Bce $8946 Carry gesetzt , nein dann RlS 

Einsprung von saeze 

8938 E6 61 
89lA FO 42 

INe 161 EKPOnefIt erhöhen 
BeQ SB97E wenn ,;t,ertauf i n  EKponent, 

dem 'OVERFL� ERROR' 
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.93C 66 .2 RCR S62 (berlaufbit in Carry schieben 
193' 66 63 RCR S63 Das Carry-Flllg 

194. 66 64  RCR SM erhält die 
1942 66 .5 RCJI: $65 Position des 
1944 66 7. RCJI: S70 höchstwert i gen Bits 
194. •• RTS Rücksprung 

***************************** Mantisse von FAe invertieren 

Einsprung von SB8D4 

1947 A5 66 LDA S66 FAe Vorzeichen 
8949 49 FF EOR tsFF invertieren 
194B 85 66 STA S66 und speichern 

Einsprung von $BCAB 

1940 A5 62 LD" 162 FA< 
194F 49 fF EOR ftFF invertieren 
,,,, 85 62 STA $62 und speichern 
"'" AS 63 LDA $63 FAC 
1"5 49 F F  EOR #SFF invertieren 
1"7 85 63 STA $63 und spei ehern 
.". AS 64 LDA S64 FAC 

"'" 49 FF EOR #SFF invertieren 
1950 85 64 srA S64 und spei ehern 
""F A5 65 LDA $65 FAC 
196' 49 FF ECJI: I$FF invertieren 
'96' 85 65 srA $65 und spei ehern 
1965 A5 70 LDA S70 FAC-Rundungsbyte 
'967 49 FF ECJI: I$FF invertieren 
'96' 85 70 STA S70 und speichern 
'96' ,. 70 INC S70 Mantisse erhöhen 
8960 00 OE BNE SB970 nicht Null? dllM RTS 

Einsprung von SBe23 

'96F E6 65 INe $65 FAC erhöhen 
8971 DO DA BNE SB970 ni cht Null? dllnn RTS 
8973 '. 64 INe S64 FAC erhöhen 
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.975 00 06 BNE SB97D nicht Null? dann RTS 
8977 '6 63 IIrIC $63 FAC erhöhen 
.979 00 02 BWE $8970 nicht Null? dann RTS 
.978 E6 62 INC S62 FAC erhöhen 
.970 60 RT' Rücksprung 

Ei nspnl'lg von $BAD F. SBD9D 

"7E A2 OF LOX HOF Nl.IIIIIer für 'OVERFLOW' 
"80 4C 37 A,4 JMP $A437 fehlermelciq lIusgeben 

******************** ..... ** •• Rechtsverschieben eines 

Registers 

Efnsprung von SBASS 

.983 A2 25 LOX 1$25 Offset-Zeiger auf Register 

.985 84 04 LOl S04,X FAC-
8987 84 70 sn $70 Rundungsbyte 
.989 84 03 LD, S03,X , � l  
" .. 94 04 sn S04,X verschi eben 
" .. 84 02 lOY SOZ,X 2 �l 
B98F 94 03 sn S03,X verschieben 
'99' 84 01 LOY SOl,X 3 �l 
.993 94 02 STY S02,X versch ieben 

.995 A4 68 lOY $68 FAC-
'997 94 01 sn S01,X RtniJngsbyte 

Efnsprung von $8862, $SeBS 

.999 69 ,. ADe I${IB Zähler um 8 erhöhen 

.99. 30 ES SMI $8985 gröBer aLs 07 

.990 FO E6 BEQ $8985 wenn nicht, dann weiter 
verseh i eben 

'99F E9 08 SBC #$08 ZähLer um 8 vermindern 
89A1 AB TAl ZähLer sichern 
B9A2 " 70  LDA $70 FAC-Rurdungsbyte laden 
B9A4 BO 14 BCS $B9BA wenn NuLL, dann CLC, RTS 
B9A6 16 01 ASL $01,X höchstwertiges Bit =11, 
B9A8 90 02 BCC $B9AC wenn nicht, dam zu $B9AC 
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B9AA F6 01 INC SOl ,X höchste Mantissenstelle 
erhöhen 

89AC 76 01 ROR SOl ,X sämtl iche 
89AE 76 01 ROR SOl ,X Stellen 

Einsprung von SBBAO, SBCC6 

89BO 76 02 ROR S02,X lMII ein 
8982 76 03 ROll: S03,X B i t  nllch 
'9" 76 04 ROll: S04,X rechts 
'9B6 6A ROR , versch i eben 
B9B7 e8 !NY Zähler lMII eins erhöhen 
'9BS 00 EC BIIE SB9A6 verschieben bis Zähler =0 
B9BA '8 CLe Carry löschen 
B9BB 60 RTS ROcKsprung 

**************************** Konstanten tOr lOG 

B91lC 81 00 00 00 00 

'9C' 03 3 = Pot ynomgrlld, dann 4 
Koeffi zi enten 

'9C' 7f 5E 56 CB 79 .434255942 
'9C7 80 13 9B OB 64 .576584541 
'9Ce 80 76 38 93 16 .961800759 
'90' 82 38 AA 3B 20 2.88539007 
'905 80 35 04 F3 34 .707106781 '" 1/SOR(2) 
'90' 81 35 04 F3 34 1 .41421356 = SQR(2) 
B9EO 80 80 00 00 00 - . 5  
89E5 80 31 72 17 F8 .693147181 . lOG(2) 

**************************** BASIC-FunKtion lOG 

E i nsprung von SB F ,1,3 

89EA 20 2B BC JSR SBC2B Vorzeichen holen 
89ED FO 02 BEQ SB9F1 null " dann fertig 
89EF 10 03 BPl SB9F4 positiv " dann o� 
89F1 4C 48 82 JMP $8248 ' I LLEGAL QUANTITY' 
B9F4 ,1,5 61 lOA $61 Ellpornmt 
B9F6 E9 7F SBC 1S7F normal isieren 

89F8 48 PH' und merken 
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B9F9 

89FB 
B9FD 
89FF 
BA" 

BA04 

BA" 

BA'" 

8AD8 

BAOO 

BADF 

BA12 

BA14 

BA16 

8"19 

BA1B 

BAlO 

BA20 

BA21 

BA24 

BA26 

•• 80 

!5 61 

",9 06 

AO 89 
20 67 B8 
1.9 OB 
AO 89 
20 DF BB 

"9 BC 

AO 89 
20 50 88 
"9 C1 

AO 89 

20 43 ED 

A9 ED 

AO 89 
20 67 88 

68 

20 7E BO 
1.9 ES 

AO 89 

LDA 1$80 

S1A $61 
LDA $06 

LOl $89 
JSR $B867 

LD" tsDB 
LOY 1$89 

JSR $BBDF 

LDA ISSt 

LOY 1S89 

JSR $8850 

LD" Hel 
LOY ISB9 

JSR SE043 

LDA #SED 

LOY 1$89 
J5R $8867 

PL' 

JSR SB07E 

LD" ISES 

LOl ISB9 

Zehl in Bereich 0.5 bis 1 
bringen 
Zeiger auf 
Konstante 1!SQR(2) 
zu FAC edeli eren 

Zeiger auf 
Konstante SQR(2) 

SQR(2) durch FAC dividieren 

Zeiger 
auf Konstante 
, minus FAC 
Zeiger auf 
Polynomkoeffizienten 
PoLynomberechnung 
Zeiger auf 
Konstante ·0,5 

zu FAC addieren 

Exponent zurückhoLen 

FAC :: FAC ... FAC 
Zeiger auf 
Konstante LOG(Z) 

***************************** Multiplikation FAC :: 

Konstante (All) * FAC 

Einsprung von $SE04, SBfAA, SBff1, $E04C, SE056, SED70, 

SEOC9 

SA28 2D 8C BA JSR SSABC Konstante nach ARG 

***************************** Multipl ikation FAC = ARG * 

'AC 

BA2B 

.m 
BA30 
BA33 

BA35 

• .u7 

"". 

BA3B 

00 03 

4C 8B BA 

20 B7 BA 
A9 00 

85 26 

85 27 

85 28 

85 29 

BNE SBA30 
JMP SBABB 

JSR SBAB7 

lDA ßOO 

STA S26 

STA S27 

STA S28 

STA S29 

nicht null ? 
RT' 

Exponent berechnen 
ALLe 
Funkti ons' 

register 

lö-
schen 

64 Intern 
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8A3D A5 70 

UJF 20 59 IIA 

1M2 A5 65 
1M4 ZO 59 BA 
.... 47 A5 64 
8A49 20 59 BA 

BA4C A5 63 

BA4E 20 59 BA 

IIAS1 A5 62 
BAS3 20 SE BA 

BAS6 4C 8F BB 

LDA S70 

JSR SSAS9 
LDA 165 

JSR S8A59 

LDA S64 

JSII $8A59 

LDA S63 

JSII S8A59 

lDA 162 

JSR SlASE 

JtF S888F 

bitweisl& 
Mul tfpti kation 
bitweiSit 
Mul tipI i kation 
bitweise 
Multipl i kation 
bitweis. 
Multiplikation 
bitwe;s" 
Multipli kation 
Register nach FAC, 

l inksl::Jlndi g  !1IeIchen 

••••••••••••••••••••••••••••• bitweise Multiplikation 

ElI'Isprt.nSiJ von $BA3F, SBA44, S8A49, SBA.41 

IA59 CO 03 INE $BASE Rechtsversehieben 
IASB 4C 83 89 JtF SB983 des Reg i stert 

Einsprung von SBAS3 

'ASE 

,.,. 

.... , 

8A62 

, ... 
BA65 

8A67 

.... , 

..... 

..... 

BA6F 

BA71 

'A7) 
,." 
,m 
.... 79 

.... " 

BA7D 

.. 

09 80  

All 
90 19 

'8 

., 29 

" 60  

85 29 

., 211 

.5 6C 

85 28 

A5 27 

65 68 

85 27 

A5 ,. 

• 5 .. 
85 ,. 
.. ,. 

LSII A 

.,... .... 

TAl 

sec SBAlD 

CLC 

lDA S29 

ADC S6D 
SYA Sl9 

LDA $28 

ADC S6c 
SYA S28 

LDA S27 

ADC S6B 

STA S27 

LbA $26 

AbC ... 

STA S26 

ROR. S26 

binäre Multiplikation 
des Akkus 
lIit ARG. 

Das Ergebnis kennt 
in das 
Register fUr 
Funktio::n.n. 
Bei gesettte. Bit 
111 Akku 
wird ARG 

,� 
Funktlonsregiater 
addiert. 
ZusätzLich 
�""" 
die 
Funktlonsregiater 
�h 
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.m 66 27 ROR $27 verdoppelt. 

... , 66 28 ROR $28 Die Routine 

BA63 66 29 ROR $29 arbeitet 

.. ., 66 70 ROR $70 illl selben 

.m .8 TYA Prinz ip 

.. 88 4A LSR • wie 

.AB. 00 06 BNE $8A61 bei SB34C. 

Einsprung von $BAZD 

.... 60 R1S Rücksprung 

****** ... ******************** ARG = Konstante (Aly) 

E i nsprung von $B850, $8867, S8A28, SSSOF 

'ABC 85 22 sy" $22 Die 

... , 84 23 sn 523 Konstante, 

.. 90 AO 04 LOY #$04 "f 
8'\92 B1 22 LD" (S22),Y die 

.... 85 60 STA $6D d .. 

.... 88 DEY Akku 

BA.7 81 22 LD" (S22),Y IIK:I 
BA" 85 6C STA S6C d,,, 

BA,9B 88 DEY Y-Reg 

BA,9C 81 22 LDA ($22),Y zeigt, nach ARG. 

BA9E 85 68 STA $68 Die 

.... 0 88 DEY gesamten 

.... , 81 22 LDA ($22),Y Vor-

, ... , 85 '" SYA $6E zei -

BAAS 45 66 fOR $66 ehen 

'AA7 85 6F SYA $6F "" 
, ... , AS '" LDA S6E FAC 

"" 09 80 ORA 1$80 "'" 
'AAIl 85 6'\ SIA S6A ARG 

"', 88 DEY �,-
BA" 81 22 LD" (S22),Y krJl4:l-

BAB2 85 69 STA $69 foo 

BAB4 .0\5 61 LDA $61 FAC-Exponent 

BAB6 60 R1S ROeksprung 
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Einsprung von SBA30, SBBtE 

Im ., .. lOA $69 wenn Exponent von ARG=O, 

El l'lllprLng von SfOlf 

.... FO 1 F  BEQ SBADA dann zu SBAOA 

.... 18 CLC FAC- und ARG-
'ABC 65 61 ADC 161 ,_, 
..... 90 04  BCt $BA« addieren 
.. CO JO ,. 8M1 SBADF wet'W'I überlauf • ....., 

'OVERflCl'ol ERROII ' 
IAt2 18 CLe Carry 

IAt] 2C .IYTE S2t Löschen 

BAC4 10 14 IPl SBADA Wenn Unterlauf. dann zu SBADA 
BAC6 •• 80 ADe .... ergibt 
.. ca ., ., STA 161 fAC-
.. '" .0 03 IM: SlAtF Exponent 
.. " 4t FB aB JMP SB8FII FAt • 0 

"CF A5 6F LOA S6F FAC- � ARG-Vorzeichen 
verknOpfen 

... , 85 .. STA S66 '-'1d speichern 

lAD, 60 RTS RQc1cspnM'lgl 

Ei nspfVlg von SEOOB 

IAD4 " .. LDA S66 wenn positives 
, ... 49 Ff EOR nFF Vorzeichen, dann 

... 8 30 OS IMI SBADF 'OVERfL� ERROII' 

... , 68 ", Ei nsprl..lnSladres�e 
.... 68 Pe< _ Stack fto'en 

lADe 4t F7 B8 JMP Sl8F7 FAC " 0 
... , 4t 7E 89 JMP $I97E 'OVERFLOW 6aRCII: ' 
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••• **.******* •••••••••• ***.** FAC • FAC • 10 

Einsprlrlg von SA9F2. s.u.oe. $8D59, $8071, $BE21 

.m 20 oe " JSR sieoc 
BAES M TAX 
8"E6 FD 10 DEQ SSAF8 
SAf8 '8 ClC 
"'. 69 02 ADe 1$02 

.... 80 F2 ICS saADF 

!fnap!Vlg von SAA04 

IA., Al 00 lOX 1$00 

IA" 86 6' srx S6F 
.m 20 77 88 JSR sesn 

.m E6 61 INt S61 

8,\F6 FO E7 BEQ SBAOF 
.m 60 RTS 

••• ****.****.-* •••••••••• ** •• 
8Af9 84 20 00 00 00 

Ei nsprung von 58052, SBE28 

..... 2() oe SC JSA SBCOC 
080' ,t,9 F9 LDA ISF9 
.103 AO BA lOY nBA. 

BBDS Al 00 LOX HOD 

EIMpr1.l1g von SE274 

BB07 86 6F 

8809 20 A2 BB 
•• oe 4C 12 BB 

STX S6F 
JSR. $BUA2 

JHP SBBI2 

rAC n.nden t.nd nach ARG 
FAC-Ellpon�nt 
FAC IIIlefch nu L L ,  dem fertig 
Exponent + 2 

entspricht IIIIIt 4 

lbertr.; 7 

Ver\ilcdchsbyte 
löschen 
FAC • FAC + ARG entspricht 
_1 5 

EXJlI)Oeflt erhöhen entspricht 

NI ' 

Übertnlil. dann 'OVERFLOW' 
Rücksprung 

flieStonmatonstante 10 

FAC runden und nach ARG 
Zeiger 
'"' 
Konstante 10 

Verillei chsbyte löschen 
Konstante 10 nach FAC 
FAC • ARG I FAC 

64 Intern 



Das ROM-Listing 

***************************** FAC = Konstante (A/Y) I FAe 

Einsprung von SBA08, SE209, SE321 

SBOF 20 SC BA JSR SBASC Konstante (A/Y) nach ARG 

***************************** FAC = ARG I FAC 

Ei nsprung von SB80C 

8812 

BB14 
8817 
8B19 
8B1A 
BB1C 
B81E 

BB2l 
BB23 
BB25 
BB27 
BB29 
BB2B 
BB2D 
BBZF 
BB31 
BB33 
BB35 
B837 
BB39 
BB38 
B83D 
BB3F 
BB40 
8B41 
B843 
8844 
8846 

FO 76 

20 18 BC 
A9 00 
3. 
ES 61 
85 6' 
20 87 BA 

E6 61 
FO BA 
A2 FC 
A9 01 
A4 6A 
C4 62 
00 10 
A4 68 
C4 63 
00 OA 
A4 6C 
C4 64 
00 04 
" 60  

C4 65 
08 
" 
90 09 
ES 
95 "  

FO 32 

BEQ SBB8A 

JSR SBCtB 
LDA 1$00 
SEC 
SBC 561 
STA 561 
JSR SBABl 

INC 561 
BEC SBADF 
LDX ISFe 
LDA ISO' 
LDY 56A 
CPY $62 
BNE SBB3F 
lDY $68 
CPY $63 
BNE SBB3F 
LDY $6e 
CPY S64 

BNE SBB3F 
lDY S6D 
CPY 565 
PHP 
RDL A 
BCC SBB4e 
IN, 
STA S29,X 
BEQ SBB7A 

FAC gLeich nuLL, 

'DIVISION BY ZERO' 
FAe runden 

Vorzeichen 

von FAC-

Exponent 
wechseln 

Exponent des Ergebnisses 

bestirrmen 

wenn Exponentenüber Lauf, 

dann 'OVERFL� ERROR' 
Zeiger 

,"f 

Funktionsregister 

diese 

Routine 

vergleicht 

d .. 

FAC 
""" 
du 

ARG 
byte-

weise 

Statusregister retten 

earry geLöscht, 

dann zu SBB4C 
Ergebnis 

aufbauen 

wenn X-Reg zO, dann zu SBB7A 

411 
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8848 10 34 8Pl saB7E wem )(-Reg .' , dem zu SB87E 
BB4,t, ,1,9 01 LD" 1$01 �m 

884C 2. PLP FAC kleiner oder gLeich 

.... "' OE BeS S8aSO ARG, dem zu sasso 

Einsprung von SB877 

BB4F 06 "  ,$l S6D OH 
8851 26 6C ,01. $6C AR' 
8853 26 6. ROL S6B ..,-

8855 26 .. ,01. ..... -" 
'857 10 .6 IC$ SII8lF wem Oberlauf. dam zu S883F 

885. >O CE IM, W29 wenn B i t  7 ge.etzt, dom 

zu SB829 
"SB 10 E2 IPL S883F ansons.ten zu SBB3F 

.. ,. AB 1AY .. , 
BBSE A5 .. LOH " Mentis&e 

" .. ES 65 SBe $0$5 von 

• B62 .5 .. STA S6D AR' 

BB64 AS oe LDA S6C .. � 

.... ES 64 ,Be S64 ." 
"68 85 6C su. SbC M.ntisse 
" .. ... 5 68 LD'" S6B von 

B&6C ES ., SBC SM FA< 

BB6E .S .. su. S66 ..... -

"70 ... 5 6" LD" Sb ... tra-

BS72 E5 62 SBe Sb2 hie-

BB74 ., .. ST'" S6A ,� 

"76 .. TYA U"ICI w; eder 

"77 4C 4F BB JMP SBB4F zu SBB4C 
BB7A ,,9 40 LO'" ft40 unbedi ngter 
.B7C 00 CE BNE SBB'oC ..,"" 
"" ... ASt , "'" 
BB7F ... ASt , Akku 

"80 ... ASL , .., 

... , ... ASL , 64 
• B82 .. ASt , .,lti-

"., ... A$L , pthieren 
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.. 84 85 70 SY" $70 Ergeben : Rundungsstelle 

.... 28 PlP Statusregister aus Stack 
BB87 4C 8F 88 JMP S888F K i lfsregister nach FAC 

***************************** 

.... Al 14 LDX NS14 Nunner für 'DIVISION 8Y ZERO' 
811& 4C 37 A4 JMP SA437 Fehlermeldung ausgeben 

***************************** 

E insprlng von $8A56, S8887 

'88' A5 26 LDA S26 KU fs-
8891 85 62 SYA $62 register 
BB93 A5 27 LDA S27 (S26 - $29) 
8895 85 63 SYA $63 nach 
8897 A5 28 LDA S28 'AC 

8899 85 64 STA S64 Ober-

8898 A5 29 LDA S29 tra-

8890 85 65 srA $65 '" 
889F 4C 07 88 JMP SBOO7 FAC L i nksbündig machen 

***************************** Konstante (A/Y) nach FAC 
übertragen 

Einsprung von SA78F, SA042, SAEA2, SAFA4, SBB09, SBF78, 
SEDe2, SE2C9 

BBA2 85 22 SrA $22 Zeiger 
B8A4 84 23  STY $23 setzen 
BBA6 AO 04 LDY j$()4 ZähLer setzen 
B8A8 B1 22 LDA ($22),Y L�-Byte 
B8AA 85 65 S1A $65 "." 
BBAC 88 OEY Mantisse 

BBAD B1 22 LDA (S22),Y und 

BBAF 85 64 S1A S64 HIGH-

BBB1 88 OE' Byte 

BBB2 81 22 LDA ($22),Y der 
BBB4 85 63 S1A S63 Mantisse 

BBB6 88 OE' ; n  

413 
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BBB7 81 22 LDA ($22), Y FAC 
BBB9 85 66 ST" S66 holen 
BBBS 09 80 ORA 1$80 Vorzeichen 
88BD 85 62 STA $62 .. , 
BBBF OB OE' Mln· 
asca 81 22 LDI. (S22'> ,Y tisse 
88C2 85 61 sr" $61 

88e4 84 70  sn $70 
BBC6 60 RTS 

***************************** 

Einsprung von SEOSQ 

BBCT 1.2 SC lOX N$SC 
8809 2C .BYTE S2C 

Einsprung von SE047, SE2a4 

BSCA. 
BBce 
BBCE 

A2 57 
1.0 00 
FO O4 

LOX 1S57 
LOl tsOO 

BEQ $BBD4 

Einsprung von SA9D4. $A052 

Exponent 
RU'ICl.r!gsstelle 
ROckspC"lrIg 

Adresse LOU 
Akku tL. 

FAC nach Akku 13 übertragen 

Adresse LOW Akku '3 
Adresse HIGH 
unbedingter Sprung 

***************************** FAC nlch Variable übertragen 

BBDO 1.6 49 
BBD2 1.4 4,. 

lDX $49 
Lor $41. 

Variablenadresse 
holen 

Einsprung von $8420, SBF8B, SEDF6 

'BD4 20 18 BC JSR SBelS FAC ,-., 
'BD7 86 22 STX $22 Zeiger auf 
'BD9 84 23 sn $23 Zieladresse 
'BD' ioD 04 LOY 1$04 Zähler setzen 
'BDO 1.5 65 LDI. $65 LOW·Syte der Mantisse 
'BD' 91 22 STA ($22), Y Den 
BBE1 SB 0", 'AC 
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88U " 64  LDA S64 ; n  

8BE4 91 22 STA ('ZZ),Y den 

BBE6 .. '" Ziel-

BIE7 " M  LD,. S63 bereich 

IBE9 91 ZZ sr,. (S22) , Y  Ober-

BBEI .. 'EY tragen 

88EC " 66  LD,. S66 rAC-Vorzelchen 

88EE 09 7' DA,. IS7F Die Bits 0 bis 6 setzen 

BIFO 25 ., AN' S62 Vorulchen auf 

"'2 91 22 ST,. ($l2),Y Speicherfor.at 

BBF4 .. DEY bringen 

BIF5 'A5 6' LD,. 161 FAC-Exponent 

BIFT 91 22 ST,. {S22) , Y  übertragen 

BBF9 84 70 sn STO FAC-Rundun9sstelle löschen 

BBFI 60 OTS ROclcsprll'l9 

••••••••••••••••••••••••••••• ARG nach fAC Ubertragen 

EIMprll'lll von SAFFe, S886C 

BBFe A5 6E LDA $6E 

E i l"ISp(U"I9 von SB F9E 

BlfE ., .. STA SM 

BCOO A2 05 LOX #$05 

8C02 85 68 LDA S68,X 

8COt, 95 60 STA S60,X 

Beo. " 'EX 

'007 .. F9 INE SIICOZ 

Be09 86 70  SlX '70 

BCOI 60 OTS 

ARG-Vorzeichen 

in fAC-.eg (:bertragen 

5 Bytes 

ARG in 

fAC 

übertragen 

schon alle Zeichen ? 

fAC-RlJfldX'9sstelle löschen 

ROcksprlng 

Einsprung von $A9FC, 'RAEZ, SBAfE ,  SBD7F, SBF71 , 'E26B, 

$E277 

ICoe: ZO 18 BC JSR $8c18 FAC rlX'lClen 

415 
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e:ln,prl.rlg von SEOO2 

BCOF A2 06 LDX 1$06 6 Zeichen 

Bel1 05 60 LD" $6O,X FAC In 
BC13 " .. SrA S68,X ARG 

8C15 CA OE' übertragen 

oe"� GO f. BNE SBC11 schon alle leichen ? 

Be" " 10  STlc $70 FAC'R�stel l e  löschen 

Be1A 60 '" Rild:spl'U'Ig 

Elnsprl.l"lg von SA9C4, $AE43, SSB1', $8804, SBCOe 

BelS 

se1D 

BCH 

Be21 

1,5 61 

FO FB 

06 10  

90 fT 

LO'" $61 

BEO SBC'" 

ASL 570 

Bce $BC1A 

Exponent null ?, 

dam fertig 

Rundungsstelle gröBer 57f 1 

nein, dann fertig 

Elnspru"G von saH'" 

Be23 20 6F 89 JSR $896F Mantisse � eins erhöhen 

8C26 00 F2 BNE SBClA j.tzt nuL L ? 

Be28 4C 38 89 JMP $8938 nac'" rechts verschieben, 

Expo�nt erhöhen 

** •••••••••• ********.*******. Vorzeichen von FAC holen 

EinsptU"og von $o479f, SB9EA, $8C39, SE097 

BC2I "5 61 

SCii!l FO 09 

BCii!F 1.5 66 

lDA 161 

BEO SBC38 

LOA $66 

weM null, 

dann RTS 

FAC-Vorlelchen 

Einsprung von SBC98 

Be31 

Im 
lC34 

2A 

"9 ff 

80 02 

ROL A hote" 

LD" Aff nc!gatiV1 

ses S8C38 dann RlS 
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BC36 A9 01 

BClS 60 

LDA 1$01 

RTS 

sonst positiv 

ROckspr\.Xlg 

••••••••••••••••• * ••••••••••• BASIC- Funktion SGN 

8C39 20 2B BC JSI! $Be2B 

oe3C 85 62 SYA $62 

oe" •• 00 LDA HOO 

BC40 8S 63  STA S63 

8C42 Al .. lDX ft88 

Et l\SJll"� von S839B 

'04' A5 62 LOA S62 

• 04. , . FF EOIt tlSFF 

• 04. , . 'OL • 

Efnsprlllg von lBD04 

Bt49 11.9 00 
Be48 85 65 

8e40 85 64 

LDA noo 

STA S65 

STA S64 

Einsprung von SAF81 

Be4F .. .  , STX S61 

8e51 45 70 STA S70 

8c53 " 66  STA SM 

Be," 4c 02 B8 JNP $8802 

Vorteichen holen 

und In FAC speichern 

$6' 

'_on 
"'''0'''''' 

Vorzeichen 

Invertieren 

und nlch l i nks 

Die Adressen 

.. , 

und S64 löschen 

Exponent 
R�8&tel l e  

l�chtn 

raUen 

1 inbbündlg mdlen 

••••••••••••••••••••••••••••• BASIC-funktIon ASS 

Bc58 46 66 
BeSA 60 

lSR S66 
RTS 

Vorteichenbit löschen 

RücksprU"lg 

••••••••••••••••••••••••••••• Ver;lelch Konstante (A/Y) mit 

'" 

El nlp"1.ng von SB027, $81C9, SBEOf, SIE'A, SBF96 

BCS8 45 24 STA 1.24 Zeiger auf 
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Einsprung von SAD57 

BC5D 84 25 
BCSF AO 00 

8C61 81 24 

BC63 ca 

BeM AA 

8C65 FO C4 

8C67 81 24 
BC69 45 66 
BC6B 30 C2 

BC6D E4 61 
BC6F 00 21 

BC71 

SC73 

,m 
Ben 
SC79 

BC?A 

BC7e 

81 24 

09 80 
es 62 

00 19 

e8 

81 24 

05 63 

aC7E 00 12 

BeaD 

Be81 
SC83 

8C85 

Be87 

SC88 

SCBA 

e8 

81 24 
05 64 

00 OB 

e8 

A,9 7F 

es 70 
BC8C B1 24 

BCBf ES 65 

BC90 FO 28 

8C92 A5 66 
8C94 90 02 

sn 525 Konstante 
LDY *SOO Zähler setzen 
LO", (S24),Y Exponent 

INY Zähler erhöhen 

TAX ins X-Rei 

BEQ SBelB null?, d8nn Vorzeichen von 

FAC hoLen 
LD" (S24),Y Konstante 

EOR S66 FAC-Vorzeichen 

SMI SBCZF verschi edene Vorzeichen?, 
dem zu $8C2F 

CPX $61 Exponenten vergleichen 

BNE SBC92 faLls verschieden, dann zu 

SBC92 

LD" (SZ4> ,Y das 

ORA *SaO erste 

CMP $62 Byte 

BNE $8C92 vergleichen 

INY Zähler erhöhen 

LO", ($24),Y  das zweite 
CHP $63 Byte 
BNE $8C92 vergLeichen 

INY Zähler erhöhen 
LDA. (S24),Y das dritte 

CMP S64 

BHE SBC92 

INY 

LDA NS7F 

CMP S70 

Byte 
vergleichen 
Zähler erhöhen 

FAC-Rundungsstelle mit 

S7F vergleichen 

LDA (S24),Y letzte Stellen, gemäß Ver-

SBC 565 gleich der Rundungsstelle, 
subtrahieren 

BEQ SBCBA wenn alte Stellen gleich 

sind, dann RTS 

LDA S66 FAC-Vorzeichen 

BCC SBC98 ist die Konstante �leiner 
FAC, dann zu SBC98 
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Das ROM-Listing 

BC96 49 FF EOR ftFF Ergebnis kleiner, dann 

invertieren 

BC98 4C 31 BC JMP $BC31 Flag für Ergebnis setzen 

***************************** umwandlung Fließkomma nach 

Integer 

Einsprung von SAA 1 1 ,  $B1CE, SB801, SBCDZ, S8E3Z 

.C9' 

.C9D 
'C9' 

BCAO 

'CA' 
BCA4 

BCA6 

BCA7 

BCA9 

BCAB 

BCAE 

BCAF 

BCB1 

BCB3 

aCB5 

BeB8 

BCBA 

BCBB 

BCBC 

BCBE 

BCCO 
SCCZ 

BCC4 

BCC6 

A5 61 

FO 4A 

'" 
E9 AO 

24 66 
10 09 

AI. 
A9 F F  

85 68 

ZO 40 B9 

BA 
A2 61 

C9 F9 

10 06 
20 99 B9 

84 68  
60 

AB 
., 66 

29 80 

46 62 

05 62 

85 62 

20 BO 89 

BCC9 84 68 
BCCS 60 

LDA 161 

BEQ SBCE9 
SEC 

SBC *SAO 

BIT S66 

BPL SSCAF 

TAX 

LDA ftFF 

STA S68 

JSR SS94D 

TXA 

lDX 1$61 

CHP ftF9 

SPL $BCBB 

JSR 18999 

STY S68 

RTS 

TAY 

LDA S66 

AND ft80 

LSR S6Z 

ORA 162 

STA 162 

JSR SS9S0 

STY S68 

RTS 

Exponent 

nul l ? 

Integer­

Exponent 

wenn FAC positiv, 

dann zu SBCAF 

FAC 

RUI'ldIsIgsbyte 

setlen 
Mant isse von FAC inverti eren 

Exponent in Akku 

FAC-Offset-Ze;ger 

wenn Exponent größer als 

-8, dann zu BCBB 

FAC rechtsverschieben 

FAC-Rundungsbyte löschen 

Rücksprung 

Akku löschen 

FAC-Vorzeichen laden 

d" 

FAC-

Vorzeichen 

isolieren 

FAC bitweise nach rechts 

verschieben 

FAC-Rundungsbyte löschen 

ROeksprU'19 

419 
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***************************** BASIC-Funktion IHT 

Einsprung von SBF8F, SEOOE, SE27A 

BCCC 

BCCE 

BCOO 

BC02 

BC05 

BC07 

BC09 

BCOB 

'CD' 

'CD' 

BCfO 

BCE2 

BCE4 

BCE6 

BCE9 

BCEB 

BCEO 

BCEF 

BCF1 

"''' 

A5 61 

C9 AO 

BO 20 

20 98 BC 

84 7' 

" 66  

84 66  

49 80 

2A 

A9 AO 

85 61 

A5 65 

85 07 

4C 02 B8 

85 62 

85 63 

85 64 

85 65 

AB 

6' 

LOA $61 

CMP "AO 

BCS SBCF2 

JSR SBC9B 

STY S70 

LOA SM 
STY SM 
EOR 1S80 

ROl A 

lDA #$AO 

STA $61 

LDA S65 

STA S07 

JMP SB802 

STA S62 

STA S63 

STA S64 

STA $65 

TAY 

RTS 

Exponent 

ganze Zahl ? 

ja, dann fertig 

FAC nach Integer wandeln 

Rundungsstetle löschen 

Vorzeichen i n  Akku 

und positiv machen 

Be; 

negativen Vorzeichen 

." 

Carry-
flag 

löschen 

FAC l inksbündi g  machen 

Mantisse 

mit 

Nullen 

fOL len 

Y-Reg löschen 

ROcksprlM1g 

***************************** Umwandlung ASCII nach 

F 1 ieBkorrmaformat 

Einsprung von SAC89, SAEBF, SBTOA 

BCF3 AO 00 

BCF5 A2 DA 

BCF7 94 50 

BCF9 CA 

BCFA 10 FB 

BCFC 90 OF 

BCFE C9 20 

BOOO 00 04 

B002 86 67 

LOl #$00 

LOX "DA 

STY S50,X 

OEX 

BPl SBCF7 

BCC SBOoo 

CMP "20 

BNE SB006 

STX $67 

Wert festlegen 

ZähLer steLLen 

den Bereich 

von S50 bis SM mit 

NuL Len füllen 

wenn erstes Zeichen eine 

Ziffer, dann zu SBOOO 

NU1IlIer für I - '? 

wenn nicht, dann zu SB006 

FLag für negativ 
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B004 FO 04 BEQ SBOOA unbedingter Sprung 

B006 c9 Z8 CNP ISZB Num'ler für ,+, 

B008 00 05 BNE SBOOF wenn nicht, dann zu SBOOF 

EinsprlXlg von SB07B 

80DA 20 73 00 JSR $0073 CHRGET nächstes Zeichen holen 

8000 90 SB Bee $806A wenn Ziffer, dann zu $806A 

800F e9 2E eNP 1S2E Nl.fIII'II!r für ' . '  

B011 FO 2E BEQ $8041 wenn ja, denn zu $B041 

BOU C9 45 CMP 1S45 NlJI1Iler für ' E '  

BD15 00 30 BNE $8047 wenn nicht, denn zu SB047 

8017 20 73 00 JSR SOO73 CHRGET nächstes Zeichen holen 

B01A 90 17 Bee SB033 wenn Ziffer, denn zu SB033 

B01C C9 AB CMP ISAB ,. , BASIC·Kode 

B01E FO OE BEQ SB02E wenn ja, dann zu SB02E 

B020 C9 20 eHP #$20 NlJI1Iler für , . , 

BD22 1'0 DA BEQ SB02E wenn je, dann zu SB02E 

B024 C9 .... CHP flSM '+' BASIC'Kode 

BOZ6 fO 08 BEQ $B030 wenn ja, dann zu $B030 

BOZ8 e9 2B CHP nZB Nl.III'IIer für '+'  

BOZA FO O4 BEC $B030 wenn je, denn zu $B030 

80le 00 07 BNE $B035 unbedingter Sprung 

802E 66 60 ROR $60 Bit 7 setzen 

Einsprung von S80BO 

B030 ZO 73 00 JSR SOO73 CHRGET nächstes Zeichen holen 

B033 90 SC Bee S8091 wenn Ziffer, dann zu SB091 

B035 24 60 BIT $60 Bit 7 gesetzt ? 

B037 1 0  OE BPL $B047 wenn nicht, dann zu SB047 

B039 A9 00 LOA 1$00 Vorzei chen des 

B03B 38 SEC Exponenten 

803C ES SE sec $5E wechseln 

80lE 4C 49 BO JHP $B049 weiter bei $8049 

B041 66 5F ROR $51' Aufruf durch Dezimalpunkt 

BD43 24 5F BIT $51' schon zweiter Dezimalpunkt 

B045 50 C3 ave $800A wenn nicht, denn weiter 

B047 A5 SE LOA SSE Zahl gemä8 
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E insprung von SS03E 

.. ,. 

.... 

B04C 

BO" 

8050 

8052 

B055 

B057 

B059 

BOSS 

BDSE 

8060 

8062 

8064 

38 

ES 50 

85 SE 

FD 12 

10 09 

20 FE BA 

E6 SE 

00 F9 

FO 07 

20 E2 BA 

C6 SE 

00 F9 

... 5 67 

30 01 

SD66 60 

8067 4C s4 Bf 

B06... 48 

B06B 24 5F 

BD60 10 02 

B06F E6 50 

B071 20 EZ BA 

B074 68 

BD75 38 

SEC 

SBC $50 

sr" 'SE 

BEQ S8D62 

BPL $B058 

JSR SSAFE 

INe SSE 

BNE $B052 

BEQ $8062 

JSR $BAEZ 

OEC SSE 

BNE SBOSS 

LD" S67 

8)11 $8067 

RTS 

JMP SBFB4 

Position 

des DezimalpU1kts 

und ElIIpooenten anpllssen 

Zahl= Nul l , dam zu S8062 

Zahl kleiner als S7F 

FAC " FAC I 10 

Zahl erhöhen 

unbedingter 

Sprung 

FAC = rAt * 10 

ZahL gemäß 

Exponenten anpassen 

wenn negativ, 

dann Vorzeichen inverti eren 

Rücksprung 

VorzeichmwechseL FAt " -FAt 

PHA Aufruf durch Mantisse 

BIT SSF wenn Vorkommastelle, 

BPL SB071 dann zu $B071 

INe $50 Zähler erhöhen 

JSR SBAfZ FAt " FAC * 10 

PLA Ase 1 1  i n  

SEC Ziffer umwandeLn 

B076 E9 30 SBC 1$30 '0' abziehen gibt hex 

B078 20 7E BO JSR SBo7E addiert nächste Stelle zu FAC 

B07B 4C DA BO JMP SBOOA nächstes Zeichen 

E i nsprung von SAA29, SBA21 ,  SB078 

B07E 48 PHA Wert aus Stack 

807F 20 OC BC JSR SBCDC FAC nach ARG 

8082 68 PLA wert i n  Stac� 

8083 20 3C BC JSR SBC3C Accu i n  höchste Stelle von FAC 

8086 A5 6E LDA S6E fAC-Vorzeichen und 

8088 45 66 EOR S66 ARG-Vorzeichen 

SOBA 85 6F STA $6F ver�nüpfen 

S08C A6 61 lDX $61 erste Stelle von FAC holen 
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SOBE 

B091 

B093 

S095 

80.7 

8099 

80" 

8090 

4C 6A B8 
" "  
C9 0A 

90 09 

A. 64 

24 60 

30 1 1  
4e 7E B9 

DA 

DA 

" 
65 SE 

DA 
" 
AO 00 

JMP SB86A 

lDA SSE 

CMP ftOA 

Bec SBDAO 

LOA n64 
BIT $60 

BMI SBDAE 
JMP SB97E 

ASL A 

ASL A 

CLC 

ADe SSE 

ASL A 
CLC 

LOY j$()O 

FAC " FAC + ARG 

Aufruf durch ' E '  

wenn dritte Exponentenziffer, 

denn zu SBDAO 
wenn Vorzeichen 

negetiv, 

dann Unterlauf 

zu 'OVERFLOW ERROR' 

." 

Exponenten 

lIIit 

,. 
I&Ilti· 

pi izieren 

Zähler setzen 

BDAO 
BOAI 
80" 
BOAl 

BOAS 

BDA6 
BDA7 
BDA9 

BDAB 
BDAe 
BDAE 

BOBO 

71 7A 

38 

ADe (S7A),Y Exponenten' 

S�e ziffer 
E9 3D 

85 SE 

4C 30 BD 

SBe mo 

srA SSE 

JMP SB030 

addie· 

,m 
nächstes Zeichen holen 

***************************** Konstanten für F L ie8komma 

BDB3 9B 3E BC 1 F FD 
BOB8 9E 6E 6B 27 FO 

BOBO 9E 6E 68 28 00 

nech ASCI I 

99999999.9 

999999999 
". 

***************************** Ausgabe der Zeilennummer 

bei Fehlermeldung 

Einsprung von SA471 

BDC2 A9 71 LDA 1$71 Zeiger 

BDC4 AO A3 LDY ftA3 auf 'in'  

BDC6 20 DA BD JSR SBODA String ausgeben 

8OC. AS 3A LDA $JA laufende 

80ca A6 3. LDX S39 Zeilennummer holen 

423 
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•• *************** ••••• ******* positive 'ntegerzahL 

in A/X ausgeben 

Efnsprlrlg VOO U6EA, SE4lA 

BOeO 65 62 STA $62 fur LmoIarw:llunll 

IOCF 86 63  STI( 163 in FAC schreiben 

8001 A2 90 LOI( ft90 Exponent 

800' 38 SEC '" 16 

IlOO4 20 49 Be JSR Sl!C49 Inteu<ef nadI fließk� 

_ln 
... , 20 DF Im JSR SBOOf FAC n.ch ASCII wandeln 

Einsprung von SBDC6 

IODA 4C lE AB JHP $AlllE String .v8td:>en 

***,,***************."'******** fAC OIIC;h ASCII-fof/llat 

wandeln und nach $100 

Einsprung von SAABC 

SODa AO 01 LDY ISOl 

Einsprmg von S846A. SBOG7 

Boof 1.9 20 LD" #$20 

BDEl 24 66 BIT SM 
00E3 10 02 BPL S80E7 

'OE' .9 2D LOA 1120 

, , leenelchen für posit ive 
Zahl 

wem Vorzeichen 

positiv 1, dann zu SllDE1 

. _ .  M i nuszeichen für 

negllti� Zahl 

SO" 99 FF 00 STA SoOFF, Y in 

BOiA. 85 66 STA S66 Pu11erberelch 

8DEe 84 71 sn S71 schreiben 

BDEE e8 INY Zähler erhöhen 

BDEF .9 30 LDA lSlO '0' 
BO" Ah 61 lOX $61 Exponent 

.,,,, 00 03 BNE I8OF8 wem ZlIht nicht null ? 

00" 4C 04 SF JMP SBF04 dam f.rtlg 
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BOF8 A9 00 

BOF" EO 80 
BOFC FO OZ 
BDfE 80 09 

IEOO A9 SO 

IE02 AO SO 

'E04 

BE07 

BE09 

" .. 

,,'" 

IEOf 

BE12 

BE'4 

.,,' 

BE18 

IEIA 

BE10 

BE1F 

BE21 

"" 

IE26 

BE28 

BE2B 

"", 

BE2F 

BE32 

BE3S 

BE" 

BE39 

BE3A 

BE3C 

8UE 

8E40 

IE42 

BE" 

BE45 

BE47 

20 28 BA 

A9 F7 

85 50 

• 9 .. 

.0 '" 

20 SB BC 

FO lE 

10 12 

A9 B3 

AU 90 
ZO SI SC 

FO 02 

10 OE 

20 E2 BA 

<6 50 

00 EE 
20 FE BA 

" '" 
00 oe 

20 49 B8 

20 98 se 

A2 01 

.5 '" 

18 

69 DA 

30 09 

e9 OB 

90 06 

69 Ff 

AA 

• 9 02 

,. 

LO" M$OO 

"" .... 
BEG IIEOD 

ses SBE09 

LOA lS8D 
LOY M$8o 

JSR S8A28 

LOA "F7 

STA SSO 

LOA lS88 
LDY lS80 

JSI SBe5B 

BEQ S8E32 

IPL SBE28 

LOA #SB3 

Lor ft80 
JSR $8C5B 

BEQ 'BE21 

BPL 'BE2f 

JSR 'BAEl 

OEe SSO 
BHE S8E16 

JSl S8AfE 

INe s50 

BNE saEOB 

JSR SB849 
JSR SBe9S 
LOK /IS01 

LOA s50 

ClC 

ADe ISOA 

SMI 'SE47 

eMP "'OB 

ses $8E48 
ADe ISFF 

TAK 
LO,t, "02 

SEC 

FA, 

.it 1 vergleichen 

wem ja .dann zu SBEOO 

FAC größer 

Zeiger auf 

Konstante 1E9 

Konstante (Zeiger A/Y) * FAC 

" -9 
S 50 ,.. -9 

Zeiger auf 

lConstllflt. '9-���t'9X'9-����X'9 
Vergleich ronet�te 

(Zeiger A/V) mit fAC 

gleich 

kleiner 

Zeiger auf 
ronstant. .9C)Xi�9".99Xi�'9 _ 9 

Vergleich ronstante 

(Zeiger A/V) �it FAe 

gleich 

kleiner 

fAe .. FAC • 10 

Dezillillexponent emiedriaen 

schon 01 

FAt .. F,t,t I 10 

Oezi�lexponent erhöhen 

überllluf 1 

FAe • FAC + .5 , runden 

F,t,e nach Integer 

FAe ist nun f� Bereich von 

lE8 bis 1E9, sso hllt Yert 
VOfl Zehnerpoteru 

Zahl "0.01 

Betrag kleiner 0 . 1  ? 

wenn ja, deM 

Betrtlg grl:lßer lE9 1 

die 

.. -
'och ...... 

de, 

425 
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BE48 E9 02 SBe 1$02 Exponenten-

BE4A 85 SE STA SSE flags 

BE4C 86 50 STX $50 N�ative Darstellung des 

BUE BA '" Exponenten 

BE4F FO 02 BEQ SBES3 wenn 0.1, dann zu SBE53 

BES1 10 13 BPL SSEM wenn nicht 0.01, dann 

zu SSE66 

BE53 "4 71 lDl S71 Zeiger für Polynomeuswertung 

BE55 "9 ZE LD" #$ZE Nl.IIIIIer für ' .  I 

SES7 e. INY Zei ger erhöhen 

BE58 99 FF 00 SYA SOOFF,Y in Stringbereich 

BE5B BA 1XA schreiben 

BESC FO O6 BEQ SSEM wenn O .  1 .  dann zu SBE64 

BE5E "9 30 lDA 1$30 Nl.IIIIIer für '0' 

BE60 e. INY Zei ger erhöhen 

BE61 99 FF 00 STA SOOFF,Y in Str ingbereich 

BE64 84 71 STY S71 schreiben 

'E" AO 00 LOY 1$00 Zeiger 

Einsprung von SAF56 

BE" A2 80 LOX #S8O stellen 

BE" A5 65 LDA S65 Durch 

BE" ,. CLe Addition 

BE60 79 19 Bf ADe SBF19,Y I.nd 
BE7() 85 65 sr ... $65 Sl.btralo:tiO"n 

BE72 " 64  LD" S64 .,., 
BE74 79 18 BF ADC SBF18,Y Werte 

BE77 .5 64 sr" $64 '"' 
BE79 ., 63 LD" $63 doe 

BE7B 79 17 BF ADC SBF17,Y Tabelle 

BE7E .5 63 SI'" S63 werden 

BE80 ., 62 LDA $62 die 

BE82 79 1 6  BF ADC SBF16,Y einzel nen 

BE85 .5 62 STA $62 Ziffern 

BE87 ,. IN, d .. 

BE88 BO 04 BCS SBEBE Zahlen-

BEBA 10 DE BPL SBEM Strings 

BESC 30 02 BM' SBE90 be-

BEBE 30 DA Bfli SBEM rech-
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BE90 BA TXA ... t 

... , 90 04  8CC SB..,. aUes addiert?, wem nicht, 

dem zu SBE97 

8E93 49 FF EOR ISFF Ergebnh mit 10 

BEOS .. '" Al" .... kOllpl ttlent I enn 

IE97 69 2F ADc l$2F '0' - 1 

BE" " INY Zähler 

BE9. ca INY �t-

.... ca 'NY sprechem 

BE9C CI! INY erhöhen 

BE'" B4 47 sn 147 Zähler s i chern 

... , " 71 LOY 17. ZeigM' auf Strlngbereidl ''''''" 

.. " ca ,NY r.r'Jd erhöhen 

BEAZ M 'AX Ziffer 

"'3 29 7f AND 1S7f 'n 

IEA5 99 H OO STA SOOrF, Y Stringbereich 

8EA8 C6 50 OEe ISO bringen 

BE" DO 06 BNE $BEIZ wenn Einerstelle nicht 

erreicht, dann zu SBEaz 

BEAC •• 2E LOA ftZE �r für I . '  
BEAE CO INY Zäh I er erhöhen 

.. " 99 FF 00 SrA SOOFF. Y in Stringberelch schreiben 

"" 84 71 sn S71 Zähler speichern 

0'84 A4 47 LOY 147 Neuen Zähler holen 

BE" .. '" FAC-

BE87 49 fF EOII: ISFF .... -
BEB9 29 60 .110 _ """'-
BEBB .. TAX " no  
.. oe "' '' CPY H24 Tabellenende ereicht. 

.... " 04 IEQ saEe4 dam zu S8EC4 

BEeO CD 3e CPY 1S3e T ebe 1 1  enende be i 

TIS-Berechnung 

BECl 00 .. PE $8E6A nicht erreicht, dann zu DE6A 

8Ee4 A4 71 LDY $71 Zähler wieder holen 

BEC6 19 FF 00 LDA SOOFF,Y letzte Stelle suchen 

BE09 56 OEY Zähler erniedrigen 

BECA 09 30 CMP "30 N�r far ' 0 '  

BEee FO F8 IEQ SBEC6 wenn J_, dann lU SBEC6 

BEeE (9 ZE CMP 1S2E NUllWler für ' .  I 

SEOO FO 01 lEG SBED3 wenn je. dann zu S8ED3 
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SED2 e8 ,,, ZähLer erhöhen 

BED3 "9 28 LOA I$Z8 NlIIIIIer für ,+,  

BEDS "6 SE LaX SSE wenn Fleg nicht gesetzt, 

BED7 FD ZE BEC SBF07 dann zu SBF07 

BED9 1 0  08 8Pl SBEE) wenn Exponent positiv, dann 

zu SSEE3 

BEDB "9 00 LDA ISOO Doo 

SEOD 38 SEC Exponenten 

BEDE ES SE SBC $SE be-

BEED .. TAX rechnen 

BEE1 .9 2D LDA ft.2D N l.IIIIIe r für , - , 

SEE3 99 01 01 STA S0101,Y in Stri ngberei ch schreiben 

BEE6 "9 45 LDA 1$45 Nu:nmer für ' E '  

SEE8 99 00 01 STA S0100,Y in Stri ngbereich schreiben 

BEES 8' TX. Zehner-

BEEC A2 ZF lDX ft2F stelle 

BEEE 38 SEC für 

BEEF E8 INX <Ion 
BEFO E9 DA SBC ISO" Exponenten 

BEF2 BO FB BeS SBEEF berecl'men 

BEF4 69 3A ADC #$3" '9' + 1 

BEF6 99 03 01 ST" S0103,Y in Stringbereich schreiben 

BEF9 BA TX. Zehnerstel l e  

BEFA 99 02 01 sr" S0102,Y in Stringbereich schreiben 

BEFD "9 00 LD" 1$00 Puffer mi t SO 

REFf 99 04 01 sr" S0104,Y absch l ießen 

SF02 FO 08 BEQ SBFOC unbedingter Sprung 

Einsprung von $BDF5 

BF04 99 FF 00 STA SOOfF,Y Puffer 

8F07 A9 00 LDA 1$00 mit SO 

BF09 99 00 01 STA S0100,Y 8bsch l i eBen 

BFOC A9 00 LDA 1$00 Zeiger auf 

SFOE AO 01 LDY ISOl Puffer S100 

BF10 60 RTS ROcksprung 
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Bf" 80 00 00 00 00 Konst.nte 0.5 für 
SQR-Funktion 

nach ASCII 

32-Bft Binirzahlen .it Vorzeichen 

Bf16 FA � lf 00 

.f1,4 00 98 96 80 
Bf1f Ff FO 90 CO 

BF22 00 01 86 AO 

IIF26 " FF DS FO 

BF2A 00 00 03 ES 

BF2E FF FF FF 9C 

BF32 00 00 00 OA 

BF36 FF FF FF FF 

-100 000 000 

10 000 000 

-I 000 000 
100 000 

-10 000 

, 000 

100 

10 

- I  

............... * ••••••••••••• Konstan�� fur u.wandtung 
rr nach TI$ 

'ßA fF OF DA 80 ·2 160 000 
Sf3E 00 03 4B co 216 000 

IIF42 FF FF 73 60 -36 000 

BF46 00 00 OE 1 0  , 600 
BF4A FF FF FD A8 600 

BF4E 00 00 00 3C 60 

Bf52 EC 

Bf53 M 

"'. - - - M 

............................ IAS1C·hnktion "" 
Bf71 20 oe BC JSR SBCDC F,4C runden r.nd nach ARG 

Bf74 ,49 1 1  ,DA .. 1 1  Zeiger auf 

BF76 AO 8F LDY NSBF Konstante 0.5 

............................ Potenzierung FAC : ARG 

hoch Konstante (A/Y) 

Bf7a 20 Al BB JSR SBBA.2 Konstante nach FAC 

429 
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**************************** Potenz'erung FAC = ARG 

hoch FAC 

BF7B 

BF7D 

BF7f 

BF81 

BF84 

BF86 

BF88 

BF88 

"'. 

BF8F 

BF92 

BF94 

BF96 

BF99 

Bf9B 
BF9C 

BF9E 

BFA1 

BFA2 

BFAl 

BFA6 

SFA8 

BFAA 

BFAC 

BFBO 

BFB1 

BFB2 

FO 70 

A5 69 

00 03 

4C F9 B8 

A2 4E 

AO 00 

20 04 BB 

A5 6E 

1 0  OF 

20 CC BC 

A9 4E 

AO 00 

20 SB Be 

00 03 

98 
A4 07 

20 FE BB 

98 

48 

20 EA B9 

A9 4E 

AO 00 
20 28 BA 

20 EO BF 

68 
4A 

90 OA 

SEQ SBFEO 

LDA $69 

BWE $8f84 

JMP $B8F9 

LOX I$4E 

LOY ISOO 

JSR SBB04 

LOA $6E 

BPL SBF9E 

JSR SBCCC 

LOA I$4E 

LOY ISOO 

JSR SBC5B 

BNE .SBf9E 

TYA 

LOY $07 

JSR SBBfE 

TYA 

PHA 

JSR SB9EA 

LOA I$4E 

LOY 1$00 
JSR SBA28 

JSR SBFEO 

PLA 

LSR A 

BCC SBFBE 

wenn FAC=O, dann zu $BFEO 

Exponent ARG = Basis 

nicht null ? ,  

dann fertig 

Zeiger auf 

Hi l fsekku 

FAC nach H i l fsakku 

Exponent FAC z Potenzexponent 

kleiner eins ? ,  

dam lifT-Funktion 

Zeiger euf 

Hi l fsakku 

mit fAC vergleichen 

Exponent nicht ganzzah lig,  

dann zu SBF9E 

AkkU'" 4 

Exponentenstelle 

ARG nach FAC 

Exponentenstelle 

in Steck 

LOG-Funkt i on 

Zt!!igt!!r auf 

HI l fsalc:lc:u 

mit fAC multiplizieren 

EXP-Funlc:tion 

Exponent eus Stack 

wenn Exponent gredzah lig,  

dann fertig 

.... **********.***.***.** ••• * Vorze i chenwech se l 

Efnsprung von $B067, SE030, SE29D, SE2AA, SE313, SE33A 

BFB4 A5 61 

BFB6 FO 06 

BFB8 A5 66 

BFBA 49 FF 

LDA $61 Exponent 

BEC $BFBE Zahl gleich null, dann fertig 

LDA S66 

EOR #SFF 

Vorzeichen 

i nverti eren und 
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BFBC 85 .. STA S66 

BFBE 60 RTS 

........................... 

BFBF !t 38 AI. 3B 29 

"04 07 

1fC5 71 34 58 Je 56 

BFCA. 74 16 7E B3 1B 

BFCF n 2F EE E3 85 

BF04 7A. 10 84 tc 21 

1fD9 TC 63 59 58 DA 

"OE 7E 75 FO E7 C6 

BFE3 80 31 72 18 1 0  

IrE! 81 00 00 00 00 

••••••••••••••••••••••••••• 

Einsprung von $BfAD 

IFED A9 IF LDl ISBF 

IFEF AO IF LDY #sIr 
BFfl 20 28 BA JSR SlA28 

Irr4 .5 ro LOA. $70 

BFF6 69 50 ADC 1$50 

BFF8 90 03 SCC SBFFD 

IffA " 2l ac JSR Hell 

BFFD 4C 00 EO JMP SEOOO 

E l nsp-ung  von $BHO 

'000 85 56 STA S56 

'002 20 CF BC JSR SleOf 

'''' A5 61 LDA 161 

EDD7 09 88 CIF .... 

,,.. 90 03 see $EOOE 

EOOB 20 04 BA JSR SBAD4 

'ODE 20 ee Be JSR SBeee 

speichern 
Rücksprung 

Kanst ... ten für EXP 
1.44269504 • l/lOG(2) 

7 .  Polynomgrad, 8 

Koeffizienten 
2.14987637E-5 

1 .4352314E-4 

1 .34226348E-3 

9.614011101E·3 

.0555051269 

.240226385 

.693147186 

BASIC-Funktion '" 

Zeiger auf 
Konstante l/lOG(l) 

.It fAC �ltlpllzleren 

8ß zu Rundungsstelle 

addieren 
wenn kleiner als SFF, d.m 

zu SBFFD 

Mantisse von rAt ua 
eins erhöhen 

weiter bei SEOOO 

Rundungsstelle 

FAe nach ARG brinuen 

'"","",' 
Zahl if'Ö8er 128 ?, 
dam zu SEOOE 

falls positiv 'OVERFLOW' 

INTEGER- FlrIkt I on 

431 
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E011 

E013 
E014 
E016 

ED1B 

E019 

ED1B 

EDle 

EDlE 
EOZO 
E022 

E024 
E026 
E027 

E029 

E02B 

E02D 

ED30 
E033 

E03S 
E037 

E03" 

ED3e 

ED3E 
E03F 

.042 

"5 07 

18 
69 81 

FO F3 

38 
E9 01 

" 
A2 05 

85 69 

84 61 
95 ., 

94 .. 

CA 

10 F5 
A5 56 

85 70 
20 53 B8 
20 B4 BF 

A9 C4 

AO BF 

2{J 59 EO 
A9 00 

85 6F 

.. 
20 89 BA 

LDA $07 

CLC 

ADe ts81 

BEG SEOO8 
SEC 
SBC 1$01 

PHA 

LDX ft05 

LDA S69,X 

lOY $61,X 

ST'" $61,X 

sn S69,X 
OE' 
BPl SED1E 
LOA 556 

ST" $70 

JSR S8853 

JSR SBFB4 

LDA ßt4 

lOY ß8F 

JSR se059 

LO'" 1$00 
ST" S6F 
PLA 

JSR SBAB9 

RTS 

ganze ZlIhl 

2ahL 

gleich 

127 1, dann zu SEDDS 

ansonsten 
s\J)trah ieren 

ißt in Stack 

FAC 

"'" 
ARG 

ver­
tauschen 

Zähler erniedrigen 

schon a l l e  Zeichen? 
Rundungs-

stel le 
ARG - FAC 

Vorzeichenwechsel 

Zeiger auf 

Potynomkoeffizienten 

Polynom berechnen 

Vergleichsbyte 
Löschen 

Zah l aus Stack 
Exponenten von 
FAC und ARG addieren 

ROcksprung 

Po l ynomberechrulg 

yza1*x+a2*x "3+a3*x "S+ • • •  

Einsprung von SB"16, SE2B1, SE328 

E043 85 71 STA sn Zeiger auf 

E045 &4 72 STY S72 Potynomkoefffzienten 

E047 20 CA BB JSR SBBCA FAC nach Akku 113 bringen 

E04A A9 57 LDA 1$57 Zeiger auf Akku tI3 
E04C 20 28 BA JSR SBA28 FAC * Akku tI3 (quadri eren) 

E04F 20 50 EO JSR SE05D Potynomberechnung 

E052 A9 57 LDA 1$57 Zeiger auf 

64 Intern 
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E054 AO 00 LDY JSOO Akku 13 
E056 4C 28 BA JMP SaA28 FAC = FAC * Akku 13 

***************************** Po L ynonberechnung 
y=ao+a1*x+a2*x·2+a3*x·3+ • • •  

Einsprung von SE037 

E059 85 71 STA S71 Zeiger auf 

E05B 84 n  sn S72 Polynomgrlld 

E insprung von SE04F 

EOSD 20 C7 BB JSR SBBC7 FAC MC" Akku fIIt brfngen 

E060 81 71 LDA (S71), Y Polynomgrad 

E062 85 67 STA S67 als Zähler 

E064 A4 71 LDY S71 Zeiger für Polynomauswertung 

'066 ,. INY lei ger erhöhen, 

'067 9B HA zeigt dem 

'068 00 02 BME SE06C auf ersten Koeff izienten 

'06A '6 n IItC S72 Zeiger 

'06e 8S 71 srA S71 für 

E06E A4 n LOY S72 PoLynameuswertung 

E070 20 28 BA JSR $8A28 FAC z: FAC * Konst.nte 

E073 AS 71 LDA S71 Zeiger " 
EO" A4 n LOY S72 (All) 

E077 18 CLe Zeiger 

E078 69 05 ADC nos l.IlI S erhöhen • nächste Zahl 

E07A 90 01 BCC SE07D wem kleiner, dann zu SE07D 

E07C e8 INY ansonsten erhöhen 

E0711 8S 71 STA S71 Zeiger für 

E07F 84 n sn S72 PoLyn0m8uswertung speichern 

'081 20 67 B8 JSR SB867 FAC = FAC + Konstante 

E084 A9 SC LDA nsc Zeiger auf 

E086 AO 00 LDY MSOO Akku 114 
E088 C6 67 DEC S67 ZähLer erniedrigen 

EOBA 00 E4 BME SE07tl schon a L L e, nein, dam 
zu SE070 

EOSC 60 RTS Rücksprung 
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***************************** KonstBnten für 'ND 
'08D 9! 35 44 7A 00 11879546 

E092 68 28 81 46 00 3.92767774E-4 

••••••••••• ** •••• *** ••••••••• BASIC-Funktion RNO 
'D97 20 28 BC JSR SBeZB Vorzeichen holen 

'D9A 30 37 SMI SEDD3 negativ 1 ,  dann zu SEOD3 

'D9' 00 20 BNE SEOSE nicht Null?, dann zu SEaSE 
'D9' lO F3 F F  JSR SFFF3 Basis-Adresse CIA hoLen 

EOA1 86 22 STX $22 als Zeiger 
EDA3 84 23 STY $23 speichern 
EOA5 AO 04 LOY 1$04 Zähler setzen 

EOA7 81 22 LD" ($22),Y lOW-Byte Tirner A , ..... 
EOA9 85 62  sr" $62 und spei chern 
EOAB ,. INY Zähler erhöhen 
EDAC 81 22 LDA ($Z2),Y HI GH-Byte Tirner "- laden 
EOAE .5 64 sr,. $64 und speichern 

EOSO AO 08 lOY 1$08 Zähler neu setzen 
EDBl 81 22 LDA (S22),Y TOD 1/10 sec laden 
ED84 85 63 ST,., S63 U'ld speichern 
EOB6 ,. INY Zähler erhöhen 
EDB7 81 22 LDA ($Z2),Y 100 sec laden 

EOB9 85 65 ST,. $65 und speichern 

EOBB 4C E3 EO JMP SEOE3 weiter bei SEOE3 

E08E A9 88 LOA l$8B Zeiger auf 
Eoeo AO 00 LOY ISOO letzten RND-1Jert 

EOe2 20 AZ BB JSR SBBA2 nach FAC holen 

EOeS A9 8D LOA ts8D Zeiger auf 

EOe7 AO EO LOY ISEO Konstante 

EOe9 20 28 BA JSR SBA28 FAC = FAe * Konstante 
EOCC A9 92 LOA 1$92 Zeiger auf 

EOCE AO EO LOY ISEO Konstante 

EOOO 20 67 B8 JSR $8867 FAC = FAe + Konstante 

EOo3 A6 65 LOX $65 alle 

EOO5 A5 62 LOA $62 Stet-

EOD7 85 65 STA $65 '00 

EOO9 86 62 STX $62 i. 

'DD. A6 63 lDX S63 FAC 
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'00' .. .. lO" S64 w,-

EDDF 85 63 ST" SM tau-

EDEl 86 64  STX S64 sehen 

Einspt"1rIg von SEDBS 

EDE3 A9 00 LD" ftOO Vorulchen 

EOES ., .. STA S66 poalth, 

EDH "5 61 LDA $61 El!pOI'Wnt 1" 
,DEO .S 7D STA S70 R�9stelle 

'DE' "9 80 LDA 1$80 Zufallszahl 
'DE' 85 61 STA. $61 speichern 

EOEF 20 07 B8 JSR SB6D7 F"C 1 f nlcsbündi 9 machen 

EOFZ "2 8B lDX l$8B Zeiger auf 

EOF4 AO 00 lOY ISOO letzten RNO-�rt 

E;nspl"� yon $,Ei!C2 

EOf6 4t 04 B8 , .. ..... fAt rl.nden lJld speichern 

••••••••••••••••••••••••••••• Feh larauswertl.f1g oooh 

1I0-Routlnen 

Einsprung '0'01'1 SE1D1 

EOF9 C9 FO CMP ",FD RS i!32 OPEN oder CLOSE ? 

EDfB DO DT EUlE SE11l4 �'" 

EOlD .. 38 sn l38 BASIC-RN! Eflde 

EOH .. " STX '37 neu setten 

E1Dl 4C 63 A6 JMP SA,663 und zu. ClI-Befehl 

El04 M TAX Fehternuner nach X 
El05 00 Oi! BNE $,E109 nicht Null ? 

E107 A2 lE LOX 1S1E sonst N'-"'1Ier für 'BREAK' 
ElD9 4C 37 A4 JMP $,1.437 Fehlermeldung ausgeben 
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***************************** BASIC BSOUT 

E i  nsprtrlg von $AB47 

E10C 
El0F 

E111  

20 D2 FF 
BO E8 

60 

JSR SFFD2 
BCS $EOF9 
RTS 

ein Zeichen ausgeben 
Fehler ? 
ROelcsprlA19 

***************************** BASIC BASIN 

Einsprung von SAS62 

E112 20 CF FF 

E115 BO E2 

E117 60 

JSR $FFCF ein Zeichen holen 

BCS SEOF9 FehLer ? 

RTS Rücksprung 

***************************** BASIC CKOUT 

E insprtrlg von SAA93 

E118 20 AO E4 

EllB BO DC 
EnD 60 

JSR SE4AD 

BCS $EDF9 

RTS 

Ausgabegerät setlen 

Fehler ? 

Rücksprung 

***************************** BASIC CHKIN 

Einsprung von $AB8F, $ABAF 

El1E 
E12l 

E123 

20 C6 FF 
BO 06 

60 

JSR $FFC6 

BCS $EOF9 

RTS 

Eingabegerät setlen 

FehLer ? 

Rücksprung 

***************************** BASIC GEllN 

Einsprung von SAC3S 

E124 20 E4 FF 

E127 BO 00 

E129 60 

JSR SFFE4 ein Zeichen hoLen 
SCS seOF9 Fehler ? 
RTS Rücksprung 
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***************************** SYS-8efehl 

EI", 20 6A AD JSR SADSA FItMNlII. I'Ullerischen 

Ausdruck hot m 
E12' 20 F7 87 JSR S87f7 in Adr .. e1orllGt lftIr'de In, 

nech S14/$15 

f130 049 E' LOA lSEl Rück-

E132 '8 PHA sprlrlglldresse 

E133 1.9 46 LOA H46 ,,' 
E135 '8 'HA stack 

EI,. NJ DF 01 LbA S030F Status, 

f139 48 PIIA in Stack 

f,3A AD oe 03 LOA S030t Akku, 

E13D AE OD 03 LOX S0300 X-Re1Iister und 

(140 AC OE 03 LDY SOlOE Y-Re1Iister Obergeben 

(143 '8 PLP Status setzen 

'14' 6C 14 00 JMP ($00'4) Routine aufrufen 

E147 OB PHP Status spei�m 

" .. 11> oe 03 srA SOlDe Akku, 

E'48 SE OD 03 STl( SDloo X-Re1Iister, 

E'4E BC OE 03 STY SOlDE Y-Register und 
E'51 68 PLA Status 

E'5Z 80 OF 03 STA S030F wieder speichern 

E'55 60 '" RlkkspfU'ID 

**********.*** ••••••••••••• ** SAVE-8efehl 

('56 20 D4 EI JSR SE104 ParaMeter (Fi lenanen, Pd,.. 

und Sek. Adresse) 

E159 A6 20 LOX S2D Endadresse gleich 

E'58 A4 2E LDY S2E 8ASI t- ROc:ksprulQ 

El5D .. 28 LDA 1128 Start.dresse gleich Zeiger 

auf BASIC Anfang 

E'5' 20 D8 FF JSR SFFD8 S8ve-Rout ine 

'162 " "  8CS SEOF9 fehler 1 
El64 60 '" Rikksprung 

••• ************.**** ••••• ***. VERIFY-8efehl 

E'65 1.9 01 LDA ISOI Verlfy-

('67 2C • 8HE SZC F1 .. 
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.**************************** LOAD·BefehL 

E168 A9 00 LD" 1$00 load- Flag 

E16A 85 DA STA SOA speichern 

E16C 20 04 El JSR SE1a4 Parameter holen 

E16F "5 DA LD" SOA Hag 
E171 "6 28 lOX S2B Startadresse gleich 
E173 ",4 2C lOl S2C BASiC-Start 
E175 20 05 FF JSR SFFD5 load-Routine 

E178 BO 57 Bes SEtal Fehler 7 

E17A A,5 DA LO" SDA lOlld/Veri ty - FllIg 

E17e FO 1 7  BEQ SEl95 load ? 
E17E A2 lC LDX 1S1C Offset tür 'VERIFY ERROR' 

E1S0 20 87 FF JSR SfFB7 Stlltus holen 

E183 29 10 "ND #$10 Fehler-Bit isolieren 
EtSS 00 17 BNE SE19E Stlltusbit gesetzt, dann 

Fehler 
Et87 A5 7A lO" S7A muß HIGH-Byte S7B sein 

E189 C9 02 CMP 1$02 Test auf O i rekt-Modus 

E188 FO 07 BEQ SE194 ja, dann fertig 

E18D .9 64 LD" 1$64 Zeiger auf 
E18F AO ",3 tOY I$A3 'OK' 

E191 4C lE AB JMP SAB1E ausgeben 

E194 60 RT' Rücksprung 

E195 20 87 fF JSR SFFB7 Status holen 

E198 29 BF AND #$BF EOF-Blt löschen 

E19A FO OS BEQ SE1A1 kein Fehler 

me A2 1D LDX NS1D Offset tür 'LOAD ERROR' 

E19E 4C 37 A4 JMP SA437 Fehlermeldung ausgeben 

E1A1 " ,.  LDA S78 Di rekt-
E1A3 C9 02 CMP #$OZ modus testen 

E1A5 00 OE BNE SE1B5 nein, denn weiter 

E1A7 86 "  STX SZD Endadresse gleich 
E1A9 84 "  sn SZE RilckspnSlg 

E1AB A9 76 LDA NS76 Zeiger auf 

E1AD AO A3 LOY NSA3 'READY' 

E1AF ZO 1E AB JSR SAB1E String ausgeben 

E1BZ 4C 2A A5 JMP SA5ZA Progralll1lzei len neu binden, 

CL' 
E1B5 20 BE A6 JSR SA68E CHRGET-Zeiger .uf 

ProgrBlll1lStart 
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E1B8 20 33 A5 JSR SA533 Programzei len neu binden 

E1BB 4C 77 A6 JMP SA677 RESTORE, BASIC initi.lisieren 

**************************** BASIC-Befehl OPEN 

E1BE 
E1C1 

ElCI 

ElC6 

20 19 E2 
20 CO Ff 

BO OB 

60 

JSR SE2l9 
JSR SFFCO 

BCS SE1Dl 

RTS 

Parameter holen 

OPEN-Routine 

Fehler 1 
ROck.sprU'lg 

**************************** BASIC-Befehl CLOSE 

E1C7 
ElCA 

E1CC 

E1CF 

E1D1 

20 19 E2 
A5 49 

20 Cl FF 

90 C3 

4C F9 EO 

JSR SE2l9 
LDA $49 
JSR SFFC3 

BCC SE194 

JMP SEOF9 

Parameter holen 
Fi lenlJllller 

ClOSE-Routine 

kein Fehler, RTS 

zur fehlerauswertung 

***************************** Parameter für LOAD und $AVE 

hoLen 

Einsprung von SE156, SE16C 

E1D4 A9 00 

E1D6 
E1D9 

El0B 

El0D 

E1EO 

E1E3 

E1E6 

E1E9 

E1EC 
E1EE 

Elf 0 

Elf3 

E1f6 

Elf9 
ElfA 

ElfB 

ElfD 

20 BD FF 
A2 01 

AO 00 

20 BA FF 

20 06 E2 

20 57 E2 

20 06 E2 

20 00 E2 
AO 00 

86 49 

20 BA FF 

20 06 E2 

20 00 E2 

BA 

A8 

A6 49 

4C BA ff 

LDA #$00 

JSR SFFBD 
LDX 1S0l 

LDY ISDO 

JSR SFFBA 

JSR SE206 

JSR SE257 
JSR SE206 

JSR SE200 

LDY #$00 

STX $49 

JSR SHSA 

JSR SE206 
JSR SE200 

TXA 

TA' 

lDX $49 

JMP SFFBA 

DefauLt für Länge des 
Fi lenameo 

F i l enamenparameter setzen 
DefauLt fOr Gerätenummer 

Sekundiradresse 

F i lepar.ameter setzen 

weitere Zeichen ? 

F i l enamen holen 

weitere Zeichen ? 

Geräteadresse holen 

Sekundäradresse 

Geräteadresse 
F i leparameter setzen 
weitere Zeichen ? 

Sekundäradresse holen 

in Akku schieben 
Sekundäradresse 
Gerätenurmer 

fileparameter setzen 

439 
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.*.************************** 

Einsprung von SE1E9, SE1F6, SE231, SE245 

E200 20 OE E2 JSR SE20E prüft 8uf Komma und weitere 

Zeichen 

E203 4C 9E 87 JMP S879E hoLt Byte-wert nach X 

Einsprung von SE1EO, SE1E6, SE1F3, $E22E, SE242, SE251 

E206 20 79 00 JSR $0079 CHRGOT Letztes Zeichen 

E209 00 02 BME SE2De wei teres Zeichen, dann 

Rückkehr 

E2DS 68 PlA sonst Rückkehr 

EIDe 68 PlA übergeordneten 

E2De 60 RTS ItOd.sprung 

***************************** 

Einsprung von SEIOe, SEI54 

E20E 20 FD AE JSR SAfFD prüft auf Komma 

Einsprung von SEIlE 

,oe 
Routine 

E2" 20 79 00 JSR $0079 CHRGOT letztes Zeichen hoLen 

E2l4 00 F7 BNE SE2De weitere Zeichen, dann 

Rückkehr 

E216 4C 08 AF JMP SAFOS 'SYNTAX ERROR' 

***************************** Parameter fOr OPEN holen 

Einsprung von SE1SE, SE1C7 

E219 A9 00 LDA 1$00 Default für Länge des 

F i l enarnens 

E21B 20 BD FF JSR SFFBD F i l enarnenparameter setzen 

64 Intern 
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E21E 20 1 1  E2 JSR SE211 wei tere Zeichen ? 

E221 20 9E B7 JSR SB79E holt logische F i lenummer 

nach X-Reg 

E224 

E226 

E227 

E229 

E22B 

E22E 

E231 

E234 

E236 

E238 

E23A 

E23C 

E23E 

E23F 

E242 

E245 

E248 

E249 

E24A 

E24C 

E24E 

E251 

E254 

86 49 

BA 
A2 01 

AO 00 

20 BA FF 

20 06 E2 

20 00 E2 

86 " 

AO 00 

AS 49 

EO 03 

90 01 

88 

20 BA FF 

20 06 E2 

20 00 E2 

BA 
" 
A6 4A 

A5 49 

20 BA FF 

20 06 E2 

20 OE E2 

S1)( $49 

TXA 

lDX ft01 

lOV 1$00 

JSR SFFBA 

JSR SE206 

JSR SE200 

STX $4A 

lDV 1$00 

LOA $49 

CPX j$(J3 

BCC SE23F 

DEY 

md speichern 

logische Fi lenummer 

Default für Geräteadresse 

Sekt.n:lär-adresse 

Fi leplrameter setzen 

wei tere Zeichen ? 

hot.t Geräteadresse 

und speichern 

Sekllldär-adresse 

logische Fi Lemmner 

Gerätenummer kLei ner 3 ? 

j. 
sonst Sekundäradresse auf 

255 (keine Sek-Adr) 

JSR SFFBA F i t eparameter setzen 

JSR SE206 weitere Zeichen ? 

JSR SE200 holt Sekundäradresse 

TXA in Akku schieben 

TAV Sekundäradresse 

lOX $4A Gerätenummer 

lDA $49 logische Fi Lem.mner 

JSR SFFBA Fi leparameter setzen 

JSR SE206 weitere Zeichen ? 

JSR SE20E prüft auf Konma 

Einsprung von SE1E3 

E257 

E25A 

E2SD 

E2SF 

E261 

20 9E AO 

20 A3 B6 

A6 22 

A4 23 

4C BO FF 

JSR SAD9E 

JSR SBM3 

LDX S22 

LDV S23 

JMP SFFBD 

FRMEVl Ausdruck holen 

holt St"ingparameter, FRESTR 

Adresse des 

F i lf!f\llmens 

Filenamenparameter setzen 

***************************** BASIC-Funktion COS 

E264 A9 EO LDA I$EO Zeiger auf 

E266 AO E2 LDV #$E2 Konstante Pi/2 

E268 20 67 B8 JSR SB867 zu FAC addieren 

441 
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********************-******** 8ASIC�Funktion SI' 

Einsprung von SE2BB 

'U. 20 oe Be JSR $Beae FAC runden U'Id nach ARG 

E26E 1.9 ES LDA ISES Zeiger lIuf 

"'0 1.0 E2 LOY ISE2 Konstante Pi*2 

"72 ",6 6E LDX S6E Vorzei-chen von ARG 

E274 20 07 BB JSR $BB07 FAC durch 2*Pi dividi eren 

"77 20 oe Be JSR SBeae FAC runden und nach ARG 

E27A 20 ce Be JSR SBece INT - F ..... ktion 

"'0 1.9 00 LO" 1$00 Vergleichsbyte 

E27F 85 6F ST" S6F l öschen 
E281 20 53 B8 JSR $8853 ARG minus FAC 

"84 1.9 EI. LDA ISEA Zeiger auf 

'2l!6 AO E2 lOY nE2 Konstante 0.25 
" .. 20 50 B8 JSR SB850 0.25 - FAC 
E28B A5 66 LDA S66 Vorzeichen laden 

"'" 48 PHA Vorzeichen in Stack 

ElSE 1 0 00 BPL $E290 positi v ? 

'290 20 49 B8 JSR $8849 FAC + 0.5 

E293 ., 66 LDA S66 Vorzeichen 
'295 30 09 SMI SE2AO negativ ?  

'297 A,5 12 LDA $12 Vorzeichen laden 

'299 4' FF EOR j$FF und undrehen 

'29B 85 12 STA St2 Vorzei chen speichern 

E insprung von SE20D 

'290 20 84 BF JSR $BFB4 Vorzei�hen wechseln 

ElAO ",9 EA LDA N$EA Zeiger auf 

ElA2 AO E2 LOV ftE2 Kooste..nte 0.25 
'2A4 20 67 sB JSR $8867 FAC + 0.25 
ElA7 68 PLA Vorzeichen holen 

'2AB 10 03 BPl $EZAD positiv ? 

'2M 20 B4 BF JSR $BFB4 Vorzeichen wechseln 

'2AIl "9 EF LDA N$EF Zeiger auf 

'2AF AO E2 lOY #SEZ Polynomkoeffizienten 

E2S1 4C 43 EO JMP SE043 PoLynom berechnen 
***************************** BASIC· FU'lkt ion TAN 
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E2B4 

E2B7 

E2B9 

E2BB 

E2BE 

E2CO 

E2C2 

E2C5 

E2C7 

E2C9 

E2CC 

E2CE 

E200 

E202 

E205 

E207 

E209 

20 CA BB 

A9 00 

85 12 

20 6B E2 

A2 4E 

AO 00 

20 F6 EO 

A9 57 

AO 00 

20 A2 BB 

.9 00 

85 66 

A5 12 

20 OC E2 

A9 4E 

" 00 

4C OF BB 

JSR saBCA 

LDA ISOO 

SYA $12 

JSR SE268 

LDX IS4E 

LDY ISOO 

JSR SEOF6 

LDA #$57 

LDY ISOO 

JSR $BBA2 

LDA #$00 

SYA S66 

LOA $12 

JSR SE:20C 

LDA N$4E 

LDY j$Q0 

JMP saBOF 

Einsprung von $E202 

FAC nach Aklcu13 

Flag 

setzen 

S I N  berechnen 

Zeiger auf 

H i l fsaklcu 

FAC nach Hi l fsalclcu 

2eiger auf 

Akku#3 

Alckul3 nach FAC 

Vorzeichen 

löschen 

Flag 

COS berechnen 

Zeiger auf 

H i l fsaklcu (SIN) 

durch FAC dividieren 

E20C 48 PHA COS 
E200 4C 90 E2 JMP SE:29O berechnen 

••••••••• ** •• *******.* •• ***** Konstanten für SIN und COS 

E2EO 

E2E5 

81 49 OF DA A2 

83 49 OF DA A2 

E2EA 7F 00 00 00 00 
E2EF 05 

E2FO 84 E6 1A zn 1B 

E2f5 86 28 07 FB F8 

E2FA 87 99 68 89 01 

E2FF 87 23 35 OF E1 

E304 86 A5 50 E7 28 

E309 83 49 OF OA A2 

1 .57079633 Pi/2 

6.28318531 2*P i  

.25 

5 : Polynomgrad, 6 

Koeffizienten 

·14.3813907 

42.0077971 

·76.7041703 

81.6052237 

·41.3147021 

6.28318531 2"'Pi 
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***************************** BASIC-Funktion ATN 

E30E ., 66 LD" S66 Vorzeichen 

e30F 48 ,HA retten 

E311 10 03 BPl SE316 positiv 7 
E313 20 84 BF JSR $BFB4 Vorzeichen vert.uschen 

E316 "5 61 LD" S61 Exponent 

E3l8 48 PHA retten 

E319 C9 81 CMP #SB1 ZahL mit 1 vergleichen 

E318 90 07 SCC SE324 kleiner ? 

E31D A9 BC LD" ISBC Zeiger lIuf 

E31F ,,0 89 LOY HB9 Konstante 1 

E321 20 OF BB JSR SBBDF 1 durch FAC dividieren 

(Kehrwert) 

E324 A9 3E LDA. ft3E Zeiger auf 

E326 AO E3 LOY #SE] Polynomkoeffizienten 

E328 20 43 EO JSR SE043 Polynom berechnen 

E328 .. PlA Exponent zurOckholen 

El2e C9 81 CHP 1$81 war Zah L 

E32E 90 07 BCC SE337 kleiner 1 ,  dann zu SE337 

E330 A9 EO LD" nEO Zeiger 8uf 

E332 AO EZ LDV #SEZ Konstante P;/2 

E334 20 50 88 JSR SB850 Pi/2 minus FAC 

E337 .. PlA Vorzeichen holen 

E338 1 0  03 BPL $E33D positiv ? 

E33A 4c 84 BF JMP SBFB4 Vorzeichen wechseln 

E330 60 RTS Rücksprung 

********---****************** F l i e8kommakonstanten für 

ATN-Funktion 

E33E 08 1 1  • Polynamgrad, dann 12 

Koeffizienten 

E33F 76 B3 83 BO 03 -6.84793912E·04 

'344 79 1E F4 A6 F5 4.85094216E·03 

'349 7B 83 FC BO 10 -.01611 17015 

'34' 7C OC 1 F  67 CA .034209638 

E353 7C OE 53 CB Cl -.054279133 

E358 7D 14 64 70 4C .0724571965 

E350 7D B7 EA 51 7A -.0898019185 

<362 7tl 63 30 88 7E .110932413 

'367 7E 92 44 99 3A - . 142839808 
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E36C 
E371 

E376 

7E 4e ce 91 e7 

7F AA AA AA 13 

81 00 00 00 00 

************************ ... ** 

Einsprung von SFE6F 

E37B 20 CC FF JSR SFFCC 

E37E 049 00 LOA "00 

'380 85 13 STA S13 

"., 20 704 046 JSII: SA67A 

'385 5. CLI 

Einsprung von SA7l4, SAS54 

'386 

'388 

A2 80 

6c 00 03 

LOX "SO 

JHP (S0300) 

Einsprung von SA437, SE388 

'38' BA TXA 

.38C 30 03 BMI SE391 

E38' 4C 3A A4 JMP SA43A 

E391 4C 74 A4 JHP SA474 

. 19999912 

- . 333333316 

1 

BASIC NMI-Einsprung 

CUCH 

Eingabegerät gleich 

Tastatur 

BASIC initialisieren 

Interrupt freigeben 

Flag für kein Fehler 

BAS i c  Warmstart Vektor 

JMP SElSB 

Fehlermnner in Akku 

kein Fehler, dann ' ready . '  

Fehlermeldung ausgeben 

Ready - Modus 

***************************** BASIC Kaltstart 

Einsprung von SFCFF !, rJ 0 0  

E394 20 53 E4 JSR SE453 BASIC-Vektoren setzen 

E397 20 8F E3 JSR tE3BF RAM initialisieren 

E39A 20 22 E4 JSR SE422 Einschaltmeldung ausgeben 

"'. A2 FB LDX "FB Stackzei ger 

E39F 9. ", setzen 

E3AO 00 E4 BNE SE386 ZUII 'oIarmstart 
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�***********************.**** Kopie der CHRGET-Routine 

E3A2 E6 7,t, INe $7A LOW-Byte Zeiger erhöhen 

E3A4 

E3A6 

E3A8 

E3AB 

'3AD 
E3AF 

E3s1 

E3B3 

E384 
-E3B6 

E3B7 

E3B9 

00 02 

,. 7B 
IoD 60 EA 
09 JA 
BO DA 

09 20 

FD EF 

38 

E9 30 

38 

E9 00 

60 

BNE SE3AS 

INe $78 

LDA SEA60 

CMP 1$3" 
Bes SE389 

CHP 1$20 

BEQ SE3A2 

SEe 

SBC iH30 

SEC 

SBe HOO 

RTS 

Zeiger in BASIC-Text erhöhen 

HIGH-Byte Zeiger erhöhen 

BASIC-Adresse laden 

keine Zahl, 

dam fertig 
I I Leerzeichen überlesen 

ja, nächstes Zeichen 

Test auf 

Ziffer, 

dann 

C=1 

Rücksprung 

***************************** Anfangswert tür RND-Funktion 

E38A 80 4F C7 52 58 .811635157 

***************************** RAH für BASIC initialisieren 

E i nsprung von $E397 

E3BF 

E3C1 

E3C3 

E3C6 

E3ca 

E3CA 

m. 
E3DD 

E3DZ 

E3D4 

E3D6 

E30B 

E3DA 

'3De 

,3D, 

E3EO 

E3EZ 

E3E5 

"9 4C 

85 54 

80 10 03 

"9 48 

AO 82 

80 1 1  03 

Be 12 03 

",9 91 

AO 83 

85 05 

84 D. 

A. AI< 
AO Bl 

85 03 

84 04  

A2 1C 

BO A2 E3 

.5 73 

LOA I$4C JMP 

STA $54 für Funk:tionen 

STA $0310 für USR-Funk:tion 

lOA 1S48 Zeiger auf 

lOY t'SB2 ' I LLEGAL QUANT ITY' 

STA S03 1 1  a L s  USR-Vek:tor 

STY S0312 speichern 

LDA #S91 Adresse 

LDY #SB3 SB391 

STA S05 als Vektor für 

STY S06 Fest-/Fli eßkomma-WandLung 

LDA #SAA Adresse 

LDY ISB1 SB1AA 

STA S03 aLs Vektor für 

STY S04 FlieB-/Festk:ommB-Wandlung 

LOX "1C Zähler setlen 

LOA SE3A2,X CHRGET-Routine 

STA S73,X ins 
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0E7 

E3E8 

E3E" 

E3EC 

E3EE 

E3FO 

E3F2 

E3F4 

E3F6 

E3F8 

E3FB 

E3FE 

E400 

E402 

E403 

"06 
"08 
E40A 

E40B 

E40E 

E410 

E412 

E414 

E416 

E418 

E419 

E41B 

CA 

10 F8 

A9 03 

85 53 

A9 00 

85 68 

85 13 

85 18 

"2 01 

BE FO 01 

BE FC 01 

A2 19 

86 ,. 

38 

20 9C FF 

86 2. 

84 20 

38 

20 99 FF 

86 37 

'" 38 

86 33 

84 34 

AO 00 

98 

91 2B 

E6 2B 

E410 00 02 
E41F E6 2e 

E421 60 

DEX 

BPL $E3E2 

LOA "03 

STA $53 

LOA ftOO 

STA S68 

STA $13 

STA $18 

LOX #$01 

STX SOHO 

STX SOHe 

LOX 1$19 

STX $16 

SEC 
JSR SFF9C 

STX S2a 

STY $2C 

SEC 

JSR SFF99 

STX S37 

STY S38 

STX S33 

STY S34 

LOY flSOO 

HA 

RAM kopieren 

schon a l les? 

Schrittweise 

für Garbage Collection 

fAC-Rundungsbyte 

löschen 

Eingabegerät gleich 

Tastatur 

'--
fOr Linkadresse beim 

Zei leneinbau 

Zeiger fOr 

Stringverwa l tung 

.... -
Start holen 

als BASIC-Start 

speichern 

... -
Ende holen 

.[. 
BASIC­

,"", 

speichern 

$00 

." 
ST" (S2B) , Y  BASiC-Start 

INC S2B den 

BNE SE421 BASIC-

INC S2C Start + 
RTS Prograrmnde 

•••••••••••••••••••••••••••• 

Einsprung von SE39A 

E422 A5 28 LO" $2B Zeiger auf 

E424 A4 2C LOY $2C BASIC-RAM Start 

E426 20 08 A4 JSR S"408 prüft auf Platz i m  Speicher 

E429 A9 73 LO" #$73 Zei ger auf 

E42B AO E4 LOY "E4 Einschaltmeldung 
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E42D 20 1 E  AB JSR SAB1E String tlusgeben 

E430 A5 37 LOA S37 BASIC-

E432 38 SEC 'ode 
E433 ES 2B SBC S2B minus 

E435 AI. TAX BASIC-Start 

E436 A5 38 LOA $38 gLeich 

E438 E5 2C SBC S2C Bytes free 

E4JA 20 CI) BQ JSR SBOCO AnztihL tlusgeben 

"". A9 60 LOA MS60 Zeiger .ut 
E43F AO E4 LOY #SE4 'BASIC BYTES FREE' 

E441 20 1E AB JSR SAB1E String ausgeben 

E444 4C 44 106 JMP SA644 Zllll NEW-Befehl 

***************************** Tabelle der BASIC-Vektoren 

E447 8B E3 63 A4 7C A5 1A A7 

E44F E4 A7 86 AE 

***************************** 

Einsprtng von SE394 

E453 A2 OB LOX #SOB D ie 

E455 BO 47 E4 LOA SE447,X BASIC-

E458 9D 00 03 STA S0300,X Vektoren 

E45B CA DEX laden 

E45C ,. F7 BPL SE455 schon al Le? 

E45E 60 ",S Rücksprung 

***************************** Betri ebssystem 

***************************** 

E45F 00 20 42 41 53 49 43 20 

E467 42 59 54 45 53 20 46 52 

E46F 45 45 OD 00 

'473 93 00 20 20 20 20 2A 2A 

'47B 2A 2A 20 43 4F 40 40 4F 

'483 44 4F 52 45 20 36 34 20 

'48B 42 41 53 49 43 20 56 32 

E493 20 2A 2A 2A 2A OD 00 20 

'49B 36 34 4B 20 52 41 40 20 

System-Meldungen 

basie bytes free 

(eLr) **** eommodore 64 basie v2 **** 

(er) (er) 64k rem system 
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E4A3 53 59 53 54 45 4D 20 20 

E4AB 00 

E4AC SC 

E i  nspI"U'Ig von SE: 118 

"'D 48 PIIA Akkulmal t In Stack 

E4AE 20 C9 fF JSR SFFC9 CICO,JT Ausgabegerät setzen 

E4Bt M TAX Fehlernummer nach X 

E4B2 .. PlA Akkui nholt zurückholen 

"" 90 01 scc $E4B6 bin F�hler ? 

E4S5 BA TXA F.hl�rr'H.lmler wieder in ,U.ku 

" .. 60 RTS IIOcksprLng 

E4B7 M 

'<D9 U 

............................. Nlnt.rsrundfsrbe setzen 

Einsprung von SEA07 

E40A AD 21 00 

E4DD 91 F3 

E4DF 60 

LDA $D021 Fsrbe holen 
STA (SF3),Y ins Ferbrem schreiben 

RTS ROckspr� 

............................. wartet auf t�e-Taste 

Einsprung von S1763 

E4EO 69 02 ADC ft02 2*256/60 • 8.5 Seklroden 

warten 

E4E2 A4 9' LDY $91 Flag testen 

E4E4 ce ' "  und erhöhen 

E4E5 OD D4 BNE SE4E8 Taste gC!drückt ? 

E4E7 C5 A1 "'" $A' Zelt noch nicht UM 1, 

E4EO "' '' BNE $E4E2 dbrr'I warten 

E4E8 60 RTS lIütkspf'Ulg 
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***************************** Timer�on6tanten für RS 232 
So." Rate, PAL-Version 

E4EC 19 26 S2619 = 9753 SO Baud 

E4EE 44 1 9  $1944 = 6468 75 Baud 
E4FO 1A 1 1  '111A = 4378 110 Baud 
E4F2 " '"  'ODE8 3560 134.5 Baud 

E4F4 70 OC SOe70 � 3184 150 "'" 
E4F6 06 06  .0606 � 1542 300 Baud 

E4F8 D1 02 S02D1 � 736 600 Baud 

E4FA 37 01 S0137 � 311 1200 Baud 

E4FC RE 00 SOOAE � 174 1800 Baud 

E4FE 69 00 $0069 � 105 2400 Baud 

***************************** Basis-Adresse des CIAs hoLen 

Einsprung von SFFf3 

ESOO A2 00 

E502 AO DC 

ES04 60 

LDX 1$00 

LDY ftl)e 

RTS 

Adresse 

SOCOO 

Rücksprung 

***************************** hoLt AnzahL der ZeiLen und 

Einsprung von SFFED 

E50S A2 28 

ES07 AO 19 

ES09 60 

LDX NS28 
LDY 1$19 

RIS 

Spel t.n 

40 Spat ten 

25 Zei len 

ROcksprun9 

***************************** Cursor setzen (C=O) I holen 

(C=1) 

Einsprung von 'FFFO 

ESOA BO 07 BCS SE513 Carry gesetzt, dann zu SES13 
E50C 86 06 STX S06 Zeile 

E50E 84 03 sn S03 Spa l te 

ES10 20 6C ES JSR SES6C Cursor setzen 
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eS13 Alt D6 
eS'5 A4 03 

eS'7 60 

LOX S06 

LOT S03 

RTS 

Zeile 

Spel te 

Rücksprung 

efnsprl.ng von SFE6C, SfFSB 

ES'8 20 AO ES JSR SE5AO VIdeocontroller 

ES!8 A9 00 

E51D trl 91 02 
E520 85 CF 

ES22 A9 48 

ESZ4 8D 8F 02 

E527 A9 EI 

ESZ9 tIO 90 02 

E52C A9 DA 

e52E 8D 89 02 

Initialiaferen 

LDA ISOO Shlft-

sr" $0291 Canodore erniSil lehen 

SrA SCF Cursor nicht In Blinkphase 

LDA 1$48 Adresse 

STA S02Bf ($028F) · SEB48 

lDA ISE.B setzen 

S1A S0290 • Zeiger auf Adressen fUr 

Tistaturdckodierung 
LOA I$OA 10 

STA S0289 NI)(. Liinge des 

1 astaturpuffers 

eS31 8D Be 02 STA S028C Zähler für 

"" 

E536 

E539 

"311 
"l< 

ES40 

ES42 

A9 OE 

SO 86 02 

.0 04 

,.>811)' 

•• oe 

3S CO 

85 ce 

LoA NSOE 

srA $0286 

LOA lS04 
STA $0268 

LDA I$OC 

S1A SCD 

S1A SCC 

R�at-Geschwindi9keit 

hel (blau 

AugenbL i ckliche Farbe 

Repeat­

Gnchwindipeit 

Cursor 

B L Inkzei t  

Cursor Blinkflag 

........... _ .......................... ..... 8f ldschi ... lösetten 

Ei nsprung von SE86E 

ES44 AC 88 02 LDA sozsa Speicherseite für 

s i ldschi ,...-R"", 

E547 09 80 OIIA lS80 Adrl!!ssen 

ES49 AB TAT der 

eS4A A9 00 LOA 1$00 BI ld-
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E54C M TAX 

E54D .. ,. STY $09,X 

E54F ,. ClC 

ESSO 69 2. ADe 1$28 

E552 90 01 SCC SES55 

E554 es IN' 

E555 ,. IN' 

E556 EO ,. CPX ts1A 

e558 DO F3 BNE SE54D 

E55A A9 FF lDA ISFF 

Esse 95 09 STA $09,X 

ESSE Al I. lDX 1$18 

ES" 20 FF E9 JSR SE9Ff 

E563 CA OE' 

ES64 10 F' 8PL SE560 

Einsprung von SE59D, SE78F 

E566 AO 00 

E568 84 03 

E56A. 84 06 

LOY 1$00 

STY $03 

STY $06 

schirm-

zeiten 

40 **,ieren 
(eine Zei le) 

kein übertra!il. dann 

HIGH-Byte nicht erhöhen 

HIGH-Byte erhöhen 

LOW-Byte erhöhen 

26, alle Zeilen ? 

nein, dann weiter 

Kennzeichnung der 

26, Zei le 

24, Anzahl der Zeilen minus 

Bi ldschi�eile töschen 

Zähler erniedrigen 

schon alle? 

löschen der 

Cursorspa t te und 

Cursorzei le 

* ••• ************************* Cursorpos. berechnen, 

Bi ldsch; rmzeiger setzen 

EinsprU'lg von Sf510. SE70E , SE847, $E88f 

E56C A6 06 LDX SD6 Cursorzei t e  

E56E AS 03 LDA S03 Cursorspalte 

m. B4 09 LOY $09, X  HIGH-Bytes für Doppelzei len 

"n 30 08 BMI SE57e einfache Zeile, dann zu SE57e 

E574 I. CLC Spal te 

"75 69 2. ADe #$28 .40 

E5n 85 03 STA $03 und spei chern 

E579 CA OE' nächste Zei le 

ES7A 1 0  F4 BPL SES70 schon alle? 

E57e 20 FO ,. JSR SE9FO Zeiger auf Video-RAM setzen 

64 Intern 



Das ROM-Listing 

E57F ,1.9 27 LDA 1$27 39 Spalten 

ES81 E. IN, Zeiger auf Bi ldschirmtabelle 

erhöhen 

E582 B4 D9 LDY $09,X HIGH·Byte Startadresse der 

Zeile i n  Y-REG schreiben 

E584 30 06 SMI $E58e Verzweige faLLs gröBer, 

gleich 128 

"86 ,. CLC Cursor eine ZeiLe 

E587 69 28 ADC 1$28 tiefer setzen (+40 SpaLten) 

E589 E. IN, Zeiger auf Bi Ldschirmtabelle 

erhöhen 

"BA 10 f6 BPL SES82 unbedingter Sprung 

E58C 85 OS STA $05 Zei lenlänge speichern 

"BE 4C 24 EA JMP SEA24 Zeiger auf farb-RAH berechnen 

, ROc:lcsprung 

EinsprU1g von SE621 

E591 E4 C9 CPX SC9 wenn Cursorzei Le 

E593 FO 03 BEQ SES98 gleich null, dann Rücksprung 

"95 4C ED E6 JMP SE6ED Adresse für zugehörige 

Zei lefY"\Ullll(!r nach $01/$02 

ES98 60 RTS Rüclcsprung 

"99 " NOP no operation 

•••••••••••••••••••••••••••• 

ES9A 20 ,1.0 ES JSR SESAO Videoc:ontrol (er 

i ni ti ali sieren 

ES9D 4C 66 ES JHP SES66 Cursor Horne 

••••••••••••••••••••••••••••• Videocontrotter 

i ni ti III i sieren 

Einsprung von SES18, SES9A 

ESAO ,1.9 03 LDA 1$03 Ausgabe auf 

ESA2 85 9,1. STA S9A Bildschirm 

ESA4 ,1.9 00 LDA 1$00 Eingabe von 

ESA6 .5 99 STA S99 Tastatur 

ESA8 ,1.2 2f LDX I$2F 47 
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E5M so 88 EC 

E5AD 90 FF CF 

E590 CA 

E51' 00 F7 

E5B3 60 

LDA SECB8,X Konstanten 

STA SCFFF,X In Videokontroller schreiben 

DEX Zähler erniedrigen 

BME SESAA achon alle? 

RTS Rücksprung 

............................. Zeichen 8U5 Tastaturpuffer 

hetlen 

Elnspt"long voo SE5E7, $F147 

ES84 AC 77 02 lDY $0217 erstes Zeichen holen 

E517 A2 00 lDX ISOO Zähler auf Null 

E519 
ESBe 

E58F 

ESeD 

ESe2 

so 78 02 

9D 77 02 

.. 

" 06  

DO F5 

E5C4 C6 C6 

E5C6 98 

Ese7 58 

Ese8 18 

E5C9 60 

lDA S0278,X Puffer nach 

STA S0277,X vorne auf rOcken 

IMX Zähler .rhiShen 

CPX SC6 

SNE SE589 

OEe SC6 

TYA 

CLI 

CLC 

RTS 

lIit ,,"zeht der 

Zeleft(\f1 vervleichen 

Zeidlem:llhl erniedrigen 

Zeichen 1n Akku holen 

Interrupt freigeben 

C.rry löschen 

ROeksprung 

••••••••••••••• _-----_ ••••••• �arte8ch lelfe für 

hltaturelngabe 

ESCA � 16 E7 JSR SE716 ZelehM auf 8ildschi rll 

aUlgebeo 

"'. 

ESCF 

E5D1 

ESD4 

" 06  

.Hc 

80 92 02 

FO F7 

E5D6 78 

ES07 AS CF 

ESD9 FO oe 

E5DB "S CE 

E50D AE 87 02 

ESEO MI 00 

E5E2 84 Cf 

LO" $C6 Anzehl der 

sr" $CC gedrOcUen 

STA $0292 Tasten 

BEQ SE5CD keine Taste ijedrOckt ? I 

dann warten 

SEI 

LD" $CF 

BEQ $ESE7 

LDA SCE 

LDK SOl87 

LU' IlOO 

STY $Cf 

Interrupt verhindern 

Cursor In Bl ink-Phase 1 
nein 

Zel ehen lTIter deM CurSOf" 

Farbe unter deII Cursor 

Cursor nleht 

i n  ali ntphase 
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ESE4 20 13 EA JSR SEAB Zeichen und Farbe setzen 

ESE7 20 B4 ES JSR SESB4 Zeichen � Tastaturpuffer 

holen 

ESEA C9 1ß  ClIP "'" Kode für 

ESEC 00 10 allE RSFE 'SHIFT RUN' 7 

E5EE A2 09 LOX 1$09 9 Zeichen 

ESFO 78 SEI Interrupt verhindern 

ESF1 86 C6 STX $C6 Zeichenzahl merken 

E5F3 ID E6 EC LDA SECE6,X 'LOAD (cr) � (er)' 

" .. 9D 76 02 STA S0276,X in Tastaturpuffer holen 

E5f9 CA 'EX nächstes Zeichen 

E5'A 00 F7 BNE SESF3 schon aUe 1 
E5FC FO CF BEQ SESCD und lIus�rten 

ES fE '9 00 CMP ISOD 'CR' 

'600 " ca 8ME SESCA nein 1, dlIm zurOck '"' 
\lartesch I ei fe 

.'"" A4 05 LOY SOS länge der 8Hdschi rlllZeile 

.604 84 DO sn SOG eR-Flag setzen 

'606 81 01 LDA {SD1 ) , Y  Zeichen va. Il ldschir� holen 

.606 C9 20 CMP 1$20 Leerzeichcn 

.60. 00 03 BNE SE60f !'Im Ende 

'60' .. DEY "", 
"'" 00 F7 BHE SE606 Zeile 

'60' ca IN, el ilJinieren 

E610 " '6 STY sce Position .Is lodell lnerken 

E612 AO OO LOY #SOO Cursorspat te 

E614 BC 92 02 STY S0292 gleich Null 

E617 84 " STY SOl Cursorpos ; t i on auf Nut l 

E619 84 04 sn SOl; HochkOlW\&f laB löschen 

E618 AS C9 LD' SC9 wenn OJrsorzei I e schon ci..lreh 

E610 30 18 BHI SE63A serolten verschwuden, dom 

zu Si6JA 

E61F .16 .. LOX $[16 Cursorzcllc 

E621 20 ED E6 JSR $E591 Adresse für Startzeile setzen 

E624 E4 C9 CPX $C9 Fehler bei E ingabe 1 ,  
E626 00 12 alle $E63A dann nocMaI lesen 

• .,6 AS CA LOA SCA letzte Spal te 

. .,. "' '' STA SOl in Spattenzelger bringen 

E62C " ca "" SC6 .it Index vergleichen 
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E62E 90 DA 

E630 110 28 

SCC SE6lA wenn �Le;ner. dann Zeile 

auswerten 

BeS SE65D wenn 9rö!er oder gleich, dann 

keine Eingabe 

*.*.************************* Ein Zeichen vom Bi ldschirm 

holen 

EinsprlWlg von SF163, SF170 

E632 98 

E633 48 

E634 BA 

E635 48 

E636 A,5 00 

E638 FD 93 

E63A 

'Me 

'63' 

'640 

'642 

'644 

'646 

A4 03 

81 01 

85 07 

29 "  

06 07 

24 07 

10 02 

E648 09 80 

E64A 90 04 

'64e 

'64' 

E650 

E652 

E654 

E656 

E659 

E658 

E65D 

E65F 

'661 

'663 

'665 

A6 04 

00 04 

70 02 

09 40 

E6 03 

20 84 E6 

C4 e8 

00 17 

A,9 00 

85 00 

1.9 00 

.6 99 

ED 03 

TlA die 
PHA Re-
TXA ,ister 
PHA retten 

LDA soo eR-Flag 

SEC $ESeD nein, dann zur Wartesch leife 

LOY S03 Spalte 

LDA (SOl),Y Zeichen vom Bi Ldsch lnn hoLen 

STA $07 Uld 

AND fS3f nach 

ASL S07 ASCII 

BIT S07 wandel n  

8PL SE64A wenn Bit 6 nicht gesetzt, 

dann zu SE64A 

ORA lS80 Bit 7 setzen 

SCC SE650 Zeichen nicht revers 1, dann 

zu SE650 

Lax S04 

BNE SE654 

BVS $E654 

ORA ft40 

INe $03 

JSR $E684 

CPY SCB 

BNE SE674 

LDA #SOO 

STA SOO 

LDA #SOD 

LOX S99 

CPX #S03 

Hochlcomnaflag nicht 

gesetzt 7, dann zu SE654 

wenn ja, dann zu SE654 

Bit 6 im Zeichen setzen 

Cursor eins weiter setzen 

auf Hochlconma testen 

Cursor in Letzter Spalte ? 

wenn nicht, dann zu S€674 

Zei Le 

voLLstiindig geLesen 

'CR' 

ans Ende der Zeile setzen 

Eingabe vom Bi Ldschirm ? 
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... 7 F0 06 IEQ SE66F ja, dam zu s.E66F 

... , M O. I.OX '9A Ausgabe auf Bi ldsehi rll 

.... .. 03 CPX 1$03 je, dIrI'I 

.... '0 03 BEQ 1E6n zu SE6n 

... , 20 16 E7 JSl SE716 Zeichen .uf BltdsehinR 

schreiben 

.on .0 00  LO.l. "00 Wert ", 
E674 85 D7 STA 5D7 'CR' 

E676 .. ,.-' die 

.6n M 'AX Register 

.6ra .. 'LA zQrOck-

'6" A8 '" holen 

E67A A5 D7 LO.l. SOT Bi ldsch i rm-kode 

.6re 09 OE CHP ISDE mit kode fUr pi verileichen 

'6TE 00 02 BNE Sf682 nein 1, dann fertii 

, ... .1.9 FF 1.0.1. "Ff je 1, durch BASIC-kode 

(0.- Pi ersetzen 

,.., 18 CLC Carl')' l.(Stehen 

,68) 60 '" Rücksprlll9 

............................. auf HoehkOll1llll testen 

ElraPfV"lil von SE656, SE73f 

, ... 09 22 CMP ISZZ '''' 1 
, ... D0 08 BIft: SE690 nein 1, dom fertig 

, ... ... 5 04 LU'" 5D4 HochkOlll'lll-

, ... 49 01 EOR 1S01 Fleg 

'68< 85 04 STA 5D4 Ulldrehen 

, ... .1.9 22 LUA !K22 Hodtk�·Code wieder-

herstellen 

.6 .. 60 RTS Rücksprlrlg 

............................... Zeichen euf 8i ldschirm 

eusgeben 

Einsprung von SErEO 

E691 09 40 ORA 1$40 Bit 6 111 Zeichen setzen 
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E i nsprung von SE742 

E693 A,6 C7 

E695 FO 02 

LDX SC7 RVS ? 

SEQ SE699 Umwandlung i n  Bi tdschi nmcode 

Einsprl.llg von SE749, SE78Z, SE82F 

E697 09 80 ORA 1$80 

E699 A,6 08 lDX $DB 

E69B FD 02 SEC SE69F 

E690 C6 08 DEC $08 

E69F AE 86 02 LOX S0286 

E6A2 20 13 EA JSR SEA13 

ja, dann Bit 7 setzen 

wenn E i nfÜQzähLer Null, 

denn zu SE69F 

Zähler erniedrigen 

fBrblcode 

Zeichen in Bildschi rm-RAH 

schreiben 

E6A5 20 B6 E6 JSR SE686 Tabelle der ZeiLenentänge 

.k.tual i sieren 

Einsprung von SE?AA, SE7CB, SE826, SE861, SE867, SES?l, SEB9E, 

SEeSB, SEe75 

ElSAß 68 

E6A9 A8 

E6AA A,5 OB 

E6AC FO 02 

E6AE 46 04 

E6BO 68 

E6Bl M 

E6BZ 68 

E6B3 18 

E6B4 58 

E6B5 60 

PL" V-Reg 

TAY aus Steck 

LDA $D8 wenn Einfügzäh ler Null, 

BEQ SE6BD dam zu SE6BO 

lSR $04 Hochlcommamodus löschen 

Pl" X-Reg 

TAX 8US Stack 

PlA Akku aus Stack 

CLC Carry HischelT 

CLI Interrupt freigeben 

RTS Rücksprung 

***************************** HIGH-Byte für Zeilenanfänge 

neu berechnen 

E i nsprung von $E6A6 

E686 20 83 E8 JSR $E8B3 Zei lenzeiger erhöhen 

E6B9 E6 D3 INC $03 Cursorspa lte erhöhen 

E6BB A5 D5 LDA $05 Zeilenlänge holen 
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.... " ., DIP .. , Vergleich .it Cursorspette 

... , BO 3F BtS SE700 nicht Gbersehrl tten, dann !tTS 

.oe, C9 4F CMP MS4F 79 Zeichen (Doppel zeile) ? 

.oe' FO 3l BEQ SE6F7 wenn ja, denn zu SE6F7 

.oes AD ., " LO'" S029l Z�ilenübergong nicht 

,6CB FO 03 BEG Sf6CO I. EditllOdus, ct.rrI zu SE6CQ 

.oe. 4C 67 E9 JMP $E967 neue Zeit� einfÜllen 

E6CD ... 6 06 LDX S06 leUe 

.oe, EO 19 CPX .19 25 1 

'60' 90 07 BeC SE6DA wenn jm, dann zu SE6DA 

'60' 20 EA ES JSR SE8EA StROLL 

.... C6 D6 DEC S06 Cursorzeilenzeiger 

erniedrigen 

.608 .< D6 LDX S06 Zähler holen 

Elnsprt.ng von SE97E, SE9C2 

'60' 16 D9 AsL SDO,x zelle 

'ODC 56 09 LSR S09,X JIlIIrkieren 

'60' '8 IN, Zäh I er erhöhen 

'6D' B5 09 LD" 509,)( Startzei Le 

, .. , 09 80 "�lA .... I'IIlrkieren 

, .. , 95 •• ST'" SOO,X lrId speichern 

E6E5 " OE' Zähler erniedrigen 

,.,< .1.5 05 LD'" S05 Zei lenlänge 

'''8 '8 CLC IIIi t  

.... 69 28 ADe illS23 40 addieren 
, ... " OS STA S05 lRi spei ehern 

Einsprung von SE595 

E6" B5 D9 WA $09,)( keine OopJMLteHe, 

... , 30 03 BMI SE6F4 dem zu SE6F4 

E6F1 " .EX Zähler erniedrigen 

E6Fl 00 F9 BNE SE6EO noch nicht alle?, dann weiter 

E6F4 4C Fa ,. JMf' SEOFO Zeiger auf Farb-RAH 

fur Zei le X 

E6f7 c6 06 DEt S06 Cursorzelle erniedrigen 

E6F9 20 TC E8 JSR SE87e und initial isi eren 

E6Ft A9 00 LO'" "00 Spal te 
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E6FE 85 03 STA S03 auf Nut l 

E700 60 RTS RückspnClg 

•••••• ** •• ******************* Rückschritt I n  vorhergehende 

lei le 

Einsprung von SE753, SE864 

'701 1,6 06 LOX $06 Cursorzei Le 

'703 00 06 BltE SE70B wenn nul l ,  dann zu SE70B 

E70S 86 03 STX S03 CursorspaL te 

'707 .. PL' Sprungadresse 

'708 .. PL. .us Stack holen 

'709 D0 9D BNE SE6A8 unbedingter Sprung 

E708 CA OE' Zei lenmmner 

"OC 86 06 STX SD6 erniedrigen 

E7DE 20 6C ES JSR SE56C Cursorposition berechnen 

E711 1,4 05 LDY SOS lei lenLänge 

E713 84 03 sn S03 speichern 

E715 60 RT' Rücksprung 

***************************** Ausgebe Buf Bi ldschirm 

Einsprung von SESCA, SE66F, SF102 

E716 48 PH. Zeichen 

E717 85 07 ST" S07 merken 

E719 BA TXA di e  

E71" 48 PHA ,,-
E71B 98 TYA g; ster 

E71C 48 PHA retten 

E7l0 1,9 00 LDA noo Eingabeflag 
E71F 85 00 ST" SOO löschen 

E721 .0\4 03 LDY S03 Cursorspal te 

E723 1,5 07 LDA S07 Zeichen 

E725 10 03 BPL SE72A wenn k:leiner 128, dann 

zu SE72A 

E727 4C 04 E7 JMP SE7D4 2eichen gröBer S7F behandeln 

E72A C9 00 CMP ßOD 'CARRIAGE RETURN' ? 
E72C 00 03 BNE SE731 wenn nicht, dann zu SE731 
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EnE 4C 91 E8 JMP $E891 

E131 C9 20 tMP "zo 

E731 90 1 0  ICC f,f145 

I735 C9 60 DIP n60 

I731 90 04 ICC SE73lJ 

E139 29 DF ANO tsDF 

EnB 00 02 BNE SEnF 

E130 29 3F ANO 1$3F 

E13f 20 84 E6 JSR se68li 

E142 4C 93 E6 JMP SE693 

E745 

E747 

E749 

E74C 

E74E 

"'. 
''51 

"" 
"'. 

.. '" 

FO 03 

4C 97 E6 

09 1 4  

Oll " 
98 
00 06 

20 01 E1 

4e 73 E1 

LDX $08 

9EQ SE74C 

JIitP SE697 

CMP 1$14 

9NE unE 

1YA 

9NE $E759 

JSR $E101 

JMP SE773 

E759 20 A1 E8 JSR SEIM1 
E7SC SB DEY 

E75D 84 03 sn SOl 

E75f 20 24 EA JSR SEA24 

Return ausgeben 
, , 

druckenda$ Zeichen ? 

Zahl k l elMf' $60, 

dam keine Graphikzeichen 

�andlung In BS-Kode 

unbedingter Sprung 

Umwandll..n9 I n  BS-Kode 

Test ..... f MochkOlQl 

zur Aua�. ASCII-Kode 

in BS-Code 

wenn Ei ntOgzähler "0, 

dann zu SE74C 

ASC lI-Kode I n  BS-Code 

nicht 'DEL' 1, 

dem zu $E77E 

erste Spalte =0 

daM zu SE7S9 

zurOc:k in vorherige Zeile 

Zeieh." In Cursorposit ion 

el imlnt eren 

Rückschritt prüfen 

Zeiger erniedrigen 

lI'ld speichern 
Zeiger auf Farb-RAH berechnen 

E162 es INY Zeiger erhöhen 

E763 B1 01 
E765 88 

E766 91 D1 

E768 ca 

E769 81 f3 

E768 88 

E76C 91 f3 

E16E e8 

E76F e4 D5 

E771 00 EF 

LDA (SOl),Y Zeichen vom Bildschirm 

DEY Zeiger erniedrigen 

STA {SOl ),Y eins nach l i nks schieben 

INY Zeiger erhöhen 

LOA eSß>,Y fIIrbe 
OEY Zeiger emledrigen 

STA (SF3),Y eins noch l inks schieben 

IN, 

CPY $OS 
BII: SE762 

Zel ger erhöhen 

Endspa l te nl eilt 
erreicht, aam weiter 
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Einsprung von SE756 

,rn A9 20 LO" 1$20 Blank 

,rn 91 01 srA (SD1),Y einfügen 

,rn AD 86 02 LO'" S0286 Farbcode 

ET7A 91 F3 SY ... (SF3),Y setlen 

ET7C 10 40 BPl SE7CS fertig 

'77E A6 04 lDX S04 HochkOllllll! -Modus ? 

E780 FO 03 BEQ SE785 M'" 
E782 4C 97 E6 JMP SE697 lei ehen revers IUIIgeben 

E78' C9 12 CMP flS,12 ' RVS ON' ? 

E787 00 02 BNE SE78B nein, dem 

'789 85 e7 SYA $C7 Flag für RVS setzen 

'78' C9 "  CMP 1$13 'HCJlE' ? 

'78D 00 03 BNE SE792 nein 

'78F 20 66 ES JSR SE566 ja, Cursor , ... 
'792 C9 10 CMP 1S1D 'Cursor right' 1 

'794 Da 17 BNE SE7AO nein 

,_ ca INY lei ger erhöhen 

'797 20 83 ES JSR SE8a3 cursorposition prüfen 

'79A 84 03 sn S03 neuer Zeiger 

'790 88 OEY Zeiger erniedrigen 

'790 C4 05 CPY S05 keine neue Zeile 7 ,  
'79f 90 D9 acc SE?A" dam fertig 

E7A1 C6 O. Oft $06 Zeiger erniedrigen 

'7A3 20 7C ES JSR SES7e Zeile initial isieren 

E7A6 AO Da LOY ;ßQO Spalte 

E7AS 84 03 sn S03 gleich null 

'7M 4C A8 E6 JMP Sf6A8 fertig 

E7A0 C9 1 1  CHP 1$ 1 1  I Cursor down I ? 

E7Af 00 10 eHE SE7cE nein 

E7B1 18 CLC pl� 

E782 98 TYA 40, 

'7113 69 20 ADC 1$28 eine ZeHe 

'711' A8 TAY tiefer 

E7B6 E6 06 INC S06 Zeiger erhöhen 

E7B8 C5 OS CHP SOS neue Zeile erreicht? 

E7BA 90 EC SCC SE7A8 nein, dann zu SE7AB 

E78C FO EA SEQ SE7A8 ja, dann zu SE7AB 

E7BE C6 O. OEC S06 Zeiger erniedrigen 
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ETeD E9 2S 

ETel 90 04 

E7C4 

m. 
E7ee 

E7el 

E7C' 
"D1 

" "  

DO ,. 

20 7C ES 

4C A8 E6 

20 CI EB 

4C 44 EC 

SBC H2! 40 abziehen 

ICC SE7C8 genOgend Kgez09«'l, dann 

tU Sf7C8 

ST" 103 

SillE SE7CO 

JSR 'SES7e 

JMP 'SE6AS 

JSR SE8CB 

JMP SEC44 

SpIll te s.Uen 

noch IIIoIIl 

ZeiLe inltial isieren 

fertig 

prüft auf Farbcodes 

Test euf weitere 

soncterzefdlen 

............................. Zeichen graBer '127 

Efnsprung von 'SE727 

E'm4 29 7F 

'7D6 
,71>, 
'71>. 
,71>, 
"" 
" .. 
.ID 
"" 

"'7 

E7E. 

09 " 

00 02 

A9 SE 

09 20 

90 03 

4C 91 E6 

09 00 

Da ., 

4e 91 ES 

A6 04 

Enc 00 3F 

EnE C9 14 

E1FO 00 37 

E7F2 A4 05 

E7F4 B1 01 

E7F6 C9 20 

E7FS 00 04 

E7FA C4 03 

E7FC PD 07 

e7FE CO 4F 

esoo FO 24 

AM) 1S7F 

CMP 1S7F 

lME SE7'De 

LP" I$SE 

CMP "20 

ICC SE7E3 

JMP SE691 

CIF _  

BMl SE7EA 

JMP $€691 

LDX S04 

Kode gröler 127, 

Bit 7 lösch.., 

nicht 'pi '  1 

dann zu SE7'De 

Bi ldschfrmkode fOr pi 

Steuerzeichen 1 

j. 

druckendes Zeichen ausgeben 

nicht '!>hift return' 1 
dann zu 'SE7E" 

�e Zeile 

Kochkomma-Modus 1 

BNE SES20 ja, Steuerzeichen revers 

ausgeben 

CMP 1fS14 nicht " "S' 7, 

BIIE Sf829 � zu SEm 

LDY S05 Zei lenlänge 

LDA ($O l ) , Y  letttes Z.lchen i n  Zeile 

CMP n20 gleich L •• rte!chen 1 

BillE SE7FE nei n, dam tu $E7FE 

CPY $03 Cursor i n  lettter SpaL te 1 
BillE H80S nein, dann tu 'SeMS 

CPY ft4f 79 ? nlu:iNle Zei lenlänge 

BEQ SE826 letzte Spal te, dann keine 

Aktion 
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'802 20 65 E9 JSR SE965 leerzei le einfügen 

EaOS A4 05 LOl SOS Zeilenlänge 

E807 20 24 EA JSR SEA24 Zeiger auf Farbram berechnen 

EaD" 88 DEr Zeiger erniedrigen 

EBOB 81 01 LDA ($D1),l Zeichen vom Bi ldschirm 

ESOO ca IN, Zei ger erhöhen 

EBDE 91 01 $TA ($01),Y eins nach rechts schieben 

ES10 OS OE' Zeiger erniedrigen 

ES" BI F3 LDA (SF3),Y U"IcI Fnbe 

ES13 ca IN, Zeiger erhöhen 

ESt4 91 F3 $TA (SF3),Y verschieben 

E816 88 OE' Zeiger erniedrigen 

E8tT C'" CPY S03 bis zur aktuellen Position 

aufrücken 

E819 00 EF BNE SE80A nicht 1, dann weiter 

EatB 1.9 20 LD" 1$20 Leerze i ehen 

EStD 91 01 ST" ($01 ),Y an augenbLickliche Position 

schreiben 

E81F AO 86 02 LD" S0286 Farbe 

'822 91 F3 ST" (SF3),Y setzen 

'824 E6 D8 INC $08 AnzahL der Inserts erhöhen 

E826 4C A8 E6 JMP SE6A8 Ende der Ze;chenausgabe 

E829 "6 08 lDX $D8 Zähler Null? 

E82B FO 05 BEQ $E832 dann zu SE832 

E82D 09 40 ORA #$40 Bit 6 setzen 

E82F 4C 97 E6 JMP SE697 und Zeichen ausgeben 

***************************** 

EB32 C9 1 1  CMP #$11 nicht Cursor up " 

EB34 DO 1 6  BNE SEB4C dann zu se84C 

'836 A6 06 lOX S06 Zeile 

E838 FO 37 BEQ SE871 null, dam fertig 

'83A C6 06 OEC $06 Zei lenm.nmer UII eins erniedrigen 

'53C A5 D3 lOA S03 Spa l te 

E83E 38 SEC 40 

'83' E9 28 SBC #$28 abziehen 

'841 90 04 BCC SE84? nicht in Doppelzeite 1 ,  

dann z u  SE847 

'843 85 03 STA S03 Cursorspalte 

'845 10 2A BPl SE871 positiv, ok 
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'847 

'84A 

,84e 

'84' 

ESSO 

'852 

"5' 

",. 

ES58 

E859 

ES5B 

E8sE 

E8sF 

, .. , 
,,.. 

20 6C ES 

00 25 

C9 12 

00 04 

.. 00 

85 C7 

09 10 

00 12 

.. 

F0 09 

20 A1 E8 

.. 

84 03 

4C "S E6 

20 01 E7 

E867 4C A8 E6 

EMoA C9 13 

EMe 00 06 

E86E 20 44 ES 

E871 4C AB E6 

E874 09 so 

E876 20 CB E8 

E879 4C 4F EC 

JSR SES6C 

BNE SE871 

CMP #$12 

BNE SE854 

LDA I$()O 

STA SC7 

CMP 1$10 

""' " ... 
TYA 
BEQ SE864 

JSR SEBA1 

DEr 

sn $03 

JMP SE6AS 

JSR SE701 

JMP SC6A8 

CMP "13 

BNE SES74 

JSR SE544 

JMP SE6A8 

ORA H80 

JSR SC8CB 

JMP SEC4F 

Bl tdsch l l"ll\l.eiger neu setzen 

�Ingter Sprung 

nicht 'RVS OFF' ?, 

da,., zu SE854 

RVS-Ftag 

lflschen 

nicht 'Cursor laft' 1 ,  

d.tV'I tu �86A 

wenn erste SpIll te, 

dann zu SE864 

Cursortei te erniedrigen 

Zähler erniedrigen 

Cursora�1 te 

fertig 

Rücksch ritt in vorherige 

Zalle 

fertig 

nicht 'CUt SCREEN' 1, 

dam tu $ES74 

Bi ldschi r. löschen 

fertig 

Bit 7 wiederherstellen 

auf Farbcode prüfen 

prüft auf UmschaLtung 

Text/Graf ik 

EIn&prLng von SE6F9, SE7"3, �7t8. l!:898 

E87C 46 C9 
ESTE A6 06 

E880 E8 

E881 EO 19 

E883 00 03 

E88s 20 EA E8 

E888 B5 09 

E88A 10 f4 

EMe 86 D6 

E8&E 4C 6C ES 

LSR SC9 Flag fOr Zel lenwechsel 

LOX S06 CUr$ortel l�eiger 

INX Zaleer erhöhen 

CPX "'9 �h nIcht letzte Zeile 1, 

BNE SE888 dann zu SE888 

JSR SEBEA Bi ldSCh irm serolien 

LO" $09,X nächste Zeile, dann 

BPL SE880 wieder serolien 

STX $06 neue Zei Le 

JHP ses6C cursorposition berechnen 
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Einsprll"l9 von sene, SE7E7 

E891 A2 00 LOX noo Einfüg-

E893 86 08 STX S08 zähler löschen 

'895 86 C7 STX Sc? Flag für RVS löschen 

E897 86 04 STX $04 Quote-Jitodus löschen 

'899 86 03 STX S03 Cursor in erste SpaLte 

'898 20 7C ES JSR SEBTe ZeiLe ;niti.Li sieren 

'8" 4C A8 E6 JMP SE6A8 fertig 

Einsprung von SE759, SESSB 

,BA' A2 02 LDX 1$02 maximale Zeilenanzah l 

'BA3 A9 00 LDA tlSOO wenn Cursorspa lte 

,BA, es 03 CHP S03 gLeich Akku, 

'BA7 FO 07 BEQ SEBBO dann zu SEBBO 

,BA. '8 CLC 40 add ; eren, 

ES"" 69 '8 ADC #S28 eine Zeile 

EBAC CA DEX schon zweimal addiert ?, 

'BAD 00 F6 BNE SE8AS ja, dann weiter 

,BA, 60 RTS Rücksprung 

EBBO C6 06 DEC SD6 Zeiger auf Cursorzeile 

erniedrigen 

'88' 60 RT, Rücksprung 

Einsprung von SE6B6, SE797 

'BB3 A2 02 LDX *S02 maximale Zeilenanzah l 

'88' A9 27 LO'" 1$27 3., letzte SpaLte 

'SB7 es 03 CHP S03 wenn Cursorspalte gleich 

'88. FD 07 BEQ SEsez akku ?, dann zu SE8C2 

E8BB ,S CLC 40 

'SBe 69 28 ADC n28 addieren 

,BB, CA DEX schon zweimal ?, 

E8BF 00 F6 BNE SE8B7 ja, dann weiter 

E8Cl 60 RTS Rücksprung 

E8C2 10.6 06 LOX $06 wenn Cursorzeile 

E8C4 EO 19 CPX n19 gleich 25, 

'SC6 FO 02 BEQ SE8CA clam fertig 
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E8ca E6 D6 

E8CA 60 

INC $06 

RT' 

***************************** 

E insprl.l19 von SE7CE, SE876 

.SC. A2 OF LOX HOF 

EaCO DD DA EB CMP SE8DA,X 

.800 FO 04 BEQ SE8D6 

.802 CA DEX 

.803 1 0  '8 BPL SE8CO 

.005 .0 '1' 

.8D. 8E 86 02 STX S0286 

'80' .0 RTS 

Zei ger lIuf Cursorzei le 

erhöhen 

Rücksprung 

prüft auf Farbcodes 

Anzahl der Kodes 

mit Farbcodetllbel l e  

vergleichen 

wem gefunden, dann fllrbe 

setzen 

nächster Farbcode 

schon alle ? 

Rücksprung 

Farbcode setzen 

Rücksprung 

***************************** Tllbe l l e  der Fllrb-Kodes 

E8DA 90 05 1C 9F 9C l E  1 F  9E 

ESEZ 81 95 96 97 98 99 9A 98 

***************************** Bildschinn scrol len 

E i nsprung von SE603, SE88S, SE975 

E8EA A5 AC LOA SAC Alle 

E8EC 48 ,HA wichti gen 

E8EO A5 An LDA SAO Zeiger 

EBEF 48 ,HA ;" 

EBFO AS AE LDA SAE d," 

EBF2 48 PH. Stack 

EBF3 AS AF LDA SAF schie-

E8F5 48 PH' "'" 
E8F6 A2 Ff LOX NSFF IIb Zei le Null beginnen 

E8F8 C6 06 DEC SO. Cursorzeiger 

EBFA C6 C9 OEC SC9 erniedrigen 

E8FC CE .0\5 02 OEC S02A5 Fortsetzungszei l e  erniedrigen 

EBFF .8 IN, Zei lennl.l1lller erhöhen 

467 



468 64 Intern 

'900 20 FD E9 JSR SE9FO Zeiger auf Video-RAH fOr 

Zeile X 

'903 ED 15 CPX 1$18 2' 

'90' BO oe Bes SE9t3 sehon alLe Zeilen ? 

'907 BO Fl EC LDA SECF1,X LOII-Byte holen 

E90,,- 85 AC ST" SAC und speichern 

'90C 85 DA LDA SOA,X HIGH-Byte 

E90E 20 ca E9 JSR SE9C8 BildschinmzeiLe nach obeo 

schieben 

E911 30 EC SMI SEaff nächste Zeile 

E9t3 20 FF E9 JSR SE9FF unterste Bi Ldsch in.zeile 

löschen 

E916 A2 00 lDX KOO HIGH-

E918 85 09 LDA S09,X Bytes 

E91A 29 7F AND ß7F """ 
E91C B4 DA lOY SOA,X die 

E91E 10 02 8PL lE922 Doppel-

E9l0 D9 8D ORA #$80 zei len 

E922 95 09 STA SD9.X ver-

E924 '8 IN, schi eben 

E925 ED 1a CPX fIStS nicht 24 7 ,  

E9Z7 00 Ef BHE SE9t8 dann nochmal 

E929 .0\5 F l  LDA SFl ZeiLe 

E9Z8 09 80 ORA 1$80 als einfache Zei Le 

E9ZD 85 F l  STA Sfl auszeichnen 

E92f .0\5 09 LDA. $09 wenn FortsetzlI"IIIsze; Le, 

'931 1 0  C3 8PL SE8F6 dann nochmal 

'933 E6 06 INe $06 Zeiger auf Cursor erhöhen 

'93' EE A5 02 INC S02A5 Fortsetzungszeile erhöhen 

'938 A9 7F lOA ß7F ''''' 
E93A 8D 00 oe STA $DCOO für 

'930 AO 01 OC lDA $DCO, T8st8tur8bfr8ge 

E940 C9 FB CMP ßFB CTRl-T8ste gedrückt ? 

E942 08 ,HP St!tusregister retten 

E943 A9 7F lDA ß7F code für 
E945 8D 00 OC STA $DCOO T!st!tur!bfr8ge 

E948 28 Pl' St!tusregister holen 

E949 00 OB BNE $E956 nicht gedrückt ? 

'94' AO 00 lOY 1$00 Ver-

E940 EA NDP zö-
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E94E CA OEX geru· 

E94f DO FC BNE SE940 ..... 

"51 .. OE' sch' 

"" 00 f9 BNE SE940 'elfe 

E"4 " t. sn SC6 AnuM der g.drückten 

Tasten gleich �ll 

E956 A6 .. LOX $06 aUe 

E i napl"U'Ig von SE9C5 

,,, . .. PLA """". 

E'" 85 Af STA $Af tigten 

E'" .. PLA lei· 

E"t 85 AE STA SAE ,e< 

E"E .. PLA 'U· 

E'" .5 .. STA $AI) rOck, 

E961 .. PLA ho· 

E962 85 AC ST" S,\C LM 

E964 60 R1S ROcksprIXlII 

••••••••••••••••••••••••••••• Ei nfOgen ei ner 

fortset�ungszei!e 

Einsprung von SES02 

E965 A6 D6 LOX $06 Zeiger auf Cursorze;!e 

E967 E. IMX Zeiger erhöhen 

E968 .". LOA $09.X untere Zeile gleich 

E96A 10 FB BPL SE967 Cursorzel le. dann zu SE961 

E96C SE A5 OZ SJX SOU5 Zeil�r 

'96' EO 18 CPl( n,18 gleich 

10971 FO OE BEQ SE981 " 
"" .. oe BCC SE981 dem l.U SE981 

"" 20 EA E8 JSR SE8EA Bi ldsehirm serollen 

E978 AE A5 02 LOX $02A5 ZeileMUTmer 

E97B CA DEX erniedrigen 

E97C C6 06 OEC $06 Zeiger auf cursorze;le 

emiedrigen 

E97t 4C DA E6 J"P SE60A Zeile initielisleren 
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***************************** 

E981 A5 AC LDA SAC Alle 

'983 48 ,HA benötigten 

E984 ,, '" LO'" $AO Zeiger 

'986 48 PH' ;n 

E987 A5 AE LD" SAE "'" 
'989 48 PH' Stack 

'9& A5 Af LD" SAF seMe-

E98C 48 PH' bon 
'98D A2 19 lOX 1$19 25 

E98F CA OEX Zei lennt.nmer 

'990 20 FD E9 JSR SE9FD Zeilen-Zeiger berechnen 

'993 EC ,.,5 02 CPX SDZAS aLle Zeilen verschoben 1, 
'99' 90 OE BCC SE9A6 We!YI ja, 

'998 FD oe BEQ SE9A6 dem zu SE9A6 

'99' BD EF EC LOA SECEF ,X LOW-Byte des Zeilenanfangs 

'990 85 AC ST'" SAC setzen 

'99' 85 08 LDA $08,X HIGH-Byte setzen 

E9Al 20 ca E9 JSR SE9C8 Zeile nach oben schieben 

E9A4 30 E9 Bfli SE98F Unbedingter Sprung 

E9A6 20 FF E9 JSR SE9FF Bi ldschi rmzei te Löschen 

E9A9 A2 17 lDX 1$17 HI GH-Byte-labelt e 

E9AB EC ... 5 02 epx SOlAS verschi eben 

E9AE 90 Of BCC $E9BF alles verschoben ? 

'980 85 DA LDA SDA,X HIGH-

'982 29 7f AND #S7F Byte-

'984 84 09 LOY $09,X "00 
'98' 10 02 BPL SE9BA Doppelzei len-

'988 09 80 OR,I. 11$80 Tabe l l e  

'98' 9S CA SI,1. SO,l.,X nach 

E98C " OEX unten sch i eben 

E9BO 00 EC SIlE $E9AS schon alles ? 

'98' AE ,1.5 02 LDX $02,1.5 Zei lennllllJler 

'9C2 20 DA E6 JSR $E6DA MSS neu berechnen 

E9c5 4C 58 E9 JMP $E958 Register zurückholen, RTS 

***************************** Zeile nach oben schieben 

E9C8 29 03 AND no3 si ldsch i rmzeiger 

E9CA OD 88 02 ORA $0288 für neue Zei le 

E9CD 85 '" 51,1. $AD berechnen 
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,oe, 20 EO E9 JSR SE9EO Zeiger für neue Zeile 

berechnen 

"02 AO 27 LOY *'27 39 Zeichen 

E904 BI AC LDA (SAC),Y alle  

E90. ., 0 1  srA (SD1),Y Zeichen 

'908 Bl AE LD'" (SAE),Y � 

,91)' 91 n sr ... (SF3),Y Farbe übertragen 

'9I)t 88 OEf nidhste. Zeichen 

'''''' 10 f5 BPt JE904 .c� aUe 1 

,91), 6() RTS Rück,pt'U'I\I 

*** •• * ••••• *.************** •• Bi ldsch;rmzei le fur 

Scrollteil. berechnen 

E9ED 20 24 EA JSR SEA24 Zeiger euf Farb-RAH berechnen 

E9E3 A5 AC LDA SAC Zeiger 

'''' 85 AE sr ... SAE fur Zei l. 

'''7 " All tOA $AI) speichern 

'OE. 29 03  .-.0 1'$03 Stanadres.s.e 

'''' .. "" llRA """ des Video-RAH 

'''0 85 Af SIA SAF berC'Chnen 

'''' 6() Rl' RücksprU'1ll 

**** .... ****.********** ••••• * Zeiger auf Vldeo-RAM ", 
Zelle X 

E9FD BD FO EC LDA SECfD,X LOY-Byte 

E9F3 85 01 STA SOl holen 

E9FS 85 ,. LO,\ S09,X HIGM-Byte 

"f7 29 03 .. , "'" .. , 
, ... D0 88 0l  (11:'\ 10288 vid&o-

E9FC 85 1>2 STA S02 RAH 
E9FE 60 RTS ROCkspr� 

* .. ** ••••• ********.********** Bi ldsch I rmzel le X löschen 

Einspt"'lA"Ig von SE560, SE913, E9A6 

E9ff AD 27 LDY 1$27 40- 1 Spel ten 

EAOI 20 FO E9 JS$! LE9fD Zai l 8"f)OInter (0I{02) setzen 

EA04 ZO 24 EA JSII SEAl4 Pointer (Off4) fUr hrb-RAH 

berechnen 
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fAD7 A9 20 LO'" #$20 Leerzeichen 

EA09 91 01 SIA (SOl),Y ins Video-RAM schreiben 

EAOB 

'fADE 

EAOf 

EA10 

fA12 

20 DA E4 

" 

88 

10 F5 
60 

JSR SE4DA 

'OP 

OEY 

BPL SEA07 

RTS 

Einsprung von IESE4, SE6A2 

fA13 AB 
EA14 1.9 02 

EA16 85 Cf) 

TAY 

LD" #${)2 

STA SCD 

Kintergrundfarbe setzen 

schon 40 Zeichen gelöscht? 

wenn nicht, fortfahren 

Rücksprung zum Hauptprogramm 

Akku retten 

BI inkzähler bei 

Repeatfunktion setzen 

fAUl 20 24 EA JSR SEA24 Pointer für Farb-RAM 

berechnen 

fAlB 98 TAX Akku wieder holen 

� ... ************************* Zeichen und Farbe auf 

Bi Ldschirm setzen 

Einsprung von SEASE 

fA1C .0\4 03 LOT $03 Spalt�si tion 

EA1E 91 01 ST" (SOn,Y Zeichen in Akku .u, 

B; ldscllirm 

EA20 BA TXA Farb-Code von x in Akku 

fAll 91 F3 STA elF]), Y in farb-RAM schreiben 

fA23 60 RTS RücksprU1g zum Hauptprogramm 

*********.******************* Zeiger 8uf Farb·RAM berechnen 

E insprung von SES8E , SE75F, SE8D7, $E9EO, SEA04, SEA18, 

SEA4F 

EA24 AS 01 lDA SOl SDl/S02 = Zeiger auf 

Vfdeo·RAM-Position 
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EA26 85 F3 

EA28 

",. 

EA2C 

EA2E 

EA30 

... 5 02 

29 03 

09 08 

85 F4 

60 

STA SF3 

LOA S02 

ANO 1S03 

OII:A 1SD8 

STA SF4 

RTS 

LOW-Byte auf Zeichenposition 

z lOW-Byte auf farbposition 

H IGH-Byte der Zeichenposition 

mit HIGH-Byte der Farb-RAM­

Position z S08 ver�nüpfen und 

in SF4 = speichern 

Rücksprung ZlJll Hauptprogralm1 

***************************** Interrupt-Routine 

Einsprung von SFF58 

EA3l 20 EA FF 

EA34 A5 CC 

EA36 00 29 

EA38 C6 CO 

EA3A 00 25 

EA3C A9 14 

JSR SFFEA 

LO'" SCC 

BNE SEA61 

OEC SCD 

BNE SEA61 

LDA 1$14 

Stop-Taste, Zeit erhöhen 

8 L i n�-Ftag für Cursor 

nicht bt in�end, dann weiter 

B t inkzäh Ler erniedri gen 

nicht Nu L L ,  dann weiter 

8 t in�zähler wieder auf 20 

setzen 

EA3E 85 CO STA SCO und speichern 

EA40 A4 03 LOY S03 Cursorspa lte 

EA42 46 CF LSR $CF Bl inkschalter eins dann C'=1 

EA44 AE 87 02 LOX S0287 Farbe unter Cursor 

EA47 B1 01 

EA49 BO 1 1  

EA4B E6 CF 

EA40 85 CE 

EA4F 

EA52 

EA54 

EA57 

EA5'" 

EA5e 

EA5E 

EA61 

EA63 

EA65 

EA67 

EA69 

20 24 EA 

81 F3 

80 87 02 

"'E 86 02 

... 5 CE 

49 80 

20 1C EA 

... 5 01 

29 10 

FO DA 

AO 00 

84 CO 

LOA (S01>,Y Zeichen-Kode holen 

BCS SEA5e BLin�schalter war ein, dann 

weiter 

INC $CF 

STA $CE 

8tinkschatter ein 
Zeichen unter Cursor merken 

JSR SEA24 Zeiger i n  Farb-RAM berechnen 

LOA (SF3>,Y Farb-Code holen 

STA SOZ87 

LOX S0286 

LOA $CE 

'OR 0S80 

JSR SEA1e 

LOA S01 

ANO 1$10 

BEC SEA71 

LOY ISOO 

STY SCO 

und merken 

Farb-Code unter Cursor 

Zeichen unter Cursor hoten 

RVS-Bit U1K:Irehen 

Zeichen und Farbe setzen 

Prozessorport laden 

prüft Re�order-Taste 

9edrüc�t, dann verzweige 

Wert für �eine Taste gedrüc�t 

Re�order ·Fla9 setzen 
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'A6B A5 01 LD" SOl Prozessorport laden 

'A6D 09 20 CRA 1$20 Rekoder-Motor ausschalten 

'A6F DO OB BNE SEA79 unbedingter Sprung 

EA7l "5 CO LD" SCO lade Rekorder-Flag 

'A73 D0 06 BNE $EA78 verzweige, wenn Motor läuft 

'A75 A5 01 LDA S01 Prozessorport laden 

,All 29 1 F  "ND A1F Rekorder-Motor einschalten 

",. 85 01 ST" $01 und wieder speichern 

EA7B 20 87 EA JSR SEA87 Tastaturabfrage 

EA7E AC) 00 oe LDA $OCOD IRQ-Flag löschen 

EA81 .. PLA Accu aus dem Stapel holen 

"'" A' m und in V-Register schieben 

"83 .. PLA Accu aus dem Stapel holen 

" .. AA TAX und in X-Register schieben 

EA85 .. PLA und Rückkehr vom Interrupt 

" .. 40 RT I  

*************************** Tastatur8bfr8ge 

Einsprung von SEA7B, SFF9F 

EA87 A9 00 LDA HDO 

EA89 SO 80 02 ST" $0280 Shlft/CTRL Flag rücksetzen 

EABC AO 40 lOY #$40 $40 .. keine Taste gedrückt 

EABE 84 ca sn SCB Kode für gedrückte Taste 

EA90 SO 00 oe SYA $neoo aLle  Bits des Port A löschen 

EA93 AE 01 oe lDX SOC01 Port B laden 

EA96 EO FF CPX #SFF keine Taste gedrückt ? 

EA98 FO 61 BEQ SEAFB dann boeenden 
EA9A " TAT Y-Register löschen 

EA9B A9 81 lOA #S81 

..,. 85 F5 STA SF5 SF5/SF6 = Zeiger auf 

EA9F A9 EB lOA #SEB Tastaturtabet te setzen 

'AAT 85 F6 STA SF6 

'AA3 A9 FE lOA NSFE erstes Bit für erste 

Matrixzeile löschen 

'AA' 80 00 OC STA SDCOO und in Port A schreiben 

'AAO A2 0B lOX n08 8 Matrixzeiten 

'AAA 48 PHA BitsteIlung für Matrix retten 
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EMB MJ 01 OC LOA SOC01 Port B laden U"lCI 
EME CD 01 OC CMP $DCOl Tastatur entprellen 

EAB1 00 F8 BNE SEMB noch nicht entprellt ? 

EAB3 4A LSR Bits nacheinander ins Carry 

schieben 

EAB4 BO 16 BCS $fACC ' 1 '  gLeich nicht gedrückt 

EAB6 48 

EAB7 B1 F5 

EAB9 C9 05 

EABB 

... 0 
EABF 

EAC1 

EAC4 

EAC7 

EAC9 

EACO 

EAce 

EACO 

EACF 

,.., 

'''2 

EAD4 

, .. , 
'''6 

EAD7 

, ... 

EADC 

EADD 

BO DC 

C9 03 

FO 08 
00 EID 02 

SO EID 02 

10 02 

84 CO 

68 

ca 

CO 41 

BO OB 

CA 
DO OF 

3. 

68 

2A 

80 00 DC 

00 CC 

68 

6C 8F 02 

PHA BitsteLung retten 

LDA (SF5), Y ASCII'Kode aus Tabelle holen 

CMP 1S05 

BCS SEAC9 

CMP 1S03 

BEQ SEAC9 

ORA $0280 

STA $0280 

BPl SEACB 

STY $eB 

PLA 

IN, 

CPY #41 

BCS SEMJC 

OEX 

BNE SEAB3 

SEC 

Pl. 

ROl A 

STA $DCOO 

BNE SEM8 

PLA 

JMP (S028F) 

gröBer aLs 4, dann keine 

ControL-Taste 

verzweige bei größer/gleich 5 

Kode für STOP-Taste ? 

faLLs ja, dann verzweige 

entsprechendes FLag für SHIFT 

COMMOD .-Taste oder CTRL 

setzen 

unbedingter Sprung 

Nummer der Taste merken 

Akku hoLen 

ZähLer für Taste erhöhen 

schon aLle Tasten? 

wenn j a ,  verzweige 

nächste Matrix-Spalte 

unbedingter Sprung 

Carry setzen 

gespeicherte Bi tfolge hoLen 

verschieben und 

i n  Port A schreiben 

unbedingter Sprung 

Stapel normaLisieren 

JMP SEB48 setzt Zeiger auf 

Tabelle 

Einsprung von SEB76 

EAEO A4 eB 
EAE2 B1 F5 

EAE4 M 

LOY SeB NUllller der Taste 

LDA (SF5),Y ASCII '�ert aus TabeLLe 

hoLen 

TAX Tastenwert retten 
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EAES C4 e5 

EAE7 

EAE9 

EAEB 

EAEE 

EAFO 

EAF2 

FO 07 

AO 10 

Be 02 

00 36 

29 7F 

ZC 8A 02 

EAF5 30 1 6  

EAF7 70 49 

EAF9 

EAFB 

EMD 

EAFF 

EsOl 

ESOl 

ESD5 

EBD? 

EB09 

"" 

faOD 

EB10 

fslZ 

E815 

E8l7 

ES1" 

ES1C 

EB1E 

EBZl 

C9 7F 

FO 29 

C9 14 

FO oe 

c9 20 

FO 08 

C9 10 

FD 04 

C9 1 1  

00 35 

AC sc 02 

FO 05 

CE Be 02 

00 28 

CE 88 02 

00 26 

AO 04 

Be 88 02 

1.4 C6 

EB23 88 

f8Z4 1 0  lC 

cpy seS 

BEQ SEAFD 

lOY *,10 

sn SOlBe 

BNE SEB26 

AND ;ft7F 

BIT S02BA 

mit Letzter Taste 

vergLeichen 

verzweige wenn glelche Taste 

"'ert für Repeatverzögerl.l1!i1 

i n  Repeat-Verzägerungszähler 
lllbedi ngtar SprlS1g 

Bit 7 Löschen 

Repeat -Funktion für aLLe 

Tasten ? 

SMI SEBOD Bit 7 gesetzt, dann a L L e  

Tasten wiederhoLen 

BVS SEB42 Bit 6 gesetzt, dann 

keine WiederhoLung 

CMP *,7F 

BEQ SEB26 

CMP *'14 

BEQ SEBOO 

CMP NS20 

BEQ SEBOO 

CMP #$10 

BEQ SEBOO 

CMP 1$11 

BHE SEB42 

LOY S02BC 

BEQ SEB17 

OEC S028C 

BHE SEB42 

OEC S028B 

BNE SE842 

LDY ß04 

STY S0288 

LOY SC6 

keine TIIste? 

ja, dann verzweige 
'DEL', ' i NST' Kode 

wenn ja, verzweige 

leerzeichen 

wenn ja, verzweige 

Cursor right, Left 

wenn ja, verzweige 

Cursor down, up 

verzwe ige wenn keine Taste 

zu wiederhoLen ist 

Repeatverzögerungszähler 

wenn abgeLaufen, so verzweige 

herunterzäh len 

01 nein dann verzweige 

RepeatgeschwindigkeitsiähLer 

01 nein dann verzweige 

Repeatgeschwindigkeits­

zähler neu setzen 

AnzahL der Zeichen im 

Tasteturpuffer 

DEY herunterzählen 

BPL SEB42 mehr aLs ein Zeichen im 

Puffer , dann ignorieren 

EB26 A4 CS LOY SCS Tastennummenmatrixcode 

EB28 84 cs sn scs unspeichern 

EB2A AC 80 02 LDY S0280 sowie die Ftags für SHIFT 
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EB20 

EB30 

EB32 

EB34 

EB35 

sc 8E 02 

EO FF 

FO OE 

BA 

A6 C6 

STY S028E COMMOO. -Taste und CTRL 

CPX ISFF Tastatur-Kode ungültig ? 

BEQ SEB42 ja, da,!" ignorieren 

TXA gerettete Taste wieder holen 

LDX SC6 Anzahl der Zeichen im 

Tastaturpuffer 

EB37 EC 89 02 CPX S0289 mit Maximalzahl vergleichen 

EB3A BO 06 BCS SEB42 Puffer vol l ,  dann Zeichen 

ignori eren 

EB3c 9D 77 02 STA S0277,X Zeichen i n  Tastaturpuffer 

EB3F 

'B40 

EB42 

EB44 

EB47 

,. 

86 06  

A9 7F 

SO 00 OC 

60 

IN, 

STX SC6 

LOA 1S7F 

STA $OCOO 

RTS 

schreiben 

Zeichenanzahl erhöhen und 

abspei chern 

Tastatur'Matrix Abfrage 

auf Normatwert 

RücksprlXlg 

*************************** Prüft auf Shift, CTRL, 

COIIIIIOdore 

Einsprung von SEAOD 

fB48 AD 8D 02 LDA S0280 Flag für Shi ft/CTRL 

EB4B C9 03 CMP 1S03 SHiFT und COMMOO.-Taste 

gedrückt? 

EB4D 00 15 BNf SfB64 nein dann Zllll Dekodieren 

EB4F CD 8E 02 CMP S02BE waren beide Tasten vorher 

schon vorher gedrückt 

EB52 FO EE BEQ SfB42 ja, dann zum Ende 

EB54 An 91 02 lOA $0291 Shift'Commodore ertaubt ? 

fB57 30 10 SMI $EB76 nein, zurück. zur 

Oekodierung 

EB59 AO 18 00 

EB5C 49 02 

LDA sa018 zeichensatzzeiger laden 

EOR 1S02 Umschaltung Klein 

-Großschreibung und 

wieder speichern 

fertig 

EB5E 

EB61 

EB64 

EB65 

80 18 00 STA sa01S 

4C 76 EB JMP SEB76 

DA ASL A 

C9 08 CMP 1$08 

Wert mit 2 multiplizieren, 

da jede Adresse 2 Bytes hat 

vergleiche mit CTRl 
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EB67 90 02 acc SEB6B nein denn verzweige 

EB69 A9 06 LD" 1S06 Tabet lenpointer für CTRl 

EB68 Al< TAX in X Register übertragen 

EB6C BO 79 ES LD" SEB79,X LOW-Byte der Tabellenadresse 

EB6F 85 FS SYA $FS 

Laden 

und in die Zeigeradresse 

LOW seh re; ben 

EI71 80 7.0\ ES LDA $EB7A,X HIGH-Byte der Tabellenadresse 

Laden 

ES?4 85 F6 sr" $F6 und in die Zeigeradresse 

HIGH schreiben 

Einsprtrl9 von $EB61 

EB76 4C ED EA JMP SEAED zurOck zur Dekodierung 

****************************** Zeiger auf Tastatur­

Dekodiertabellen 

E879 81 ES C2 ES 03 EC 78 EC 

•• *.***** •• *************.***** Tastatur-DekodiertabelLe 

ungesh ifted 

ESSt 14 00 10 88 85 86 87 1 1  

EBa9 33 57 41 34 5" 53 45 01 

ER91 35 52 44 36 43 46 54 58 

EB99 37 59 47 38 42 48 55 56 

EBA1 39 49 4A 30 40 48 4F 4E 

ERA9 28 50 4C 20 2E 3A 40 2C 

ESBt SC 2A 38 13 01 3D 5E 2f 

fBB9 31 SF 04 32 20 02 5 1 03 

EBCl FF 

***************************** Tast8tur-Oekodierung, 

EBC2 94 8D 9D BC 89 BA 88 91 

Tabelle 2 gesh ifted 

EBC9 23 07 Cl 24 DA 03 C5 01 

EB02 25 02 C4 26 C3 C6 04 OB 

EBOA 27 09 C7 28 C2 CS 05 06 

EBE2 29 C9 CA 30 CD CB CF CE 

EBEA OB 00 ce 00 3E SB BA 3C 
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EBF2 A9 co 50 93 01 3D OE 3F 

EBFA 21 5F 04 22 AO 02 01 83 

Ec02 FF 

***************************** T8st8tur-Oe�odierung. 
Tabelle 3, mit 'C"'-Taste 

EC03 94 8D 9D SC 89 BA 8B 91 

EeOB 96 B3 Ba 97 AO AE B1 0 1  

Ee13 98 B2 Ae 99 BC BB A3 BD 

EC1B 9A B7 A5 98 BF B4 BB BE 

Ee23 29 A2 B5 30 A7 Al B9 AA 

EC2B A6 AF B6 OC 3E SB A4 3e 

Ee33 A8 Of 50 93 01 3D OE 3F 

EC3B 81 5f 04 95 AO 02 AB 83 

EC43 FF 

***************************** prüft auf Steuerzeichen 

Einsprung von SE7Dl 

EC44 C9 0E CMP 1S0E chrS(14) Großschrift 

EC46 00 07 BNE SEC4F verzweige wenn nein 

EC48 AC 18 00 LOA $0018 eharacter -Generator 

EC4B 09 02 OII:A 1$02 auf GroBschrift-Modus 

EC40 00 09 BNE SEC58 unbedingter Sprung 

Einsprung von SE879 

Ee4F C9 8E CMP flSBE chrS(142) Kteinschrift 

Ee5t 00 OB BNE SECSE verzweige wenn nein 

EC53 An 18 00 LOA $0018 Character-Generator 

EeS6 2. FD ANO #SFO Kleinschrift-Modus 

Ee58 8D 18 00 srA $0018 setzen 

EC5B 4C A8 E6 JMP SE6A8 Ausgabe absch lieBen 

feSE C9 08 CMP n08 chrS(8) Code zur Blocki erung 

SHIFT und COMM!Xl _ -Taste 

EC60 00 07 BNE SEC69 verzweige wenn nein 

EC62 ,. "" LOA HBO oberstes B i t  des 

EC64 00 91 02 ORA S0291 Shift-Commodore F l ags setzen 

EC67 30 09 ßloII SEe72 unbedingter Sprung 
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EC69 09 09 "'" .... 

oe .. 00 EE BNE SECSB 

oe .. A9 7F LO'" ts7f 

eC6F 2P 91 02 AIIlD SOZ91 

EC72 BI> 91 02 sr ... $0291 

oe" 4C A8 E6 JMP ..... 

........................... 

ehrS(9) code zur freigabe von 

SUFT und CCM«D. "raste 

verzwe ige wenn nein 

oberstes Bit des 

Shift-Commodore FLags L�schen 

�t spelchem 

Al.agabe abseM ; den 

Tasteturdetodierung, 

Tabelle " .;t CTRL-Taste 
Ec78 Fr FF Fr Fr FF F F  Ff FF 

EtSO l e  17 01 9f , ... 13 05 Fr 

EC88 9C 12 04 1 E  03 06 14 18 
EC90 1 F  19 07 9E 02 18 15 16 
EI:98 12 09 DA 92 OD Os OF OE 
ECAO Fr 10 oe FF FF 18 00 FF 
ECAS 1 e  Ff 10 FF FF l F  1E Fr 
EC80 90 06 Fr 05 Fr Ff 11 Fr 

EC18 Fr 

............................ Konstanten fOr 

V i  deoc:ontrol ler 

ECa9 00 00 00 00 00 00 00 00 

fCCI 00 00 00 00 00 00 00 00 

ECc9 00 98 37 00 00 00 08 00 

ECD1 14 OF 00 00 00 00 00 00 

ECD9 OE 06 01 02 03 04 00 01 
fCft OZ 03 04 OS ()6 07 

............ ...,..,................. '.Xt Ne" orückefl von SHlfT 

RUN/STOP 

fCU 4c 4' 41 44 00 52 55 4E ' Load (cr) rlrl (er)' 

ECEA 00 

............. w*wwwwwwwwwwwww T.�lle der lSB der 

BI Idlchlnmzel len-Anfänge 

ECfO 00 Z6 50 78 AO es FO 1S 

ECFS 40 68 90 B6 EO 08 30 58 

EDOO 80 A8 00 F8 2Q 48 ro 98 

EOO8 COz 
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.............. **............ TALK aendtn 

Et naprl.ng von Sf238, '4CD, FFB4 

EOO9 09 40 

EDOB 2C 

ORA 1S40 Bit fO� Tllk setzen 

,BYTE S2C Sklp naeh SEOOE 

.......... ** ••••..........•• LTSTEIf lendm 

Elnspr\J'\51 VCItI SF27A, SF3E3, SF6OD, SF648, SFFB' 

EOOe 09 '0 ORA "20 Bft fOr Li sten setzen 

EOOE 20 A4 FO JSR SfOA4 Ende der RS 232 Obertragung 

abwarten 

Einsprmu von SEEOO 

E011 48 PHA Akku merken 

E012 24 94 IIT $94 Noeh Zeiehen im Puffer ? 

E014 10 DA IPL SE020 verzweige wenn nein 

ED'6 38 SEC Carry setz!'rl 

EI>17 66 A3  .,. $Al Bit für (01 seUttI 
",. 20 40 EO JSR SE[I40 Iyte auf IEc-aus -eebM 

EDle 46 .4 LSJt $94 Hag für Zeichen i. Puffer 

löschen 

EDlE 46 A3 LSJt SA3 Flall fOr EOI löschen 

EOlO 68 PLA Akku wiederholen und 
<021 85 95 srA '95 iN Puffer speichern 

"23 78 SEI Interruptflag setzen 

E024 20 97 EE JSR SEE97 OAlA .I!Iuf LOW setzen 

E027 C9 3F CHP 1$3F Akku kann nicht S3F lein 

E029 00 03 INE $CDlE unbedingter SprU'lg 

E021 20 85 EE JsJt SEES5 CLOCK .uf LOW setzen 

EOZE AI) 00 00 LOA $0000 Port A l.elen 

E031 09 08 ORA .... ATN HIGH .etten und 

roD 11> 00 00  STA 10000 �.-
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Einsprung von SEDBS, SEDC9 

ED36 

ED37 

E03A 

ED3D 

78 

20 BE: EE 

20 97 EE 

20 83 EE 

SE I 

JSR SfE8E 

JSR $EE97 

JSR SEEB3 

*************************** 

Einsprung von $E019, SEDE7 

ED40 

ED41 

ED44 

ED47 

ED49 

Eo4c 

ED4E 

fDSO 

ED53 

ED55 

fDSS 

ED5A 

fDSD 

EDSF 

ED62 

ED64 

ED66 

ED69 

ED6C 

ED6E 

E06F 

ED71 

ED73 

ED75 

ED78 

78 

20 97 EE 

20 A9 EE 

80 64 

20 85 EE 

24 A3 

10 DA 

20 A9 EE 

90 FB 

20 A9 EE 

BO FB 

20 A9 EE 

90 FB 

20 BE EE 

" 08  

85 ,.,5 

AD 00 DD 

CD 00 00 

00 F8 

DA 
90 3F 

66 95 

BO 05 

20 AO EE 

00 03 

SEI 

JSR SEE97 

JSR SEEA9 

ses SEDAD 

JSR SEE85 

BIT SA3 

BPl SEOSA 

JSR SEEA9 

SCC SEesO 

JSR SEEA9 

ses 'fOSS 

JSR SEEA9 

acc SEDS,. 

JSR SEESE 

LDA #$08 

srA lAS 

LDA SODOO 

CHP SOOOO 

BNE SED66 

ASL A 

ace seose 

ROR 595 

ses SEOlA 

JSR SEEAO 

BNE SED7D 

Interruptflag setzen 

CLOCK auf HIGH setzen 

DAl" auf lOW setzen 

eine M i l l isekunde warten 

ein Byte auf lEe-Bus 

ausgeben 

InterruptfLBg setzen 

DATA auf LOW setzen 

Hardware-RückmeLdung BUS 

DATA hoLen 

DATA L�, dBnn 'DEVICE NOT 

PRESENT' 

CLOCK auf L� setzen 

Bit für EOI gesetzt? 

nein, dann verzweige 

DATA ins Carry 

warten bis Listener bereit 

DATA ins Carry 

warten auf DATA HIGH 

DATA ins Carry 

warten bis bereit für Daten 

CLOCK auf HIGH setzen 

Bi tzähler für serielle 

Ausgabe setzen (S08 Bits) 

Port A lesen 

und entprellen 

verzweige wenn Änderung 

Daterbit ins Carry 

DATA HIGH, dann 'TIME OUT' 

nächstes Bit zur Ausgabe 

bereitsteLlen 

verzweige wenn Bit gesetzt 

DATA auf HIGH setzen 

unbedi ngter Sprung 
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ED1A 

",. 

<080 

ED81 

ED82 

E083 

.... 

""'7 

.... 

'088 

"" 

"90 

20 97 EE 

20 85 EE 

" 

" 

" 

" 

Al) 00 00 

29 .f 

09 ,. 

", 00 00 

C6 ., 
00 04 

E092 A9 04 
E094 8D 07 OC 
ED97 A9 19 

E099 BI> OF OC 

ED9C NJ DO oe 

ED9F N) 00 oe 

EDA2 29 02 

EOA4 00 DA 

EOA6 20 A9 EE 
EOA9 Ba F4 
EDAB 58 

EDAC 60 

"" 

EDM 

.. BO 

" 80 

2C 
A9 03 

JSR SEE97 

JSR SEEas 

NO' 

NO' 

NO' 

NOP 

lDA SDDDO 
AHO nor 
ORA 1$10 
STA SOOOO 

DEC SAS 

BHE SED66 

LDA #S04 

STA SOC07 

LDA #$19 

STA SOCDF 

LDA StIel» 
LOA StIem 

... ... 2 

BNE $EOBO 

JSR SEEA9 

Bes SE09F 

CLI 

RTS 

LDA H80 

.BYTE $2c 

LDA 1$03 

Einsprung von SEE44 

DAU lIUf lOW setzen 

CLOCK auf La..I setzen 

Llstener 

8 Mlcrosekunden Zeit zur 

Verarbei tl.lll9' der 

Daten � 

Port A laden 

DArA auf LOU 

U'ld CLoa: auf HIGfI 

setztn 

nächstes ait  

�che weiter wenn noch nicht 

alle Bits gesendet 

S04 als Tfmerwert setztn 

TI�r B HICH, ca. eine ms 

und Tlrner I 
starten 

Interrupt control register 

, ..... 

Ttlltr 8 abwelaufen 1 

ja, clam 'TUE M '  
DATA Ins Carry 

warten auf OAlA HIGH 

Interruptflag löschen 

IIOcksprung 

'DEVICf NOT PIIESENT' 

Sk i P nach $EOa2 

'TIME 001 '  

EDB2 20 TC FE JSR SFE1e Status setzen 

EDI5 58 CLI InterruptfLag löschen 

EOl6 18 CLC Carry setzen 

EDa7 90 4A ICC $[E03 t-"Ibedingter Sprung 
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*************************** Sekund�redresse nach LISTEN 

senden 

Einsprlrlg von SF286, SF3EA. SF6l2, SF651. SFF93 

EOB9 85 95 STA S95 Sekundäradresse speichern 

EOBB 20 36 EO JSR SED36 mit ATM HIGH ausgeben 

Einsprung von SEDOO. SEE03. SF281 

EDBE AD 00 00 LDA SODOO Port A laden 

EDCl 29 F7 AND ttSF7 ATM rücksetzen. tOll 
EDCl 8D 00 00 STA SOOOO und ausgeben 

EDC6 60 RTS Rückspf'U'lg 

*************************** Sekundäradresse nach TALK 

ausgeben 

Einsprung von SF245. SF402. SFF96 

EOCl 85 95 STA S95 Sekundäradresse speichern 

EOC9 20 36 EO JSR SED36 mit AlN ausgeben 

Einsprung von SF23F 

EDCC 

EDCD 

EDDO 

EDD3 

EDD6 

EDD9 

EDDB 

EDDC 

78 

20 AO EE 

20 BE ED 

20 B5 EE 

20 A9 EE 

30 FB 

58 

60 

SEI Interruptflag setzen 

JSR SEEAO OATA auf HIGH setzen 

JSR SEDBE ATN rücksetzen. LOW 

JSR SEEB5 CLOCK auf LC1.I setzen 

JSR SEEA9 CLOCK-IN holen 

SMI SED06 auf CLOCK HIGH warten 

Cl! Interruptflag löschen 

RTS Rücksprung 

*************************** IECOUT ein Byte auf lEe-Bus 

ausgeben 

Einsprung von SF10B. SF3FE. SF61C. SF62l. SF62B. SFFAB 

EOOO 24 94 BIT S94 noch ein Byte auszugeben ? 
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... , 30 05  SMI SfDE6 wrzweige wnn ja 

• OE' .. SEC C8rry setz." 

EDE2 66 94  ROR $94 Hllg für gepuffertes Byte 

setzen 

EDE4 00 OS 8NE SEOEB l.X1bedi ngter Spn.ng 
'(OE6 411 ,HA ayte Illerten 

EOE7 20 40 EO JSR SE040 gepuffertes ayte auf Bus 

ausgeben 

EDEA M PlA Byte zurückholen und 

EDEB .5 95 STA $95 in Ausgaber."ister holen 

"EO ,. Cl< C.rry l6scMn 

EDEE 60 RTS ROcltsprlX1!il 

.********* ...... *********** UNTALK senden 

Elmpn.r.g 'IM Sf:J40. SF5l8. Sf5Z8. SFfM 

EOH 78 SEI Interruptflag set�en 

EDFO 20 8E EE JSR SEEBE CLOCK auf HIGH setzen 

EDFl AD ao 00 LDA SOOOO POllr A laden 

EDF6 09 08 OOA .. ca ATN NICH setzen und 

EOFB 8D PO 00 STA SODOO �-

EDFB A9 5f LDA tlS5f Kennzeichnung für UNTALK 

EOFD 2C .BYTE SlC Skip nach SEEOO 

.. ************************* UNliSTEN BtI"den 

Einsprung von SF339. SF63F. Sf654, SFFAE 

EDFE A9 3F LOA NS3F Kennzeichnung für UNLISTEN 

"'. 20 1 1  ED JSR SED11 �,-

(E03 20 BE EO JSR SfDBf ATN rücksetzen. LOW 

Einsprung von SEE7D 

EE06 BA TXA X-Register .... rlt." 

.807 Al .. COX _ Warteschleife von 

EE09 CA 'EX ca. 40 Mlkroset.unden 

EECA 00 fD BNE SEE09 abwarten 

EEOC AA TAX X-Register wIederholen 
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EEOD 20 85 EE JSR SfE8S CLOCK auf LOU setzen 

EE1D 4C 97 EE JMP SEE97 DAlA auf lCN setzen 

*************************** IECI N  ein Zeichen vom 

lEe-Bus holen 

Einsprung von SF1B5, SF4D5, SF4ED, SFS01 ,  SFFA5 

fE13 

EE14 

EE16 

fElS 

fElS 

EE1E 

EE20 

fE22 

fE2S 

EE2? 
EE2A 

fEZD 

fE30 

EE33 

fE3S 

fE37 

EE3A 

EE3C 

EE3E 

EE4D 

EE42 

EE44 

EE47 

EE4'\ 

EE4D 

EE4F 

EES2 

fES4 

EE56 

fES8 

fES,., 

fESe 

7B 

A,9 00 

85 A,5 

20 85 EE 

20 1.9 EE 

10 FB 

1.9 01 

8D 07 oe 

A,9 19 

8D Of oe 

20 97 EE 

AC 00 oe 

AC 00 oe 

29 02 

00 07 

20 A,9 EE 

30 F4 

10 18 

A5 "5 

FO 05 

1.9 02 

4C 82 ED 

20 AO EE 

20 85 EE 

A9 40 

20 lC FE 

E6 AS 

00 CA 

A,9 08 

55 A,5 

AC 00 00 

CD 00 00 

SEI 

LDI. 1$00 

STA SA5 

JSR Sfe35 

JSR SEEA9 

8PL SEE1S 

LD" 1S01 

SYA SOC07 

LOA 1$19 

sr" SDcOF 

JSR SEE97 

LD" SDCOD 

LDA SDCOO 

AND ffSDZ 

BNE SEE3E 

JSR SEEA9 

SMI SEE30 

8PL SEE56 

LD" lAS 

BEQ SEE47 

LOA noz 

JMP $EDa2 

JSR SEEAO 

JSR SEE85 

LD" 1$40 

JSR SFE1c 

INC S"5 

BNE SEE20 

LO" #$08 

ST" SA5 

LO" $0000 

CMP $1)000 

Interruptflag setzen 

$00 laelen 

und Zähler töschen 

CLOCK auf LOW setzen 

CLOCK- IN LOW ? 

nein, dann warten 

S01 

in Timer B HIGH schreiben 

Timer 

starten 

DAT" auf LOW setzen 

Interrupt Control Register 

Laden 

Timer B abgelaufen ? 

ja, 'TIME OUT' 

CLOCK-IN HIGH ? 

nein, dann warten 

unbedin&ter Sprung 

lade Zähler 

verzweige wenn SOO 

'TIME OUT' 

Status setzen 

OAT" auf HIGH setzen 

CLOCK auf LOW setzen 

Bit 6 für 'END OR IDENTlFY' 

Status setzen 

ZähLer erhöhen 

unbedingter Sprung 

SOS eLs 

Bitzähler setzen 

Port A Laden 

Änderung ? 
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" .. 00 F8 BIiE SEE5A verzweige wenn je 

EE62 " ASL A Oatenblt Ins eerry schf.btn 

"., 10 f5 U>l SlE5A erneut holen wem ctOClC .. , 

EE65 .. .. ROll .A4 Datenbit in $AI, schieben 

1167 .., 00 00 LD" SOOOO Port A laden 

" .. Cf) 00 00 CMP SODOO Änderung ? 

" .. 00 F8 BNE $EE67 verzweige w�nn ja 
EE6F " ASL A Datenbit Ins Carry schieben 

EE7D 30 F5 BNI HU7 erneut wetV"I CLOCK '" 0 

"n 06 '"  OfC .., Bi tzähler veringernn 

U74 00 EI, ... SEE5A verzweiGe -., noch nicht 

a l l e  3 liu vesendet 
I!E76 ZU AO EE JSR SEEAO DATA auf HIGH setzen 

",. Z4 90 IIlT S90 Status 

",. 50 03 IIVC SEE80 verzweige wenn kein EOI'  , 

"''' ZO 06 EE JSR SfE06 warten und sits '0'  senden 

" .. ., M  LO" SM Oateti:tt't e  In Akku hoten 
EE82 58 CU Interruptfteg löschen 

"., ,. CLC Carry löschen 

" .. 60 RTS RücksprO"lg 

........................... CLOCIC auf LW setzen 

E inspnrlll von SEtl211, 1(049, SE07D, SUlO3, SEEOO, SEEI8 

SEE4A 

EE8S AC 00 oe LDA SOODO Port A ltlden 

.... Z9 E F  AND "EF Sit 4 löschen 

.. 8A 3D 00 00 sn SDDoo und wieder speichern 

.. 8D .. RTS RücksPf'ung 

••••••••••••••••••••••••••• CLOCK auf UGH letzen 

I!lnsprUlg von SED37, SED5F, SEDFO, SFF7D 

EE8E N) 00 CO LO" SOODO Port A leden 

EE91 09 10 ORA "'10 Bit 4 setzefl 

"., 80 00 00  SrA SOOOO und wieder SfMlchenn 
.... .. RTS Rücksprung 
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*************************** OATA auf LOW setzen 

E insprlrlg von SE024, SE03A, SED4l, SfD7A, SEE1D, SEE2A 

EE97 AO 00 00 LOA $DOOO Port A laden 

EE9A 29 OF ANO #$[lF Bit 5 löschen 

EEge 80 00 00 STA $0000 und wieder speichern 

EE9F 60 RTS RClcksprlrlg 

*************************** OATA auf KIGK setzen 

Efnsprung von SE075, SEOCO, SEE47, SEE76 

EEAO AC 00 00 LOA $0000 Port A laden 

EEA3 09 20 ORA 1$20 Bit 5 setzen 

EEAS 8D 00 00 STA $DOOO und wieder speichern 

EEA8 .. RT' Rücksprung 

*************************** Bit vom IEC-Bus ins 

Carry-Flag holen 

Einsprung von SE044, SEOSO, SfOSS, SEOSA, $EOA6, SE006 

SEE1B 

EEA9 AC 00 00 LOA $0000 Port A laden 

EEAC CO 00 00 CMP $0000 Änderung ? 

EEAF 00 '8 BtrlE SEEA9 verzweige wenn j. 
EEB1 DA ASL , Datenbit ins Carry schieben 

EES2 60 RTS Rücksprung 

*************************** Verzögerung 1 M i l l isekunde 

E i nsprung von SE030 

EEB3 BA TXA X-Register retten 

fEB4 A2 B8 LOX #SBB X-Register mit SBB laden 

fEB6 CA OE' herunterzählen 

EEB7 00 FO SN' SEEB6 verzweige wenn nicht fertig 

EEB9 AA TAX X-Register wiederherstellen 

EEBA 60 RTS RücksprlXtg 
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••••••••••••••••••••••••••• RS 232 Ausgu 

Einsprung von SFE9D 

EESB 1.5 B4 LOA $B4 Anlah t Bits lU senden 

EEBD FO 47 BEQ $EF06 verlwelge wenn 8yte schon 

kOllplett übertragen 

EUF 30 " IIHI lEFOO vt:n.,.lge f.Us Stopbit 
erfordert Ich 

EEC1 .. ..  LSII ... nichttea 11t Ins Carry 

schieben 

EEC] " 00 lOX ISOO '0'  falls Datenbit .. 0 

EEC5 90 01 see $EEe8 venweige wenn Datenbit 
gelöscht 

EEeT CA OEX nein, dann X-Register =SFF 

fEC8 .. m X-Register in Akku 

"'9 45 80 '''' SBD �it leg;ster für Paritybit 
verknüpfen 

EECB ., .. srA $BO und abspe fehern 

"'I> C6 84 MC $84 Bi tzähl�r erniedrigen 

EECF " 06  BEQ SEE07 verlwelge wenn a l l e  Bits 

übertragen 

EEDl a, m alten Akk.u wiederherstellen 

EED2 29 04 ANO 1$04 Bit 2 isolieren 

EED4 85 B5 srA S85 und Ins Ausgaberegister 

bringen 
EED6 60 RTS RlkksprU'lSl 

''''' 1.9 20 U>, IISZO 81t S (Parlty) 
EE09 2C 94 02 BIT S0294 AS 232 lefehlsregiater 

abfrasten 

EEDC '0 14 BEQ SEH2 verl .... ige wem ohne PlIrity 

EEOE 30 lC SMI SEHe verlweige wem teste Parität 

EEEO 70 14 BVS SEEF6 verlweige wenn ungerade 
Paritlit 

EEE2 " .. LDA $BO verlweige wenn Parity 

gleich eins 

EEE4 00 01 8NE $fEH verlwel ge wenn j. 

EEE6 C, OEX Pari ty $Ff 
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fEE7 

EEE9 

fEEC 

EEEE 

EEFO 

C6 84 

AO 93 02 

10 E3 

C6 84 

00 DF 

EEF2 E6 B4 

EEF4 00 FO 

EEF6 ,\5 BD 

EEF8 FO ED 

EEFA. 00 EA 

EEFC 

EEFE 

70 E9 

50 E6 

EFOD E6 84 

EF02 A2 F F  

EF04 00 CS 

E isprung von SFF44 

OEC SB4 

LOA. $0293 

8fl SEED1 

OEC SB4 

BNE SEE01 

INe SB4 

Bitzähter auf SFF 

RS 232 Kontrottregister Laden 

verzweige wenn zwei Stopbits 

Bi tzähler auf SFE 

I..nbedingter Sprung zur 

Berechnung der Stopbits 

Bi tzähter erhöhen, keine 

Parity 

BNE SEEE6 unbedingter Sprung zur 

Berechnung der Stopbits 

LD" sao Parity 

BEQ SEEE7 verzwe ige wenn gleich 0, 

dann NuLL-Bit ausgeben 

BNE SEEE6 unbedingter Sprung 1 - 8 i t  

ausgeben 

SVS SEEE7 NulL-Bit ausgeben 

ave SEEE6 sonst '-8it ausgeben (feste 

Paritiit) 

INe SB4 Bitzähler erhöhen 

lOX NSFF �ert für Stopbit 

BNE SEED1 unbedingter Sprung 

EF06 AD 94 02 LO" $0294 RS 232 Befehlsregister laden 

EF09 4A lSR A B i t  0 ins Carry 

EFOA 90 07 BCC SEF13 verzweige wenn 3-line 

EFOC 2C 01 00 BIT SO001 

EFOF 10 10 BPl SEF2E 

EF11 50 1E BVC SEF31 

EF13 A9 00 lOA 1$00 

EF15 85 BD STA SBO 

EF17 85 B5 STA SB5 

Handshake, Abfrage übergehen 

Port B abfragen 

verzweige wenn OSR fehlt 

verzweige wenn CTS fehlt 

o laden und 

Parity-Register löschen 

Register für zu sendendes 

B i t  (Startbit) 
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EF19 AE 96 02 LOX $0298 Anzahl der zu übertragenden 

Bits 

EF1C 66 B4 srx $84 als Bitzähler merken 

EF1E AC 9D 02 LOY $0290 lade Zeiger tür übertragenes 

Byte 

EF21 CC 9E 02 CPY $029E alle Bytes Obertr.gen ? 

EF24 FO 13 

EF26 B1 F9 

EF28 

EF2A 

EF2D 

EF2E 

EF30 

EF31 

EF33 

EF36 
EF39 

85 B6 

EE 9D 02 

60 

A9 40 

2C 

A9 10 

00 97 02 

8D 97 02 

A9 01 

BEQ SfF39 ja, dann abscht ieBen 

LDA (SF9), Y Datenbyte aus RS 232 Puffer 

holen 

srA SB6 

INC S029D 

RTS 

LOA 1$40 

.BYTE S2C 

LDA #510 

ORA S0297 

STA S0297 

LOA 1S01 

ZUII senden übergeben 

Putterzeiger erhöhen 

Ri.iI:;ksproog 

DSR (Oata Set Ready) tehlt 

Sidp Mch SEF33 

crs (Clear To Send) fehlt 

mi t Status verknüpfen 

und setzen 
NMI tür 

Einsprung von SEF8D. SF041, SF07A 

EF3B 8D 00 00 

EF3E 40 A1 02 

EF41 09 80 
EF43 8D A1 02 

EF46 8D 00 00 

EF49 60 

STA $DDOD 

EOR S02A1 

ORA #$80 

STA S02A1 

STA $DDOO 

RTS 

Timer A löschen 

Hag für 

RS 232 lMI'Idrehen 

l.Xld spei chern 

IRR setzen, alle übrigen 

zulassen NMls 

Rücksprung 

*************************** Anzah l der RS 232 Datenbits 

berechnen 

E i nsprung von SF41D 

EF4A A2 09 LDX 1S09 Zähler für Wortlänge 

EF4C A9 20 LDA 1$20 Maskenwert tür Bit 5 

EF4E 2C 93 02 BIT S0293 Testen vom RS-232 

Kontro 1 I  regi ster 

EF51 FD 01 BEQ SEF54 verzweige wenn Bit 5 gelöscht 
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EF53 CA 

EF54 50 02 

EF56 CA 

EF57 CA 
EF58 60 

.EX Zähler für 'Jortliinge 

vennindern 

Bve SEF58 verzweige wenn Bit 6 gelöscht 

DEX Wort länge um zwei 

DEX vermindern 

RTS Rücksprung 

enpfllngenes Bi t vererbe; ten 

Einsprung von SFF04 

EF59 "6 "9 

EF5B 00 33 

EF5D C6 A8 

EF5F FO 36 

EF61 30 00 

EF63 

EF65 

"5 A7 

45 AB 

EF67 85 AB 

EF69 46 A7 

EF6B 66 M 

Ef6D 60 

EF6E C6 ,\8 

EF70 ,\5 1.7 

EF72 FO 67 

EF74 AD 93 02 

EFIT DA 

EF78 '\9 01 

EF7A 65 A8 

EF7C 00 EF 

lOX SA9 Startbi t ? 

BNE SEF90 verzweige wenn Ja 

DEC $AB Bitzähler erniedrigen 

SEQ SEF97 verzweige wenn a l l e  Bits 

ewpfangen 

SMI SEF70 verzweige wenn noch Stopbits 

zu erwarten 

LD" $A7 

EOfI: SAB 

ST" SAB 

LSR $A7 

"" ..... 

RTS 

OEC S"'8 

LO'" SA7 

BEQ SEFOB 

LOA $0293 

ASL ... 

LO'" 1S01 

AOC $A8 

enpfangenes Bit 

mit Register für Parity 

verlmüpfen 

und abspeichern 

empfangenes Bit ins Carry 

und in Empfangsregister 

schieben 

Rücksprung 

Bitzähler erniedrigen 

Stopbit 

verzweige wenn gLeich Null 

Kontroll register leden 

Bit 7 (Anzahl Stopbits) ins 

Carry 

1 laden und mit der Anzahl 

von Bits und Stopbits 

addieren 

BNE $EF6D verzweige wenn noch nicht 

.ne Stopbits eqlfangen 
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Einsprung von $EFD8 

EF7E 109 90 

EFBO tJO 00 00 
EF83 00 Al Dl 

EFM 8D Al 02 

Efb9 85 A9 

EF88 A9 02 

EF� 4C 38 EF 

EF90 A5 A7 

EF92 00 EA 

EF94 85 A9 

EF96 6D 

LDA ts9D 

SYA $0000 

ORA $02A' 

SYA $02Al 

srA SA9 

lDA ISO> 

JMP SEF3B 

LDA SA7 

BNE $EF7E 

SYA SA9 

RTS 

••••••••• *********** •• ***** 

EF91 AC 98 02 LOY S029B 

EF9A ce INY 

EF9B ce 9C 02 CPY $029C 

EF9E FO 2A BEQ SEFCA 

EFAO 

EFA3 

EFA4 

HAb 

EFA9 

EFAB 

"' .. 

ae 9B 02 

88 

AS M 

AE 98 02 

" 09  

FO G< 

" 

EFAE Ea 

sn $029B 

DEY 

LDA "'" 

LOX $0298 

CPX /IS09 

BEQ $ffBl 

es. , 

INX 

wert fOr Freigabe von NMI 

Ober die Flagleitung 

�ert NMI freigeben 

luch IM NMI Register 

fOr RS 232 NMls vennerken 

I.nt flell für Stertbit setzen 

8itwert für 

MMI für l'llJer B löscben 

Stertbit: laden 

verzweige wenn ungleich Null 

Fleg fOr Stertbit 

rOcksetzen 

ROtksprWlg 

E"Phng�s Byte 

weitervererbeiten 

Pufferzeiger laden 

t.nd erhöhen 

lIit E..phngspoJffer 

vergleichen 

verzweige wenn voll, dann 

Status setzen 

Pufferzeiger abspeichern 

t.nd nor�llsieren 

IttIPhngeoes Byte laden 

Anzahl Oatenbits laden 

8 Bi ts plus ein Stopbit1 

verzweige wem ja, ok 

SOl'!$t Bits in richtige 

Position schieben 

Datenbltzihler um , erhöhen 

EFAF 

EFBI 

00 Fa 

91 F7 

BNE $EFA.9 U"lbedlngter Sprung 

EFa3 A9 ZO 

SIA. ($F7),Y Byte i n  RS 232 Puffer 

schr.lben 

LDA N$ZO NII$kenwert für 

Pari tätsprüfung 
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EFBS 2c 94 02 BIT $0294 Bit 5 im K0mm5ndregister 

prüfen 

EFB8 FO 84 BEQ SEFbE verzweige wenn Übertragung 

ohne Parity 

EFBA 30 81 BMI SEF6D verzweige wenn festes Bit 

anstel l e  Pari ty 

EFBC A5 A7 LDA $A7 enpfangenes Paritybit Laden 

EFBE 45 AB EOR SAB mit bereehneter Parity 

vergl eichen 

EFeD FD 03 BEQ SEFC5 verzweige wenn gleich, ok 

EfC2 70 A9 BVS SEF6D gerade Parity. dann ok 

EFC4 'C .BYTE $2C Skip nach SEFC7 

EFCS 50 .. BVC SEF6D verzweige wenn ungerade 

Parity. dann oie 

EFC7 A9 01 LDA 1$()1 sonst Parity-Fehler 

EFC9 'C .BYTE $2C Slcip nach EFCC 

EFCA A9 04 LDA 1S04 Empfängerpuffer voll 

EFCC " .BYTE $2C Skip nach SEFCF 

EFeD A9 80 LDA lS80 Break-BefehL empfangen 

EFCF 'C .BYTE $2C Skip nach SEFD2 

EFOO A9 02 LDA $102 Rahmen- Feh ler 

EFD2 00 97 02 OII:A $0297 mit Code für RS-232 Status 

verknüpfen 

EFD5 SO 97 02 STA S0297 und speichern 

EfD8 4C 7E EF JMP SEF7E. zum Empfang des nächsten 

Bytes springen 

EfOB AS M LOA SM empfangenes Byte 

EfOO 00 F1 BNE SEFDO ungleich 0, dann zu Rahmen-

Fehle .. 

EfDF FO EC BEQ SEfCD sonst zu Break-Befehl 

enpfangen 

*************************** RS-232 CKOUT , Ausgabe auf 

RS-232 

E insprung von SF26C 

EFE1 85 9A STA S9A Gerätenummer abspeichern 

EFE3 NJ 94 02 lDA S0294 RS 232 Kommandregister laden 
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ffE6 " 'so A ,It 0 (Mandsh.h) ins earry 
ffE7 90 29 Bee 5F01Z verzweioge W«TI 3'L ine-

Handshake 
EFE9 A9 0Z LDA flSOZ Maske für DATA SET READY 
EFEB ZC 01 00 BIT $0001 Port B susluen 
EFEE 10 10 8PL SFOOO kein OSR, dann Fehler 
EFFO 00 20 BNE Sf012 verzweige wenn kein Request 

To Send 
EFf2 AD AI 02 LDA 50ZAI RS-232 NM! Status laden 
EFF5 29 02 AND N$OZ verknüpfe 1'1; t B i t  für 

o.t�(ane aktiv 
EH7 00 F9 ME SEFF2 warten bis E1IP1t11'l!1_ beendet 
EFF9 ZC 01 00 BIT $0001 Port B der NMl-eiA auslesen 
UFe 70 FB BVS SEFF9 und auf etear To Send wart� 
EFFE AO 01 00 LDA SOO01 Port B lesen 
'00' 09 02 OOA ... , Bit für Request To Send setzen 
""" SO 01 DO ST" SODOl und wieder zurOtkschreiben 
'006 ZC 01 00 BIT SOD01 Port B hoLen und 

f009 70 07 BVS SFolZ auf Clear To Send warten 
'00' 3D f9 BMI SFOO6 verzweige wenn nicht Date Set 

R.ody 

E lnsprlrlg von SF459 

'000 A9 40 LDA ;ß4D Bit für fehlendes DSR 
'00' 80 97 OZ STA S0297 Status setzen 
F012 ,. CLC Carry für oIt lCemzeichn 

setzen 
f013 60 RTS Rücksprlllg 

••••••••••••••••••••••••••• Ausgabe ;n RS Z32 Puffer 
'014 20 28 FO JSR 'FOZe falls erfo�rlich übertragung starten 

Einsprung von $f20B 

F017 AC OE 02 LDY S029E Zeiger auf Autgabepuffer 
, ..... 

F01" ca IN, und erhöhen 
F01B ce 90 02 CPY S029Q und mit Lese!elger 

vergleichen 
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F01E FD F4 

FOZO Be 9E 02 

FOZ3 88 

FOZ4 

F026 

,.,5 9E 

91 F9 

BEQ SF014 

sn SOZ9E 

DEr 

Puffer vol l ,  dann warten 

neuen \Jert tür 

Schreibzeiger merken 

und wi eder normal i s i eren 

LD" S9E auszu;ebendes Byte holen und 

sr" (SF9),Y in Puffer schreiben 

E insprung von SF014 

FOZB ioD 1.1 02 LDI. SOlA1 RS 232 NMI Status laden 

FOZB 4,. LSR A Bit 0 testen (läuft 

Sendebetrieb) 

Foze 

FOZE 

FOlO 

F03l 

F036 

'039 

FOlC 

F03F 

BO 1E 

",9 10 

8D OE 00 

An 99 02 

8D 04 00 

ioD 91. 02 

8D 05 00 

,.,9 81 

Bes SF04C 

LDA 1$10 

SYA $DOOE 

LDA 50299 

STA SOD04 

LDA 5029,. 

srA SOD05 

LDA #$81 

verzweige wenn ja 

Bi twert für Timer starten 

Timer A stlrten 

Timer für 

Sende-Bauet-Rate 

ne, 
setzen 

Code für Timer-Unterlauf NMI 

Timer " 

F041 20 38 EF JSR $EF38 in IC- Register schreiben 

FG44 20 06 EF JSR SEF06 CTS tnd DSR prüfen und 

'047 

F049 

'04C 

A9 1 1  

80 OE 00 

60 

LDA 1$11 

SrA SOOOE 

RTS 

übertragung freigeben 

Bitwert Timer A starten 

Timer A starten 

Rücksprung 

••••••••••••••••••••••••••• RS-232 CHKIN, Eingabe auf 

RS-232 setzen 

Ei nsprung von SF227 

F040 85 99 

F04F AD 94 02 

FOS2 4A 

F053 90 28 

FOSS 29 08 

FOS7 FO 24 

STA S99 

LOA S0294 

Gerätenummer speichern 

RS 232 Befehlsregister laden 

LSR A Bit 0 ins Carry schieben 

BCC SF07D verzwe ige wenn 3-line­

Handshake 

AHO #S08 Bit für Oupex Mode isol ieren 

BEQ SF07D verzweige wenn voll Oupex 
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f059 

"58 

fOSE 

, ... 

,,., 
'065 

"9 02 

2C 01 00 

" '"  
FO 22 

AD "1 02 

4A 

fQ66 80 F" 

F06a AD 01 00 

f068 19 FD 
fQ60 80 01 DO 

F070 AC 01 00 

F073 29 04 

F075 FO F9 

f077 A9 90 

F079 18 

f07A 4C 38 Ef 

LO" IS02 

81T '0001 

IIPl 'FOOO 

lEG 1F084 

LO" S02"1 

LSII A 

ses SF062 

LOA SODOl 

AIID IISFD 
STA SODOl 

LOA SODOl 

AND ft04 
BEQ SF070 

LOA 11'$90 

CLC 

JMP SEF18 

Maske für 'RTS OUT' 

Data Set Ready abfragen 

verzweige wecYl nein 

Ready 10 Seord ebfr&gen 

IIS 232 .... 1 Stlltus laden 
Bit 0 ins Carry 

(5endebetrieb Iktiv) 

jl, warten bis beendet 

Port B laclm 
1Ieques. t r 0 Sef'Id 
und wieder speichern 

Port B hoten 

Bit für Date Terninat Ready 

verzweige wenn nein, warten 

NMI-Mlske für ' F lag' laden 

Carry l�sehen (ok Kennzeichen) 

NMI freigeben 

* ••••••••••••••••• ***...... 115-232 CMKIN bei 3-Line 

Kandshake 

"7l> 
,,.. 
,..., 
, ... 

AD Al 02 

,., , , 
FO Fl 
,. 

f085 60 

LDA S02A1 

,\ND ..,12 

SEO 'f077 

CL< 

RTS 

115-232 NM] Status laden 

wenn IIS-232 nicht aktiv 

dam starten 

C.rry löschen (oll; 
Kemelchenl 

Rücksprlrlg 

•••••••••••••••••••••••••••• GEr von 11$-232 

Einsprung von SF1S0 

F086 AO 97 02 LOA S0297 115-232 Status holen 

F089 AC 9C 02 LDY S029C Zeiger auf Ende des 
Ei ngabepuffers 

fD8C CC 9B 02 CPY S029B fJit Zeiger auf Anfang 

verglei chen 

rOßF FO 08 

f091 29 F7 

MO Sf09C �rlWf:ige wetYl gleIch (Puffer 

leer) 

ANO I$r7 Bi t 3 (Puffer leer) 
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'093 so 97 02 srA $0297 i� Status Löschen (Zeichen 

im Puffer) 
'096 81 F7 LD" (SF7),Y Byte aus Puffer holen 
'098 EE 9C 02 INC S029C Pufferzeiger erhöhen 
F098 60 RTS Rücksprung 

F09C 09 06 ORA #S08 Bitwert für Puffer leer 
F09E 80 97 02 STA $0297 Status setzen 
FOAl A9 00 LD" #$00 Null übergeben 
FOAl 60 RTS Rücksprung 

-************************** Ende der RS-232 ObertragU1g 
abwarten 

Einsprung von SEDDE, SFB8A 

FDA4 48 PHA Akku 8uf Stack retten 
FDA5 AD Al 02 LDA S02A1 RS-232 NMI Status Laden 
FDA8 FD 11 BEQ SFOSB nicht gesetzt, dann ok 

FOAA AD A1 02 LDA SOlAt RS-232 NMI Status laden 
FOAn 29 03 AND #$03 Bit 0 .. senden tm Bit � 

empfangen 
FOAF 00 F9 BNE SFOM warten bis beide Bits 

gelöscht 
FOS1 A9 10 LDA n10 Bitwert für Interrupt durch 
foa3 80 00 00 sr,. $DDDa 'FlBg' -Leitung setzen 
fDB6 A9 00 LD" 1$00 RS-232 NMI Status 
FOBS 80 A1 02 STA S02A1 zurÜCKsetzen 
FOBS 68 PLA Akku wieder holen 
FOBe 60 RTS Rücksprung 

*************************** Systenmeldungen 
FOSO 00 49 2f 4F 20 45 52 4F 1/0 ERROR "N 
Foe6 52 20 A3 

Foe9 OD 53 45 41 52 43 4S 49 SEARCHING 
'001 4E 47 AO 

'004 46 4F 52 AO 'OR 
'008 OD 50 52 45 53 53 20 50 PRESS PLAY ON TAPE 

'009 4e 41 59 20 4F 4E 20 54 

'00' 41 50 e5 
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. .,. 50 52 45 5l 5l 20 52 45 PRESS RECMO , PlA' OH ""PE 
fOf3 43 4f 52 44 20 26 20 50 

FOFB 4C 41 59 20 4F 4E 20 54 

Fl03 41 50 e5 

"06 00 4e 4F 41 44 49 4E C7 LOAO ING 

SAVING 

VERIfYING 

"OE 00 5l 41 56 49 4E 47 AO 

f116 00 56 45 52 49 46 59 49 

f1IE 4E e7 

F120 OD 46 4F 55 4E 44 AO FOOND 

OK F127 00 4F 4B 5O 

••••••••••••••••••••••••••• $ysterJlEl� _� 

Ei nsprung von SF5DA 

F1ZB 24 90 

,,2D 10 Oll 
BIT S90 Di rekt-Modus FllJg 

IIPl 'FI3C Progr_, dann (i)erspringen 

Ei nsprung von 'F5BS, $FSBE, 'F695, $F71F, SF732, SF81E 

SF82B 

f1ZF 119 BD FO lDA 'F08O,' Zeichen holen .. i t  Offset der 

Meldung in V-Register 

F132 o. PHP StlJtus-Register retten 

F133 29 7F AMD ft7F Bi t 7 lösch.,.. 

F135 20 02 " JSR SHD2 l.rId Zeichen ausgeben 

"38 es INY Zeiger erhöhen 

FI39 28 PlP StlJtus wiederholen 

F13A 10 F3 BPL 'F12F verzweige wenn noch wei tere 

Buchstaben 

"'C ,. CLC Carry löschen, ok 

"'. 60 '" ROcksptU'lg 

Einsprung von SFFE4 

FIlE AS 99 

fl40 00 08 

lDA S99 Elngabegerit laden 
BNE SF14A verzweige wenn nicht Tast.tur 

499 



500 

F142 ., C6 

F144 FO OF 
F146 78 

F147 4C 84 ES 

F14A C9 02 
F1'C 00 18 

LD" SC6 Anzahl der Zeichen im 

Tastaturpuffer laden 

BEQ SF1S5 verzweige wenn �ein Zeichen 

SEI Interruptflag setzen 
JMP SE584 Zeichen aus Tast.turpuffer 

holen 

CMP 1$02 Geräteedresse für RS-232 
BNE SFl66 nein dann zur BASIN-Routine 

EinsprU'lg von SFlaB 

F14E 84 97 STY $97 
F150 20 86 FO JSR SF086 
F153 A4 97 lDV 597 
F155 18 ClC 
F1S6 60 RTS 

V-Register merken 
Get von RS 232 
V-Register wiederholen 
carry löscnen, 0' 
Rücksprung 

BASIH Eingabe eines 
Zeichens 

E insprung von SFFCF 

F157 ., 99 
f1S9 00 OB 
F158 A5 03 
F15D 8' CA 
F15F A5 06 
F161 85 C9 
F163 4C 32 E6 

Fl66 C9 03 
F168 00 09 

LDA $99 Gerätenummer laden 
BNE SF166 verzweige wenn nicht Tastatur 

LD" $03 Cursorpos ition holen 
STA SCA und für 
LOA $06 Tastatureingabe 
STA SC9 setzen 
JHP SE632 Eingabe vom Bi Ldschi rm 

CMP #S03 EingabeKanal 3 � Bi ldschinm 
BNE SF173 wenn nicht verzweige 

*************************** vom Bi ldschi rm 
F16A 85 00 ST" $00 Flag auf Ei ngabe von Bi ld-

schimrstetle 
F16e "5 05 LO' SOS eursorzeile laden 
F16E 85 C8 SI" Se8 als Pointer für Ende doe 

Zeile speichern 
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Fl70 4C 32 E6 JMP SE632 
Fl73 80 38 Bes SF1AD 

Fl75 C9 D2 CMP #$02 

F177 FO 3F BEQ Sfla8 

.***** ••••••••••••••••••••• 

F179 

F171 

,m 

mo 

f181 

F184 
F186 
F188 
F1BA 
'''' 

f18F 

F191 

F192 

F193 

F194 

F195 

F196 

F198 

86 97 

20 99 F1 
80 16 

48 
20 99 Fl 
" CK>  
DO 05 
A9 4D 
20 lC FE 

" ... 

... 97 

68 

.. 

.. 

68 

BA 

... 97 

.. 

STX S97 

JSR SFl99 
6CS SF196 
,HA 
JSII: SFl99 
ses SF193 
BNE SFl8D 

LOA 1$40 
JSR SFE1C 
OEC SM 
LOX S97 

,LA 

RTS 

TAX 
,LA 

TXA 
LDX S97 
RTS 

zu Eingabe VOll Bi ldschirlI 
verzweige zu Eingabe von 

lEe-Bus 

Eingabe von RS-232 ? 

Ja, so verzweiljje 

Elng.-be VOll! Band 

X-Rl9ister .erken 
ein Zeichen VOll Band holen 

verzweive be i  Fehler 
Akku retten 
eIn Zei chen vom Band holen 
verzwel ljje bei Fehler 
letzes Zeichen 1 
Code fOr 'Erd of Identify' 
Status setzen 
Bandpuffer Zeiger erniedrigen 

K-Regfater zurückholen 
�oltes leichen in Akku 
ROCksprl-ng 

Fehlernummer ins X-Register 

Stack normalisieren 
Fehler�r in Akku 
X-Reljjfster zurückholen 
ROeksprll'og 

••••••••••••••••••••••••••• ein Zeichen va. Band holen 

Elnspr� von SF178, Sfl81 

Fl99 20 00 Fa JSR SF800 Banclpuffer Zeiger erhöhen 
Fl9C 00 OB BNE SF1A9 verzwetge wenn noch Zeichen 

im Puffer 
f19E 20 41 F8 JSR SF841 

�lA1 BO 1 1  BeS SF1B4 
F1A3 1.9 00 lOA 1$00 

F1A5 85 A6 SJA $Ab 
F1A7 FO FO BEG SF199 

sonst nächsten Block vom 
Band holen 
STOP-Toste, d!lm AttIruch 

PtJfferni ljjer 
auf Null 

at.edirlijjter Sprung 
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F1A9 B1 B2 ,DA (S82),Y Zeichen aus Puffer lesen 

F1AB 18 CLC Carry :0 (ok Kemzeichen) 

F1AC 60 RTS Rücksprt,ng 

*************************** Eingabe vom IEC-Bus 

f1AD A5 90 LDA S9() Status testen 

F1AF F0 04 BEQ SF1BS verzweige wem 0' 

F1B1 A9 00 LOA noo 'CR' Kode ausgeben 

f1B3 18 CLC Carry :0 (ok Kemzeichen) 

f1B4 60 RTS ROcksprU'lg 

F1B5 4C 13 EE JMP SEE13 ein Byte vom IEC-Bus holen 

*************************** RS 232 Eingabe 

F1B, 20 4E Fl JSR SF14E ein Byte von RS 232 holen 

F1BB BO F7 Bes SF1B4 verzweige wem Fehler 

F1BO C9 00 CMP .. 00 wrgleiche mit Nullbyte 

F18F 00 F2 BNE SF1B3 nein, dam ok 

F1Cl AD 97 02 'DA S0297 Status laden 

f1C4 Z9 60 ANO MS60 fehlt DSR ? 

f1C6 00 E9 BNE SF1Bl ja,'CR' zurückgeben 

f1'" FO EE BEQ SF1B8 nein, neuer Versuch 

**************************** BSOUT Ausgabe eines 

Zeichens 

Einsprung von SFFD2 

f1CA '8 

F1CB A5 9A 

F1CD C9 03 
F1CF 00 04 
Fl01 68 

Fl02 4C 16 E7 

F105 90 04 

PHA Datenbyte retten 

LDA S9A Gerätenummer fOr Ausgabe 

CMP 11$03 vergleiche mit Bi ldschirm 

BNE SF105 verzweige wenn nein 

PLA Datenbyte wiederholen 

JMP SE716 ein Zeichen auf Bi ldschi rm 
ausgeben 

BCC $Fl0B verzwe ige wenn keine Ausgabe 

IEC-Bus 
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**.*** •• **.********........ Ausgabe auf IEC-Bus 
F1D7 68 PLA Oatenbyte retten 
F1D8 lit DO EI) JMP SfPOO ein Byte auf lEt-Bus ausgeberl 

F1DB 4A lSR A Bit 0 der Ausgabek8Olll­
NltIITIer Ins Carry 

F10C 68 PlA Oetenbyte wiederholen 

ElnsprYng von Sf2D4 

F100 " .. STA S9E 

F10F .. TXA 

F1EO '" PHA 

F1E1 9. TYA 

F1EZ 4. "A 

F1El 90 23 BCC SF208 

-.* •••••• * •••••••••••••••• 

F1E5 

F1E8 

F1EA 
F1ED 

f1EF 

f 1F1 

20 00 
00 OE 

20 64 
BO OE 
A9 OZ 

AO 00 

,. JSR "SOO 
BNE SF1F8 

,. JSR SF864 

BCS SF1FD 

LOA "02 
lDY noo 

auszugebefw:tH Zeichen ..erken 
X-R�iliter 
I.nd l-Re'gi ster 
auf Stack 
retten 
115-232 Ausgebe 

Ausgabe auf Band 

Bandpuffer Zeiger erhöhen 
verzwel�e wenn Puffer 
nicht voll 
Puffer auf Band schreiben 
STOP-Taste. dann Abbruch 
Kontrol lbvte für 08tnlod 

Pufferzeiger auf 0 
F1 F3 91 82 STA (S82),Y Akku in Puffer schreiben 

F1F5 C. INY Zei ger erhöhen 

f.1 F6 .. A6 sn SA6 und merken 
F1F8 A5 9E LDA S9E Oatenbyte holen 
F1 FA 91 82 STA (582),Y Zeichen I n  Puffer schreiben 

Einsprung von SF20B 

F1FC ,. ClO Carry zO (ok Kennzeichen) 

F1FO 68 'lA X-Register 

F1FE A8 TAY l.Od Y-R'f91ster 

FtfF .. 'lA aus Stack 

'200 '" TAX holen 
'201 A5 9E LOA S9E Datenbyte zurückholen 
F203 90 02 SCC 5F207 verzweige weon ok. 



504 

F205 "'9 00 

F207 60 

LD'" ISOO 

RTS 

*************************** 

Hag für 'STOP-Taste 

gedrückt' 

R Oe: ks p r l.I'lg 

RS-232 Ausgabe 

F208 20 17 FD JSR $F017 ein Zeichen in R5-232 

Puffer schreiben 

F20B 4C Fe F1 JMP SF1FC CHROUT 

*-************************* CHKIN Eingabegerät setzen 

Einsprung von SFFC6 

F20E 20 OF F3 

F211 FD 03 

F213 4C 01 F7 

F216 20 1F F3 

F219 A5 BA 

F21B FO 16 

F21D C9 03 

F21F FO 12 

F221 BO 14 

F223 C9 02 

F225 00 03 

F227 4C 4D FD 

JSR SF30F 

BEQ SF216 

JMP SF701 

JSR SF31F 

LD'" SBA 

BEQ SF233 

CHP 1$03 

BEQ SF233 

BeS SF237 

CHP NS02 

BNE SF22A 

JMP SF04D 

sucht logische F i let'lU'll'ler 

verzwe-i ge wenn gefunden 

SOllst ' f i le not open' 

setzt F i l eparameter 

Gerätenummer laden 

0, Tastatur 

vergleiche mit Bildschirm 

verzweige zu Bi ldsch irm 

verzwe ige zu lEe-Bus 

vergleiche mit 11:5-232 

nein, dann Band 

ja, dann R5-232 

****** .. *************...... Band a(s Eingabegerät setzen 

F2,.. 

F22C 

F22E 

'230 

'233 

A6 B9 

EO 60 

FO 03 

4C OA F7 

85 99 

F235 18 

'236 60 

LOX SB9 

CPX ft60 

BEQ Sf233 

JMP Sf70A 

STA S99 

CLC 

RTS 

........................... 

Sekundäradresse laden 

vergle-iche mit 'Null'  

verz�ige wenn ' N u l l '  

sonst 'not input file' 

Gerätenummer für Ausgabe 

speichern 

Carry :0 (ok Kennzeichen) 

Rücksprung 

IEC-Bus als Eingabegerät 

F237 AA TAX Geräteadresse retten 

F238 20 09 ED JSR SE009 TALK senden 

F23B A5 89 LDA SB9 Sekundäradresse laden 
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"'0 
F23F 

F242 

F245 

10 .. 

20 CC EO 

4C 48 12 

20 C7 ED 

BPl Sf24S 

JSR SEDce 

JMP SF248 

JSR SEDCT 

Ei nsprtIl!I von SF 242 

v.rzweige WM kleiner 123 

WIrtet .auf Tekt'Signat 
nächsten Befehl überspringen 
Sekundäradretse für TALK 
. .-

f248 BA TXA üeräteadress. wiederholen 
F249 24 90 BIT 190 Status abfr.;en 
f248 '0 E6 8Pl Sfn3 verzweige wenn ok 
F24D 4C 07 F7 JMP 5froT sonst 'DEVICE NOT PRESENT' 

Einsprung von IffC9 

F250 20 OF F3 

F253 FO 03 

1255 4C 01 F7 

1258 20 I F  f3 

Fl'SB "5 BA 

FZ50 00 03 

F25F 4C 00 F7 

f262 C9 03 

f264 FO Of 

'266 SO 1 1  

F268 C9 02 
F26A 00 03 

F26C 4C E1 U 

JSR SFlOF 

BEQ 5F258 

JMP SF701 

JSIt SHU 

LOA ... 

BNE 5F262 

JMP 5F7oo 

CMP "'03 

BEQ SF275 

Bes Sf279 

"'" ..." 

BNE 5f26F 

JHP SEFE1 

sucht logische Filenummer 

verzweige wenn gefunden 

sonst ' fiLE NOT OPEN' 

setzt f i lepar8neter 
GerätentRMr holen 
verzweige wem Irtgleich Null 
lonst ' NOT INPUT FILE' 

vergteiche �it Bi ldschirm 1 
verzweige wem Bildsen lf'l'l 
verzweige WflYl lEC-Bus 
vergleiche IIdt R5-232 

verzweige wenn nein 

Ausgabe auf RS-232 

vorbereiten 

••••••••••••••••••••••••••• Band als Ausgabegerit setzen 

F26F "6 89 

f271 EO 60 

F273 FO EA 

F275 85 9A 

lOX SB9 

CPX f#S6O 
BEQ SF15F 

STA 59" 

Sekundäradresse laden 
mit 'Nul l '  vergleichen 
Bandf i h  l� Lesen, 'NOT 

ruTPtJ' fiLE' 

Hunner des Ausgabegerits 
setlen 

SOS 
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F2T7 ,. CLC Carry =0 (ok Kennzeichen) 
F278 60 RTS Rücksprung 

********************.****** Ausgabe auf lEe-Bus legen 
F279 AI< TAX Geräteadresse retten 
F27A 20 oe EI) JSR SEooe LISTEN senden 

F271l A5 89 LO" SB9 Sekundäradresse laden 

F27F 10 05 BPL SF286 verzweige wenn kleiner 128 
F281 20 BE ED JSR SEDSE ATN zurOcksetzen 

F284 00 03 BNE SF289 unbedingter Sprung 
F286 20 89 ED JSR SEDB9 Sehndärlldresse für LISTEN 

.. ndon 

F289 BA TXA Geräteadresse wiederholen 
F2BA 24 90 BIT $90 Status abfragen 
F2SC 10 E7 BPL SF275 verzweige wenn oie 
F2SE 4C 07 F7 JMP SF707 'device not present' 

*************************** eLOSE Logische F i lenummer 

im Akku 

Einsprung von $FFC3 

'29' 20 14 F3 JSR SF314 sucht logische Fi lenummer 
'294 FO 02 SEC SF298 verzweige wenn gefunden 
'296 '8 CLC F i l e  nicht vorhanden, dann 

fertig 
F297 60 RT' Rücksprung 

F298 20 1 f  F3 JSR SF31F Fi leparameter setzen 
'298 BA TXA Zeiger auf Parametereintrag 

in Fi Letabette 
F29C 48 PHA retten 
F29D A5 BA lDA SBA Geräteadresse laden 

F29F FO 50 BEQ SF2F1 verzweige wenn Tastatur 

'>A' C9 03 CMP ISD3 vergleiche mit Bi ldschirm 
'>A3 FD 4C BEQ SF2Fl verzweige wenn Bi ldschirm 
F2A' BD 47 BCS SF2EE verzweige wenn IEC-Bus 
'>AT C9 02 CMP 1S02 vergleiche mit RS-232 
'2A. DO 1D BNE SF2C8 nein, dann Band 
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........................... RS·232 File schI leSen 

, .... .. PLA Zeiger auf Par ... tereint rag 

'2AC 20 F2 f2 JA 'flFZ Fileelntr., In libelle 

löschen 

F2AF .0 83 f4 JSR $F483 CI",s fUr 1/0 rücksetlen 

f2IZ ZO 27 FE JSR ,FEZ7 Memory·Top holen 

F285 A5 F8 LDA 'FB RS-232 Efng.bepuffer 

KIGH-Byte L� 

'ZBT FO 01 BEO .FZIA vert�rge wenn 0 
'ZB' ca '" IUGM-Byte von "-lry-lop 

erhöhen 

'ZB. A5 FA LOA SFA RS-232 Ausg.bepuffer 
KI GM-Byte laden 

FZle FO 01 BEQ 'F2BF verzweige wenn 0 

nIE ca '" sonst HIGH-Byte von Memry-

lop erhöhen 

'ZB' " 00  lDA """ o ''''''' 
'2C1 65 F8 STA 'F8 und Puffer 

'2C3 65 FA SlA SFA freigeben 

F2e5 4C 7Il f4 JMP SF470 Memory Top neu setzen 

••••••••••••••••••••••••••• Bend ,ite schI iesen 

m8 " .. LDA 189 SekLndiiradresse Laden 

nc", Z9 0F ... n')f Bits 0 bl!!l 3 hol ieren 

F2CC FO Z3 IEQ " 2Fl vern,efge wetwl fi le Zl..-l Lesen 

PlCE 20 00 'T JSR $F700 Band-Puffer Startadresse 

holen 

'Z01 A9 00 LOA ftOO Markierung für letztes 

Zeichen IM Datenpuffer 

'Z03 38 SCC F Lag für Ausgabe auf Recordltr 
F2D4 20 GO '1 JSR 'FlOO ZeiChen in Kassettenpuffer 
'ZOT 20 64 '" JSR "864 Puffer auf Band schreiben 

'ZO. 90 04 BCC SF2ED verzweige wenn al les ot 
'ZOC .. PlA Zeiger auf Fi leeintrag holen 

'ZOO A9 00 LDA 1$00 o für Break 

'ZO' 60 RTS ROckspn.ng 

.". A5 B9 lOA SB9 Seko.n:iiradresse ,-

,,,. C9 6Z "" .... vergleiche auf Open .it 'OT 

F2E4 00 OB 8NE 'FZFl verzweige wenn kein EOT 
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F2E6 

F2E8 

f2EB 

f2EE 

A9 05 

20 6A F7 

4C f1 f2 

20 42 F6 

LDA #$05 

JSR SF76A 

JMP SF2f1 

JSR SF642 

Einsprung von SFZEB 

F2Fl 68 'LA 

Einsprung von Sf2AC 

FZF2 M TAX 

FZF3 C6 98 DEC 598 

FZFS " oe  CPX 59! 

F2F7 FO 14 BEQ SF300 

F2F9 A4 98 lDY 598 

F2FB 89 59 02 LOA 50259, Y 

F2FE 90 59 02 STA S0259,X 

F301 89 63 02 LDA 50263 , Y 

F304 90 63 02 srA S0263,X 

F307 89 6D 02 lDA 50260, Y 

F30A 9D 6D  02 srA S026D,X 

F300 .. CLC 

F30E 60 RTS 

Kontrollbyte für EOT·Header 

Block auf Band schreiben 

lberspringe nächsten Befeh l 

lEe-File schließen 

Zeiger auf F i l eeintrag holen 

ins X-Register schieben 

Anzahl der �ffenen files 

erniedrigen 

und mit Zeiger auf 

F i l eeintrag vergleichen 

gleich, dann fertig 

AnzahL der offenen Fi Les 

Letzten f i l eeintrag 

an die 

frei gewordene 

Stelle in der 

fi Letabelle 

schreiben 

Carry =0 (ok Kennzeichl'll.llg) 

Rücksprung 

•• ************************* sucht logische F i ( enummer 

(in X) 

Einsprung von $F20E, SF250, SF351 

F30F 

F311 

F313 

A9 00 

85 90 

.. 

LDA #$00 

STA $90 

TXA 

Einsprung von $F291 

F314 A6 98 

F316 CA 

LDX $98 

OE' 

Status 

(öschen 

Filenummer in Akku schieben 

Anzahl der offenen F i les 

Anzahl um eins verringern 

64 Intern 
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f317 30 1 5  iMl SF32E verzw&lge wenn kein F i l e  

offen oder F i l enummer nicht 

gefunden 

f319 00 59 02 CMP S0259,)( sueht Eintrag in Tebelle 

f31C 00 F8 BNE SF316 verzweige wenn noch nicht 

F31E 6D RTS 

........................... 

.. ,,,,,"" 
ROehpn.ng 

Eins�U"19 von SF216, SF258, SF298 

f31F 80 59 02 LO'" S0259,X loeische F i lenummer eus 

f322 85 88 STA S88 Tabel l e  holen und speichern 

",. 80 63 02 LOA S0263,)( Geriteadresse eus Tebelle 

F327 85 BA SrA $BA holen l.Ind speichern 

Fm BI) 60 02 LOA $026O , X  Sekl.ndilirltdresse 80S Tebelle 

mc 8H. STA 589 holltl U'ld speichern 

Fm .. RTS AOckspr...-.g 

........................... CLALL sch lielt alle  

El n-/Avsgebe Kanäle 

Einsprung von SFFE7 

F32F A9 00 

F331 85 98 

LO" tsOO 

STA 598 

Anzeh l der offenen Files 

auf Hull stellen 

............................ ClACH schlielt aktiven 

1/0'K8OII1 

Einsprung von SFFCC 

F333 A2 03 LDX flS03 Vergleichswert in X 

F335 E4 9A CPX S9A vergleiche mit NlJII!ler des 

AU$gebegeräts 

F337 BO 03 ses Sf33C verzweige wenn kleiner els 3 

F339 20 FE ED J5a SECHE IEC, UNLISTEN senden 

Fll< .. 99 CPX S99 vergleiche ..,1 t Nl6aer dH 

Eingabeve'rUs 

509 
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F33E 80 03 ses SF343 verzweiGe wenn kleiner aLs 3 
F340 20 EF ED JSII: seOEF lEe, UNTALK senden 

F343 86 9A STX 59" Ausgabe wieder auf Bi ldschi rm 

f345 "9 00 LD" 1$00 Eingabe wieder 

F347 85 99 ST" $99 von Tastatur 

F349 60 RT, Rücksprung 

**************************** OPEN 

Einsprung von SFFCO 

F34A .. .. LDX SB8 ff lenurrner i n  X 
F34C 00 03 BNE SF351 verzweige wenn ungleich Null 

F34E 4C DA F7 JNP SF70" 'not input f i t e '  (11) 
F351 20 OF F3 JSR Sf30F sucht logische F i lenummer 

f354 00 03 BNE SF359 nicht gefunden, kann neu 
angelegt werden 

F356 4C FE F6 JMP SF6FE sonst 'fi Le  open' 
F359 A6 98 Lax 598 Anzah l der offenen Files 

F35B EO DA CPX "'OA mit 10 vergLeichen 
F350 90 03 SCC SF362 kLeiner 10 dann ok 

F35F 4C FB F6 JMP SF6FB 'tOD many f i les' 

F362 '6 98 INC 598 Anzahl erhöhen 

F364 A5 B8 LD" SBB logi sche Fi lenc.mnef laden 

F366 9D 59 02 ST" $0259,X ,und in die Tabelle schreiben 

F369 A5 B9 LOA $89 Se�undäradresse laden 
F368 09 60 "'A .... Bit 5 und 6 setzen 

F360 85 B9 STA S89 wieder speichern 
F36F 9D 6D 02 STA S026D ,X und in die TabeLle schreiben 

F3n A5 BA lDA SBA Gerätenummer laden 

F374 9D 63 02 STA SOZ63,X und i n  die Tabelle  schreiben 
F377 FO 5A BEg SF303 verzweige wenn Gerätenummer 

für Tastatur 

F37. 09 03 CMP 1$03 Code für Bi ldschirm 

F37B FO 56 BEQ SF303 ja, so verzweige 

F37D 90 05 BCC SF384 verzweige wenn nicht IEC-Bus 

F37F 20 05 F3 JSR SF305 File auf IEC-Bus eröffnen 

F382 90 4F acc SF303 unbedingter Sprung 

F384 C9 02 CMP ß02 Code für Band 

F386 00 03 BNE SF38B verzweige wenn nein 



F3M 4C 09 r� JMP $f409 U-232 open 
F3M 20 00 F7 JSR Sr7'DCJ 8endpuffer Startuesse in X 

...-.cl Y holen 

F38E BO 03 

.,.. 

r393 

F395 

F397 

" .. 
"''' 

" .. 

F3A1 

F3A3 
F3A5 

F3A8 

FlAA 

'3AC 

4C 1] Fr 

" .. 

29 0F 

00 1 F  

zo 17 F8 

JU) J6  

ZO Ar F5 

,\5 87 

FO '" 

20 EA F7 

90 18 

FO 28 

4C 04 F7 

F3AF ZO 2C F7 

F382 FO 20 

F384 90 oe 

F3B6 BQ F4 

F388 zo 18 f8 

Bes $F393 �rlweige wenn HIGH-Byte 

ilrMer als 2 

J/IIP Ir7l3 

LDA SB9 

AND ISOF 

BNE SF388 

JSII: $F817 

ses SF3D4 

JSR IF5M 

LD" SB7 

BEQ $F}Ar 

JSR sr7EA 

Bce $F3(2 

BEQ SF3D4 

JMP $F704 

JSR Sf72C 

BEG SF3D4 

Bce $f3C2 

aes sr3Ac 

JSIt $'838 

'Illegel devfee ....oer' 

Sekundäradresse laden 

Bits 0 bis 3 isolieren 

ungleich Null dBnn schreiben 

wartet auf Plly-Taste 

verzweige weM Play rIllte 

vedrückt 

'SEARCHING' ( ' for name ' )  
ausgeben 

länge des Fllenanens 

tein ril�, dann weit.r 

sucht gewOnschen BancIleader 

verzweige �cnn gefLrden 

verzweige wenn STOP-Toste 

EOT, 'FILE NOT FClJND' 

�,-
nächsten lancI1eur auchen 

EOT. Fehler 

verzweige wenn gefunden 

sonst PRG- File. weiter suchen 

..ertet auf Aecord , PIIIY 

Tlste 

F3aB Ba 17 Bes IF304 STOP-Taste, denn Abbruch 

lContro l l bytll: für Datri •• der 

,".der auf Band schreiben 

Zelger auf Ende des 

F1BO ... 9 04 LDA lS04 

'JaF 20 6A F7 JSR S,76A 

f3C2 #'9 BF LD" ISIIf 

"CI. 

,31:6 

A4 B9 

CO .. 

lDY $89 

CPY ft60 

landpuf1ers 

Sekundär.dresse laden 

vergLeiche �It S60 fUr Band 

lesen 

fJC8 fO 07 BEO SflO1 lesen, '" �rzwei� 

flCA AO 00 

Flce A9 OZ 

F3CE 91 BZ 

LDT ISOO Zeiger auf 0 setzen 

LDA 1$02 Kontrol lbyte für Datenblock 

sr ... {S82) ,Y In Bandpuff.r schreiben 

511 
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,3D, 98 TYA Zeiger in Akku 

,3D, 85 A6 SiA SA6 Zeiger in aandpuffer setzen 

F3D3 .8 CLC Carry =0 (oie Kennzeichen) 

F3D4 60 RTS ROcksprung 

*************************** File auf lEC-Bus eröffnen 

Einsprung von SF37f, $F4C8, $F605 

F3D5 "5 89 LDA 589 Sekundiiradresse .-
F307 30 FA SMI $F3D3 Rücksprung wenn größer, 

gleich 128 
'309 A4 87 LDY $87 Länge des F i  lenamens laden 
,3D, FD F6 BEQ SF3D3 gleich Null,  dann fertig 
,3D, .9 00 LDA 1$00 Status 
,3D, !5 90 ST" 590 läschen 
f3E1 A5 BA LDA SBA Geräteadressse laden 

F1El 20 oe EO JSR SEDae LISTEN 

F3E6 "5 89 LD" $89 Sekundäradresse Laden 
F3E8 09 FO ORA ISFO Bits 4 bis 7 setzen (Open 

Kennzeichnung) 
F3EA 20 89 ED JSR SEDB9 Sekundäradresse senden 
F3ED AS 90 LDA. $90 Status testen 
F3EF 10 05 BPL SF3F6 verzweige wem ok 
F3F1 68 PL' Stack 
F3F2 68 PL' rücksetzen 
F3F3 4C 07 F7 JMP SF707 'device not present ' 
F3F6 A5 87 LDA SB7 Länge des F i len8mens 
F3F8 FO OC BEQ SF406 kein F i lename. d8nn fertig 
F3FA AO 00 LDY 1$00 Zeiger 8uf Null setzen 
F3FC B1 BB LDA (SBB),Y F i lenamen holen 
F3FE 20 00 ED JSR SEDDD auf IEC-Bus ausgeben 
F401 ca INY Zeiger erhöhen 
F402 C4 B7 CPY SB7 mit länge des F i l enamens 

vergleichen 
F404 00 F6 BNE SF3FC verzweige wenn noch nicht 

alle  Zeichen 
F406 4C 54 F6 JMP $F654 UNlISTEN. return 
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•••••• ************......... RS-232 Optn 

Einsprung von SF3M 

F409 20 83 F4 
F40C 8C 97 02 
F40f C4 87 

F4" Fa OA 

F4'3 

F415 

'4HI 

81 BB 

99 ., 02  

co 

JSR SF483 CIA • •  etzen 
STY S0297 R5-232 Status löschen 

CPY SB7 Linge des "Fi lenamens" 
BEQ SF41D verzwe ige wenn kein F i lename 
UDA ($88),Y die ersten 

sr" S0293, Y vier 
IMV Zeic� 

F419 ca 04 CPV "GI. speichern 
F418 DO F2 BME SF40F verzweige wenn noch nicht 

alle  vier leichen 
F41D 20 4A EF JSR SEF4A Anzah l der Datenbits 

berechnen 

'420 

"" 

'426 

F428 
'42A 

,42B 

,4lc 

'42r 

'431 

SE: 98 02 

N:J 93 02 
29 OF 
Fa lC 
DA 

Mo 
AO At. 02 

00 .. 

BC Cl FE 

F434 8D CO FE 

F437 4C 40 F4 

,43A BC E8 E4 

sr. $0296 

LD" S029] 

Atel nOF 

BEQ SF446 
ASL A 

!IICI apefchern 
KMtre l l register holen 
Bits fOr Baud-Rate isolieren 
verzweige wenn User-Baud-R�te 
ma l  2 fOr Tabelle 

TAX als Zeiger �rken 
LD" S02A6 NTSC-Verlilon 

8ME sr43A wrz_f9i! wenn nein 
LOY SFEel,X Baud-hte, HIGH für 

MTSe-rhlln; 
LDA SFECO,X Baud-Rate, LOW 
JMP $F440 überspringe zwei Befehte 

LDY SE4E8,X Baud-Rate, HIGH fUr 

PAl-TII'I!'" 
'430 80 EA E4 LOA $[.t;EA, x 8aud-R.te, LOW 

Einsprung von $F437 

F440 8e 96 02 sn $0296 HIGH-Byte ;peichern 

F443 8D 95 02 STA $0295 Lew-Byte speichern 

" .. .. 95 02  LOA $0295 TiIleNert .. Baud-Rat e · 

zwei " SC8 (ZOO) 
'449 .. ASl • Ti_r Lew * zwei 
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F44A. 20 2E F F  JSR SFF2E Ti�rwert für Baud-Rate 
ermitteLn 

F44D .1.0 94 02 LD" $0294 Kommandoregister laden 
F450 4A LSR • Prüfe ob 3-Line-Handshake 
F451 '" 09 BCC SF45C verzweige wenn ja 
F453 AD 01 00 LD'" SOD01 Prüfe ob Data Set Ready 
F456 " 'SL • Bit 7 ins Carry 
F457 BO 03 Bes SF45C verzweige wenn DSR vorhanden 
F459 20 00 FD JSR SFOOO Status für DSR setzen 
F45C " 98 02 LD'" SOZ9B Anfang RS-232 Eingabepuffer 
F45F SO 9C 02 sr ... S029C mit Ende des Ei ngabepuffers 

gleichsetzen 
'462 NJ 9E 02 LD'" S029E Anfang des RS-232 

Ausgabepuffers 
'465 BD 9D 02 sr ... S029D mit Ende des Ausg.bepUffers 

gLeichsetzen 
'4M 20 27 FE JSR SFE27 Memory Top holen 

'46' ... 5 FS LOA SFS HIGH-Byte des Zeigers .uf 

RS-232 E i ngabepuffer 

'460 00 05 BNE SF474 ungleich Null, so Eingabe-

puffer bere; ts angelegt 

'46' 88 OEY HIGH-Byte Memory Top -, 
'470 84 F8 sn SF8 aLs Zeiger für RS-232 

Ei ngllbepuffer speichern 
,m 86 '7 STX SF7 Lew-Byte Memory Top als Lew-

Byte Eingllbepuffer setzen 
F474 A5 FA LDA SFA HIGH-Byte des Zeigers auf 

RS-232 Ausgabepuffer 
F476 DO 05 BNE SF47D verzweige wenn Ausga�ffer 

bereits angelegt 

'478 88 DE' HIGH- Byte des Memory Top - 1  
'479 84 " sn SFA und als Zeiger für RS-232 

AusgIlbepuffer setzen 

'47B 86 '9 STX SF9 Lo.I-Byte Memory Top als Lew-
Byte Ausgabepuffer setzen 

Einsprung von SF2C5 

'47D '" SEC tllrry =1 (Fehlerkennzeichen) 
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F47E A9 FO LDA ftFO Fleg fOr Puffer schützen! 

freig� setzen 

F480 40 2D FE JMP SFE2D Memory-Top neu setzen 

*************************** CIAs nach RS 232 rücksetzen 

Einsprung von $F2AF, SF409 

F483 A9 7F LDA !K7F Bitwert für alle 

F485 80 00 DD STA $0000 NMls blockieren setzen 

'488 A9 06 LDA !K06 Bit 1 und 2 AusIlang 

F48A 80 03 00 STA $0003 PORT B Ri chtung 

F480 80 01 00 STA $0001 PORT A Ri chtung 
F490 A9 04 LDA 1$04 Bit 2 setzen 

F492 00 00 00 ORA SOOOO Bi t 2 = TXO 

'495 8D 00 00 STA $0000 Ausgeben 

F498 AO 00 LOl #$00 RS-232 

F49A & Al 02 sn S02A1 NMI-FlaQ Löschen 

'49D '" RTS Rücksprung 

*************************** LOAD - Routine 

Ei nsprung von SFF05 

F49E 86 03  STX $C3 Startadresse 

F4AO 84 04  STY SC4 speichern 

F4A2 6C 30 03 JMP ($0330) JMP SF4A5 LOAD-Vektor 

Einsprung von SF4A2 

F4A5 85 93 STA S93 Load/Verify Flag 

F4A7 A9 00 LDA #$00 Status 

F4A9 85 90 STA S90 löschen 

F4A8 A5 8A LOA SBA Geräteadresse " don  
'4An 00 03 8HE $F482 ungleich Null, dann weiter 

F4AF 4C 13 F7 JMP $F713 ' ILLEGAL DEVICE NUM8ER ' 

F4B2 C9 03 CMP 1$03 vergleiche mit Code für 

Bi ldschirm 

'4B4 FO F9 BEC SF4AF verzwe ige wenn ja, Fehler 

'4B6 90 7B BCC SF533 kleiner 3, dann vom Band 
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"88 

"BA 

F4BC 

F4Bf 

F4C1 

• 4<4 

.4<6 
f4e8 

f4e8 

r4CO 

F400 

f402 

f405 

F408 

"DA 

.4OC 

"00 

"Cf 

f4EO 

F4E3 

F4ES 

F4E6 

F4E8 

f4 .. 

,1,4 87 

00 03 

4e 10 F7 

,1,6 B9 

20 ,I,f f5 

.9 .. 

"' .. 
20 D5 F3 

" BA  

20 09 EO 

,1,5 B9 

20 C7 EO 

20 13 EE 

85 AE 

" 90 

4A 
4A 

10 50 

20 13 EE 
85 ,I,F 

BA 

00 08 

,1,5 e3 

"' "  

LOY $87 

BNE Sf4Bf 

JMP SF710 

LDX $89 

JSR Sf5Af 

LD . .... 

S,,I, S89 
JSR Sr305 

LD,I, SI,I, 

JSR SE009 

LOA SB9 

JSR SEoe7 

JSR SEE13 

sr,l, SAE 

lDA S90 
LSR I. 

LSR I. 

ses SF530 

JSR SEEH 

STA SAF 

TXA 
BNE SF4rO 

lOA SC3 

STA SA.E 
f4Ee A5 t4 LOA SC4 
F4EE 85 Af SlA SAF 

F4fO 20 02 F5 JSR SF5D2 

F4F3 A9 fD LOA "FO 

F4F5 25 90 ,I,ND S90 

F4F7 85 90 S1" S90 

F4F9 20 E1 Fr JSR SfFEl 

F4FC co 03 BNE Sf501 

FUE 4C 33 F6 JMP $f633 
1501 20 13 EE JSR SEE13 

Llinge des fllenamens laden 

ungleich Null, dann ok 

'MISSING fi lENAME ' 

S.kundir.dres&e laden 

'SURCN I HG Fell: ' (f i leI'llII1Ie) 

SHlntiradrHn Null lede-n 

(für OPEN) 

tnd speichern 
file auf l Ee-Bus eröffnen 

Geriitel"l\mler laden 

U"Id TALK senden 

5ekundiirldress. laden 

und senden 

Byte V� I EC-Bus holen 

sls St.rtldresse LOW spei 

c .... rn 

SUtut 1&Mn 
BH 1 

iM Carry schieben 

falls gesetzt, dann Ti .. out 

(fehler) 

St.rtadresse HIGH holen 

und ,pe Ichern 

Sekundäredresse laden 

verl�ige falls ungleich Null 

Startadresse LOW laden 

U"Id speichern 

Startadresse HIGH I� 

U'Id speiChern 

'LOAOING'/'VERIFYIHG' 

&USgeben 
Time-out 

Ii' 

löschen 

Stop·TS$te abfragen 

nicht gedrückt, denn weiter 

file schli eßen 

Progr--.byte VOll 8us holen 
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F504 AA 

F505 A5 90 

F507 4A 

F508 4A 

F509 BO E8 

F50B BA 

F50e 

F50E 

F510 

F512 

F514 

A4 93 

FO oe 

AO 00 

01 AE 

FO 08 

F516 A9 10 

F518 20 1e FE 

F51B 2C 
F51e 91 AE 
F51E E6 AE 

F520 

F522 

F524 

F526 

F528 

F52B 

F52E 

F530 

00 02 

E6 AF 

24 90 

50 CB 

20 EF EO 

20 42 F6 

90 79 

4e 04 F7 

TAX Akku i n  X-REG retten 

LOA S90 Status testen 

LSR A Time-out 

UR A Bit ins Carry schieben 

ses SF4F3 falls Fehler, denn abbrechen 

TXA ansonsten Akku wiederholen 

LOY S93 LOId!Verify Flag testen 

BEQ SF51e gleich Null,  dann LOAD 

LOT ISOO Zähler auf Null setzen 

CMP (SAEl,Y Verify, 'Vergleich 

BEQ SF51E verzweige falls gleich 

LOA "10 B i t  4 für Status setzen 

JSR SFE1C Status setzen 

_BYTE S2C Skip nach Sf51E 

STA (SAEl,Y Byte abspeichern 

INC SAE 

BNE SF524 

INC SAF 
BIT S90 

BVC SF4F3 

JSR SEOEF 

JSR SF642 

BCC Sf5A9 

JMP Sf704 

LOW-Byte der Adresse erhöhen 

verzweig� falls kein übertrag 

ansonsten HIGH-Byte erhöhen 

Status prüfen 

verzweige wenn noch kein EOI 

UNTALK senden 

F i l e  sch l i eBen 

vezweige wenn kein Fehler 

I FILE NOT FOUNO' 

*************************** 

f533 

f534 

f536 

F539 

F53C 

" LSR A 

BO 03 Bes SF539 

4e 13 F7 JMP SF7,3 

20 00 F7 JSR SF7DO 

BO 03 Bes SF541 

Gertitenummer feststellen 

eins (Band) , dann weiter 

RS 232, ' I LLEGAL DEVleE 

NUMSER ' 

Bandpuffer Startadresse holen 

verzweige wenn HIGH-Byte der 

Bandpufferstartadresse gröBer! 

gleich 2 

F53E 4e 13 F7 JMP Sf713 sonst ' I LLEGAL OEVICE NUMBER' 

F541 20 17 F8 JSR SF8l7 wartet auf Ptay-Taste 

F544 BO 68 BeS SF5AE STOP-Taste, dann Abbruch 

F546 20 AF F5 JSR SF5Af 'SEARCH ING' ( 'for name') 

ausgeben 

F549 A5 87 LDA SB7 Länge des FiLen.nen. laden 
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F541 

F54D 

f550 

F552 

F554 

F556 

F559 

f558 

f550 

"" 

F561 

f562 

"64 

FO 09 BEQ $f556 

20 EA F7 JSR SF7EA 

90 OB sec SFS5D 

FD 5.\ BEQ SF5AE 

80 DA BeS SF53D 

20 2C F7 JSR SF72C 

FO 53 SEQ SF5AE 

80 03 ses $f530 

A5 90 LDA S90 

29 10 AMO 1$10 

'" SEC 

Da 4A BNE SfSAE 

EO 01 CPX 1S01 

Vfluwtlip wenn Nu! l 

gewQnschten Bandheader suchen 

vert�lge wenn gefunden 

STOP-Teste, dann Abbruch 

EOT, denn 'FilE MOT FOUND' 

niichsten BaocIleader suchen 

STOP-Taste, dem Abbruch 
'[Of'. denn 'FilE IOT rOUNP' 

SUtus holen 

EOF-8ft 3USblenden 

Carry ., (Fehlerkennzeichen) 

verzweige falls Fehler 

Meadtr-Typ 1 ;  BASIC-

Programm (verschiebbar) 

F566 FO 1 1  BEC $F579 verzweige wenn Header-Typ =1 

F568 EO 03 

F56A 00 00 

f56C AO 01 

,56t: 
"'. 
rsn 

"13 

"', 
F577 

"79 

"'. 

., 82 

85 Cl 

C8 

81 82 

8S C4 

80 04 

A5 89 

00 Ef 

f57D AO 03 

.57. 81 82 

.581 AO 01 

fS., 

.585 

'5a6 

F1 82 

M 

.0 04 

f588 " 8l 

CPX 1$03 3 = Maschinen-Progrann 

(absolut) 
BHE U549 wrfwigl.' wem nicht 3 

(falseher Header) 

LDl #SOl Zeiger setzen 

LDA (SB2),Y L�-Byte StBrtadresse holen 

STA $C3 

IN' 

und speichern 

Zeiger erhöhen 

LDA ($B2),Y HIGH-Byte Startadresse holen 

STA $C4 IIICI speichern 

BeS $F57D I.rl)cdfngter Sprung 

LDA $19 Sekundär-Adresse 

BNE 'fS6C ungte;ch Null, dann nicht 

versch i�r laden 
lDY 1S03 Zeiger setzen 

lDA (S82),Y l�-Byte der Erdadresse+t des 

ProgrlJmlS holen 

LDY *S01 

SBC CSB2),Y 

TAX 

LD' "'" 

Zeiger auf lOW-lyte Anfangs 

adresse setzen 

von Endadresse subtrahieren 

Ergebnis Ins X-REG schieben 

Zeiger auf HIGH-Byte der 

Endadresse setzen 

LDA (182). Y Enct.dresse holen 

64 I"tern 
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F58A AO 02 

F5ac F1 B2 

F58E AB 

F58F 18 

F590 8A 

F591 65 Cl 

f593 8'5 AE 

F595 98 

F596 65 C4 

'598 

'59A 
F59c 
"9E 
F5"0 

'5A2 

115 M  

"5 C3 

85 Cl 
A5 C4 
.5 C2 
20 D2 F5 

F5"5 20 4" F8 

F5AB 24 

F5A9 18 
FSAA 1.6 AE 

F5AC A4 AF 

fSAE 60 

lOY 1$02 Zeiger auf Stertadresse 

setzen 
S8t (h2),Y ""' von Endadresu SIA:Itrahie 

"n 
TAl 
CLC 
TXA 

ADC SC] 

STA SAE 

ADC SC, 

STA lAf 

lDA SC3 
STA SCl 
lOA SC4 
STA $Cl 

Jsa: Sf502 

JSl SFMA 

.IYTE 524 
m 

lOK SAE 
lOY IAF 
... 

Ergebnis in. Y·REG schieben 
Carry fOr Addition löschen 
lOW·Byte der Progr8llllllänge 

in Akku achieben 
.it lOW-lyh der AnflKllls 
adresse addieren 
als LOW-Iyte der ErdedrHae 
speichern 

HIGH-Iyte der Programmläng. 
in Akku schieben 
�;t HI CH-Iyte Anfangsadress. 
addieren 

als HICH-Byte Erdadresse 

speichern 
Startadreue 
nech SCl 
und SC2 
bringen 
'L(W)ING' I 'VERIFYlNC' 

� ....... 
Prograllll '10lIl Band laden 

Sk i P nach SF5M 

Carry zO (ok Kennzeichen) 

Endadresse 

nach KIY 
ltüd:sprlll9 

............................................ 'SEARCHIIiIC FOII: ' (Fi ler-) 
ausgebe-n 

Einsprung von SF39E, SF'Cl , $F546 

F5Af A5 90 

fSl1 1 0  1 E  

F5B) AO OC 

lOA S90 O i rekt-Modus·fleg laden 

BPL IF501 vet'zweioe loIem Bit 7 =0 

(Progr ... ·�) 

lDY noe Offs.t fOr 'SEARCHING' 
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F585 20 2F Fl JSR $"2f "el� _geben 
"'8 .1.5 87 LDA $B7 Liing. dn Filenamens 

F5BA FO 15 BEQ $F501 gleleh Null, dann fertig 

F5BC .1.0 17 LOY 1$17 Offset für 'FOR' 

F51E 20 2r F1 JSR SF12f Meldung eusgeben 

ElnapN"Ig YOn Sf698 

"'" "' ''  LOY $87 Lintl des FII_ 

.SC' FO oe BEQ $f501 Qleleh Null,  dann fertig 

.SC' AC 00 LOY ISOO Zihler .etzen 

FSC1 81 BB lOA ($B8),Y F i l enemen holen 

F5CO 20 D2 ff JSR SFf02 wd ewgeben 

F5CC ce IN, Zähler .rhiShen 

F5CD 04 "  CPY SB7 mit Linge des Filenamens ver-

Qlelehen 

F5CF 00 F6 BNE sr5C7 verzwe I ge wem noch nieht 

.H. Buchstaben 

'50' .. RTS 11<lo, ....... 

••••••••••••••••••••••••••• 'LOADIMG/VfRIFTING' ausgeben 

Einsprung von SF4FO, SF5A2 

F502 AO 49 LOT 1$49 Off .. t für 'lOADING' 

'50' " .,  LO'" S93 LoldlVerffy-Flag laden 

'5D6 FO 02 BEO SFSO" Load � 0, dann IIUS�� 
'508 AO 59 LOY 1$59 sonst Offaet fOr 'VERlr'ING' 

'SO. 4C 2B F1 JMP SF128 ...t� _�, ROchpnrog 

••••••••••••••••••••••••••• $AVE - Routine 

Einsprung von SFFOB 

F5DO .. .. STX SAE LOII-Byte der Endlldresse 

spelehern 

'SO, 84 "  sn SAF HIItI-Byte der Endadresse 

ape:lehern 

"" AA TAX Zeiter auf AnfangsadrHs-

tabelle ins X-REG schieben 
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F5E2 B5 00 

F5E4 85 Cl 

F5E6 

F5E8 

F5E .... 

B5 01 

85 c2 

6C 32 03 

LOA SOO,X LOW-Byte der Startadresse 

srA SCl holen und speichern 

LOA SOl , X  HI GH-Byte der St.rt.dresse 

STA SC2 holen und speichern 

JMP (S0332) SAVE-Vektor, JMP SF5EO 

Einsprung von SF5EA 

F5ED A5 BA 

F5EF 00 03 

F5F1 4C 13 F7 

F5F4 C9 03 

F5F6 FO F9 

F5FB 90 5F 

LDA SBA 

BNE SF5F4 

JMP SF713 

CMP ß03 

Geräteadresse laden 

verzweige wenn nicht gleich 0 

sonst ' ILLEGAL DEVICE NUMBER' 

Mit Code für Bi ldschirm 

vergleichen 

BEQ SF5F1 wenn Bi ldschi rm, dam Fehler 

BCC SF659 kleiner 3, dann verzweige 

*************************** Speichern auf IEC-Bus 

Sekundäradresse 1 

setzen 

F5FA 

F5FC 

F5FE 

F600 

'602 

'605 

'60S 

'60S 

'600 
F610 

F612 

F615 

F617 

F61A 

F61C 

F61E 

F621 

F624 

F627 

'629 

F62B 

A9 61 

B5 B9 

A4 B7 

00 03 

4C 10 F7 

20 05 F3 

20 BF F6 

A5 BA 

20 OC EO 

A5 B9 

20 B9 EO 

AO 00 

20 SE FB 

A5 AC 

20 00 EO 

A5 AO 

20 DO EO 

20 Dl FC 

BO 16 

B1 .... C 

20 00 ED 

LOA #$61 

srA SB9 

LDY SB7 

BNE SF60S 

JMP SF710 

JSR SF3D5 

JSR SF68F 

LO .... SB .... 

JSR SEDOC 

LO .... SB9 

JSR SEDB9 

LOY #$00 

JSR SFB8E 

LOA SAC 

JSR SEOOO 

LDA SAD 

JSR SEODD 

JSR SFC01 

BCS SF63F 

LDA (SAC),Y 

JSR seOOD 

Länge des F i l enamens laden 

ungleich Null, dann ok 

sonst 'HISSlNG FI LENAME' 

Filenamen auf lEC-Bus 

'SAVING' ausgeben 

Geräteadresse laden 

und LISTEN senden 

Sekundäradresse laden 

und für LISTEN senden 

Zähler l!Iuf Null setzen 

Startadresse nach S .... C/lAD 

Startad.resse LO\.I-

Byte senden 

und HIGH-

senden 

Endadresse schon erreicht 7 
ja, dann fertig 

Programmbyte laden 

auf IEC-Bus ausgeben 

521 
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F62E 20 E1 fF JSR SfFE1 STOP-Taste abfragen 

F631 00 07 SNE SF63" nicht geclrOckt, dem 

EinsprUl"lll' von Sf4FE 

'633 

'630 

'638 

F639 

,m 
'630 

'63' 

20 42 F6 

0. 00 

38 

.0 

20 OB Fe 

00 ES 

20 FE ED 

JSII: SFM2 

LDA. 1$00 

SEC 

RTS 

JSII: SFCDB 

BNE SF624 

JSR SEOFE 

weiterlNlchen 

IEC-Bus Kan.1 schlleBen 

Kennzeichnung fOr 'BREAK' 

Carry =1 (Fehlerkennzeichen) 

RücksprU1g 

laufende Adresse erhöhen 

U'lbedingter Sprung 

UNLISTEN senden 

***.*********************** File auf IEC-Bus schlie8en 

Einsprung von SF2EE. SF52B, SF633 

'642 

'644 

'64. 

'648 

'648 

'64J) 
'64' 

F651 

24 89 

30 1 1  

A5 BA 

20 oe ED 

A5 89 

29 EF 

09 EO 

20 89 ED 

BIT SB9 

&MI SF657 

LD" SBA 

JSR SEDOe 

LDA SB9 

AND HEF 

ORA ISEO 

JSR SEDB9 

Einsprung von SF406 

F654 20 FE ED JSR SEOFE 

F657 '8 ClC 

F658 60 RTS 

F659 4A lSR 0 

F65A BO 03 Bes SF65F 

F65e 4e 13 F7 JMP SF713 

F65F 20 00 F7 JSR SF7DO 

Sekundäradresse testen 

verzweige falls keine 

Sekundäradresse 

Geräteadresse laden 

und LI STEN senden 

Sekundäradresse laden 

Sekundäradresse 

fOr CLOSE berechnen 

und ausgeben 

UNLISTEN senden 

Carry =0 Cok Kennzeichen> 

Rücksprung 

Bit 0 ins earry schieben 

falls gesetzt, dann zu Band 

sonst RS-232, ' I LLEGAL DIVICE 

NlJItBER I 

B.ndpuffer St.rtadresse holen 

64 Intern 
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'662 .. ..  BCC $F5F1 f.Lls HIGH-Byte der Band 

Pufferstart8dresse kLeiner 2 

dann ' I LLEGAL DEVICE NUMBER '  

'664 20 38 F8 JSR $F838 wartet auf Record & Play-

Taste 

'667 BO 25 BCS SF68E STOP, dann Abbruch 

'669 20 8F '6 JSR $F68F 'SAVING' (N8me) 8usgeben 

'66C A2 03 LDX 1$03 He8der-Typ 3 : M8schinen 

programm (8bsolut) 

'66f A5 B9 LDA $B9 Sekundäradresse Leden 

F670 29 01 AND IS01 Bit ° gesetzt ( 1  oder 3) 

F672 00 02 BNE SF676 falls ja, dann M8schinen 

progranm 

F674 A2 01 LDX IS01 Header-Typ 1 z BASIC-

Progranm (verschiebbar) 

F676 BA TXA Header in Akku schieben 

'677 20 6.< '7 JSR SF76A. Header auf B8nd schreiben 

F67A BO 12 ses SF68E AussprlrlQ bei Stop-Taste 

F67e 20 67 F8 JSR $FM7 Programm 8uf 8and schreiben 

F67F BO 00 Bes SF68E Aussprung bei Stop-Taste 

'681 "5 B9 LOA SB9 Sekundäradresse Laden 

'683 29 02 ANO IS02 Bit 1 gesetzt (2 oder 3) 

'685 FO 06 BEQ SF68D falls nicht, dann fertig 

'687 "9 05 LDA 1$05 EOT Kontrot Lbyte 

'689 20 6A F7 JSR SF76A Block auf Band schreiben 

'68C 24 .BYTE S24 Skip zu SF68E 

'680 18 cce Carry :0 (ok Kennzeichen) 

'68E 60 RTS Rücksprt.ng 

*************************** 'SAVING' ausgeben 

Einsprtng von $F608, SF669 

'68' " .. LOA S9D FLag für D i rektmodus Lode, 

'691 10 FB BPL SF68E Bit 7 gelöscht, dann 

Progranm-Mode 

'693 AO 51 LOY IS51 Offset far 'SAVING' 

'695 20 2F F1 JSR $F12F Meldung ausgeben 

'698 4e el F5 JMP SF5C1 Fi Lenamen ausgeben, 

ROcksprl.l'lll 
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... ************************ OOTIM Time erhöhen und 

STOP-T8ste 8bfr8;en 

Ei nsprung von $FFEA 

F69B AZ 00 

F69D E6 AZ 

F69F 00 06 

F6At E6 At 

F6A3 00 02 

F6AS E6 AO 

F6A7 38 

F6A8 AS AZ 

F6AA E9 Ot 

F6A.C AS At 

F6A.E E9 lA 

F6BO AS AO 

F682 E9 4F 

F684 90 06 

F666 86 AO 

F6B8 86 At 

F6BA 86 A2 

lDX #$00 X-REG 8uf Null setzen 

INC $AZ SeklJl'ldeozei;er erhöhen 

BNE $F6A.7 verzweige falls kein !.herlauf 

INC $At Minutenzeiger erhöhen 

BNE $F6A7 verzweige faUs kein lbef'l8uf 

I NC $AO 

SEC 

lDA $AZ 

SBC #$01 

lOA $Al 

SBC "'A 

lDA $AO 

SBC fS4F 

BCC $f6BC 

STX $AO 

STX $Al 

STX $A2 

St�zeiger erhöhen 

C8rry für Stbtr8ktion löschen 

Stundenzeiger 180en 

feststellen 

ob 

24 

Stunden 

erreieht 
f81ls kleiner, d8nn verzweige 

8lle 

Zeiger 

8uf Null setzen 

*************************** Abfr8ge 8uf STOP-T8ste direkt 

vom Port 

Einsprung von $fSCA, $FE5E 

, .. c 

, .. , 

'602 

'604 

'60S 

AD 01 OC 

CO 01 OC 

00 F8 

M 

30 13 

LOA $OCOl 

CMP $OCOl 

BNE $F6BC 

TAX 

SMI $F6DA 

Port B laden 

"'" 

entprellen 

�ert i ns X-REG schieben 

verzweige falls STOP-T8ste 

nicht gedrückt 

F6C7 A2 BO LOX ISBO Bi tmuster zur Abrage der 

Reihe mit SHIFT-T8sten 

F6C9 BE 00 OC STX $OCOO in Port A schreiben 

F6CC AE 01 OC LOX $OCOl Port B laden 

F6CF EC 01 OC CPX $OCOl und 
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'60' 00 Fe BNE SF6CC entprellen 

'604 so 00 OC STA SDCOD Alo:lo:u in Port A schreiben 

'607 ES IN, inhalt von Port B erhöhen 

'60. 00 02 BNE SF6DC verzweige falls ungleich Null 

(SHIFT-Taste gedrückt )  

'00' 85 91 STA S91 Flag für Stop-Taste setzen 

'OOC 60 RTS ROcksprtng 

*************************** TIME hoLen 

Einsprunll von SHOE 

'000 7. SEI Interrupt verhindern um Uhr 

anzuha l ten 

'60' A5 A2 LOA SA2 Stunden 

'OEO A6 Al LOX SAl Mi nuten 

'OE' A4 AO LOY SAD Sekunden holen 

**************************** TIME setzen 

Einsprung von SHOB 

'0E4 78 SEI Interrupt verhindern um Uhr 

anzuhal ten 

'0E5 85 A2 STA SA2 Stunden 

F6E7 86 At STX SAl Minuten 

F6E9 84 "  STY SAO Sekunden schreiben 

F6EB 5. CLI Interrupt wieder ermöll l i chen 

F6EC 60 RTS Rüclo:sprung 

*************************** STOP-Taste abfragen 

Einsprung von SFFEl 

'6EO A5 91 LOA S91 STOP-Ftag laden 

F6EF C9 7F CMP SS7F auf Code für STOP testen 

F6F1 00 07 BNE SF6FA verzweige falls nicht 

F6F3 O. PHP Statusregister retten 

F6F4 20 ce FF JSR SFFCC E in-Ausgabe zurOc:ksetzen 

CUCH 



S26 

'6F7 85 C6 

f6f9 28 

f6fA 60 

STA le6 

PLP 

RTS 

Anzah l Cier gedrückten T •• ten 

Status�lster holen 

tückspnl'l(ll 

........... ***............. Meldungen dea Betriebe 

systl!lllS ausgeben 

E insprung von SF35F 

f6FI 1.9 01 
F6FD ZC 

lOA 1$01 " 00 """1 fILES' 

.IYTE S2C Skip zu IF700 

elnlprl.rlSl von $'356 

F6FE 

,,"0 

"'9 02 

2C 

Ln" 1$02 

.BYTE $2C 

'FILE OPEN' 

skip zu SF703 

Efnsprun& von IF213, $F255 

F7D1 1.9 03 

F703 2C 

LO'" 1S03 ' FILE HOT OPEN' 

.BYTE 52C Skip zu SF706 

Efrwpn.ng von SflAC. Sf530 

F104 ,.,9 04 

F706 2C 

lDA not. ' FILE NOT FOJNO' 

.BYTE S2C Skip zu $F709 

ElnlprU1Q von $f24D, SF28E, $F3F3 

F707 "'9 05 

F709 2C 

LOA na5 'DIVla: !tOT pttESUT I 

.BYTE 52C skip zu SHOC 

Efnsprung von $F230, SF34E 

F?DA A9 06 

F10c 2C 
lOA 1$06 'NOT INPUT filE' 

.BYTE SZC Skip zu $F70F 

M Intern 
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E i nsprung von SF25F 

F70D A9 07 

F70F 2C 

LOA 1S07 'NOT ClJTPUT FILE' 

.BYTE S2C Skfp zu SF712 

Einsprung von SF4BC. SF602 

F710 A9 08 

F712 2C 

LDA 1S08 'MISSING FI LENAME ' 

.BYTE S2C Skip zu SF715 

Einsprung von SF390. SF4AF. SF536. SF53E. SF5F1, SF65C 

F713 A9 09 

F715 48 

LDA 1S09 

PHA 

' I LLEGAL OEVICE NlMBER' 

fehlert"lUllller merken 

F716 20 CC Ff JSR SFfCC Ein-Ausgabe zurücksetzen 

CLRCH 

F719 AO 00 

F71B 24 90 
F71D 50 DA 

F71F 20 2F F1 

F722 68 

F723 48 

F724 09 30 

F726 20 02 FF 

F729 68 

F72A 38 

F72B 60 

LOY ISOO 

BIT S9D Flag auf Di rekt-Mode testen 

BVC SF729 nicht gesetzt, dann übergehen 

JSR SF12F '110 ERROR 11' ausgeben 

PLA fehlernummer holen 

PHA lA1d wieder merken 

OR" 1S30 nach ASC I I  wandeln 

JSR SFFD2 und ausgeben 

PLA Fehlernummer hoLen 

SEC Carry =1 (Fehlerkennzeichen) 

RTS Rücksprung 

*************************** Prograllll1 Header van Band 

lesen 

Einsprung von SF3AF. SF556, Sf7EA 

F72C A5 93 

F72E 48 

F72F 20 41 Fa 

F732 68 

F733 85 93 

F735 BO 32 

F737 "0 00 

LD" S93 Load/Verify F lag laden 

PH" u'Id retten 

JSR SF841 Block vorn Sand Lesen 

PL" L/V flag wiederhoLen 

ST" S93 und spefchern 

BCS SF769 Fehler, dann beenden 

LOY ISOO Zähler auf Null steLlen 
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m, I' 12 LD" ($82), V Header-Typ testen 
m. C9 05 CMP 1$05 EOT ? 

m. Fa 2'\ BEQ $F769 verzwefge falls ja 
,m C9 01 CMP ISOI BASIC-Progrlllml ? 

F741 FO 08 BEQ SF74B verzweige f.lls ja 
F743 <9 ., CMP HO' Haoachfnenprogr_ ? 

F745 ,. "" BEQ SF748 verrwefge falls ja 
F71,7 <9 ""  "" - Oaten-IIeader 1 

f749 00 E 1  ... Sm<: kein lIuder ,efunden, ..... 
erntlJt suchen 

f74B M TAX K.nnzelchen �rken 
F74C 24 '" BIT $90 D f rek tmo6.Js 7 

F74E 10 17 BPl $F767 nein, dem weiter 

'75' AO 63 lOY ft63 Offtet für 'FOUND' 
'752 20 zr Fl JSI! sr'2F Meldw'lg ausgeben 

'75' AO 05 LOT "'" Zeiger Ivf filena.en 

F757 " "  LD" (S82),Y F i l � holen 
'75' ZO 02 Fr "SR SFRl2 U'1d lua,eben 
'75e ca '" Zeiger erhöhen 
'750 co 15 CPY 1$15 schon alle Buchstaben 
'75' 00 f6 BNE $F757 verzwei g. wenn nein 
F761 .0\5 At LDA $Al Akku mit mittelwertigem 

Time-Byte le<len 
"63 20 EO E4 JSR SE4ED wartet avf Cornmodore-Taste 

oder Zeftschleife 
"66 EA IIOP I'ICI operatfon 
F767 ,. CLe Carry -0 (olc Kemzeichen) 
" .. .. OET Y-REG auf Sfr zur Kennzelch 

f'UIQ. dall kein EOT 
f169 .. RrS RücklPMlli 

........................... III'�r $I_rieren U1d auf 

land schreiben 

Einspru"" von SF2E8, SF38F, SF677, Sf689 

F76A " .. ST" S9E lIeader-Typ speichern 
F76e 29 ,. F7 JSSI. SF7tlO ...... dpufferadresse holen 
f16f 99 "  8CC Sf7eF wrzwefge falls Adresse 

WlgÜl tli 
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,m ,\5 Cl LOA $Cl Startadr"8e 

,m ,. '" Loden 

m, A> C' LOA SCl ..nd i n  

m. .. ,HA Stack schrelbm 

,m A5 AF LDA SAF Endedresse 

m. " PH' Loden 

m, A5 AE LDA ME ..nd in 

mC '8 PH' Stack: schreiben 

F77t> AO Hf LDV fS8F Pufferl� fOr Schleife 

holen 

m, ,. 20 Ln' .... Code ftIr • , l.den 

F7!II 91 02 STA (SB2),V l.rId spei clWtrn 

'783 88 Dn ZähLer verringern 

'784 00 FB INE $F181 verzweige falls Puffer noch 

nicht al les gelöscht 

'786 " " LDA S9f: gespeicherten He!lder-Typ 

ho'on 
'788 91 92 SrA (182), Y lR:I in Puffer schreiben 
"8A c. IN, Zähler erhöhen 

F788 ,\5 Cl LD'" SCl StBrtadr"se LOW hoLen 

'780 91 8l STA (SBZ>,V und In Puffer schreiben 

'78' ca IM, ZähLer erhöhen 

'790 '5 Cl Ln, lC2 Startadesse HIGH holen 

'792 9. 02 SrA (S82),V und in Putfer schreibm 

'794 C8 IN, Zihler erhöhen 

'79S " "  LD'" SAE Endadresse LOW hoLen 

'797 91 82 ST'" (SBZ),Y und in Puffer schreiben 

.799 c. INY ZähLer erhöhen 

'79' A5 AF LDA SAF Endadresse HIGH hoLen 

'79C 9. 02 ST'" (SlZ),V l.rId in Puffer schreiben 

.,.. C8 INY Zäh I er erhöhen 

'79' 84 "  sn S9f Zähler speichern 

'7041 AO IIO LDV noo Zähler für Ft Len� IlUt Null 

setzen 

"Al 84 "  sn S9E Uld speichern 

HAS " " LDV S9E Zähler holen 

HAT C4 .7 cpy 187 und Mit Linge des FH�s 

vergleimen 

'7A9 FO OC 8EQ Sf7l7 verzweige f.111 alle Buchsta-

ben gehOlt 
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FlAB 81 BB 

FlAn A4 9F 

F7AF 91 82 

F7Bl 

Fm 

Fm 

F7B7 

E6 9E 

E6 9F 

DO EE 

20 D7 F7 

F7BA A9 69 

F7BC 

F7BE 

F7C1 

F7C2 

F7C3 

F7c5 

F7C6 

F7CB 

F7C'1 

F7eB 

F7eC 

F7CE 

F7CF 

85 AB 

20 6B FB 

AB 

68 

85 AE 

68 
85 AF 

68 

85 C1 

68 

85 C2 

9. 

60 

LDA ($8B),Y F i lenamen holen 

LDY $9F Pufferzeiger laden 

STA (SB2),Y LI'lCI Zeichen in Puffer schrei-

INC S9E 

INC S9F 

BNE SF7A5 

JSR SF7D7 

LDA n69 

STA SAB 

JSR SF86B 

TAT 
Pl' 

SYA SAE 

PlA 

sr" SAF 

Pl' 

SYA SC, 

Pl' 

SYA $C2 

HA 

RTS 

"'" 
Zähler für Filenamen erhöhen 

Zeiger auf BandPuffer erhöhen 

Irbedingter Sprung 

Start- und Endadresse auf 

Bandpuffer holen 

Checksunrne für He.der bzw. 

Detenblock '" $69 

BLock lIuf Blind schreiben 

Akku retten 

Endadresse 

Vati Stack 

holen tn:I 

i n  SAE/SAF speichern 

Startadresse 

vom Stack 

holen und 
in SCl/C2 speichern 

Akku wi ederholen 

Rücksprung 

*************************** Bandpuffer Startadresse holen 

und prüfen ob gültig 

E i nsprung von SF2eE. SF38B, SF539 ,SF65F, Sf76C, SF7D7 

SF80D 

F7DO A6 82 

F7D2 A4 83 

F7D4 CO 02 

F7D6 60 

LDX $82 

LDY $83 

CPY ß02 

RlS 

Anfang Sandpuffer LOW in X 

Anfang Sandpuffer HIGH in Y 

Adresse kLei ner $200 ? 

Rückspr-ung 
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........................... Bandpuflerendadresse • Pul-
ferltartedr.sse + seo (192) 

Elnspnng von SF7B7, SfM7 • .,864 

'707 20 00 F7 JSR SF7'DO BandpufleraAdresse hoten 
'70' M '" Pufferanlane LOW in AkKU 
'70. 85 "  STA Sel und speichern 
'7DO ,. CLC earry für Mdition Löschen 
"'" .. co NJ( neo Endadresse ; Startadresse + 

linlte seo ( 192) 
"'0 85 AE STA SAE und Endadrelle speichern 
'7E2 9. TYA Pufferenfang HIGH in Akku 
'7E3 85 C2 STA SC2 und speichern 
'7ES 69 00 ADe 1$00 mit Obertrag addieren 
F7E7 '5 A' STA SAF und speichern 
",. 60 lT$ Rüchp .. � 

........................... Bandhe.oer nach N8IIII!n suchen 

Einsprung von SF3A5. SF540 

'7E' 20 2C F7 JSR SfnC nädlsten Blll'dlertder suchen 
'7EO .. '0 ses Sf80C verzweige fatts fOT (fertig) 
'7E' '0 05 LOY nos O1tset tOr F i I �  I. 

",.d,oe 

F7F1 84 "  STY 19F und speichern 
'7F3 AO 00 LOY "00 Zähler tOr Länge des Fi Lana-

lIenS aut Mut I setzen 
F7f5 B4 " STl S9E und Zähler spelchem 
F7f7 c4 87 CPY S81 111 t Länge du gesuchten 

Na.ens vergleichen 
F7F9 FO 10 8EO SF80B gleich. dann gefunden 
F7F8 8 1  BB LOA (SBB), Y Buchstaben des Filenamens 
F7FD A4 9F LDY S9F Position i� Header laden 
F7FF Dl B2 CMP (S82),Y �it Fil� 111 Header 

vergleichen 
'80' DO El 'ME IrrEA verzweige falls ungleich, 

dam nächsten Heoder testl!f\ 
'BO' '6 " INC S9f: Zähler tOr F i l enamen  erhöhen 
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'80' E6 9f INC S9f Zeiger .uf Position im Header 

erhöhen 
'807 A4 .. LOY S9E Zähler für Fi lenamen laden 

'809 00 EC BNE SF7F7 unbedingter Sprung 

'80' 18 ClC C.rry ",0 (ok Kennzeichen) 

F80C 60 RTS Rücksprl.Xlg 

•••••••••••••••••••••••••••• Bandpufferzeiger erhöhen 

EinsprU"lg von SFl99, SF1E5 

'800 20 00 F7 JSR SF7DO Bandpufferadresse holen 

F810 E6 A6 INC SM Zeiger erhöhen 

F81Z ... 4 ... 6 LOT $,1,6 Lnd 1!Iden lIII 
F814 CO CO CPT ISCO mit Maximtllwert (192) zu 

vergleichen 
F816 60 RT' Rücksprung 

Einsprung von SF399, SF541, SF84A 

F817 20 2E F8 JSR SF8ZE 

F81A FO ,... BEQ Sf836 

F8tC AO 1B LOY 1S18 

f81E 
'821 
'824 
F827 

F8Z9 

F82B 

20 2F F1 

ZO 00 F8 

20 2E F8 

00 Fa 

A0 6A 

4C 2F Fl 

JSR SF12F 
JSR SF8DO 

JSR SF8ZE 

BNE SF821 

LOY tIS6A 
JMP SF1ZF 

fragt BandtTaste ab 

gedrückt, dann fertig 

Offset für 'PRESS PLAT ON 

TAPE ' 

Lnd ausgeben 

testet auf STOP-Taste 

fragt BandtTaste ab 

nicht gedrückt so erneut 

abfragen 

Offset für 'OK' 

und ausgeben, Rücksprung 

••••••••••••••••••••• *.**** Abfrage ob Band-Taste 

gedrückt 

Einsprung von SF8l7 ,SF8Z4, SF838 

F8ZE A9 10 LOA flSl0 Bit 4 testen 
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'MO 24 01 BIT S01 mit Port vergleichen 

'M' DO 02 BNE $F836 verzweige wenn Bandtaste 

nicht gedrückt 

'834 24 01 BIT S01 nochmal tlbfragen (Entprel len) 

'1!36 18 CLC Carry :0 (ok Kennzeichen) 

'53' 60 RTS R(lcksprlllg 

*************************** Wartet auf Bandtaste für 

Schreiben 

Einsprung von $F388, $F664, $F868 

'B3B 20 2E F8 JSR $F82E fragt Bandtaste ab 

'53' FO F9 SEQ $F836 gedrUckt, dann fertig 

'B3D AO 2E LDY 1$2E Offset für 'PRESS RECORD 

PlAY ON TAPE' 

'53' DO DD SNE SF81E unbedingter Sprung 

*************************** BLock vom Sand Lesen 

Einsprung von SF19E, $F72F 

'541 A9 00 LDA 1$00 Status 

'543 85 90 STA S90 und Verify-Flag 

'54' 85 93 STA S93 Löschen 

'54' 20 D7 F7 JSR $F7D7 Bandpufferadresse holen 

*************************** Progrtlmm vom Band laden 

Einsprung von SF5A5 

'54' 20 17 F8 JSR $F817 wartet auf Play-Taste 

'B4D BO 1 F  8CS SF86E STOP-Taste gedrückt ? 

'54' 7B SEI Interrupt verhindern 

F8S0 A9 00 LDA 1$00 Arbei tsspei cher für IRQ-

Routine löschen 

& 

F8S2 BS M STA SAA Eingabebytespeicher (read) 

F8S4 85 B4 STA SB4 Band Hit  fszei ger 

F856 85 BO STA $80 Kassetten Zeitkonstante 

F8S8 85 9E STA $9E Korrekturzähler Pass 1 
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F85A 85 9F 

F8se 65 9C 

FaSE 1.9 90 

F860 1.2 OE 

F862 00 1 1  

STA S9F lCorrekt .... rzähler Pass 2 

ST" S9C Flag für Byte emfngen 

lDA 1190 Bi twert IRQ an Pin 'Flag' 

lDX ISOE Mummer des IRQ-Vektors , SF92C 

BNE IF875 lJ1bedingter SprlrlQ 

*************************** Bendpuffer auf Bend schreiben 

Einsprung von SF1EA, Sf20T 

f864 20 07 F7 JSR $f707 Bendpufferadresse holen 

EinsprU'lg von SF67C 

F867 1.9 14 

F869 85 AB 

LO", 1$14 

SYA SAB 

linge des Vorspama vor WRITE 

speichern 

*************************** BLock bzw. Programm auf Band 
schreiben 

Einsprung von SF78E 

F86B 20 38 F8 JSR SF838 wertet auf Record & Play 

Taste 

F86E BO 6C 

F870 78 
F871 ",9 82 

F873 1.2 08 

F875 1.0 7F 

F877 BC 00 oe 

F87A so OD oe 

F87D AD OE De 

f880 09 19 

F882 8D OF De 

ses SFBDC verzweige falls STOP-Taste 

gedrOckt 

SEI Interrupt verhindern 

LDA ft82 Bitwert für IRQ bei Unterlauf 

von Timer B 

lOX #SM 

lOY ß7F 

STY $0(:00 

STA $OCOO 

lOA $OCOE 

�A 1$19 

STA $OCDf 

Nummer des IRQ-Vektors, SFC6A 

Bitwert für alle IRQs sperren 

Wert schreiben 

U'ICI neu setzen 

Control Register A laden 

Bi twert für one shot, starten 

U'ICI ins Steuerregister für 

Timer B 

F885 29 91 ANO #S91 Vergleichszeiger fOr Bandope­

F887 80 A2 02 STA S02A2 rationen entsprechend setzen 
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F88A 20 A4 FO 

FIS8D AD 1 1  00 

F890 29 EF 

FIS92 80 1 1  00 

F895 AO 14 03 

F898 80 9F 02 

F89B AO 1 5  03 

JSR SFOA4 

LDA $0011 

AND ftEF 

srA $D011 

LDA S0314 

srA $029F 

LDA S0315 

auf Ende RS-232 übertrlgung 

wirten 

Bi ldsch irm 

drlkel 

Tasten 

IRQ-Vector 

nach S029F 

U'ld $OUO 

F89E 80 AO 02 srA S02AO speichern 

FM1 20 BO FC JSR SFCBO IRQ-Vektor für Bend 1/0 

setzen (X-indiziert) 

FM4 A9 02 LDA *S02 Anzahl der 

F8A6 85 BE S1A SBE zu lesenden BLöcke 

FaA8 20 97 FB JSR SFB97 serielle Ausgabe vorbereiten 

Bit-Zähler setzen 

'OAB 
'IIAD 
" .. 
, .. , 
, .. , 
, .. , 
'''7 

'SB8 

, ... 

'''8 

'8BD 

A5 01 

29 1 F  

85 01 

85 CO 

A2 FF 

AO FF 

88 

00 FD 

" 
00 FB 

58 

LDA S01 

AND ftlF 

SrA S01 

STA seo 

LOK ftfF 

LOY ftFF 

DEY 

BNE SF8B7 

DEX 

BNE SF885 

CLI 

Prozessorport laden 

Bandmotor einschalten 

I.tld wiMer speichern 

Flag für Bandmotor setzen 

HIGH-Byte für Zähler 

L�-Byte für Zähler 

Verzögerungsschleife 

für Bandhochlaufzei t  

HIGH-Byte veringern 

verzweige falts nicht Null 

Interrupt für Band 1/0 

freigeben 

*************************** 1/0 AbschluB Ibwarten 

Einsprl.llll von SFBCD 

, .. , 

,Be, 

,Be, 

,Be' 

'Be7 

,Be. 

AD AO 02 

CD 1 5  03 

'8 

FO 15 

20 00 F8 

20 BC F6 

LDA S02AO 

CMP S0315 

ClC 

BEQ SF80C 

JSR SF800 

JSR SF6BC 

Band IRQ Vector mit normalem 

IRQ Vector vergleichen 

Carry =0 (ok Kemzeichen) 

verzweige falls ja (fertig) 

Testen auf Stop-Tlste 

bei gedrückter Stop-Taste 

Flag setzen 

F8CD 4C BE F8 JMP SFBBE wei ter warten 
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*************************** testet auf Stop-Taste 

EinsprI,Q von SF821 , SF8C7 

F800 20 E1 F F  JSR $FFEl Stop-Taste abfragen 

F803 18 CLC Carry =0 (ok Kennzeichen) 

verzweige wenn Taste nein F8D4 00 Os 

F8D6 20 93 Fe 

F8D9 38 

F8DA 68 

F80B 68 

FOOC A9 00 

F8DE so AO 02 

F8e1 60 

BHE SF8El 

gedrückt 

JSR SFC93 Band-Motor aus, nonmaLen 

IRQ wiederhersteLLen 

SEC Kennzei chen für Abbruch 

PLA ROcksprung 

PLA Adresse löschen 

LD" 1$00 Kennzei chen für nonnalen 

sr" $02"0 IRQ setzen 

RTS Rücksprung 

*************************** Band für lesen vorbereiten 

Einsprung von SF9CB. SFADA, SFAZA, SFA67 

FBE2 

"E4 

'SE' 

,SE7 

F8E8 

'SE' 

'SE. 

'SEC 

'SE' 

F8FD 

FBF2 

FBf4 

FBF6 

F8F7 

FBF9 

B6 B1 

A5 BO 

" 

" 

18 

65 BO 

18 

65 81 

85 81 

A9 00 

24 BO 

30 01 

" 

06 81 

" 

F8FA 06 81 

F8FC 2A. 

SlX SB1 

LDA SBO 

ASL A 

ASL A 

ClC 

ADe $BO 

ClC 

ADe SB1 

STA SB' 

LDA #$00 

BIT SBO 

BMI SFBF7 

ROL A 

ASl SB1 

ROL A 

ASl SB1 

ROl A 

X-Register speichern 

Timing- I(onsti!lnte lliden 

mit vier 

..... ltiplizieren 

zur Addition Carry löschen 

mit altem �ert addieren (*5) 

zur Addition Carry löschen 

alten X �ert dazuaddieren 

und im H i l fszeiger speichern 

Akku Löschen 
prüfe Timing-Konstante 

verzwei ge, falls größer 128 

Carry i n  di e U'lterste 

Posi tion des Akkus schieben 

und Timer A 

Initialisierung 

mit vier 

..... LtipLizieren 
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f8fD 

FBFE 

F901 

'903 

F905 

... 7 

.... 
.... 

",,, 

F911 

f914 

F917 

F91,1, 

F910 

F91F 

'921 
. .,. 

,.,4 

f926 

f927 

f92A 

f92B 

AI. 
ID 06 oe 

C9 I. 
90 F9 

65 B1 

SI 04 oe 

... 

60 07 OC 

80 05 OC 

AO A2 02 

80 oe oe 

80 A4 02 

AD oe oc 

29 10 

F0 09 

A9 F9 

.. 
A9 2A 

4. 

4C 43 F F  

,. 

.. 

TAX 

LOA soe06 

CMP 1$16 

BCC SF8FE 

ADC SBl 

STA SDC04 
n<A 
IDC SOC07 

srA SOC05 

LDA SQ2A2 
STA SOCOE 

STA SOZA4 

LDA SOCOO 

AND 1$10 

BEO SF92A 

LDA AN 

.... 

LOA lS2A 
PHA 

JMP SFF43 

CLI 

RTS 

Akku Ins X-R.;ister 

LOIoI-Byte Tlmer B Laden 

mit S16 vergLeichen 

verzweige, wenn kleiner 

L�-Byte fOr Initillisierlrlg 

MX!feren 
Tflltr A LQI speichern 

HICfI·Byte für Initial1siet'U'lg 

zu Ti.r B MIGH eälieren 

c.nd In TI.r A HIGH schreiben 

1"lt_ Wert für Band Zeitkon. 

zum Starten von Ti�r A 

Tilller A Hlg zurOcksetzten 

ICII: leden 

Bit isolieren 

verzweige wenn IRQ nicht VOll 
Pln Hag 

ROcksprungadr@sse 
.." 
Stack 

schieben 

ZUM Interrupt 

Ille Interrupts freigeben 

ROcksprUlllil 

••••••••••••••••••••••••••• 

Lesen 

f92e Af 07 OC U>X S0t07 Ti_I"" HIGM ,&den 
f92f AG FF LOY "FF Y·Register .It Sff laden (für 

Ti_I"') 

f931 9! TYA in Akku schieben 

F932 EO 06 oe sec SOC06 Tll'Ier I von SFf abziehen 

F935 EC 07 oe CPX SOC07 Tll'Ier B 11ft 1I1tem Wert 

vergleichen 

F938 00 F2 

"93,1, 86 B1 

F93C .u 
f930 Be 06 OC 

F9I.O Be 01 oe 

f943 A9 19 

BNE Sf92C verzweige, h l l s  vermindert 

STX SB1 Tlr.er a HIGH IIblegen 

TAX und in Akku schieben 

sn soe06 Tillier ' LDW lX'Id 

5T' SOCDl rl..,r , HIGH auf Sfr setzen 

LDA 1$19 Arbeit9llOCt.Ja für Ti_I'" B 
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F945 

'948 

F94B 

F94E 

'94' 

F951 

F953 

F954 

F956 

F957 

F959 

F95B 

'95C 

'95E 

"60 

'962 

so OF oe 

AO 00 oe 

so A3 02 

98 

ES 81 

86 81 

4A 
66 81 

4A 

66 81 

,\5 BO 

'8 

69 30 

e5 81 

BO 4,\ 

.6 9C 

F964 FO 03 

STA $DCDF 

LD" SDCOD 

ST" $021.3 

SBC SB' 

STX SB1 

lSR A 

ROll: SB1 

LSR A 

ROll: SB1 

LDA $80 

CLC 

ADe 1S3C 

CMP SB1 

Bes $F9AC 

LOX Sge 

festlegen und stl!lrten 

Interrupt Control Register 

laden und nach S02"3 

Y-REG in Akku (SFf) 

Errechnung von vergangener 

Zeit seit letzter Flanke 

verSjl!ngene Zeit LOIJ nach SB1 

vergangene Zei t 

HIGH 

gete i l t  

dJrch vier 

Timingkonstante taden 
und mit 

S3e addiert 

errechnete Zeit größer a l s  
d i e  Zeit bei letzten F lanken 

verzweige, wenn größer 

FLag für empfangenes Byte 

laden 
BEQ SF969 verzweige, falLs Null (Byte 

nicht geLaden) 
F966 4C 60 FA JMP SFA60 ansonsten nach SfA60 

F969 "6 A3 LOK SA3 Byte vollständig gelesen 

F96B 30 1B SMI SF988 verzwei ge, falts ja 

F96D A2 00 LOX ISOO Code für kurzer Impuls (X=O) 

F96F 69 30 ADC *'30 zu errechneter Zeit mit S30 

F971 65 BO ADC SBO und mit Zeitkonstante 

addieren 
F973 C5 B1 

F975 BO lC 

F977 ES 
F978 69 26 

F97A 65 BO 

F97C C5 B1 

F97E BO 1 7  

F980 69 2e 

F982 65 BO 

F984 es B1 

CMP SB' 

Bes SF993 

IN, 

ADC N$26 

ADC SBO 

eMP SB' 

scs SF997 

ADC N$2C 

ADC SBO 

CMP SB' 

größer als Zeit beim letztem 

Flanken ? 

verzweige wenn größer 

sonst langer IrrpJls (X=1) 

lId wieder S26 und 

Zeitkonstanten addieren 

jetzt gröBer ? 

verzweige, falls ja 

sonst wieder S2C und 

Zeitkonstante addieren 

vergangene Zeit noch länger ? 
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F986 90 03 BCC SF988 verzweige, wenn jetzt kürzer 

F988 4C 10 FA JNP SFA10 zu empf.ngenes Byte verarbeiten 

F98B A5 B4 LOA $84 Flag für Timer A laden 

F98D FO 10 BEQ SF9AC verzweige, wenn Timer A nicht 

freigegeben 

F98F 85 AB STA $A8 Zeiger auf 'REAO ERROR ' 

setzen 

F991 00 19 

Fm E6 A9 

f995 BO 02 

BHE SF9AC unbedingter Sprung 

INC $A9 Zeiger auf Impulswechsel +1 

BCS SF999 unbedingter Sprung 

E i nsprung von SFA1C 

'997 

'999 

'99' 

'99c 

'99E 

C6 A9 

'8 

E9 13 

E5 Bl 

65 92 

F9AO 85 92 

F9A2 A5 A4 
F9A4 49 01 

F9A6 85 A4 

F9A8 FO 2B 

'9AA 

F9AC 

F9AE 

'980 

'98' 

'985 

86 D7 

A5 B4 

FO 22 

AD A3 02 

29 01 

00 05 

F9B7 AD A4 02 

F9BA 00 1 6  

F9BC A9 00 

F9BE 85 A4 

F9CO 8D A4 02 

DEC $A9 

SEC 

SBC A13 

SBe sal 

ADe S92 

STA S92 

LDA $A4 

EOR HOl 

STA SA4 

Zeiger auf Iq:lUIswechsel -1 

Carry für Subtrakti on  setzen 

Anfangswert (S13) und 

vergangene Zeit subtrahieren 

und mit FLag für Timing 

Korrektur addieren 

Ergebnis dort speichern 

Flag fOr Empfang beicler 

ImpuLse invertieren 

und abspei chern 

BEQ SF9D5 verzweige wenn beide Impulse 

mpfangen 

STX $07 

LDA SB4 

BEQ SF902 

LOA S02A3 

ANO NSOl 

BNE SF9BC 

empfangenes SignaL speichern 

FLag für Timer A Laden 

verzweige wenn Timer gesperrt 

leR i n  Akku 

Bit 0 isol ieren 

verzweige wenn Interrupt von 

Tirner A 

LOA S02/1.4 Tirner A abgeLaufen 

BNE SF9D2 nein, dann zum Interruptende 

LDA NSOO Impulsz.ähLer 

STA S/l.4 löschen und 

STA S02A4 Zeiger auf Timeout setzen 
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'9C3 "5 "3 LDA $Al prüfe ob Byte vollständig 

geLesen 

F9CS 10 30 BPl SF9F7 verzweiGe falls nein 

F9C7 30 BF SMI Sf988 U1bedingter Sprlrlg 

F9C9 ., ,. lDX 1SA6 Inltiallsierungswert '0' 
Tirner A 

'90' 20 E2 FB JSR SF8E2 S.nd ZLn lesen vorberei ten 

'90' ., ,,  LD" $98 Paritätsbyte in Akku 

'9DO 00 89 BNE $F98B verzweige falls parit. FehLer 

'9D' 4C BC FE JMP SFEBe Rückkehr vom Interrl4='t 

'905 ,t,5 92 LD" 592 Tillling Korrekturzeiger , ..... 
'907 FD 07 BEQ SF9ED verzweiSje wem Fl.g gelöscht 

'9D. 30 03 BKI SF9DE verzwehle wem kleiner NuH 

'90S Cb BO OEC sso Timing Konstante - ,  

'900 2C .BYTE S2C Skip zu SF9EO 

'9D' E6 SO INC $BO Timing Konstante +1 

'OEO ,t,9 00 LDA 1$00 Timing 

'OE' 55 92  ST'" $92 Korrekturzeiger Löschen 

'0E4 E4 07 CPX S07 Vergleiche empfangenen Impuls 

lIIi t  vorherigem 

F9E6 DO OF BNE SF9F7 verzweige falLs ungleich 

F9E8 BA TlCA Prüfe ob kurzer Impuls 

enpfangen 

'9E. 00 AO BHE SF988 falls nein, verzweige 

,oe. A5 A9 LDA $A9 Impulswechselzeiger laden 

,oe, 30 SO BMI SF9AC verzweige wenn negativ 

'9E' C9 10 CMP "'0 vergLeiche mit S10 

F9F1 90 •• BCC SF9AC verzweige wenn kLeiner S10 

F9F3 85 96 STA S96 sonst EOB FLag empfangen 

F9F5 BO B5 BCS SF9AC unbedingter Sprung 

F9F7 BA TXA Empfangenes Bit in Akku 

F9F8 45 9B EOR S9B mi t Band-Pari tät verkrq,fen 

F9FA 85 9B STA S9B i n  Band-Pari tät speichern 

F9FC A5 B4 lDA SB4 Flag für Tirner A laden 

F9FE FO 02 BEQ SF9D2 verzweige wenn nicht frei ge-

,-
FADD Cb Al DEC $A3 Speicher für Bitzihler - 1  
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FA02 30 es BMI SF9C9 verzwei;e wenn Parititsbit 

eq>fangen 

FAD4 46 07 LSR S07 

FA06 66 BF ROR SBF 

FAD8 A2 DA LOX ftDA 

FAOA 20 E2 F8 JSR SF8E2 

FAOD 4C BC FE JMP SFEBC 

Einsprung von SF988 

FA10 

FA12 

FA14 

FA16 

FA18 

FA1A 
FA1C 

FA1F 

A5 96 

F0 04 

A5 B4 

FO 07 

A5 A3 

30 03 

4C 97 F9 

46 B1 

FA21 A9 93 
FA23 38 

FA24 E5 B1 

FA26 65 BO 

LDA S96 

BEQ SFA18 

LDA SB4 

BEQ SFA1F 

LDA $Al 

BHI SFAlf 

JMP SF997 

LSR SBl 

LDA #$93 

SEC 

SBC SB1 

ADC SBO 

gelesenes Bit ins Carry und 

dann in SBF rollen 

Initialisierungswert für 

Timer A ins X-Register 

zur Kassettensynchronisation 

Rückkehr vom Interrupt 

PrUfe ob E08 enpfangen 

faLLs nein, verzweige 

PrUfe ob Timer A frei ge_ 

wenn nein, überspringe Bit  

Zähler Test 

Bi tzihter laden 

verzweige falLs negatv 

langen Impuls verarbeiten 

vergangene Zeit seit letztem 

Flangen haLbieren 

und di esen �rt 

von S93 

abziehen 

dazu dann Timing-Konstante 

!KX:Ii eren 

FA28 DA ASL A und Ergebnis verdoppeLn 

FA29 AA TAX Ergebnis ins X-Register 

FA2A 20 E2 F8 JSR SF8E2 Timing initiaL isieren 

FAZD E6 9C INC S9C Flag für Byte empfangen 

FA2F A5 B4 

FA31 00 1 1  

FA33 A5 96 

FA35 FO 26 

FA37 85 AB 
FA39 A9 00 

FA3B 85 96 

LOA SB4 
BNE SFA44 

LDA S96 

BEQ SFA5D 

STA $A8 

LDA 1$00 

STA $96 

setzen 

Flag für Timer A laden 

verzweige faLLs freigegeben 

wurde EOB emfangen ? 

verzweige wenn nicht 

empfangen 

Flag für Lesefehler setzen 

Flag für 

EOB rücksetzen 

541 
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FA3D 1.9 81 LDA 1SS1 Interrupt für 

,Al, SO 00 oe sr" $(leaD Timer A freigeben 

FA42 85 B4 SY" SB4 und Fleg für Tlmer A setzen 

FA44 A5 96 LD" 596 Fles für EOS laden 

'A46 85 85 STA S85 und nach $85 kopieren 

'A" FO D9 BEQ SFA53 verzweige wem kein EOB 

FA4" 1.9 00 LDA 1$00 FlIIg für Timer A 

'Me 85 84 SI" SB4 löschen und !luch 

FA4E 1.9 01 LDA 1$01 Interruptflag 

FASO 8D 00 oe STA SDCOO wi eder löschen 

FA53 "5 BF LDA SBF Shift Register für Read ,""" 
FASS 85 BO SYA SBO und nach 'BO bringen 

FA57 "5 AB LD" SAB Flag für Lesefehler laden 

FA59 05 "9 ORA SA9 mit InpJLswechselzeiger 

FASS 85 86 sr" SB6 verknüpfen und in Fehlercode 

des Bytes abLegen 

FASO 4C Be FE JMP SFESe Rückkehr vom InterrllPt 

EinsprtrlB von SF966 

,,'" 20 97 FB JSR SF897 Bitzähler für serielle 

Ausgabe setzen 

'A" es 9C STA sex: Zeiger auf Byte empfangen 

rücksetzen 

FA65 AZ DA lOX j$[)A Initial ;sierungswert Tirner A 

FA67 20 E2 F8 JSR SF8E2 Kassettensynchronisation 

,AhA 1.5 BE lDA SBE Anzahl der verbliebenen 

BLÖCKe laden 

,.oe FO 02 BEQ SFA70 verzweige wenn Null 

FA6E 85 A7 STA SA7 BLocKanzahl neu setzen 

"70 A9 OF lDA ISOF MaSKenwert für Zählung vor 

dem lesen 

"72 24 M BIT SM Prüfe Zeiger für lesen von 

, .. '" 
FA74 10 17 BPL SFA80 verzwe ige wenn a l l e  Zeichen 

enpfangen (Ende) 

FA76 1.5 85 lDA $85 Flag für EOB laden 

FA78 DO oe BNE SFA86 verzweige wenn güLtiges EOB 

empfangen 
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FA7A A6 BE LDX $BE Anzah l der verbliebenen 

Blöcke l&den 

FAle CA OEX Anzahl - 1  

WO 00 OB BNE SFABA verzweige wenn nicht Null 

FA7F A9 08 LDA *SOB 'LaNG 8LOCK' error 

FA81 20 1e FE JSR SFE1e Status setzen 

FA84 DO 04 BNE SFA8A unbedingter Sprung Zln 
normalen IRQ 

FAB6 A9 00 LDA n.OO Flag für Lesen vom Band auf 

FA" .5 M S1A SM Abtastung setzen 

FABA 4e Be FE JMP SFEBe ROckkehr vom Interrupt 

FABD 70 31 BVS SFACO verzweige wenn Bandzeiger auf 

lesen 

FA8F DO 18 BNE SFAA9 verzweige wenn Bandzeiger 

auf ZähLen 

FA91 A5 B5 LDA $B5 Flag für EOB laden 

FA93 00 F5 BNE SFABA verzweige wenn EOB empfangen 

FA95 AS 86 LDA $86 Flag für Lesefehler laden 

FA97 00 F1 BHE SFABA verzweige falls Fehler 

aufgetreten 

FA99 A5 A7 LOA SA7 Anzahl der noch zu lesenden 

BLöcke holen 

FA98 4A lSR A Bit 0 ins earry schieben 

FA9C A5 BO LDA SBI) hole gelesenes Byte 

FA9E 30 03 BMI SFAA3 verzweige wenn es ZihLbyte 

ist 

FMO 90 1 8  BCC SFABA verzweige wenn mehr als ein 

Block zu lesen 

FM' ,. CLC lösche Cerry ln ni cht zu 

verzweigen 

FAAl BO 1 5  SCS SFABA verzweige falls nur ein Block 

zu lesen 

FM5 29 OF AND JSDF Bits 0 bis 3 isolieren 

FM? .5 M STA SM und für ZähLung speichern 

FM9 C6 M DEC SM alle Synchrrnisati onsbytes 

errpfangen 

FM. 00 00 BNE SFABA wenn nein verzweige 

FMO A9 40 LOA *"'0 Sandzeiger auf 

F ...... F 85 A'" S1 ... SM lesen stellen 



544 

,AB' 
,AB' 
,AB. 
,AB. 

'ABA 

FAse 

fASE 

FAca 

fAC2 

'AC4 

FAC6 

FAC9 

20 SE FB 

A9 00 

85 AB 

FO 00 

"9 80 

.5 AA 

DO CA 

,\5 85 

FO DA 

A9 04 

20 1C FE 

"9 00 

fACS 4C 4A FB 

FACE 20 01 Fe 

FAD' 90 03 

fAD3 4C 48 FB 

FAD6 1.6 A7 

FADS CA 

FAD9 FO 2D 
FADS ,\5 93 

FADD FO oe 

fADF AO 00 

FAE1 

FAE3 

FAES 

A5 BD 

01 AC 

F0 04 

FAE7 1.9 01 

FAE9 85 B6 

FAEB A,5 B6 

FAED FO 4B 

FAEF A2 30 

FAF1 E4 9E 

FAF3 90 3E 

FAFS "6 9E 

FAF7 ,\5 AD 

JSR $faSE 

LD" #$00 

STA SAB 

BEQ SFA8A 

lD" lS80 
ST" SM. 
BNE SFA8A 

lDA ses 

BEQ 'FACE 

lD" 1$04 
JSR SFE'C 

LDA ISOO 

JMP SfB4A 

JSR SFea1 

Bec SFAD6 

JMP SFB48 

lDX $AT 

'EX 

BEQ SFBDe 

LD" 593 

BEQ SFAEB 

LDY nDO 

LD" SBO 

Ein/Ausgabe Adresse kopieren 

Flag für 

Leseprüfsumme löschen 

unbedi ngter Sprung 

Sandzeiger 

auf Ende stellen 

unbedi ngter Sprung 

Flag für E08 laden 

verzweige wenn nicht gesetlot 

'SHORT BLOCK' error 

Status satzen 

Code für lesezeiger auf 

"Abtasten" 

setzen, unbedingter Sprung 

Endadresse schon erreicht ? 

nein dann verzweige 

zu Read Ende für BLock 

..... r noch 

ein BLock zu lesen 

verzweige wenn ja (Pass 2) 

LoadlVerify-Flag 

verzweige wenn Load 

Zähler auf NuLL setzen 

gelesenes Byte 

C"'P (SAC),Y vergleichen 

BEQ SFAEB verzweige wenn lbereinstim-

""" 
lDA H01 Fehterflag 

STA S86 setzen 

lDA S86 Fehlerflag laden 

BEQ $FB3A verzweige wenn kein FehLer 

aufgetreten 

lDX *'3D 

CPX S9E 

bereits 31 Fehler 

aufgetreten 

BCC SFB33 verzweige wenn weniger Fehler 

LDX S9E Index für Lesefehler 

LDA SAD L.ufender Adressbyte HIGH 

64 Intern 
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fAf9 9D 01 01 STA S0101 ,X im St.ck speichern 
FAfC A5 AC LOA SAC Adressbyte LOW 

fAfE 9D 00 01 STA S0100,X fOr spätere Korrektur 

ebenfal l s  im St.ck speichern 

FB01 ,. INX Zeiger auf nachfolgende 

FB02 ,. INX freie Stelle setzen 

FB03 " OE  STX S9E lßl abspei chern 

FB05 4C 3A FB JMP SFB3A weitermachen 

FI08 A6 9F LOX S9F bereits alle Lesefehler 

FBOA " OE  CPX S9f korrigiert 1 
FBOe FO 35 BEQ SFB43 verzweige falls ja 

FBOE A5 AC LDA $AC Adressl:1;te LOW laden 

FB10 00 00 01 CMP smoo,x lIIit fehlerhaftem Adressbyte 

Lew vergLeichen 

FB13 00 2E BNE SFB43 verzweige falls nicht 

gefunden 

FB15 A5 AD LDA SAD Adressbyte HIGH Laden 

FB17 00 01 01 CHP S0101,X mit fehlerhaftem Adressbyte 

HIGH verglei chen 

FB1A 00 27 BNE SFB43 verzweige wenn nicht gefunden 

FB1C E6 9F INC S9f Korrekturzähter 

FB1E E6 9F INC S9F Pass 2 um zwei erhöhen 

FB20 A5 93 LOA S93 Veri fy- F Lag gesetzt 

FB22 FO OB BEQ SFB2F verzweige wenn nicht gesetzt 
FB24 A5 BD LDA $BD gelesenes Byte laden 

FB26 AO 00 LDY j$()0 Zähler auf Null setzen 

FB28 01 AC CMP (SAC),Y mit Speicherinhalt verglei-

chen 

F.lA FO '1 BEQ SFB43 verzweige wenn gLeich, "'M 

nächstes Byte 

FB2C e. INY Flag für 

F82D 84 86  STY $86 Fehler setzen 

FB2F ., 86 LDA $B6 Fehlerfla9 testen 

F'" FO 07 BEQ SfB3A verzweige wenn kein Fehler 

FB33 A9 10 LDA #510 'SECONO PASS' error 

Fm 20 1C FE JSR SFE1C Status setzen 

FB38 DD D9 BNE SFB43 und nächstes Byte verarbeiten 
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Einsprlllg von SfBOS 

FB3A "5 93 LD" 593 Verify-Flag I� 

FB3C 00 05 BNE SFB43 verzweige wenn gesetzt 

FB3E AB TAl Zeiger ((Ischen 

F83F "5 80 LD'" SBD liIelesenes Byte 

FB'1 91 AC SY ... (SAC),Y speichern 

FB'3 20 OB Fe JSR SFCDB Adressreiger erhöhen 

F846 00 43 BNE SFs8B Rückkehr vom Interrupt 

Einsprung von SFAD3 

FB48 .. '" U> . .... Flag fOr Lesen 

Einsprung von SFACa 

FB4 ... .5 .. SY ... SM auf Ende 

'B4e 78 SEI Interrupt Yerhindl!rn 
FB4D A2 01 LDX 1S0l IRQ vom 

FB4F BE 00 oe STX SOCOO Timer A verhindern 

FB52 AE 00 oe LDX socOO IRQ-Flllg löschen 

FBSS A,6 BE LOX 'BE Pass-Zähler 

FBS7 CA OE' erniedrigen 

FBSS 30 02 BMI SFBSe verzwe; ge wenn Null gewesen 

FBSA 86 BE STX SBE Passzähler merken 

FBSe C6 A7 OEC $A7 BLockzähler vermindern 

FBSE FD 08 BEQ SFB68 verzwei ge wem Null 

'B60 ., .. LD'" $9E Fehler in PIIIII 1 aufgetre-

ten ? 

'862 00 27 BNE SFBSs ja, Rückkehr VOIII Interrl4Jt 

''''' 85 8E STA SBE kein B-lock mehr zu verarbei -

'00 

, ... fO 23 BEQ SFB-8B- Rückkehr vom Interrupt 

, ... 20 93 Fe JSR SFC93 ein Pass beendet 

, ... 20 OE " JSR SFB-8E Adresse wieder auf Programm-

anfang 

"OE AO 00 lDY 1$00 Zähler auf Null setzen 

"70 84 .. STY SAB Checksulllle löschen 

"72 B1 AC LDA (SAC),Y Programm 
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FB74 45 AB EOR SAB Checksumme berechnen 

FB76 85 AB SrA $AB lrId spei chern 

FB78 20 OB FC JSR SFCOB Adresszei ger erhöhen 

FS7B 20 01 FC JSR SFCD1 Endadresse schon erreicht ? 

FB7E 90 F2 Bee SFBn nein, weiter vergleichen 

FB80 A5 AB LDA SAB berechnete Checksumme 

fB82 45 BO EOR SBD mit Checksunne VOIII Bend 

vergleichen 

FS" FO 05 BEQ SFB8B Checksumme gleich , denn ok 

FS" A9 20 LDA 1$20 'CHECKSUM' error 

FS" 20 1e FE JSR SFE1e Stetus setzen 

FSBB 4C BC FE JMP SFEIIC Rückkehr vorn Interrupt 

*************************** laufenden Zeiger auf 

Programnstart 

Einsprung von SF617, SFABt, SFB6B, $FC88 

FII8E ,1,5 e2 LDA SC2 Startadresse 

FII90 85 .0 STA $AO $C1/$C2 

FB92 .loS Cl LDA SC1 nach SAC/SAD 

FB94 85 AC STA $AC speichern 

FII96 60 RTS Rücksprung 

*************************** Bitzähler für serielle 

Ausgabe setzen 

Einsprung von SF8A8, SFA60, SFC16, SFC75 

FII97 A9 08 LDA 1$08 Zähler für 8 Bits 

FSo. 85 Al sr ... $A3 Nach $Al 
FB9B ,1,9 00 LO ... 1$00 Akku mit SOO laden 

FS" 85 ,1,4 sr ... SA4 Bit- Impuls-Flag löschen 

FB9F 85 AB sr ... SA8 Lesefehler Byte löschen 

fBAl 85 98 STA S911 Parity-Sit löschen 

FBA3 85 ,1,9 srA SA9 IqxJlswechsel-Flag löschen 

fBA5 60 R1' Rücksprung 
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**************************** 

Einsprung von SFBFD 

FBA6 .s BO  LD" $BQ 
"AB " LSR • 

fBA9 '9 60 LD" 1$60 
"AB 90 02 Bec SFBAF 

Einsprung von SFBE7 

,BAD "9 BO LD" #SBD 

Einsprlrlg von SFC6C 

"'" AZ 00 LDX 1$00 

Einsprung von SFBD5 

FBSl 8D 06 oe ST" $OC06 

"B4 BE 07 oe STX SOC07 

FBST AO 00 oe LD" SDCOD 

FBB" ",9 19 LOA 1$19 

FBse 50 OF De ST,. SDCOF 

FBBF "5 01 LD" S01 

FBe1 49 08 EOR 1$08 

"C3 85 01 STA S01 

FBC5 29 08  AND #$08 

FBCT 60 .rs 

"ca 38 SEC 

"C9 .. ..  ROR $86 

FBca 30 3C SMI SFC09 

*************************** 

Ein B i t  auf Band schreiben 

Bit i n  $80 

Bit 0 in Carry 

Zeit fOr '0'  Bit 

verzweige faLLs Carry;O 

Zeit tür ' 1 '  ait 

HI GH-Byte Timerwert laden 

Timer B LOW 

Timer B HIGH 

Interrupt- F tag löschen 

Timer 

B starten 

T8pe-wri te-Bit Laden 

Ausgabe-Bit für Band 

invertieren 

und speichern 

augenblickl ichen Pegel merken 

Btock-Write-Flag 

Hegat i .... 

Rückkehr vom Interrupt 

Interrupt-Routine fOr Band 

schreiben 

FBca A.5 A8 LDA $AB falls 'Byte'-Impuls ge-

FBCF 00 1 2  

FBD1 A.9 10 

BHE SFBE3 schrieben, dann verzweige 

LDA "10 Timer auf 

64 Intern 
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'BOl 1.2 01 LOX 1S01 S110 (2n) 

'B05 20 B1 FB JSR SFBB1 Takt auf Band schreiben 

'B08 00 2F BNE SFC09 Rückkehr vom Interrupt 

'BOA '6 AB INC $A8 ' 1 '  Byte-Wri te-FLag setzen 

'BOC AS B6 LOA $86 faLLs BLock-Write-FLag 

positiv, dann 

'BO' 10 29 BPL SFC09 Rückkehr vom Interrupt 

FBEO 4C 57 FC JMP SFc57 zweiten BLock schreiben 

FBE3 1.5 1.9 LOA SA9 faLLs ' 1 '  Bit gesezt 

FBES 00 09 BNE SFBFO dann verzwei ge 

FBE7 20 .0 FB JSR SFBAO " ,  Bit schreiben 

FBEA 00 10 BNE SFC09 Rückkehr vom Interrupt 

FBEC E6 A9 INC $A9 " ,  Bit-Flag setzen 

FBEE 00 19 BNE SFC09 Rückkehr VOll! Interrupt 

FBFO 20 1.6 FB JSR SFBA6 Bit auf Band schreiben 

FBF3 00 14 BNE SFC09 Rückkehr vom Interrupt 

FBF5 1.5 1.4 LOA SA4 Bit- ImpulsfLag laden 

FBF7 49 01 EOR "'01 Bit 0 invertieren 

FBF9 85 1.4 STA SA4 lX'Id spei chern 

FBFB FO OF BEQ SFCOC falls null, dann verzweige 

FBFO 1.5 BO LOA $BO Bit-SHIFT-Register laden 

FIIFF 49 01 EOR 1$01 B i t  für Ausgabe invertieren 

FCO' 85 80 STA SBO lX'Id spei chern 

FC03 29 01 ANO a01 B i t  hoLen und mit 

FC05 45 98 EOR S9B Parity-B-it verknQpfen 

FC07 85 9B STA S9B lX'Id speichern 

FC09 4C B-C FE JMP SFEBC Rückkehr vom Interrupt 

FCOC 46 BO LSR $BO nächstes Bit in Position 0 

FCOE C6 A3 OEC SA3 Bitzähler erniedrigen 

FC10 .1.5 1.3 LOA SA3 lX'Id laden 

FC12 FO 31. BEQ SFC4E nächstes Bit ausgeben 

FC14 10 F3 BPL SFC09 Rückkehr vom Interrupt 

FC16 20 97 FB JSR SFB97 Bitzähler wieder auf 8 setzen 

FC19 58 CLI Interrupt freigeben 

FC1A ... 5 ... 5 LOA SA5 FaLLs Synchronbytes geschrie-

bo, 
FC1C FO 12 BEQ SFC30 dann verzwei ge 

FC1E ... 2 00 LOX ISOO Prüfsl.llllle 

FC20 86 D7 STX S07 löschen 

FC22 C6 1.5 OEC $AS Zähler vennindern 
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Fe24 " BE LDX SBE noch zu schreibende 

Blockanzahl laden 

FC26 ED 02 CPX 1$02 fells erster BLock nicht 

FC28 00 02 BNE SFeZe geschrieben, dlim verzweige 

FC" 09 80 ORA ft80 ait 7 setzen 

Feze 8S HO  sr" $80 U'ld speichern 

FeZE 00 09 BNE SFC09 ROckke-hr VOll Interr�t 

'ClO 20 01 FC JSR SFC01 Endtldresse schon erreicht ? 

,m ,. "  BCC SFC3F faLLs kLeiner, dann 

weiterschreiben 

Fe35 00 91 BNE SFBCS faLls ungleich, dann 

Block-Write-Flag setzen 

Fel7 E6 AD INe $AI) HIGH-Byte ungleieh machen 

FC39 AS 07 LOA S07 PrüfsUllllle laden 

FelS 85 BO STA SBO und in SHIFT-Flag speichern 

FC30 BO CA BeS SFC09 Rückkehr vom Interrupt 

FC3F "0 00 LDY 1$00 Zähler- auf Null 

Fe41 81 AC LDA (SAC),Y zu schreibend�s Byte Laden 

Fe43 85 BO STA $BO in SHIFT-FLag bringen 

FC45 45 07 EOR S07 Prüfsunme 

Fe47 85 07 STA S07 bilden 

fC49 20 OB Fe JSR SFCOB Adresszeiger erhöhen 

Fe4C 00 BB BNE $FC09 Rückkehr vorn Interrupt 

FC4E "5 9B lDA S98 Plirity-Bit 

FC50 49 01 EOR HOl invertieren 

FC52 85 HO ST" S8D und ins SHIFT-Flllg speichern 

FC54 4C BC FE JMP SFEBC ROckkehr VOIII Interrl4)t 

Einsprung von SFBEO 

FC57 C6 BE DEC SBE Zähler für Blocks erniedrigen 

FC59 00 03 BNE SFC5E flills noch ein Block, 

FC5B 20 CA FC JSR SFCCA dllnn Bandmotor aus 

FC5E "9 50 LDA H50 80 

FC60 85 A7 STA SA7 Zähler für Impulse 

FC62 A2 08 LDX n08 Offset für IRQ 

FC64 78 SEI Interrupt verhindern 

FC65 20 BO FC JSR SFCBO IRQ auf SFC6A 

FC" 00 E" BNE SFC54 ROckkehr vorn Interrupt 
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*************************** Interrupt-Routine fOr Band 

schreibe-n 

FC6A .9 78 lDA 1$78 120 
FObC 20 AF FB JSR SFBAF Bit auf Band schreiben 
FC6F 00 E3 BNE SFC54 Rückkehr VOM Interrupt 
FC7' C6 A7 OEC SA7 ZähLer erniedrigen 

FC73 DO OF BNE SFC54 nicht null, dann Rückkehr 

vom Inte-rrupt 

FC75 20 97 FB JSR SFB97 Bi tzähle-r für serieLLe 
Ausgabe setzen 

FC78 C6 AB OEC SAB falls Datenende nicht er-
reicht, dann 

Fe7A 10 08 BPl SFC54 Rückkehr vom Interrupt 

Fe7e A2 DA lOX #SOA ,,, 
FC7E 20 BD FC JSR SfCBO IRQ auf 'SFBCD 

Fca1 58 CLI Interru�t ermög Lichen 

Fca' E6 AB INC SAB Shortdauer 

'C84 A5 BE LOA $BE ZähLer für Anzgh L der Blocks 

'086 FO 30 BEC SFCBB aLLe BLocks geschrieben ? 
FC88 20 BE FB JSR SFB8E Adresse -wi eder auf Anfang 

setzen 

Fca. A2 09 LDX 1$09 ZähLer für 

FCBQ B6 •• STX SA5 Synchron; sat ion 

FC8F B6 •• STX SB6 FLeg für Block geschrieben 

FC91 00 83 BHE SFC16 unbedingter Sprung 

*************************** Rekorderbe-trieb beenden 

EinsprlXlll von SF8D6, SFB68, SFCS8 

FC93 08 PH' Status merken 

FC94 78 SEI Interrupt verhindern 

FC95 AO 1 1  00 LOA $D011 Bi ldschi rm  

FC98 09 10 ORA #S10 wieder 

FC9A 8D 1 1  00 STA $DOll einschal ten 

FC90 20 CA FC JSR SFCCA Rekordermotor ausschaLten 

FCAO "9 7F lOA 1$7F InterruptlllÖgL i chhiten 
FCA' 8D 00 OC SIA $DCDD löschen 
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'CA' 20 OD FO JSR SFOOD CIA wieder auf Standardwerte, 

1/60 s Timing 

fCAS Nl AO 02 LD" SOZAO Interruptvektor schon auf 

Standa rdwert ? 

FCA' F0 09 BEQ SFCB6 falls ja, dBm fertig 

FCAD SO 15 03 SYA S0315 IIfIsonsten zurücksetzen 

FCBD An 9F 02 LD" S029F geretteten IRQ zurückholen 

FCB3 SO 14 03 STA S0314 und speichern 

FCB6 2B PL, Status zurückholen 

FCBT 60 RTS RücksprU'lg 

.************************** IRQ·Vektor setzen 
X·indiziert 

FC" 20 93 Fe JSR SFC93 IRQ auf Standard 

FeBS FD 97 BEQ SFeS4 AbschtuS IRQ 

Einsprung von SFaAl, SFC65, SfC7E 

Fcao 80 93 FD LDA SFD93,X 

FeCO 80 14 03 STA S0314 

Fee] BD 94 FO LD" SFD94,X 

FCC6 8D 15 03 STA S0315 

FCC9 60 RTS 

*************************** 

Einsprung von SFC5B, SFC90 

Fee", 

Feee 

FeCE 

FCOD 

"5 01 

09 20 

85 01 

60 

LD" S01 

ORA 1$20 

STA S01 

RTS 

IRQ-Vektor 

aus Tabel Le 

IRQ-Vektor 

aus TabeL Le 

Rück":sprlXlg 

Rekorder­

motor 
ausseh8 L ten 

ROcksprlrlg 

setzen 

setzen 

*********************** ... * prüft auf Erreichen der 

Endtldresse 

Einsprung von SF624, SFACE, SFB7B, SFC30 

FC01 38 SEC Carry für Slbtraktion 

vorberei ten 
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FCOZ " AC  LDA SAe lllufende Adresse 

Fe04 ES ,. SBe SAE $Ae/$AD 

'CD. ,,,. LDA $AI) Endadresse 

FC08 ES AF SBe SAF $AE/$Af 

FeDA 60 RTS ROcksprU'lg 

*************************** 

Einsprung von SF63A, SFB43. SFB78, SFC49 

'CD' E6 AC IltC SAC AdreBzeiger 

fCDD 00 02 BNE SFeE1 ,,-

FCDF , . ..  INe SAD höhen 

FCE1 60 RTS ROcksprU'lg 

*************************** RESET 

FCEZ AZ ff 
FCE4 78 

FCE5 9A 

fCE6 08 

FCE7 20 02 FO 

FeEA 00 03 

LOX ISFF Wert für StllpeLzefger 

SEI Interrupt setzen 

TXS Stapetzeiger initillLfs ieren 
CLO OezimaLfLII9 zurQcksetzen 
JSR SF002 prüft auf ROM in SBOOO 

BltE SFeEF kein Autostart-ModuL ? 

FeEC 6e 00 SO JMP (SBOoo) Sprung auf ModJt-Start 

fCEF 8E 16 00 

FCF2 20 Al FO 

fCF5 20 50 FO 

FCF8 20 15 FO 

FCFB 20 SB FF 

fCFE 58 
FCFF 6C 00 AO 

STX $0016 Videocontroller Steuerreg. 2 

JSR SFOA3 Interrupt vorbereiten 

JSR SFOSO Arbeitsspeicher initillLisieren 

JSR SF01S Hardware und 1/0 Vekt. setzen 

JSR SFFSB Video-Reset 

CLI 
JMP (SAOOO) zum BAS IC Kaltstart 

**************************** prüft lIuf ROM in $SOOO 

Einsprlrlg von SFeE7, SFE56 

FD02 A2 05 
FD04 BO OF FD 

F007 Da 03 80 

LDX 1S05 Zeiger setzen 

LDA SfOOF,X Wert aus TllbeLLe holen und 
CMP SB003,X ab SBOOO vergLeichen (CBMBO) 



55< 

FOOA 00 03 

FOOC CA 
FDOO 00 F5 

fOOF 60 

BNE 'FODF verzwlttlije wem IrIgleieh 

OEX Zeiger ver.indern 

lllE SfOO4 weiter MeM nicht 5 Byt .. 
ItTS aücksprISIQ 

.......... **********'''1 ••••• _.. R(Jif-Modul Idltnti fi z i  erlrllil 

F010 C3 Cl CD 38 30 'C8M80' 

.... ****.***.**.** •••••• ***. Hardware und 1/0 Vektoren 

setZen/holen 

Einsprung von $FCF5, SFE66, SFF!A 

fOn A2 30 

FD17 AO FD 

fD19 18 

LDX 1$30 

LOY ISfD 

,ce 

E I nspn.ng von Sffl!O 

FOTA 86 03  ST)I SC] 

fOTe 84 04  sn SC4 

fOlE AO 1 F  l,DY /[11$1 F 

lOW- U"Id HIGH-Byte des 

Zeigers auf Tabelle $F030 

Flog für 'Ve�toren setzen' 

LOJ· I..nd IIIGH-Byte 

des Zeig.rs setzen 

Zeiger setzen ( 1 6  Vektoren) 

FOZO 89 14 03 La" S0314,Y llert eus Tabelle holen 

'023 "' 02  8CS SfOZ7 C=1 holen,C=D setzen 

,." 81 C3 LO" (SC3),Y labeller.w(!rt holen 

FOZ7 91 C3 S1" (SC3),Y TabeLlenwtrt setzen 

"29 99 14 03 S1" 10314,Y Wert i n  Tebe l t e  ablegen 

FOZe 88 OEY Zähler vermindern 

"20 10 F1 BPL SfOlD fertig? nein: nächster wert 

f02F 60 m ROcksprl.l'lg 

**-************* .. ********** Tabe l l e  der Hardware 

lrId liD-Vektoren 

Fo30 31 EA 66 FE 47 FE 4A F3 

Fo38 91 F2 OE F2 50 F2 33 F3 

F040 57 F1 CA F1 EO F6 3E f1 

F048 2F F3 66 FE A5 f4 EO F5 
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............................ Arbeitssptl .  Initialfsferen 

Einsprung von $rCfS, Sff87 

f050 A9 00 

f052 A8 

f053 

Fo56 

F059 

Fose 

"'50 
F05F 

... , 
fD6J 
F065 

'067 

.... 

.... 

'06< 

99 02 00 

99 00 02 

99 00 03 

'" 
00 F4 

Al 3C 

AO 03 

86 82 

84 83 

.. 

•• 03 
!5 C2 

E6 e2 

'06E BI CI 

F070 M 

For1 A9 55 

F073 91 Cl 

RTS 01 CI 

FOn DO Of 

F079 ZA 
f07A 91 CI 

,ore 01 CI 

FOrE 00 08 

'Deo BA 

.... 

'083 

"&4 

"86 

"88 

F089 

"' .. 
...., 
.... 

'090 

91 e,1 

ca 

00 E8 

FO E4 

98 

.. 
" Cl 

.8 

20 2D FE 

•• 08 

LOA 1$00 

'" 

wert ZlR Löschen laden 

als Zih Ler nach Y 

STA $0002, Y Zeropage, 
STA 10200, Y  Page 2 und 
STA SOlOO, Y Page 3 löschen 

'MY Zähler vet'1IIindem 

Bwe 1'05] weiter weM nicht fertig 

LOX 1S3C 

LOY 1S03 

sn 112 

sn III 

'" 
LOA iK03 

ST ... SC2 
'1IC SC2 

llerte tOr Startadresse 

des Bandpuffers laden 

Bandpuf fer Zei ger 

auf S033e setzen 

Zeiger In Y auf 0 seu.en 

wert tur RAH tHten (S04-1) 

StarttKIrcsse (HIGH) des RAM 
setzen lIId auf $0400 erhöhen 

LOA (1C1 ),T Wert holen 

TAX Wert merken 

LOA 1$55 %010'010' (ISS) 

STA ($C' ),Y abspeichern ......:I über­

ctP (lC1),Y prüfen, ob Wert drin ist 

_ I'GM �Ieich dann kein RN! 

Rot. %10101010 

STA (SC1),T Wert abspeichern lJ1d 
CMP ($Cl ),Y QberprQfen, tlb Wert drin Ist 

BNE IFDSS tngleich da� !cein RAM 

TIlA Wert \fi eder zurückholen 

STA ($CI),Y und \fieder zurOcksehreiben 

IMY Zeiger erhöhen 

BNE SF06E 

BEQ SFD6C 

m 

TAX 

LOY SC2 

CLC 

JSl SFElD 

LDA 1$08 

Pflgeende? Mln: weiter 

sonst Zeiger-HIGH erhöhen 

Zeiger-La..! Ins 

X-Register bringen 

Zeiger-HIGH holen 

c=o (U ag fOr setzen) 

Me!Iory ( .... "') Top setzen 

HIGH-Byte dtr Startadresse 
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FD92 BO 112 02 

F095 1.9 04 

F097 BD 88 02 

f09", 60 

SYA $0282 

LOA no4 

SrA. S0288 

RTS 

Memory (RAM) Start auf saoo 

HIGH-Byte der Startadresse 

Video"RAM auf $400 

Rück:sprung 

**************************** IRQ VeKtoren 

FD9B 6A Fe CD FB 31 EI. 2c F9 SFC6A, SfBta, SEAll, SF92C 

**************************** Interrupt Initial isierung 

Einsprung von SFCF2, SFE69, SFf84 

FDA3 A9 7F LDA ft7f 

fDAS BD OD oe sy,. $DCDD 

FDAB 8D 00 00 sr A $0000 

FDA8 so 00 oe STA SOCOO 

Interrupt Löschen 

leR CIA 1 

leR CIA 2 

Port A CIA 

Tastatur Matrixzeile 0 

FDAE 1.9 08 LDA flS08 \Jert laden 

FOSD SO OE oe SYA SOCOE eRA. CIA 1 Timer A ' one  shot' 

FDB3 8D OE 00 SYA SOODE eRA CIA 2 Timer A 'one shot' 

CRB CIA 1 Timer B 'one shot' 

CRB CIA 2 Tirner B 'one shot' 

Eingangs-Modus 

Oatenrichtungsreg . B CIA 1 

O�tenrichtungsreg . B CIA Z 
Lautstärke fur SID auf Null 

Ausgabe-Modus 

FDB6 8D DF oe sr ... $DCOF 

fOB9 

FODe 

FOBE 

FOt1 

fOe4 

FOt7 

80 DF DD 

1.2 00 

8E 03 De 

SE 03 00 

BE 18 04 

CA 

sr,. $DOOF 

lDX HOO 

STX soe03 

STX $0003 

STX $0418 

OE' 

FOCB SE 02 OC STX $DCOZ Datenrichtungsreg. A CIA 1 

FOCB A9 07 LOA flS07 Videocontrol Ler auf 

unterste 16 K 

FOCD 8D 00 00 

FOOO A9 3F 

FD02 SO 02 00 

FOOS A9 E7 

F007 85 01 

F009 A9 2F 

FDDB 85 00 

STA $DOOO Port A CIA 2, ATM löschen 

lOA NS3F Bit 0 bis S auf Ausgabe 

STA $ODOZ Datenrichtungsreg. A CIA 2 

lDA NSE7 Normalwert lllden und 
STA $01 Speicheraufteilung neu setzen 

lDA tsZF Bit 0-3 und 5 Ausgang, 
Bit 4 E i ngang 

STA $00 Datenrichtung Prozessorport 
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Einsprung von SFCA5, SFF6B 

FDOD AD A6 02 LOA $02A6 MTSC-Version 7 

FDEO FO OA BEQ SFDEC j. 

FDE2 A9 25 LDA 1$25 Wert für PAL-Version 

FDE4 8D 04 OC STA $OC04 Timer für PAL-Version setzen 

FDE7 A9 40 LDA 1S40 $4025 ; 16421 Zyklen 

FDE9 4C F3 FD JMP SfDF3 MTSC-Version übergehen 

fOEC A9 95 LDA 1$95 Wert für NTSC-Version 

FDEE 8D 04 OC STA $OC04 Tlmer für NTSC-Version setzen 

FDF1 A9 42 LDA NS42 $4295 ; 17045 Zyk.len 

EinsprU'lg von SFOE9 

FDF3 8D 05 OC STA socas Timer- K IGH setzen 
FDF6 4C 6E FF JMP SFF6E Interrupt durch T illler setzen 

**************************** P8r8meter f. FiLenemen setzen 

Einsprung von SFFBD 

fDf9 85 87 STA SB7 Liinge speichern 

FDFB B6 "  STX SBB Adresse-LOW speichern 

FOFO 64 Be sn SBC Adresse-HIGH speichern 

FDFF 60 RT' Rück.sprung 

**************************** Parameter für aktives 

Fi Le setzen 

Einsprung von SFFBA 

FEOO 85 88 STA SB8 Logische F i Lenummer 

FE02 B6 BA  STX SBA Geräteadresse 

FE04 84 89 sn $89 SekundärBdresse 

FE06 60 RTS Rücksprung 
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Einsprung von SFFB7 

FED7 ... 5 BA lO'" SBA 

FE09 C9 02 CMP ft02 

FEOB 00 00 BNE SFE1'" 

FEOD AD 97 02 LD'" $0297 

FE10 '6 ". 

FEll ... 9 00 LO" ISOO 

FE13 80 97 02 sr ... S0297 

FE16 66 Pl. 

FE17 60 RTS 

**************************** 

Einsprung yon $FF90 

FE'8 85 9D 

FE1... A5 90 

sr ... 590 

LDA 590 

•• * ••• *._ .. _*_._*--_._------

Geritenummer holen 
gleich 2 ? (RS 232) 

nein 

RS 232-Status hoLen 

l.f1d auf Stapel retten 

Shtus 
Löschen 
lX1d Stlltuswert zurückholen 

Rücksprll'lll 

Flag für Betriebssystem-

meldtngen setzen 

Ausgabeft.; (Di rektmodus) 

St.tusfLDg holen 

St.tus setzen 

Einsprung von $fOB2, SEE4F, SF1BA, SF518, SFA81 , SFAC6 

SF835, SFB88 

FE1C 05 90 

FE1E 85 90 

FE20 60 

011. ... 590 

sr ... 590 

RTS 

** •• *-**** ••• *.** .. _*** •••• -

EinsprlM'lg von SFFAZ 

St.tusfLag testen tn:I 

wi eder abspei ehern 

Rücksprl.Xlll 

Timeout-FLag für lEe setzen 

FEZl 8D 85 02 sr ... $0285 Ti�t-disllbte 

FE24 60 RTS Rücksprung 
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............................. MEMTOP, Qbererenze des 

BASIC-RAM holen/setzen 

ElnsprlSlg von IFF99 

FE2S 90 06 Jet IFE2f) CSO: Adresse •• tun 

Einsprung von IF2B2, SF468 

FE27 AE Sl 02 LDX $02Sl C.rry gesetzt 

Fm AC 84 02 LO' $0284 Adresse NlCh X/y holen 

Einsprung von IF480, SFDlI) 

FEZtl SE B3 02 STX $0283 Carry gel6seht 

FE30 SC 64 02 sn $0284 XIV flkh Adr�ss� setzen 
fE33 60 ITS IOckspn.ng 

•••••••••••••••••••••••••••• 

Einsprll'lSl von $FF9C 

FE34 90 06 BCC $FE3C 

FE36 AE 81 02 lDX $0281 

fEJ9 AC 82 02 lDY $0282 

'EX SE 81 02 STX $0281 

FE3F SC 82 02 sn $0282 

FE42 60 RTS 

............................ 

FE43 ,. $(' 

MEMBOT , Untergrenze des 

BASIC-IAM holen/setzen 

C.O: Adresse .etzen 

Carry gesetzt 

Adresse nach XIV holen 

Carry gelöscht 

Adresse aus X/Y setzen 

Rücksprung 

NfIIII E i  nspnrog 

Interr�t setzen 

FE44 6C 18 03 JMf (S0318) JMP $FE47, NMI'Vektor 

Einsprung von SFE44 

FE47 48 

FE48 BA 

FE49 48 
FE4A 98 

'HA 

TXA 

'HA 

TYA 

Akku auf Stapel retten 

X �ch Akku 

X retten 

T nach Akku 
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FE4B 

FE4C 

FE4E 

FES1 

fES4 

FE56 

48 

A9 7F 

SO 00 00 

AC 00 00 

30 lC 

20 02 FD 

PHA 

LDA ft7f 

ST" soaDa 

LOY $DDDa 

SMI IFEn 

JSR SFDOZ 

Y retten 

Wert laden 

NMI-Möglichkeiten löschen 

Flags lesen und Löschen 
RS 232 akti v ? 

Prüft auf ROM-ModuL in $8000 

FE59 00 03 BNE SFESE nein: weiter 

FE58 6C 02 80 JMP ($8002) ja: Sprung auf Modul-NMI 

FESE 20 BC F6 JSR SF6BC 

FE61 20 El FF JSR SFFEl 

FE64 00 oe BHE SFE72 

Einsprung von SFF55 

Flag für Stop-Taste setzen 

Stop-Taste abfrtlgen 

n; eht gedrOC:kt 1 

FE66 20 15 FO JSR SfOtS Standard-Vektoren fOr 

Interrupt und 1/0 setzen 

fE69 20 Al FD JSR SFDA3 1/0 inftiaLisieren 

FE6C 20 18 ES JSR SES18 Bi ldschi rmreset 

FE6F 6C 02 AO JMP ($A002) zum BASIC-Warmstart 

*****************.********** NMI-Routine für RS 232 
FE72 

FE73 

FE76 

FE77 

FE79 

fE7S 

FE7E 

FE80 

FE82 

FE85 

FE88 

FESB 

FESC 

FESE 

FE90 

FE92 

FE94 

98 

2D Al 02 

M 

29 01 

FD 28 

NJ 00 00 

29 FB 

05 85 

8D 00 00 

AD Al 02 

80 00 DD 

BA 

29 12 

FO OO 

29 02 

F0 06 

20 06 FE 

HA 

AND S02,\1 

TAX 

AND HOl 

BEQ $FEA3 

LD" $0000 

AND ftFB 

OiA $85 

SYA $DaDa 

LD" SOZA1 

ST" SODOD 

TXA 

AND *'12 

BEQ SFE9D 

AND ft02 

BEQ SFE9A 

JSR SFED6 

ICR·Register 

mit RS 232 NMI-FlaQ verknüp. 

nach X retten 

Sendebetrieb aktiv 7 
nein 

D8tenport lesen 

Bit 2 TKD Löschen 

zu sendendes Bit übergeben 

und wieder in Datenport spei. 

RS-232 NMI-F lag 

wieder i n  leR schreiben 

Wert aus X zurückholen 

Bit lMld 4 isol ieren 

Bit 1 und 4=0: Bit empfangen 

Bit 1 ,  Aufruf von Timer B 

nein: verzweige zu Startbit 

empfangenes Bit verarbeiten 
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fE97 4C 9D FE JIIIP SfE9D 

fE9A 20 07 FF JSI! srr07 

Einsprung von SrE97 

FE'" 20 88 EE JSIt SEEBB 

FEAO 4( 86 FE JMP SfE86 

FEAl .. FXA 
FW 29 02 All) ft02 

FEA6 F0 06 BEQ SFEAE 

"''' 20 06 FE JSR SFED6 

fEAB 4e 86 FE JMP SFEB6 

FEAE .. TXA 

rUF 29 10 ANO 1$10 

FEl1 FO O3 BEQ SFEB6 

FEil 20 07 FF JSR SFF07 

Elnspnng von SFEAO. SFEAI 

FE86 AD Al 02 LOA SOUl 

FE89 " 00 00 STA $DDOO 

FEiC .. ,LA 

" .. AB TAT 

FEIE .. PlA 

FEBF M TAX 

FECD .. PLA 

FECt .. '" 

VorbIr. I tung für Byte UlQeMn 
Vorblr. 1 tung für E""tang 

des nlchsten Bytes 

Ellpfan; d.s nlichaten Bits v. 

ROckkenr VOll Inter,.".,t 

X nach Alku 
DatenelllPf.-.g 7 

verz .... lve wenn kein EIIIPtang 

e.pfontenel Bit verarbeiten 

Rilckkt'hr VOlll Interrupt 

X noten Akku 

WIrten auf Startbi t 7 
verzweige wenn kein Startbit 

Vorblreitung für �fang 

da, nächsten Iytes 

R5-232 MMI-fLag 

wieder In ICR 

Y-Reglster vom stapel 

;r.urOckhoLen 

X-Register 

zurilckhoLen 

Akku zunlc:kholen 

ROckspfVla 

� ............ . TiMrkonstanten für RS 232 Baud-Rate, 

MTSC-Version 

FEe2 Cl 27 S27el • 10'77 50 Bell • .d 

FEC4 3 ... , ... SlA3E 0 6718 75 Baud 

FEe6 es 11 S11e5 4549 110 Baud 

FEe! 74 OE SOE74 3700 134.5 Baud 

FEeA ED OC $OCE' 33<>9 150 Baud 

FEee 45 06 $0645 0 "'" 3D< 'oud 

"'. Fa 02 '''2fO 0 '" 600 'oud 

fEOD 46 " "'''6 0 326 1200 8MJd 
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FEDZ B8 00 SOoB! • '04 1800 Baud 

FED4 71 00 SOO71 • 113 2400 Baue! 

*************************** NMI-Routine für RS-232 

Eingabe 

Einsprung von SFE94, SFE"! 

FED6 AC 01 DD LDA SOD01 Port Re,,! ster B 

FED9 29 01 AND #S01 Bit fOr Receive Date isoLie-

,� 

FEDB 85 A7 STA $A7 � speichern 

FEOD NJ 06 00 LDA SDD06 Timer B LaJ 

FEED E9 1C SBC ß1C minus 28 

FEEZ 60 99 02 ADe S0299 + LOW-Byte der Baudrate 

FEES SO 06 00 STA SDD06 wieder abspeichern 

FEE8 AD 07 00 LDA SOO07 RS 232 Timer�on. für Baudrate 

FEEB 60 9" 02 ADC s029,\ H IGH-Byte addieren 
FEEE SO 07 DD SIA $0007 in Timer schreiben 

FEFl "9 " LOA 1$11 Tirner B starten 

FEH SO CF 00 ST" $DOOF Cantrol Register B 

FEF6 AD A1 02 LDA S02A1 CIA 2 NMI-Flag holen 

FEF9 SO 00 00 ST" SDOOO Interrupt Control Register 

FEFC "9 ff LD" I$FF Iojert laden 

FE FE SO 06 00 STA $0006 und dllllli t  

FF01 8D 07 00 ST" $1)007 T ilner setzen 

FF04 4C 59 EF JMP SEF59 Bit hoLen 

**�*********************** NMI-Routine RS 232 Ausgabe 

Einsprung von SFE9A, SFEB3 

FF07 AC 95 02 lOA S0295 lOW- � HIGH-Byte 

FFOA 80 06 DD STA $OD06 holen und i n  

FFOD AC 96 02 lDA $0296 RS 232 Timerkonstanten für 

Ff10 80 07 DD STA $OD07 Baudrate 

FF13 A9 1 1  lDA ft11 Timer B starten 

FF15 80 OF 00 STA $ODOF ControL Register B 

FF18 A9 12 LDA ft12 B i t  1 und 4 für Verknüpfung 

FF1A 4D A1 02 EOR S02A1 mit NMI-Flag für CIA 2 
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FF1D 50 Al 02 S1A S02Al Wert wieder speichern 

FF20 A9 FF LDA ISFF höchsten Wert laden 

mz SO 06 OP srA $0006 I.rd in Latch voo 

m, 80 07 PO S1A 10007 Ti,..r B laden 

" 28 AE 98 02 LPl( $0298 Anuhl der zu serdenden lits 

" 28 86 ,. 51l( SA8 i n  Zlihhr fOr Wort länge 

,nD 61) RTS ROcksprung 

........................... 1 hllen.ert fOr Sendeblludrate 

.,..itteln 

Elnspl'U'lg voo SF44A 

FF2E M TAX Baudrate aus hbelle nach l( 

FF2F AD 96 02 LDA SOZ96 HIGH-Byte holen 

FF32 i!A ROL ML 2 

rm AB rAY nach Y retten 

rF34 BA ru LOW-Byte holen 

FF35 69 cs ADe 1$<:8 plus 200 

FF37 8D 99 02 STA S0299 nach T lmerwert L()I,j 

FF3A 9. TYA HIGH-Byte lurückholen 

FF38 69 00 AD' .... übertrag addieren 

"'" /I) 9A 02 511. S029A nach T illlerlllert HIGH 

FFliD 61) RTS RucksprU'lg 

'F41 EA N<lP No OPeretlon 

FFli2 " NO' No OPeration 

........•.•• ******......... Ei nsprung aus Bandroutine 

EfnsprU"lg voo SF927 

FFli3 06 PH' 5tatusreglater auf St.�l 

FF4li .. 'LA 5tatusreglster i n  Akku 

Ff45 29 EF ANO .... Break-Fleg löschen 

FF47 ,. 'HA und wl &der auf Stapel legen 

........... *.*****.* •• * •••• I RQ-E i nspr...-.g 

" 48 46 'HA Akku auf Stapel retten 

FF49 BA '" l( nach Akku 
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FF'A 48 

FF48 98 

PHA 

TYA 

X·Register retten 

Y nach Akku 

FF4C 48 PHA V-Register retten 

FF4D BA TSX St.pelzeiier als Zihler in X 

FF4E BO 04 01 LD" S0104,X Break-Flag vom Stapel holen 

FF51 

FF53 

FF55 

29 10 

FD 03 

AND 1$10 und testen 

6C 16 03 

BEQ SFF58 nicht gesetzt 

JMP ($0316) BREAK - Routine 

FFS8 6C 14 03 JMP (S0314) Interrupt - Routine 

EinsprlnQ von $FCFB, $FF81 

FF5B 20 18 ES JSR SESt8 Videocontroller fnftletfsfe-

FFSE AD 12 00 LD" $0012 

FF61 00 FB BNE SFF5E 

FF63 AD 19 00 LDA $0019 

fF66 29 01 AND IS01 

FF68 80 A6 02 STA $02"6 

ff68 4C 00 FD JHP SFOOD 

*************************** 

EinsprUlg von $fDF6 

CO" 
Rastenei le 

wartet auf Erde Videozei le 
I nterrl4't durch Rasterzei le? 

8it 0 isol ieren und als Flag 

PAL/NTSC-Version merken 

Interrupttimer setzen 

Timer für Interrupt setzen 

ff6E A9 81 LDA 1SS1 Timer A Unterl.uf 

FF70 80 00 OC STA SDCoo Interrupt Control Register 

FF73 AD OE OC LOA SDCOE Control Register A 

FF76 29 80 AND lS80 Bit 7 retten 

Uhrzeittrigger (50/60 Hz) 

FF7! 09 11 ORA "1' Timer A starten 

FF7A SO OE OC STA SDCOE Control Register A 

FF7D 4C SE EE JMP SEESE 

FF80 00 BRK 

seriellen Takt aus 

BRe.K 
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*************************** Sprungtabetle für 

Betriebssystem-Rout inen 

FF81 4C SB fF JMP SFF5B Video-Reset 

FF84 4C A3 fD JMP SFDAJ tIAs fnitialisieren 

FF87 4t 50 FD JMP SFDSO RAII löschen bzw. testen 

FFBA 4C 1S FD JMP SFD15 1/0 initiaLisi eren 

FF/I) 4t 1A FD JMP SfD1A 1/0 Ve�toren initiaLisieren 

*************************** Einsprung von SA47D. SA874 

FF90 4C 1l! FE JMP SFE1l! Status setzen 

FF93 4C B9 ED JMP SEDB9 Se�undäradresse 

nach L I STEN senden 

FF96 4t t7 ED JMP $EDC7 Se�undäradresse 

nach TALK senden 

Einsprung von SE40B 

FF99 4t 25 FE JMP SFE25 RAH-Ende setzen/hoLen 

*************************** Einsprung von SE403 

FF9t 4C 34 FE JMP SFE34 RAM-Anfang setzen/holen 

FF9f 4C 87 EA JMP SEA87 Tastatur abfragen 

ffA2 4c 21 FE JMP SFE21 Time-out-flag fOr 

lEt-Bus setzen 

FFAS 4C 13 EE JMP SEE13 Eingabe vom IEC-Bus 

FFAB 4C 00 ED JMP SEODD Ausgabe vom IEC-Bus 

565 
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FFAB 4C EF ED JMP SEDEf UNTAlle senden 

FFAE 4c FE ED JMP SEOFE UNLISTEN senden 

Ff81 4c oe ED JMP $EOOC LISTEN senden 

Ff84 4C 09 ED JMP SEDD9 fAlK serden 
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................................ Einsprung von SAIIOD, tAf9A, SE180, $(195 

" 81 4C 07 FE JMP IFE07 Status holen 

................•.•• "" ..... Ei nsprung von $fl0D, $E1FO, $E1FO, SE22B, 

SE2lF. SE24E 

FFBA 4C 00 FE JMP SFEOO F I Lepere.eter setzen 

FrlO 4C F9 FO JMP SfDf9 ftl�ra.eter setzen 

••••••••••••• ** •••• **...... Einsprung von SE'Cl 

'FeD 6c 1.1. 03 JMP (S031A) Sr]4'" OPEN 

." ....... " ... _ ••••••••••• _. Einsprung von SElce 

frCl 6C 1C Ol JMP (SOlle) U291 nOSE 

............................ E inspr� von SEllE 

FFC6 6C lE 03 JMP (S031E) SF20E CHICIN Eingabeg. setzen 

•.•....•.•••. *****......... Einsprung von SE4AE 

FFC9 6C 20 03 JMP (S0320) Sf25D CKClJT Ausgabegeriit set. 

............................ EI� von "'447, lABt7. SE3TB, SF6F4, 

SfT16 
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••••••••••••••••••••••••••• EiMpr""fil von SE112 

FFCF 6C 24 03 JMP ($0324) SFIS7 8A$IN Eingabe 

eines Zeichens 
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•••••••••••••••••••• ** ••••• Einsprung von SE!OC, SFI3S, SFSC9, SF726, 

SF7S9 

ffD2 . 6C Z6 03 JMP ($0326) Sf1U 8SOOT Aus� 

eines Zeichens 

••••••••••••••••••••••••••• EinsprU!"lll von SEI75 

ffD5 4e 9E f4 JMP SF49E LOAD 

••••••••••••••••••••••••••• EinsprLrlg von SEISf 

Fft)8 4C DO f5 JJII' SF500 SAVE 

........................... Ein� von SM1A 

FFDB 4C E4 F6 JMP SF6f4 TiMe setzen 

••••••••••••••••••••••••••• E;nspr� von SAF84 

FFDE 4C DD F6 JMP SF60D Time holen 

••••••••••••••••••••••••••• Eins� von $A82C. Sf4F9. SF62!. SF800, 

SFE61 

fFEI 6C 28 03 JMP ($0326) SF6ED STOP-Taste abfragen 

••••••••••••••••••••••••••• Einsprunv von SE124 

ffE4 6C 210 03 JMP (S032A) SFllE GET 

••••••••••••••••••••••••••• E i nsprLrl; von SA660 

FFE7 6C lC 03 JMP (S032e) SF12F CLAll 
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*************************** E i nsprung von SEAl1 

FFEA. 4c 98 F6 JMP Sf69S Time erhöhen 

FFED 4C 05 ES JMP SESOS SCREEN Anzahl Zeilen 

und SpaLten holen 
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*************************** Einsprung von SAAE9, SAAFA, SB39F 

FFFO 4C DA ES JMP SE50A Cursor setzen I 

Cursorposition holen 

*************************** Einsprung von SE09E 

fFF3 4C 00 ES JMP IESOO Startadresse des 

lID-Bausteins holen 

fFf6 52 52 42 59z 

*************************.* Hardware Vektorenz 

FffA 43 FE 

FFFC E2 Fe 

FFFE 48 FF 

SFE43 

SFeE2 

SFF48 

SX-64 Betriebssystem 

NMI Vektor 

RESET Vektor 

IRQ Vektor 

Im folgenden sind die Abweichungen des SX 64 Betriebssystems 
gegenüber dem normalen C64 aufgelistet. Sie beziehen sich 
hauptSächlich auf geänderte Einschaltmeldung, andere Farbkom­
binationen nach dem Einschalten sowie auf das Fehlen des An­
schlusses für die Datasette (Geräteadresse I) 

**************************** Einschaltmeldung 

E479 20 2A 2A 2A 2A 2A 20 20 

E481 S3 58 2D 36 34 20 42 41 SX-64 BA 

E489 S3 49 43 20 S6 32 2E 30 sie V2.0 
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E491 20 20 2A 2A 2A 2A 2A 00 

E4AC B3 
•• **.** ••••••• ************** 

E4D3 

E4D5 

E4D7 

E4D9 

85 A9 

A9 01 

85 AB 

60 

STA SA9 

LDA flSD1 

STA SAB 

RTS 

••••••••••• *.**** •••• ******* 

RS-232 Routinen 

in Speicher für Band 

Yert Laden und 

i n  Speicher für Band 

Rücksprung 

H intergrundfarbe setzen 

E4DA AD 86 02 LDA S0286 aktueLLe Textfarbe 

E534 A9 D6 LDA flS06 EinschaLtfBrbe bLau 

*.**.**** ••••• *.******* •• *** Cursorposition berechnen 

E57C 

E57F 

E581 

E582 

ES84 

ES86 

E587 

E589 

"BA 

ESSe 
E5SE 

E591 

E593 

ES95 

E598 

E599 

20 FD E9 

A9 27 

'8 

B4 D9 

30 06 

18 

69 28 

E8 

10 F6 

85 DS 

4C 24 EA 

E4 C9 

FO 03 

4C ED E6 

60 
EA 

JSR SE9FO 

LDA flS27 

IN< 

LDY S09,X 

BMI SES8C 

Cle 

ADC flS28 

IN< 

SPL SE582 

STA SOS 

JMP SEA24 

CPX SC9 

BEC SES98 

JMP SE6ED 

RTS 

'OP 

Zeiger auf Videoram setzen 

39 

Zei ger erhöhen 

MSB der Start8dresse der 
ZeiLe 

N;:' : SES8C 

C8rry Löschen (Addition) 

40 addieren 

Zeiger erhöhen 

Fertig? nein: nächste Zeile 

länge der Zei I e spei chern 

Zeiger auf Farbram berechnen 

mi t Cursorzei Le für Eingabe 

vergLeichen, gleich: RTS 

MSB's für ZeiLe berechnen 

Rücksprung 

No OPeration 

••• *****.******************* Text nach Drücken von 

ESEE A2 OF 

E5FO 78 

E5Fl 86 C6 

E5F3 BD 07 FO 

E5F6 90 76 02 

LDX flSOF 

SEI 

STX SC6 

Shift RUN/STOP 

15 Zeichen 

Interrupt setzen 

Anzah L der Zeichen im 

Tastaturpuffer 

LDA SFOD7,x Text LOAD":*",8 <CR> RUN <CR> 

STA SD276,X in Tastaturpuffer schreiben 

569 
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**************************** 

E621 20 91 ES JSR SE591 

**************************** 

EA07 20 DA E4 JSR $E4DA 

EAOA A9 20 LD" #520 

EAOC 91 D1 ST" (S01),Y 

EAOE 88 DEr 
EAOF 10 F6 BPl SEAD7 

EA11 60 RTS 

EA12 " NOP 

**************************** 

ECD9 03 01 

Cursorpos;tion Bi ldschirm 

Bi ldschirmzeile L6schen 

Cursorfarbe setzen 
, , leerzei ehen 

in Videoram schreiben 

Zähler vermindern 

Fertig? nein: weiter 

RucksprlA'lSl 

No OPer.tion 

EF94 4C 03 E4 JMP SE4D3 zur geänderten RS 232-Routine 

**************************** 

FOD8 4C 4F 41 44 22 3A 2A 22 

FDED ZC 38 00 52 55 4E 00 

**************************** 

FJ86 00 08 BNE SF390 

Text nach Shitt RUN/STOP 

LOAD":·" 

,8 RUN 

Ignorieren der Geräte­

adresse 1 (Datasette) 

zu ' ILLEGAL OEVICE NltIBER' 

F4F6 90 85 Bec SF47D Memory top setzen 

F5F8 90 F7 

FF80 43 

acc $F5F1 zu ' I LLEGAL DEVICE NUMBER' 

64 Intern 
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7. Der Schaltplan 

7.1 DIe Dokumentation des Schaltplans 

Zu Anfang dieses Kapitels einige Vorbemerkungen: 

571 

Leider können die folgenden Seiten keine Einführung in die 
Digital- oder Computertechnik bieten. 

Wir mOssen einige elementare Kenntnisse dieser Technik vor­
aussetzeD. So sollten Sie den Unterschied zwischen einem AND­
und einem OR-Gate kennen, oder sich beispielsweise in der Be­
nutzung der Hexadezimalzahlen auskennen. Wenn Sie diese 
Grundkenntnisse bereits haben, bisher aber mit der Hardware 
von Microcomputern nichts zu tun hatten, so sollten Sie sich von 
der etwas verwirrenden Anzahl der Leitungen, Gatter und 
anderen ICs im Schaltplan nicht beeindrucken lassen. 

Nach der Leklüre dieses Kapitels werden Sie die Hardware Ihres 
Computers recht gut verstehen. Den Speualisten und 'Freaks' 
unter Ihnen wird die Beschreibung sicher zu ausrührIiCh er­
scheinen. Sie sollten dies Kapitel trotzdem in Ruhe durchlesen. 
Um die Funktionen der einzelnen Stufen nur an Hand des 
Schaltplans im Detail zu verstehen, ist wesentlich mehr Zeit er­
forderlich, als zum Lesen dieses Kapitels benötigt wird. 

Den kompletten Schaltplan linden Sie im Anhang dieses Buchesl 

Jeder technisch interessierte Computerbesitzer hat sicher den 
Wunsch, sein Gernt einmal zu öffnen und hineinzuschauen, 
Vielleicht haben auch Sie schon einmal das Innenleben betrach­
tet. Sollten Sie aber aus Vorsicht, den C64 nicht zu beschädigen, 
diesem Wunsch nicht nachgegeben haben, dann seien Sie beru­
higt. Lösen Sie zuerst alle Leitungen zum C64, also Netzteil, 
Fernseher und alle anderen angeschlossenen Geräte. Dann kön­
nen Sie unbesorgt zu einem passenden KreUZSChlitz­
schraubenzieher greifen, die auf der Unterseite befindlichen drei 
Schrauben lösen und vorsichtig die beiden Gehäusehälften tren­
nen, um einen Blick in den Computer zu werfen. 
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Lösen Sie aber unbedingt zuvor die Steckverbindung zum Netz­
teil, um versehentliche Kurzschlüsse zu vermeiden. 

Das Foto zeigt den Blick in einen C64. Wenn Sie feststellen, daß 
ihr C64 ein etwas anderes Innenleben aufweist. dann liegt das 
daran. daß das Layout der Leiterplatte im Lauf der Zeit öfter 
geändert worden ist. Die abgebildete Platine stellt den zur Zeit 
der Drucklegung gültigen Stand dar. 
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Ein Blick ins Innere 

1 .  SID 6581 

Z. eharacter-RCfo1 

3. Kernal-ROI4 

4. Basic-ROI4 

5. elA U2, USER-Port, opt . RS·232, teit�. serieller 

IEC-Bus, Videoh i l fsadressen 

6. e l A  U 1 ,  Tastaturabfrage, Control-Ports Cass' Read 

7. Anschluß für die Tastatur 
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1 .  Memory-Manager 

2. farb-RAH 

3. Prozessor 6510 

4. Transistorstufe zur Motorsteuerung der Oatasette 

5 .  64K RAH Hultiple�er 
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1 .  

2 .  

3. 

4. 

5. 

,. 

7. 

.,_., .... -
� I H 6 �  Wi� ". 

5 Volt festspannungsregler 

12 Volt Festspeonungsregter 

Control-Ports 

Sicherung 

Ein-lAus-Schalter 

Stromversorgungstecker 

E)(pansion-Port 

S7S 
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4 

1 .  Quarz 

2. VIC 6569 

3. Modulator 

........ ,..,.­
Hn6ö �ll llN 

• 

64 Intern 

J 

4. Einstellregler tür Kanalfrequenz des Modulators. 

Kann bei Bedarf verst e l l t  werden, wenn ein 

starker Fernsehsender auf dem Kanal liegt. 
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7.2 Liste der verwendeten HalbleHer 

571 

Für die Spezialisten unter Ihnen hier noch eine Aufslellung der 
im CDM 64 verwendeten ICs mü Herstellerangaben. D3mit 
haben Sie die Möglichkeil, Ihr Gerät selbst zu rep3rieren. 

Bel. Typenbel. 

U1 6526 CIA 

u2 6526 CIA 

u3 2364A BASIC 
U4 2364A KERNAL 

u5 2332A CKARACTER 

Hersteller 

COII'fI'IOdore MOS 

COfInOdore MOS 

Connodore MOS 

Connodore MOS 

COIIJIIOdore HOS 

U6 21'4L-3 COLOR RAH diverse Hersteller 

z.B. 01(1 MSM 2114L-3 

FAIRCHAILD 2" 4L-3 

H IT"CHI 

HOS 
MQTQ:tOL" 

NEC 

HM21,4L-3 

MPs2114L-30 

MCM21 14L -30 

uP02114L-' 

U7 6510 MPU 

U8 7406 
U9 4164 RAM 

ulO 

Ull z.8. NEC 

U12 MOSTEt( 

02' 

u22 

U23 

U24 

U'3 SN74lS257 

U'4 SN74LS278 

U15 SN74lS139 

U16 MC4066 

U17 825100 

U18 6581 SID 

U19 6589 VIC 

U20 556 

025 SM74lS257 

Conrnodore MOS 

diverse Hersteller 

diverse Hersteller 

uP04164-2 

MK4164-'0 

diverse Hersteller 

diverse Hersteller 

diverse Hersteller 

diverse Hersteller 

Signetlcs, programmiert durch 

Cornnodore 

Connodore MOS 

COIIIIOdore MOS 

diverse Herstel ler 

diverse Hersteller 



578 64 Intern 

U26 SN74lS373 diverse Hersteller 

U27 SN74LS08 diverse Hersteller 

U28 MC4066 diverse Hersteller 

U29 SN74LS74 diverse Hersteller 
U30 SN74LS193 diverse Herstel Ler 

U3' S1iI74LS629 diverse Hersteller 

U32 MC4044 Motorola 

VR' 7812 12V RegLer diverse Hersteller 

VR2 7805 5V RegLer diverse Hersteller 

7.3 nie Stromversorgung 

Obwohl die Stromversorgung zu den einfachen Schaltkreisen in 
einem Computer gehört, hat der Entwickler doch einige Tricks 
angewendet, um mit minimalem Aufwand einen größtmöglichen 
Effekt zu erzielen. 

Den Anschluß an das Lichtnetz übernimmt der Trafo. Dieser 
Trafo befindet sich zusammen mit einer Gleichrichterschaltung 
im Trafogehäuse und wird über einen 7-poligen DIN-Stecker an 
die mit CN7 bezeichnete Buchse angeschlossen. Im Trafo wird 
eine Wechselspannung von 9 Volt erzeugt, die auf die Pins 6 
und 7 von CN7 geführt werden. Die Gleichrichterschaltung im 
Trafogehäuse erzeugt Über eine zweite Trafowicklung eine sta­
bilisierte Gleichspannung von 5 Volt. Diese 5 Volt liegen auf 
dem Pin 5 von CN7, die Masseleitung auf den Pins I ,  2 und 3. 
Die von den Buchsenkontakten kommenden Spannungen werden 
zur Beseitigung von Netzstörungen über die Spulen L2 und L4 
und die Kondensatoren C20, C21, C98, C99 und CIOO geführt 
und gefiltert. 

Der mit SWI bezeichnete doppelpolige Schalter ist der an der 
rechten Seite befindliche Einschalter. Die 9 Volt Wechselspan­
nung wird mit der Sicherung FI ( I  Ampere) abgesichert und 
steht am Userport an den Kontakten I I  und 1 2  zur Verfügung. 
Diese Spannung können Sie nach Gleichrichtung und Siebung 
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für externe Geräte verwenden; belasten Sie diese Stromquelle je­
doch nur mit maximal 100 mA� die Sicherung wird es Ihnen 
danken. 

Apropos Sicherung: 

Wenn sie defekt ist, leuchtet die LED am 64, auch eine ange­
schlossene Floppy macht beim Einschalten des Rechners einen 
Reset, auf dem Bildschirm ist aber nichts zu sehen. Vergewis­
sern Sie sich aber zuerst, ob der Fernseher auf dem richtigen 
Kanal steht und das HF-Kabel angeschlossen ist. Wenn alles 
richtig erscheint, kontrollieren Sie die Sicherung. Ist diese 
durchgebrannt, dann ersetzen Sie sie durch eine Sicherung mit 
dem Wert 1.25 Ampere. Sollte auch die neue Sicherung ihren 
'Geist' aufgeben, liegt mit einiger Wahrscheinlichkeit ein Defekt 
vor. 

Nach der Sicherung kommt eine Gleichrichterschaltung , welche 
5 Volt stabilisiert, 9 Volt ungeregelt sowie 12  Volt stabilisiert 
zur Verfügung stellt. 

Die Gleichrichterschaltung besteht aus dem Brückengleichrichter 
CR4 und den Dioden CN5 und CN6. Hinter dem Brückengleich­
richter stehen die ungeregelten 9 Volt, die mit VR2, einem inte­
grierten 5V-Festspannungsregler, auf 5 Volt stabilisiert werden. 
Über die Dioden CN5 und CN6 wird die Wechselspannung auf 
eine ungeregelte Gleichspannung von ca. 16 Volt gleichgerichtet, 
die mit dem Spannungsregler VRI auf 12 Volt stabilisiert wird. 

Die aus dem Trafogehäuse kommenden 5 Volt sind mit einem 
eigenen Spannungsregler schon im Trafogehäuse stabilisicrt. Dies 
hat den Vorteil, das die erzeugte Verlustwärme nicht den Com­
puter aufheizt, der erzeugt schon genug eigene Wärme. Diese 
Spannung übernimmt die Versorgung der meisten ICs in Ihrem 
C64 und liegt am Pin 2 des Userports CN2. Damit steht Ihnen 
für kleinere Projekte schon eine geeignete Spannung zur Verfü­
gung. Aber auch diese Spannungsquelle sollten Sie nicht überla­
sten. Der Maximalstrom ist mit 100 mA angegeben, sicherlich 
für einige ICs ausreichend. Erfreulicherweise ist diese Spannung 
kurzzeitig kurzschlußfest. Dieser Kurzschlußfall ist sehr einfach 
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feststell bar. In diesem Fall erscheint kein Bild auf dem ange­
schlossenen Fernseher und die Leuchtdiode leuchtet nicht, da 
auch sie von dieser Spannung versorgt wird. 

Die im C64 erzeugte Spannung von 5 Volt trägt die Bezeichnung 
CAN+5. Diese Spannung versorgt den Videocontroller (weiterhin 
kurz als VIC bezeichnet), die Videoausgangsstufe und alle zur 
Takterzeugung benötigten les. Der VIC bekommt die 5 Volt 
direkt, zur Videoausgangsstufe wird die Spannung über die 
Spule L I  und die Kondensatoren C61, C63 und C64 gefiltert. 
Alle der Takterzeugung zugehörigen Bauteile bekommen die 
Spannung über L2, C65, C66 und C67 gesiebt zugeführt. 

Da die Datasette kein eigenes Netzteil hat, muß der Computer 
auch den benötigten 'Saft' hierfür liefern. Die von der Datasette 
benötigten Spannungen sind 6 Volt für den Recordermotor und 
5 Volt für die eingebaute Elektronik. Der Antriebsmotor be­
kommt die Spannung über die Transistorschaltung Ql. Q2 und 
Q3 auf die Kontakte 3 und C des Kassettenportsteckers CN3 
geschaltet. Wenn der Prozessor das Portbit 5 auf HIGH legt, 
wird der Transistor Q2 durchgeschaltet. Damit ist die Zenerdi­
ode eR2 kurzgeschlossen, der Transistor QI bekommt keine 
Basisvorspannung. Ql und Q3 sperren. Der Recordermotor 
stoppt. Wird das Portbit dagegen LOW, dann ist der Transistor 
Q2 gesperrt. An der Basis von QI  liegt die Zenerspannung von 
7.5 Volt und steuert die Transistoren Q!  und Q3 aß. Am Emitter 
von Q3 liegt die um die beiden Basis-Emitterspannungen der 
Tranistoren (ca 1 .5 Volt) reduzierte Zenerspanßung, das ergibt 
ca. 6 Volt. Durch diese Stabilisierung der Motorschaltstufe wird 
eine konstante Drehzahl des Motors erreicht. 

Die Elektronik der Datasette wird über die Kontakte 2 und B 
des Steckers CN3 versorgt. Bleiben noch die 12  Volt. Diese 
Spannung wird für den VIC. den SID (Sound Interface Device) 
und die Audioausgangsstufe mit dem Transistor Q8 benötigt. 

Nicht direkt zur Stromversorgung gehörend ist die kleine Schal­
tung rund um das Gatter U27. Trotzdem soll sie hier erläutert 
werden, da sie ihre Signale aus dem Netzteil bekommt. Das 
Gatter U27 stellt eine UND-Verknüpfung dar. Der Eingang Piß 
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1 3  liegt fest an 5 Volt, der Eingang Pin 12 über den Widerstand 
RS an den 9 Volt Wechselspannung. Am Pin 12  würde sich die 
Spannung also mit der Netzfrequenz von 50 Hertz ändern. Nun 
ist einen Spannung von 9 Volt für einen TTL-Eingang nicht 
sehr verträglich und eine negative Spannung von -9 Volt sollte 
an einem solchen Eingang unbedingt vermieden werden, um das 
IC nicht zu zerstören. Um die Eingangsspannung zu begrenzen, 
ist die Zenerdiode CRI an den Eingang geschaltet. Wenn die 
Wechselspannung über +2,7 Volt steigt, so wird sie von der 
Zenerdiode auf diesen Wert begrenzt. Damit ist ein logisches 
HIGH-Signal gegeben. Die negative Spannung wird von der 
Zenerdiode auf -0.7 Volt begrenzt, ein Wert, den der TTL-Ein­
gang noch gut verkraftet, und der als logisches LOW-Signal er­
kannt wird. Die Spannung schwankt also im Rythmus der Netz­
frequenz am Pin 12  des U27 zwischen LOW und HIGH. Damit 
ändert sich der Ausgang im sei ben Takt. 

Der Widerstand R37 stellt eine Mitkopplung dar, er beschleunigt 
die Anstiegs- und Abfallzeiten, um saubere Rechteckimpulse für 
die weitere Verwendung zur Verfügung zu stellen. 

Woraus besteht nUß die weitere Verwendung? 

Im Schaltplan kann man erkennen, das diese 50 Hertz an die ICs 
U I und U2, die beiden CIAs, gehen. Auf die CIAs wird im 
weiteren Verlauf der Schaltplanbeschreibung noch näher einge­
gangen. Jetzt nur so viel: 

Die Netzfrequenz ist das am einfachsten zu erzeugende fre­
quenzkonstante Signal. Darum eignet es sich besonders für An­
wendungen, in denen Zeiten gemessen werden sollen. Das ist 
auch Aufgabe des Signals in den CIAs. Diese enthalten soge­
nannte Echtzeituhren, die ihren Takt von der Netzfrequenz be­
ziehen. 
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7.4 Die Takterzeugung 

Für ein ordnungsgemäßes Funktionieren eines Computers ist 
eine stabile und störungsfreie Stromversorgung sehr wichtig. Die 
Konstanz und Stabilität der Taktsignale ist für die Funktion aber 
sicher genau so maßgebend. Dieser Takterzeugung wollen wir 
uns jetzt zuwenden. 

Wenn Sie auf die Leiterplatte des CBM 64 schauen und mit dem 
Schaltplan auf IC-Suche gehen, so werden Sie vermutlich das 
eine oder andere IC nicht auf den ersten Blick finden, genauso­
wenig wie die für die Taktversorgung zuständigen ICs. Diese 
befinden sich zusammen mit dem VIC (Video Interface Con­
troller) in dem Blechkasten in der Mitte der Platine (nicht der 
Kasten mit dem Fernsehanschluß, das ist der UHF-Modulator). 
Dieses Blechgehäuse schirmt die bei der Takterzeugung entste­
hende hochfrequente Störstrahlung ab. Bei Rechnern ohne aus­
reichende Abschirmung kann man beobachten, daß alle im 
näheren Umkreis befindlichen Radios nur Pfeif- und Zischlaute 
von sich geben. Schlimmer noch, auch Fernsehgeräte werden von 
solchen Störstrahlungen beeinflußt. Wenn der 64 nicht über 
ausreichende Entstörmaßnahmen verfügen würde, wäre der Be­
trieb mit einem Fernseher wenn auch nicht unmöglich, so doch 
sehr gestört. 

Die alles bestimmende Taktfrequenz wird vom Quarz Yl er­
zeugt. Doch vorab noch eine Erläuterung. Alle jetzt folgenden 
Angaben beziehen sich auf ein für den deutschen Markt produ­
ziertes Gerät mit PAL-Ausgang. 

Der Quarz YI schwingt mit einer Frequenz von 17.734472 MHz. 
Er ist über C7Q an das IC U31 angeschlossen. Das IC U31, ein 
TTL-IC mit der Bezeichnung 74LS629, enthält 2 unabhängige 
VCOs. Ein VCO ist ein spannungsgesteuerter Oszillator. Durch 
eine am Steuereingang angelegte Gleichspannung kann die Fre­
quenz in einem bestimmten Bereich verändert werden. Dieser 
Steuereingang ist für den VCO I der Pin 1 .  Das Poti R27 an 
diesem Eingang erlaubt eine wenn auch geringfügige Änderung 
der Ausgangsfrequenz. Da auch Quarze eine gewisse Toleranz 
haben, läßt sich die Soll-Frequenz mit dem Poti genau einstellen. 
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Der Ausgang des VCO I ist der Piß 10. Die hier anliegende Fre­
quenz wird direkt als Signal OCOLOR an den VlC geführt. 
Gleichzeitig gelangt das Signal an das IC U30. Dieses IC, ein 
74LS193. ist als FrequenzteiJer geschaltet. Dieser Teiler hat ein 
einstellbares Teilerverhältnjs. In Abhängigkeit der Pegel an den 
Pins 1 , 9, 10  und 1 5  lä8t sich jedes Teilerverhähnis zwischen 1:1 
und 15:1 einstellen. In unserem Fall ist das Teilerverhältnis auf 
9:1 eingestellt. Die 17.734 MHz werden also durch 9 geteilt. Da­
mit steht am Ausgang Piß 6 eine Frequenz von J .9704 MHz zur 
Verfügung. Diese Frequenz wird auf den Pin 1 J des IC U29 
geführt. U29 enthält 2 Flipflops. Mit jeder positiven Flanke des 
Clock-Signals an Pin 1 1  wird die am Dateneingang Pin 12 des 
Flipflops 1 liegende Information auf den Q-Ausgang Pin 9 wei­
tergegeben. Der Ausgang -Q (Pin 8) hat dann auch die Ein­
gangsinformation, nur mit invertierter Polarität. In der vorlie­
genden Beschaltung liefert die durch 9 geteilte Quarzfrequenz 
das Clocksignal für FFL Der Dateneingang ist mit dem Ausgang 
-Q verbunden. Wenn dieser -Q-Ausgang HIGH ist, wird das 
HIGH-Signal mit der nächsten posüjven Flanke an Pin 1 1  auf 
den Q-Ausgang gegeben. Gleichzeitig wird der -Q-Ausgang 
LOW. Mit der nächsten positiven Taktnanke wird das LOW an 
Q gelegt, -Q hat jetzt wieder ein HIGH und so weiter. 

Mit jedem zweiten Taktimpuls wechseln also die Ausgänge ihren 
Zustand. Das kommt einer Frequenzteilung durch den Faktor 2 
gleich, am Ausgang erscheint eine Frequenz von 985,248 KHz. 
Das ist die Taktfrequenz des Prozessors. Dieses Signal wird aber 
nicht direkt als Takt verwendet, die ganze Sache ist etwas kom­
plizierter. Das Signal Dot Clock mit der Frequenz 7,88198 MHz 
läßt sich durch Frequenzteilung nicht aus der Quarzfrequenz 
ableiten. Darum muß ein anderer Weg beschritten werden, die 
Frequenzsynlhese mit einer PLL-Schallung. PLL bedeutet Phase 
Locked Loop, ubersetzt etwa phasengeregelte Schleife. Der PLL 
im 64 ist mit den ICs U32, U31 und dem VIC aufgebaut. Wich­
tigster Bestandteil eines PLL ist ein Phasencomparator mit zwei 
Eingängen. Dieser Phasencomparator liefert an seinem Ausgang 
eine GJeichspannung, die proporlional der PhasenJage der heiden 
Signale ist. Diese Funktion ist mit dem Je U32 und dem Transi­
,tor Q7 aufscbaut. Im Dctail funktioniert die Sache etwa so: 
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Am Eingang Piß 1 des U32 liegt eine Frequenz von 985 KHz, 
geliefert vom Ausgang des Flipflop U29. Am zweiten Eingang 
des PLL Piß 3 liegt das Signal 00, das vom VIC gelieferte Takt­
signal für den Prozessor, mit noch unbestimmter Frequenz. Die­
ses Signal 00 vom VIC stellt das durch 8 geteilte Ausgangssignal 
des VCO 2 im U31 dar. Die Frequenzteilung durch 8 findet 
direkt im VIC statt. Die Frequenz des VCO 2 wird nicht durch 
einen Quarz, sondern durch einen Kondensator, den C86, be­
stimmt. Die Steuerspannung des yeO 2 wird jetzt durch den 
Ausgang des Phasencomparators U32 geliefert. Wenn die Steu­
erspannung des VCO 2 ca. 3 Volt beträgt, schwingt er auf einer 
Frequenz von 7,88198 MHz. Wenn wir jetzt den Fall annehmen, 
daß die Frequenz des Flipflops U29 höher als die Frequenz 00 
ist, der VCO 2 also beispielsweise nur mit 7.7 MHz schwingt, 
dann liefert der Ausgang Pin 8 des Phasencomparators eine 
Spannung kleiner 3 Volt, die den VCO mit einer höheren Fre­
quenz schwingen läßt. Damit erhöht sich auch die Frequenz am 
Pin 3 des Phasencomparators, sie nähert sich der Referenzfre­
Quenz am Pin I ,  die Steuerspannung nähert sich den 3 Volt. 
Wenn die Frequenzen an Pin I und Pin 3 gleich sind, wird der 
VCO noch so lange geregelt, bis die Signale nicht nur freQuenz-, 
sondern auch phasengleich sind. Derselbe Vorgang läuft ab, 
wenn der VCO mit zu hoher Frequenz schwingt. Dann wird die 
Steuerspannung größer 3 Volt. Jetzt schwingt der VCO lang­
samer und die Steuerspannung nimmt ab, bis die Signale fre­
Quenz- und phasengekoppelt sind. Dann liegt das Signal Dot 
Clock richtig an. Die geschilderten Regelvorgänge brauchen nur 
kurze Zeit. Nach spätestens 100 Millisekunden stehen alle Fre­
quenzen zur Verfügung. 

Zum Abschluß noch eine kurze Schilderung der Funktion des 
FF2 und der Abläufe in einem 64 mit NTSC-Farbausgang. In 
diesen für den amerikanischen Markt produzierten Geräten ist 
zum einen ein 14.31818 MHz-Quarz eingebaut. Des weiteren ist 
ein anderer VIC-Chip, ein 6567, in der NTSC-Version einge­
setzt. Bei der PAL-Version ist dies ein 6569. 

Als drittes Merkmal ist die Drahtbrücke zwischen den Punkten 
EI und E2 oder E3 anders gelegt. Bei Pal-Geräten ist diese 
Brücke zwischen EI und E2 geschaltet. Damit liegen die Pins I 
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und 10  des Teilers U30 an +5 Volt. Auch der Pin 4 des JC U29 
liegt an HIGH. Dieser Pin 4 ist der sogenannte Preset-Eingang 
an FF2. Clock-, Daten- und Clear-Eingang dieses FFs sind an 
Masse gelegt. Ein LOW-Signal am Clear-Eingang versetzt das 
Flipflop in einen definierten Zustand. Unabhängig von den 
anderen Eingangssignalen wird der Q-Ausgang LOW, -Q dage­
gen HIGH. Wie bei so vielen anderen Gelegenheiten gibt es aber 
eine wichtige Einschränkung zu dem zuvor Gesagten: Um diesen 
Zustand zu erhalten, muß der Preset-Eingang auf HIGH-Pegel 
liegen. 

Diese Bedingung ist bei einem PAL-Gerät über die Draht­
brücke erfüllt. Die Eingänge J,  9, 10  und 15  des Zählers U30 
bestimmen binär codiert den Startwert des Zählers. Da der Zäh­
ler immer bis 16 zählt, kann man mit dem Startwert das Teiler­
verhältnis einstellen. Er beginnt dann nicht bei 0, sondern mit 
dem programmierten Wert. Der Eingang A stellt das niederwer­
tige Bit dar, Eingang D das höchstwertige Bit. An diesen Ein­
gängen liegt dezimal ausgedrückt eine 7. Der Zähler zähll bis 1 6  
weiter und beginnt dann wieder bei 7 .  Für diesen Durchlauf 
benötigt er 9 Zählimpulse, er teilt also durch 9. Damit stellt das 
FF2 nichts anderes als einen einfachen Inverter dar. Wenn der 
Eingang HIGH ist, so 1st der Ausgang LOW und umgekehrt, die 
normale Inverterfunktion. Bei NTSC liegt der Presel-Eingang 
des U29 auf LOW. Laut Datenhlatt haben jetzt sowohl Q- wie 
auch -Q-Ausgang HIGH-Pegel, eigentlich ein ungewöhnlicher 
Zustand, der das JC aber nicht beschädigt. Jetzt ist das Teiler­
verhältnis von UlO 7: I ,  mit dem nachfolgenden Flipflop 14:1,  
und die Taktfrequenz des Prozessors beträgt damit 1.0227 MHz, 
ist also geringfügig höher als die PAL-ArbeitsfreQuenz. 

7.5 Der Prozessor 

Wie schon erwähnt ist der Prozessor des C64 der 6510. Dieser 
neue Prozessor unterscheidet sich von dem bekannten 6502 in 
der Hauptsache durch einen im Prozessorchip integrierten Port. 
Dieser Port verfügt über 6 programmierbare JO-Leitungen(lO -
Abkürzung für input Output; LeHungen, die wahlweise als Ein­
gänge oder Ausgänge geschaltet sind). 
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Die Zahl 6 ist im Zusammenhang mit 8-Bit-Prozessoren sicher 
etwas ungewöhnlich. Bei dem zur Verfügung stehenden 40-poli­
gen Gehäuse waren aber nicht mehr Leitungen frei, um einen 
vollen 8-Bit-Port zu realisieren. 

Die 40 Pins des 6510 sind wie folgt belegt 

Pin Bez. FU'lktion 

OIN Eingang, Systemtakt vom VIC Pin 17 

2 

3 

, 

5 

6 

7 

bis 

20 

21 

22 

23 

24 

bis 

2. 

30 

bis 

RDY 

-IRQ 

-NMI 

AEC 

VCC 

" 

A13 

GND 

A14 

A15 

PB5 

'BO 

'7 

37 DO 

38 R/-W 

39 02 

40 -RES 

Eingang, Ready von U27 Pin 3 

Eingang, Interrupt Request 

Eingang, Non Maskable Interrupt 

Eingang, Adress Enable Control 

Betriebsspannung +5V 

Ausgang, Adreßbit 0 

Ausgang, Adreßbit 13 

Betriebsspannung Masse 

Ausgang, Adreßbit 14 

Ausgang, Adreßbit 1S 

E in-Ausgang, Portbit 5 

Ein-Ausgang, Portbit 0 

E in-Ausgang, Datenbit 7 

Ein-Ausgang, Datenbit 0 

Ausgang, Readj-IJrite 

Taktausgang Phase Two, im folgenden 02 genannt 

Eingang, Reset 

Wie viele andere Prozessoren hat also auch der 6510 einen 8-
Bit-Daten- und einen 16-Bit-Adreßbus. Somit kann der 6510 
einen Speicherbereich von 64 K direkt adressieren. 

Die Signale OIN und 02 sind die Taktsignale des Systems, sozu­
sagen der Herzschlag des Rechners. Das Signal OIN wird vom 
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VIC erzeugt und hat eine Frequenz von ungefllhr 985 KHz. Aus 
diesem Signal wird im Prozessor das Signal 02 erzeugt. 02 ist für 

4> 0 IN 1 

R DY 2 

I R Q  3 

N M I  4 

A E C  5 
V C C  6 

AO 7 

A 1  8 

A 2  9 

A 3  1 0  

A 4  1 1 

A 5  1 2 

A 6  1 3 

A 7  1 4  

A 8  1 5 

A 9  1 6 

A l 0 , 7 

A "  , 8 

A l 2  , 9 

A 1 3  2 0  

Abb. 7.5.1: Die 6510 

4 0  RES 
3 9  P H 2  OUT 
3 8  R IW 
3 7  D B O 

3 6  O B 1  

3 5  O B 2  

3 4  O B 3 

3 3  O B 4 

3 2  D B 5  

MOS 651 0 3 1  O B 6  

3 0  O B 7  

2 9  P O  

2 8  P 1  

2 7  P 2  

2 6  P 3  

2 5  P 4  

2 4  P 5  

2 3  A ' 5 

2 2  A 1 4  

2 '  G N D  
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Abb. 7.5.2: Expansion-Port 
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das Zusammmenspiel von Prozessor und Peripherie sehr wichtig, 
es stellt den Bezugstakt für alle Operationen des Prozessors dar. 

Das Sjgnal -RES wird benutzt, um den Prozessor und andere les 
in einen definierten Anfangszustand zu versetzen. Dieser Reset 
findet im Einschaltmoment staU. Schauen wir uns diesen Ein­
schaltmoment einmaJ etwas n1iher an. 

Das -RES-Signal wird vom lC U20 erzeugt. Dies Ie. ein NES56, 
enthäJt 2 identische Timer-Baustufen. Mit diesen Timern kann 
man durch einfache externe Beschaltung Oszillator- oder Im­
pulsgeberbaustufen aufbauen. In unserem Fall ist das Ie als Im­
pulsgeber geschaltet. Mit dem Anlegen der Betriebsspannung 
wird der Kondensator eiOS über den Widerstand RSO aufgela­
den. Gleichzeitig wird der Kondensator C24 über den Wider­
stand R34 aufgeladen. Wenn nun nach einiger Zeit (einigen 10 
Millisekunden) die Spannung am CI05 den Wert von 1.6 Volt 
(1j3 der Betriebsspannung ) libersteigt. wird der eigentliche Im­
puls gestartet. Der Kondensator C24 wird über den Anschluß I 3  
schlagartig entladen. Gleichzeitig wird der Pin 9, der Ausgang 
des Timers, auf 5 Volt gelegt. Danach wird C24 über den 
Widerstand R34 wieder aufgeladen. Aber jetzt wird die Span­
nung durch den Eingang Pin 12 Oberwacht. In dem Moment, wo 
die Spannung 2/3 der Betriebsspannung (ca. 3.3 Volt) ßbersteigt, 
wird der Ausgang wieder Low. Dieser Zeitpunkt ist nach etwa .5 
Sekunden erreicht. Der am Ausgang Pin 9 des Timers befind­
liche Inverter macht aus diesem positiven Impuls einen Negati­
ven. An seinem Ausgang steht das eigentliche -Res-Signal zur 
Verfügung. Im Moment des Wechsels von High nach Low Slarlel 
der Proz.cssor seine Arbeit. Als erstes holt er von den Adressen 
$FFFC und SFFFD (genannt Reset-Vektor) die Adresse des 
nächsten zu verarbeitenden Befehls. Auf dieser Adresse beginnt 
nun das eigentliche Betriebssystem. 

Der Piß mit der Bezeichnung R/-W signalisiert, ob der Prozessor 
einen Lese- oder einen Schreibzugriff vornimmt. Wenn diese 
Leitung High ist, liest der Prozessor Daten aus RAM, ROM oder 
Interfacechips. Bei einem Low auf dieser Leitung schreibt der 
Prozessor. d.h. er speichert Daten im jeweils adressierten Bau­
stein. Dieses Schreiben ist natürliCh nur dann sinnvoll, wenn der 
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adressierte Baustein diese Daten auch speichern kann. Auf ein 
ROM zu schreiben ist wenig sinnvoll, da die Daten des ROM 
schon bei der Herstellung festgelegt werden und nicht veränder­
bar sind. 

Der Pin mit der Bezeichnung -NM! (Non Maskable Jnterupt = 
nicht maskierbare oder ausblendbare Unterbrechnung) gestattet 
die Unterbrechung eines gerade laufenden Programms. Nicht 
maskierbar bedeutet, daß der Interrupt immer zugelassen ist. Er 
ist durch Software nicht auszuschließen. Wann immer dieser 
Anschluß nach Masse gezogen wird, wird mit der Beendigung 
des gerade abgehandeIten Maschinensprachebefehls das laufende 
Programm verlassen. Der Prozessor holt vom NMI-Vektor 
($FFFA und $FFFB) die Adresse der Interrupt-Routine, und 
verzweigt auf diese. Der NMI kann im CBM 64 durch drei ver­
schiedene Ereignisse ausgelöst werden. 

Der erste Fall ist das Drücken der RESTORE-Taste. Wird diese 
Taste gedrückt, dann erzeugt der zweite Timer des U20 einen 
geeigneten Impuls. Das Drücken der Taste entlädt den Konden­
sator C38 schlagartig. Über den Widerstand R35 wird der Kon­
densator wieder aufgeladen, auch wenn die RESTORE-Taste 
noch gedrückt ist. Sobald die Spannung am Piß 6 des U20 1.6 
Volt übersteigt, wird der eigentliche NMI-Impuls gestartet. Der 
Ausgang des Timers Piß 5 wird High, am Ausgang des Inverters 
U6 erscheint ein Low-Pegel, der Kondensator C23 wird über 
den Pin 1 von U20 entladen und beginnt sich über R33 wieder 
aufzuladen. 

Nach ca. 18 Microsekunden ist der C23 auf 2/3 der Betriebs­
spannung aufgeladen und der Ausgang Pin 5 wird wieder Low, 
der -NMI-Eingang des Prozessors ist wieder High. 

Der zweite Fall wird durch die CIA U2 erzeugt. Der Piß 21 
dieses ICs kann beim Eintreffen bestimmter Ereignisse einen 
Low-Pegel annehmen. Die Erzeugung dieses -NMI wird im 
Abschnitt über die CIAs behandelt. 
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Der dritte Fan ist das Kurzschließen des Anschluß D der 
Cartridge Expansion. Hier können externe Bausteine einen In­
terrupt auslösen. 

Dem -NMI ähnlich ist der -IRQ (Interrupt ReQuest) . .Als 
wesentlicher Unterschied zum -NMI ist zum einen der Inter­
ruptvektor des -IRQ zu sehen. Dieser Vektor liegt auf den 
Adressen $FFFE und $FFFF. Des weiteren ist dieser Interrupt 
softwaremäßig ausschaltbar. 

Wenn im Prozessorstatusregister das I-F1ag (Bit 2) gesetzt ist, 
werden alle auftretenden Interrupts ignoriert. 

Ein weiterer Unterschied zum -NMI ist die Tatsache, daß der 
IRQ nicht flankengesteuert ist. Der Interrupt muß also minde­
stens so lange anliegen bis der Prozessor diesen Anschluß prüft. 
Erzeugt wird der -IRQ auch wieder auf drei verschiedene 
Arten. 

Die CIA UI erzeugt an seinem Pin 21 genau wie die CIA U2 
einen Low-Pegel beim Erreichen bestimmter programmierbarer 
Zustände. Dieser Low-Pegel erzeugt einen -IRQ am Prozessor. 

Die zweite Möglichkeit der Interrupterzeugung ist der VIC. Am 
Pin 8 des VIC erscheint genau wie bei den CIAs beim Erreichen 
bestimmter, vorher durch Programmierung festgelegter Ereig­
nisse ein Lowpegel und damit der -IRQ. 

Die dritte Möglichkeit der -IRQ-Erzeugung besteht im Kurz­
schließen des Anschlusses 4 des Cartridge Expansion Steckers 
(CN6). Somit haben auch externe Schaltungen die Möglichkeit 
der -IRQ-Generierung. 

Der RDY-Pin zeigt dem Prozessor, ob die auf dem Datenbus 
liegenden Informationen gultig sind oder nicht. 

Immer wenn dieser Piß Low ist, wird dem Prozessor signalisiert, 
daß er die Daten noch nicht übernehmen kann. Der Prozessor 
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geht dann in einen sogenannten Wartezustand und stellt seine 
Aktivitäten ein. Er prüft nur mit jedem Taktimpuls, ob der 
RDY-Pin wieder High ist. 

In älteren Prozessorsystemen wurde diese Möglichkeit genutzt, 
um langsame Speicher- und Peripherie bausteine am Prozessor 
anzuschließen. Im CBM 64 wird dies Signal vom VIC genutzt. 
Normalerweise geschieht der Zugriff des VIC auf das RAM nur 
in den vom Prozessor nicht genutzten Taktlücken (02 '" Low). 

Bei bestimmten Operationen des VIC, z.B. Darstellung der 
Sprites, benötigt der VIC mehr Zeit, als in den Taktlücken zur 
Verfügung steht. Dann erzeugt der VIC am Anschluß BA (Bus 
Available) ein Low, welches über das AND-Gatter U27 an den 
RDY-Eingang des Prozessors geführt wird. worauf der Prozessor 
den Bus dem VIC für die benötigte Zeit zur Verfügung stellt. 

AEC ist ebenfalls ein in der Grundkonfiguration vom VIC er­
zeugtes Signal. 

Immer wenn der VIC den Bus belegt. wird dieser Anschluß O. 
Dieses Low-Signal wird an den AEC-Pin des Prozessors geführt 
und bewirkt. daß der Prozessor seine Busleitungen in einen 
hochohmigen. den sogennanten Tri-State versetzt. In der Praxis 
wirkt das, als ob der Prozessor gar nicht in seinem IC-Sockel 
säße. Solange AEC Low ist, bleibt dieser Zustand erhalten und 
andere ICs, z.B ein externer Prozessor oder der VIC, können den 
System bus belegen. 

Der im Prozessor integrierte Port belegt die Pins 24 bis 29. Im 
CBM 64 werden verschiedene Aufgaben von diesem Port über­
nommen.lm Einzelnen sind das die folgenden Funktionen: 

Das Portbit 0 trägt die Bezeichnung -LOWRAM. Dieses Bit 
schaltet im Adreßbereich SAOOO bis $BFFF zwischen RAM und 
ROM,d.h. bei Low-Pegel ist in diesem Adreßbereich RAM ein­
geschaltet. 

Portbit I mit der Bezeichnung -HIRAM übernimmt dieselbe 
Funktion im Adreßbereich von $EOOO bis SFFFF. 
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Portbit 2 mit der Bezeichnung -CHAREN selektiert, wenn es 
einen Low-Pegel hat, das Character-ROM. 

Character-ROM und der sogenannte 10-Bereich belegen den 
selben Adreßbereich von $0000 bis $DFFF. Über -CI lAREN 
wird also entschieden, ob das Character-ROM oder die den 
gleichen Adreßbereich benutzenden 10- oder Peripherie-Bau­
steine VIC, SID oder CIAs selektiert sind. 

Die drei verbleibenden Bits sind für den Betrieb der Datasette 
reserviert. 

Die Schreibdaten für die Datasette werden vom Portbit 3 gelie­
fert. Dieser Prozessorpin wird direkt auf die Anschlüsse E und 5 
des Cassettenports geführt. 

Portbit 4 (Cass Sense) überprüft, ob an der Datasette die Play­
Taste gedrückt ist. Dieses Bit liegt direkt an den Anschlüssen F 
und 6 des Cassettenports. 

Die Motorsteuerung des Recorders wird von Bit 5 übernommen. 
Die Funktion der Motorsteuerung wurde schon im Kapitel 
Stromversorgung erläutert. 

Adreßdekodierung 

Da der 6510 nur einen Adreßraum von 64 K verwalten kann, 
dieser aber schon von den 64 K RAM belegt wird, muß eine 
zusätzliche Logik die Verwaltung der sich teilweise überlappen­
den Speicherbereiche übernehmen. Diese Verwaltung ist in der 
Hauptsache in einem speziellen IC integriert, dem sogenannten 
Adreß-Manager. Im Schaltplan trägt dies IC, ein FPLA (Field 
Programmable Logic Array), die Bezeichnung UI7. Erst durch 
die Programmierung hat dies IC seine besonderen Logikeigen­
schaften erhalten und ersetzt eine große Anzahl verschiedener 
Gatter, die nötig wären, wollte man die Funktion des AM mit 
herkömmlichen les nachbilden. 
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Die Pin-Belegung dieses 28-poligen les sieht folgendermaßen 
aus: 

Pin 

1 

2 

3 

• 
, 
• 
7 

• 

• 

I. 

1 1  

12 

" 

" 

15 

I. 

17 

,. 

I. 

2. 

21 

22 

23 

24 

25 

26 
27 

28 

Bez. 

FE 

1 7  

I. 

I5 

" 
13 

" 

1 1  

1 0  

F7 

,. 

F5 

,. 

GMD 

F3 

F2 

F1 

,. 

-OE 
"' 

114 

113 

1 1 2  

1 1 1  

1 1 .  

19 

18 

", 

FlrIktion 

Nicht benutzt 

Eing.ng, A13 vom 6510 Pin 20 

Eingang, A14 vom 6510 Pin 22 

Eingang, AlS vom 6510 Pin 23 

Eingang, -VA14 � CIA 2 Port A Bit 0 Pin 2 

Eingang, -CHAREN vom 6510-Port Bit 2 Pin 27 

Eingang, -HIRAM vom 6510-Port Bit 1 Pin 28 

Eingang, -LOWRAM vom 6510-Port Bit 0 Pin 29 

Eingang, -CAS \10m VIC Pin 19 

Ausgang, -ROMH zum Expansion SLot Pin B 

Ausgang, -ROML zum Expansion Slot PIn 1 1  

Ausgang, -1/0 zum Decoder U 1 5  Pin 1 

A�$B.n9, GR/-� zum Farbram U6 Pin 10 

Betriebsspannung Masse 

Ausgang, -CHAROM zum eh.rlcter-ROM US Pin 20 

Ausgang, -KERNAL zum Kernal-ROM U4 Pin 20 

Ausgang, -BASIC zum Basic-ROM U3 Pin 20 

Ausgang, -CASRAM zu den RAMs Pin 15 

Eingang. Output Enable an Masse 

Eingang, -VA12 vom VIC Pin 28 

Eingang, -VA13 vom VIC Pin 29 

Eingang, -GAME vom Expansion Slot Pin 8 

Eingang, -EXROM vom Expansion Slot Pin 9 

Eingang, R/-W vom 6510 Pin 38 

Eingang, -AEC vom VIC Pin 16 

Eingang, BA vom VIC P;n 12 

Eingang, A12 vom 6510 Pin 19 

Betriebsspannung +5 V 

Was bewirken jetzt die verschiedenen Eingangssignale an den 
Ausgängen des AM? Bei 16 Eingangsleitungen sind ja immerhin 
65536 verschiedene Eingangskombinationen möglich. Da der AM 
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jedoch nur 8 Ausgänge besitzt. ist schon ersichtlich, daß jeweils 
mehrere Eingangskombinationen eine bestimmte Ausgangskom­
bination bewirken. 

Aber auch unter den 256 möglichen Ausgangskombinationen 
sind nur wenige für den Computer wirklich sinnvoll. 

Übrigens, wenn jede mögliche Eingangskombination und die 
dazugehörige Ausgangskombination eine Zeile einer Seite bele­
gen würde. dann hane eine vollständige Liste bei dem von uns 
verwendeten Druckformat immerhin einen Umfang von 1093 
Seiten. 

7.6 Der Vld�oco.troller 6569 

Die beiden wichtigsten Peripheriegerßte eines Computers sind 
Eingabe- und Ausgabeeinheiten, da sie die Möglichk.eit schaf­
fen, mit dem Computer in Verbindung zu treten. Die Ausgabe­
einheit des C64 ist in der Regel der Fernseher oder ein Monitor. 

Der VIC stellt im C64 alle für den Betrieb eines Fernsehers oder 
Monüors benötigten Signale zur Verfügung. Dies sind die Sync­
und HelJjgk.eitsimpulse und die für Farbdarstellung benötigten 
Farbwerte. 

Zusätzlich übernimmt der VIC aber noch andere Aufgaben. So 
erzeugt er den von der CPU benötigten Takt, Ubernimmt den 
bei den verwendeten dynamischen RAMs notwendigen Refresh 
und liefert Steuersignale für den Betrieb der dynami�hen 
RAMs. 

Diese Funktionen sind alle in einem 40-poligen Gehtluse unter­
gebracht. Die Belegung der Pins ist in der folgenden Tabelle 
dargestellt. 
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Pin Bel.. 

D6 Prozessordatenbus 

bis 

7 DO 

8 -IRQ 

9 -lP 

Prozessordatenbus 

Ausgang, Interrupt Request 

Ei ngang, Light Pen 

10 -es Ei ngang, Chip Select 

1 1  R/-W Read/-Write 

12 BA Bus Avai Leble 

13 VDD Betri ebsspannung .12 Volt 

14 COLOR Ausgang, Farbinformation 

64 Intern 

15 SYNC Ausgang, ZeiLen- und Bildsynchronis8tionsimpuLse 

16 AEC Ausgang, Adress Enable Controt 

17 DOUT Ausgang, Systemtakt 

18 -RAS Ausgang, Row Adress Select 

19 -CAS Ausgang, CoLI.lJ1 Adress Seleet 

20 GND Betriebsspannung Masse 

21 DeOLOR Eingang. Farbfrequenz 

22 QIN Eingang, Dotfrequenz 

23 A 1 1  Prozessoradre8bus 

24 AO/A8 gemultipLexter (Video-) RAM-Adreßbus 

bis 

29 A5/A13 gemultiplexter (Video-) RAM-Adreßbus 

30 

31 

32 

bis 

34 

35 

bis 

38 

39 

40 

A' 

A7 

.. 

A10 

Oll 

O. 

07 

vce 

(Video-) RAM-AdreBbus 

(Video-) RAM-Adrellbus 

ProzessoradreBbus 

ProzessoradreBbus 

Datenbus F8rbram 

Datenbus f8rbram 

Prozessordatenbus 

Betri ebsspannung +5 Vott 

Wenn Sie sich die verschiedenen Pin-Bezeichnungen am VIC 
anschauen, dann treffen Sie auf einige bekannte Bezeichnungen. 
So sind BA, AEC, 02, und Rj-W schon beim Prozessor erlä.utert 
worden. Völlig neu sind z.B. die Signale -es, -RAS, -CAS und 
die Datenleitungen D8 - D l l .  Auch der gemultiplexte Adreßbus 
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ist neu hin2.ugekommen, da am Prozessor ja alle Adreßignale 
getrennt an einzelnen Pins zur Verfügung standen. 

Doch kommen wir zuerst zu den versChiedenen Taktsignalen. 
Das den ganzen Zeitablauf im Rechner bestimmende Signal ist 
der Dot-Clock. Dieses Signal hat in Ihrem C64 eine Frequenz 
von ca. 7.85 MHz. Im VIC befindet sich eine Stufe, die diese 
Frequenz durch 8 teilt. Damit erhalten wir eine neue Frequenz 
von ca. 980 KRz. Diese Frequenz steht am Pin 17 als System takt 
OOut zur Verfügung. 

Aus dem Dot-Clock werden weiterhin die Signale zur Synchro­
nisation des Bildes auf dem Fernseher gewonnen. Der Dot-Clock 
selbst bestimmt die Zeit, mit der die einzelnen Punkte, aus 
denen alle Zeichen dargestellt werden, auf dem Bildschirm er­
scheinen. 

Die Frequenz des Signals OCOLOR beträgt in Ihrem C64 
17.734472 MHz. Das ist die Frequenz, mit der der Quarz YI 
schwingt. Sie wird zur Erzeugung der Farbinformation benötigt. 

Diese Frequenzen beziehen sich alle auf den Normalfall, d.h. der 
Rechner ist für den Betrieb mit einem PAL-System-Fernseher 
ausgestattet. 

Immer wenn der ProzesSOr auf die Register des VIC zugreifen 
will, muß der VIC adressiert werden. Dazu muß als wichtigstes 
die Leitung mit der Bezeichnung -es auf Low gehen. Erst dann 
kann der Prozessor über die auf dem Adreßbus liegende Adresse 
das gewünschte Register ansprechen. Wie wird nun aber die 
Leitung -CS Low? 

Da der VIC im sogenannten IO-Bereich ($0000 bis $OFFF) die 
Adressen von $DOOO bis $D3FF belegt, erzeugt der AM bei 
einem Zugriff auf diesen Adreßbereich einen Low-Pegel an sei­
nem Pin 12 (-I/O-Signal). Dieser Low-Pegel gelangt an den Oe­
koder U 15 Pin l. Damit ist der Dekader freigegeben und in Ab­
hängigkeit von den Adreßteitungen A 10 und A l l  an den Pin 2 
und 3 wird der entsprechende Ausgang des Dekoders Low. 
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Wenn man die Basisadresse und Endadresse des VIC einmal bi­
när darstellt. so erhält man das folgende Bitmuster: 

AlS A14 A13 .,2 Att Al0 A9 A8 A7 A6 A5 A4 A3 A2 Al AO 

0 0 0 0 0 0 0 0 0 0 0 0 040000 

1 1 0 1 0 0 1 1 1 1 1 1 1 1 1 l-S03FF 

Man sieht sofort. das die Adreßbits AIO und A l l  in diesem 
Adreßbereich Low bleiben. Damit ist der Ausgang YO des De­
koders auf Low, der VIC ist adressiert. 

Erst bei der nä.chsten Adresse $D4oo wird AIO High. Damit 
wird YO High, YI des Dekoders wird Low und nUß ist der SID 
adressiert. 

Der VIC kann nur einen Adreßraum von 16 K adressieren, er 
hat nur die Adreßbits AO bis AB. Außerdem liegen die Adreß­
leitungen nicht wie beim Prozessor einzeln an den Pins an, son­
dern sind gemultiplext. Der Piß 24 ist also nicht nur Adreßbit 0, 
sondern auch Adreßbit 8. Wie kann das funktionieren'? 

Die Antwort ist ganz einfach. Der Anschluß ist erst das eine 
Adreßbit, tJanach das andere. Um jetzt zu einem bestimmten 
Zeitpunkt sagen zu können, welche Bedeutung der Anschluß 
hat, werden Hilfssignale benötigt Diese Hilfssignale heißen -
CAS und -RAS. Sie werden unter anderem auch zur Steuerung 
der dynamischen RAM-Bausteine benötigt, da diese auch einen 
gemultiplex.ten Adreßbus aufweisen. Der zeitliche Ablauf des 
Speicherzugriffs sieht folgendermaßen aus. 

Die Signale -CAS und -RAS sind high. Jetzt wird zuerst das 
niederwertige Adreßbyte auf den Bus gelegt. Nach kurzer Zeit 
wird das Signal -RAS Low. Damit wird das Adreßbyte in die 
RAMs übernommen und gespeichert. Jetzt ändert sich die Bus­
informatioß. Aus AO wird AB, aus AI wird A9 usw. Wiederum 
nach kurzer Zeit wird jetzt das Signal -CAS Low. Diese ab-
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fallende Flanke wird auf den AM gegeben und erzeugt am Aus­
gang -CASRAM eine zeitlich geringfügig verzögerte abfallende 
Flanke. Mit dieser verzögerten Flanke wird nun das High-Byte 
in die RAMs übernommen. 

Jetzt liegt die vollständige Adresse vor und die Daten erscheinen 
auf dem Datenbus. Diese Vorgänge sind im Timing-Diagramm 
auf der nächsten Seite noch einmal dargestellt. 

Die Schnittstelle zwis(:hen RAM und VIC 

Da wie schon gesagt, der VIC nur die Adreßbits AO bis AI3 
erzeugt, müssen die für die Adressierung der ganzen 64 k RAM 
fehlenden Bits zusätzlich erzeugt werden. 

Dazu wird der Port A der CIA 2 herangezogen. Die Portbits 0 
und I stellen die Adreßbits 14 und 1 5  dar. Um diese Signale in 
den Multiptex-Vorgang einzubeziehen, werden sie über das Ie 
U 14 geschaltet. 

Im Ul4 sind vier invertierende 2 zu I-Multiplexer integriert. So 
ein Multiplexer ist in seiner Funktion wohl am einfachsten als 
Wechselschalter zu sehen. Wahlweise einer von zwei Eingängen 
wird auf den zugehörigen Ausgang geführt. 

Im Detail funktioniert die Sache so: 

Geschaltet werden die Multiplexer durch das Signal am Eingang 
S. Liegt an S ein Low, dann sind die Eingänge mit der Bezeich­
nung A auf den Ausgang durchgeschaltet, liegt S auf High­
Pegel, dann sind die B-Eingänge durchgeschaltet. 

Die Adreßbits A6 und A7 vom VIC liegen am Multiplexer, und 
zwar A6 an den Eingängen 1 3  und 1 4  und A7 an den Eingängen 
10 und 1 1 .  Wenn jetzt mittels des S-Signals zwischen den Ein­
gängen hin- und hergeschaltet wird, so ist an den Ausgängen 
keine Änderung festzustellen, da die Adreßbits auf heide Ein­
gänge geführt sind. Nur die Polarität der Signale ist an den Aus­
gängen durch die Inverterwirkung der Multiplexer vertauscht. 
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Diese invertierten Adreßsignale werden auf die B-Eingänge der 
heiden anderen Multiplexer geführt, und zwar -A6 an den Pio 3 
und -A7 an den Pio 6. Die A-Eingänge werden mit den ge­
nannten Portbits der CIA 2 versorgt. Portbit 0 als -V A14 an Pio 
2, Portbit I als -VA 15  an Pio 5. 

Da der S-Eingang von -CAS gesteuert wird, liegt am Ausgang 
Pio 4 bei -CAS High das nochmales invertierte Adreßbit A6, bei 
-CAS Low das Adreßbit A14. Am Ausgang Pio. 7 wird entspre­
chend zwischen -A7 und -VA15 geschaltet. Durch die Invertie­
rung des Multiplexers erscheint dies Signal als A7 oder AIS. 

Der Pio 15  von U 14 ist mit dem Signal AEC verbunden. Er 
trägt die Bezeichnung -OE, Output Eoabte. Immer wenn AEC 
High ist, werden die Ausgänge des V 14 abgeschaltet oder in den 
sogenannten Tri-State-Zustand versetzt. Dies ist wichtig. da bei 
AEC High der Prozessor den Bus belegt und seine Adressen über 
die Multiplexer UD und U25 auf diesen Bus legt. Nur wenn 
AEC Low ist, kann der VIC ja den Bus belegen. dann sind die 
Ausgänge des UI4 freigegeben. 

16 Farben mit vier Bits, das Farb-RAM 

Sollen alle 512 möglichen Zeichen auch noch in 16  verschie­
denen Farben dargestellt werden. dann sind vier weitere Daten­
bits erforderlich. Es sind dies die vier Pins 35 bis 38 am VIC. 
An diesen Pins ist das Color-RAM U6 mit seinen Datenlei­
tungen angeschlossen. Dies IC ist ein statisches RAM mit 4096 
Speicherplätzen. In jedem Speicherplatz kann ein Bit gespeichert 
werden. Jeweils 4 Speicherplätze werden durch eine Adresse an­
gesprochen. Die Adressierung geschieht zuerst wieder durch das 
Signal -CS am U6. Wenn dieser Anschluß Low ist, wird das 
RAM selektiert, die Datenleitungen verlassen den Tri-State-Zu­
stand. 

Erzeugt wird das -CS-Signal auf zwei verschiedene Arten vom 
AND-Gatter U27. So seltsam es auch klingen mag. dieses AND­
Gatter wird in der Schaltung als ein OR-Gatter betrieben. 
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Ein AND-Gatter legt den Ausgang dann auf High. wenn alle 
Eingänge auch High sind. Wenn man jetzt die Logik ein wenig 
umdreht, kann man auch sagen, wenn der eine ODER, der 
andere Eingang Low ist, dann ist der Ausgang auch Low. Diese 
Betriebsart wird im C64 angewendet. 

Das Color-RAM belegt den Adreßbereich von . $D8oo bis 
$DBFF. Wenn das Signal AEC High ist, belegt der Prozessor den 
Bus. Damit ist der eine Eingang des AND-Gatters High. Wenn 
der Prozessor nicht auf das Color-RAM zugreift, ist der Aus­
lang -COLOR des Dekoders UIS auch High. Damit ist der -CS­
Eingang des Color-RAM auf High, das Farbram ist nicht selek­
tiert. 

Wenn der Prozessor auf das Farbram zugreifen will, legt er die 
entsprechende Speicheradresse auf den Datenbus. Die Dekodie­
rung läuft entsprechend wie die des VIC ab. Nur ist jetzt mit 
Sicherheit das Adreßbit A l l  gesetzt. Damit wird der -COLOR­
Ausgang des Dekoders U15 Low. Jetzt ist ein Eingang des 
AND-Gatters Low und entsprechend der Ausgang auch. Damit 
ist das Farbram selektiert. 

Da AEC zu diesem Zeitpunkt High ist, sind die vier Analog­
schalter im IC U16 geschlossen, die Datenleitungen des Farbram 
sind mit den vier niederwertigen Datenleitungen des Prozessors 
verbunden. Damit kann nun das Farbram beschrieben und gele­
sen werden. 

Wenn AEC Low wird und der VJC den Bus übernimmt, dann 
werden die Analogschalter geöffnet. Gleichzeitig wird der Aus­
gang des AND-Gatters U27 Pin 8 Low, das Farbram ist selek­
tiert, diesmal vom VIC. Da der VIC aber nur mit den Adreß­
leitungen A8 bis A l l  mit dem VIC verbunden ist, müssen die 
Adreßbits AO bis A 7 anders gewonnen werden. Diese Aufgabe 
übernimmt das Je U26. Dies TTL-IC mit der Bezeichnung 
74LS373 enthält 8 Latches oder Zwischenspeicher. Die Eingänge 
dieses Jes sind mit dem gemultiplexten Adreßbus verbunden. 
Eingespeichert werden die Daten, wenn das Signal -RAS low 
wird. Das ist der Zeitpunkt, wenn das niederwertige Adreßbyte 
auf dem Bus liegt. Die Ausgänge von U16 sind mit dem nieder-
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wertigen Adreßbyte des Prozessorbusses verbunden und liefern 
die Adreßinformationen, wenn der Prozessor im Tri-State ist. 

Auf diese Weise kann der VIC das Farbram adressieren. 

Auch der Zwischenspeicher ist mit dem Signal AEC verbunden. 
Am Piß 1 des Ul6 bewirkt es im High-Zustand, daß die Aus­
gänge hochohmig werden, um den Prozessor nicht zu stören, 

Wenn man sich diese Vorgänge genauer anschaut, ergibt sich 
eine interessante Frage. Wieso hat der VIC zusätzlich zum ge­
multiplexten Adreßbus AO bis A 13 noch die vier Adreßleitungen 
A8 bis A l l  an den Pins 23, 32, 33 und 341 

Die Antwort ist relativ simpel. Der VJC muß zu jeder Bild­
schirmspeicheradresse im Bereich von $0400 bis S07FF gleich­
zeitig die entsprechende Farbspeicherzelle im Adreßbereich 
SD800 bis $DBFF ansprechen. Dieser gleichzeitige Zugriff auf 
zwei verschiedene Speicherplätze erfordert einen zweiten, vom 
normalen Adreßbus unabhängigen Bus. Dieser Bus wird durch 
die 4 separaten Adreßbits realisiert. 

7.7 Der Prozessor und das RAM 

Bisher haben wir uns nur mit dem Fall beschäftigt, daß der VIC 
auf die 64 K Arbeitsspeicher zugreifen will. Es fehlt noch die 
Beschreibung der Vorgänge bei einem Zugriff des Prozessors auf 
dieses RAM. 

Die Lesezugriffe des Prozessors sind den Zugriffen des VIC sehr 
ähnlich. In beiden Fällen liegt das Signal R/-W (lesen bei High, 
schreiben bei Low) auf High. 

Zuerst darum die Lesezugriffe. 

Wie bei der Beschreibung der RAM-VIC-Schnittstelle erläutert, 
benötigt das RAM einen gemultiplexten Adreßbus. Diese Forde­
rung der RAMs kann der Prozessor aber nicht erfüllen. Darum 
ist ein Multiplexen mit zusätzlichen ICs notwendig. 
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Diese Multiplexer sind die les U13 und U2S. zwei 74LS257. 

Diese ICs arbeiten nach demselben Prinzip wie das U14 (be­
schrieben im Abschnitt RAM und VIC). Der Unterschied zu 
Ul4 besteht darin, daß diese Multiplexer die Ausgangssignale 
nicht invertieren. 

An den Eingängen der beiden Multiplexer-ICs liegt der kom­
plette Prozessoradreßbus AO bis AIS. Dabei sind die Eingänge so 
geschaltet, das mit dem Select-Signal jeweils zwischen AO und 
A8, Al  und A9 usw. umgeschaltet wird. 

Die Adressierung der RAMs läßt sich wieder in drei Phasen zer­
legen. 

In der ersten Phase liegt am Select-Eingang der Multiplexer ein 
High. Damit ist das niederwertige Adreßbyte auf die RAMs ge­
schaltet. 

Mit der abfallenden Flanke des -RAS-Signals wird dies Byte in 
die RAMs übernommen. 

Kurze Zeit später wird auch das -CAS-Signal Low. Damit 
schalten die Multiplexer um, der jeweils zweite Eingang der 
Multiplexer wird auf die entsprechenden Ausgänge geschaltet 
und das höherwertige Adreßbyte liegt an den RAMs. 

Über den AM wird das Signal -CAS wieder etwas verzögert. Der 
Ausgang -CASRAM übernimmt auch hier die eigentliche Funk­
tion des Signals -CAS. 

Mit der abfallenden Flanke vom -CASRAM wird nun das High­
Byte der Adresse in den RAMs gespeichert. 

Jetzt wird in den RAMs die adressierte Speicherzelle angespro­
chen und die Daten erscheinen auf dem Datenbus. 

Die Schreibzugriffe des Prozessors unterscheiden sich von den 
Lesezyklen durch einen wesentlichen Umstand. 
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Bei einem Schreibzugriff wird der Prozessor-Pin Rj-W Low. 
nachdem der Prozessor die Adresse der entsprechenden 
Speicherzelle auf den Adreßbus gelegt hat. Damit ist dem RAM 
signalisiert, daß das auf dem Datenbus liegende Byte in dieser 
Speicherzelle gespeichert werden soll. 

Die verwendeten RAM-Bausteine stellen an dies Rj-W-Signal 
eine bestimmte Bedingung. Das Signal R/-W darf erst dann Low 
werden, nachdem -RAS Low geworden ist, -CASRAM aber 
noch High ist. R/-W muß also zwischen den beiden abfallenden 
Flanken von -RAS und -CASRAM Low werden. 

Der zeitJiche Verlauf der -RAS-, -CAS- und -CASRAM­
Signale ist mit denen bei Lesezugriffen identisch. 

Zur besseren Verdeutlichung dieser Vorgänge sind die Signale 
fQ.T Schreib- und Lesezugriffe in den Bildern auf der nächsten 
Seite dargestellt. 

7.8 Der SID 6581, ein Synthesizer mit 28 Beinen und mehr 

Dieses IC ist genau wie der VIC ein Paradebeispiel für die 
Möglichkeiten der Halbleiterindustrie. Durch dies IC erhält der 
CBM 64 seine fantastischen Klangmöglichkeiten. 

Vor wenigen Jahren hätte allein ein Synthesizer mit diesen in 
einem IC integrierten Möglichkeiten die ganze Leiterplatte des 
64 für sich in Anspruch genommen. 

Die 28 Pins des 6581 haben die folgenden Bezeichnungen: 

Pin Bezeichnung 

2 

3 

CAP1A 

CAP1B 

CA'''' 

Externer Kondensator für Frequenzfilter 

Wie Pin 1 

Wie Pin 1 
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, CAP2B Wie Pin 1 

5 -RES Eingang, Reset-Signal 

• 02 Eingang, Talc:tsignal 

7 R/-W Eingang, Read/-Write 

• -cs Eingang, Chip Select 

9 AC Eingang, AdreBbit 0 

bis 

13 A4 Eingang, AdreBbit 4 

" ,ND Betriebsspannung Masse 

15 DO Datenbit D, bidirektional 

bl, 

22 07 Datenbit 7, bidirektional 

23 POTY Eingang, AD-Wandler 2 

24 POTX Eingang, AD-Wandler 1 

25 V" Betriebsspannung +5V 

2. EXT IN Eingang, externe Signatquelte 

27 MIliO 001 Ausgang Synthesizer 

28 Vdd Betriebsspannung +12V 

Die meisten Signale sind bereits aus den vorherigen Kapiteln 
bekannt. 

Nicht vorgekommen sind bisher die Bezeichnungen der ersten 
vier Pins, CAPIA bis CAP2B. Wie man im Schaltbild sehen 
kann, sind an diesen Anschlüssen die 2 Kondensatoren CIQ und 
Cl J angeschlossen. Diese Kondensatoren werden für die im Chip 
U18, dem SID, integrierten Frequenzfilter benötigt. 

Ein Filter ist eine uns allen bekannte Einrichtung. Nehmen wir 
zum Beispiel mal den Kaffeefilter. Die Aufgabe dieses Filters ist 
es, bestimmte Anteile (nämlich das Wasser und die löslichen 
Stoffe des Kaffee-Pulvers) durchzulassen und andere Anteile (in 
unserem Beispiel die Reste des Kaffee-Pulvers) zurückzuhalten. 

Genau so arbeitet auch ein elektronischer Frequenzfilter. Be­
stimmte Frequenzen werden durchgelassen, andere werden zu­
rückgehalten. Es gibt insgesamt vier mögliche Arten von Fre­
Quenzfiltern, den Tiefpaß, den Hochpaß, den Bandpaß und den 
Sperrpaß. 
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Ein Tiefpaß läßt nur tiefe Frequenzen bis zu einer bestimmten 
höchsten Frequenz passieren. Diese Funktion ist an jeder Stereo­
anlage in Form des Bass-Reglers zu finden. Mit diesem Regler 
läßt sich diese höchste, durchzulassende Frequenz, die soge­
nannte Grenzfrequenz, einstellen. 

Ein Hochpaß zeigt genau das umgekehrte Verhalten, ab einer 
bestimmten niedrigsten Frequenz läßt er alle höheren Frequen­
zen durch. Das ist an der Stereoanlage der Trebble- oder 
Höhenregler. 

Bleiben noch Bandpaß und Sperrpaß. Auch diese haben genau 
entgegengesetzte Funktionen. 

Ein Bandpaß ist eine Mischung aus Tief- und Hochpaß. Ab 
einer bestimmten Frequenz werden höhere Frequenzen durchge­
lassen, dies aber nur bis zu einer höchsten Frequenz. Darüberlie­
gende Frequenzen werden wieder gesperrt. 

Sperrfilter sperrt in einem bestimmten Frequenzbereich alle Fre­
quenzen. Diese Funktion ist an manchen guten Stereoanlagen als 
Brummfilter vorhanden. Damit wird in diesem Fall nur eine be­
stimmte Frequenz, die 50 Hertz der Netzfrequenz, herausge­
filtert. 

Alle diese Filter lassen sich im SID programmieren. 

Der Pin 5, der Reseteingang von U18, wird benötigt, um das Je 
in einen definierten Zustand zu bringen. Wie bereits beschrie­
ben, Hegt an diesem Anschluß nach dem Einschalten für ca. 0.5 
Sekunden ein LOW -Pegel. Damit werden alle Register im 6581 
gelöscht. 

Ohne diesen Reset würden die Register nach dem Einschalten 
zufällige Werte haben, die Folge wäre ein genauso zufälliges 
Signal am Audioausgang; der angeschlossene Fernseher oder 
Verstärker würde nur 'Krach' machen. 
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Aus der Frequenz des Signals 02 werden alle Tonfrequenzen des 
SID durch Frequenzteilung erzeugt. Gleichzeitig stellt 02 natür­
lich wie bei allen anderen Peripherie-Bausteinen den Bezugstakt 
für die Schreib- und Lesezugriffe des P.rozessors dar. 

Ob die im SID enthaltenen Register beschrieben oder gelesen 
werden, hängt in bekannter Weise von der Leitung Rj-W ab. Bei 
einem HIGH werden die Register gelesen, bei einem LOW wird 
in die Register geschrieben. Voraussetzung ist natürlich, das der 
SID auch korrekt adressiert ist. 

Der Adreßbereich des 6581 liegt von $0400 bis $D7FF. Dieser 
Adreßbereich wird wie beim VIC durch den AM und die Deko­
der im IC Ul5 dekodiert. Sobald der Prozessor eine Adresse in 
diesem Bereich auf den Bus legt und das Signal -CHAREN 
HIGH ist. wird der Ausgang Pin 5 des 74LS139 und damit auch 
der -CS-Eingang des SID LOW. 

Um nun auch die einzelnen Register im SID zu adressieren, 
werden die 5 Adreßleitungen AO bis A4 benötigt. 

Sind diese Adreßbits alle LOW und der SID mit -CS selektiert, 
kann das Register 0 beschrieben oder gelesen werden. Ist nur das 
Adreßbit AO HIGH, ist Register 1 selektiert usw. 

Auf diese Weise lassen sich alle 29 Register ansprechen. 

Die Datenleitungen DO bis D7 an den Pins 1 5  bis 22 sind mit 
dem Prozessordatenbus verbunden. So lange -CS HIGH ist, be­
finden sich die Datenleitungen des SID im Tri-State. Wenn der -
es LOW wird, entscheidet Rj-W. ob die Datenleitungen als Ein­
gang (beim Schreiben der Register) oder als Ausgang (ent­
sprechend beim Lesen) fungieren. 

Die Anschlüsse POTX und POTY stellen die Eingänge der AD­
Wandler dar. Bis jetzt ist die Bezeichnung AD noch nicht erläu­
tert worden. Das wollen wir schnell nachholen. 

AD-Wandler ist die Abkürzung für Analog-Digital-Wandler. Ein 
digitaler Wert kennt bekanntlich nur zwei Zustände, entweder 
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HIGH oder LOW, im CBM 64 und vielen anderen Digital- und 
Cornputerschaltungen durch eine Spannung von +SV als HIGH 
und 0 Volt als LOW signalisiert. 

Ein analoges Signal ist da nicht so festgelegt, es kann jeden be­
liebigen Wert dazwischen, darüber und darunter annehmen. Nun 
ist es aber oft wünschenswert, einen solchen analogen Wert in 
einen Computer eingeben zu können. um ihn zu verarbeiten. 
Diese Möglichkeit der Eingabe analoger Werte ist im CBM 64 
eingebaut. 

Hauptsächlich genutzt werden die AD-Wandler in Verbindung 
mit den Paddles, das sind Drehregler, ähnlich den Reglern an 
Radiogeräten. Ein solcher Regler enthält einen veränderbaren 
Widerstand, Potentiometer oder kurz Pati genannt. Der Wider­
standswert des Potis ändert sich mit dem Drehen. Der minimale 
Widerstand der in den Paddles eingebauten Potis beträgt ca. 100 
Ohm, der Maximalwert ca. 500 KOhm. Dazwischen kann der 
Widerstand theoretisch jeden beliebigen Wert annehmen. 

Der AD-Wandler erzeugt aus diesem Widerstandswert ein digi­
tales Signal. In unserem Fall wird ein 8-Bit-Signal erzeugt. Die­
ses Byte kann aus einem der SID-Register gelesen werden. 

Die eigentliche AD-Wandlung geschieht mit dem eingestellten 
Widerstandswert und den Kondensatoren C48 und C93. 

Diese Kondensatoren werden für 0.25 Millisekunden über die 
Potis aufgeladen. Wenn die Spannung an den Kondensatoren 
größer wird als die im SID erzeugte Vergleichsspannung, wird 
ein Zähler im SID angehalten, der Zählerstand ist das Maß für 
den eingestellten Widerstand. Je größer der Widerstand des Potis 
ist, desto langsamer wird der Kondensator aufgeladen, und die 
Spannung am Kondensator erreicht die Höhe der Referenzspan­
nung später. Damit kann der Zähler länger laufen, der Zähler­
wert wird größer. 

Ist der Widerstandswert zu hoch (ca. 200 KOhm), dann erreicht 
die Spannung am Eingang des AD-Wandlers in der Meßzeit 
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nicht die Referenzspannung. Der Zähler läuft dann bis zu sei­
nem Endwert, im AD-Register steht der Wert 255. 

Wenn der Widerstand aber zu klein wird (ca. 200 Ohm), ist der 
Kondensator so schnell aufgeladen, daß der Zähler sofort ge­
stoppt wird. Damit steht im Register ein Wert von O. 

Nach Ablauf der Meßzeit von 0.25 Millisekunden werden die 
Kondensatoren schlagartig über den entsprechenden AD-Eingang 
entladen. Jetzt wird der Zähler auf 0 gesetzt und nach weiteren 
0.25 Millisekunden startet dann ein neuer Meßzyklus. Somit 
benötigt ein vollständiger Zyklus 0.5 Millisekunden, in einer Se­
kunde werden 2000 mal die aktuellen Widerstandswerte gemes­
sen und stehen zur Verfügung. 

Um eine Beschädigung der AD-Eingänge zu vermeiden, sollte 
der Widerstand nicht kleiner als 100 Ohm werden. Sonst werden 
die bei der Entladung der Kondensatoren auftretenden Ströme 
zu groß, und die Entladestufe am Eingang kann zerstört werden. 

Die zwei Eingänge POTX oder POTY liegen aber nicht direkt an 
einer der verschiedenen Buchsen des 64. Die beiden Eingänge 
liegen an den Pins 2, 3, 9 und 10 des IC U28. Dies JC, ein 
CMOS-Baustein mit der Bezeichnung 4066, enthält vier soge­
nannte Analogschalter. Dies IC wird benötigt, da an den 64 zwei 
Paddlepaare, insgesammt also vier Potis, angeschlossen werden 
können. 

So ein Analogschalter arbeitet vergleichbar einem Relais. Wenn 
am Steuereingang eine Spannung anliegt, wird der Analogein­
gang auf den Ausgang durchgeschaltet, der Schalter ist ge­
schlossen. Liegt der Steuereingang auf Masse, dann ist der Aus­
gang vom Eingang gesperrt, der Schalter ist geöffnet. 

Die Analogeingänge sind mit den Controllports CN8 und CN9 
verbunden. An diesen Controllports sind die Kontakte 5 und 9 
für den Anschluß der Paddles vorgesehen. 

Die Steuereingänge sind die Pins 5, 6, 12  und 13.  Der Pin 13  
kontolliert den Schalter I zwischen den Anschlüssen 1 und 2, 
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Pio 5 den Schalter 2 zwischen 4 und 3, Piß 6 den Schalter 3 
zwischen 8 und 9 und Piß 12 Schalter 4 zwischen 1 1  und 10. 
Jeweils zwei dieser Eingänge sind zusammengeschaltet, Piß 13  
und 5 und Piß 6 und 12. 

Diese jeweils verbundenen Eingänge liegen an den heiden Pins 8 
und 9 der eIA U 1 .  Über diese Leitungen kann man auswählen, 
welche Potis an den Eingängen des AD-Wandlers liegen. Sind 
die Pins 8 und 9 der eIA Ul LOW, dann liegt kein Poti an den 
Wandlern. Ist Piß 8 HIGH, dann sind die Analogschalter 3 und 4 
geschlossen, die 3m COßtrollport 1 angeschlossenen Paddles wer­
den an die Anschlüsse POTX und POTY gelegt. Ist dagegen Piß 
9 der eIA HIGH, dann sind Analogschalter 1 und 2 geschlossen, 
die Paddles an eN8 liegen an den Eingängen der AD-Wandler. 

Bleiben noch die Anschlüsse EXT IN und AUDIO OUT am 
6581. 

AUDIO OUT ist der NF-Ausgang des Synthesizers. Hier stehen 
die im Synthesizer erzeugten Töne und Geräusche zur Verfü­
gung. Bei maximaler Lautstärke hat das Ausgangssignal eine 
Größe von 2Vss. 

Der Transistor Q8 ist als Emitterfolger an den Ausgang geschal­
tet. Dadurch, daß das Signal am Emitter des Transistors über 
dem Widerstand R38 abgenommen wird, hat der Transistor keine 
Spannungsverstärkung. Das Signal am Ausgang Pin 3 des 8-poli­
gen Video-Audio-Buchse CN5 hat somit auch eine Höhe von 
2Vss. 

An diesen Ausgang kann man direkt einen kleinen 8-0hm­
Lautsprecher anschließen. Allerdings ist die Lautstärke sehr 
gering. Um eine vernünftige Wiedergabe zu erreichen, geben Sie 
das Signal am besten auf eine Stereoanlage oder ein gutes Kof­
ferradio. Oder Sie benutzen den im Fernseher eingebauten 
Lautsprecher und das mit dem Bild übertragene Tonsignal. 

EXT IN gibt die Möglichkeit, auch externe Signale in den 
Synthesizer einzuspeisen und zu beeinflussen. Externe Signale 
können beispielsweise Mikrofonsignale sein, die mit einem klei-
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nen Verstärker verstärkt worden sind. Auch eine Gitarre oder 
eine Orgel kann nach entsprechender Verstärkung das Eingangs­
signal liefern, oder aber auch ein zweiter SID, also ein zweiter 
CBM 64. Damit hätte man dann noch wesentlich mehr Möglich­
keiten der Klanggestaltung. 

Die einzige an das Eingangssignal gestellte Forderung lautet, daß 
das Signal nicht größer als 3Vss sein darf. 

Dieser Eingang ist über den Kondensator Cl2 mit dem Kontakt 
S der 8-poligen Audio-Video-Buchse CN5 verbunden. 
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C64 Pflege und Warten 

8. C64 Pflegen und Warten 

8.1 Allgemeines zu diese .. Kapitel 

613 

Das Ziel dieses Kapitels ist es� Ihren C64 im bescheidenen 
Maßstab aufzurtistcn und im Falle eines Fehlers , den Fehler 
selbst zu lokalisieren und ihn gegebenenfalls zu reparieren. 

Falls die Garantie Ihres Geräts noch nicht abgelaufen ist, sollten 
sie es sich vorher gut überlegen, ob Sie Ihr Gerät aufschrauben, 
und damit Ihren Garantieanspruch verlieren. 

Bevor Sie nach den, in diesem Kapitel gegebenen Kurzanleitun­
gen, Geräte aufschrauben, ICs austauschen oder sonstiges unter­
nehmen, untersuchen Sie als erstes, ob Sie wirklich alle nötigen 
Geräte ordnugsgemäß angeschlossen und eingeschaltet haben. 
Wenn sich bei einem Gerät überhaUPt nichts tut, kontrollieren 
Sie als erstes die Kabel und Sicherungen. Wenn Sie im Heraus­
nehmen von ICs noch keine Erfahrung haben, und dies in der 
entsprechenden Anleitung empfohlen wird, so lesen Sie sich 
vorher unbedingt Kapitel 8.9 durch. Nehmen Sie auch keine 
Eingriffe vor, die Sie sich nicht selbst zutrauen, oder die Ihren 
Erfahrungsbereich weit übersteigen. Überschätzen Sie sich nicht, 
denn das kann Sie weitaus mehr kosten als die Reparatur bei 
einem Fachmann. 

In den folgenden Absätzen werden wir auf die häufigsten Feh­
lertypen näher eingehen: 

1.2 Der BUdausfali 

Unter Bildausfall verstehen wir, daß nach dem Einschalten des 
Computers und des entsprechenden Datensichtgeräts (Monitor, 
Fernseher) kein Bild erscheint, obwohl die LED am Computer 
leuchtet. 

Falls dies der Fall ist. so ist mit größter Warscheinlichkeit ein 
Teil der Stromzuleitung unterbrochen, welches meistens auf eine 
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defekte Sicherung zurückzuführen ist. Um dies festzustellen, 
lösen Sie die drei Schrauben an der Unterseite des Computers 
und klappen den oberen Teil vorsichtig nach hinten weg. Den 
Standort der Sicherung können Sie in den nachfolgenden Bildern 
ermitteln (die Stärke der Sicherung ist entweder 1 oder 1.25 
Ampere). Anschließend nehmen Sie die Sicherung vorsichtig aus 
der Fassung und ersetzen sie gegebenenfalls durch eine 1.25 
Ampere tragende Sicherung. Es ist häufig der Fall, daß die 
Sicherung ohne besonderen Grund durchbrennt. Der Ersatz 
durch eine 1.25 Ampere starke Sicherung ist völlig ohne Risiko, 
dagegen kann eine Überbrückung der Sicherung durch ein Stück 
Draht zu großen Schäden führen. 

Ist die Sicherung in Ordnung, liegt der Fehler wahrscheinlich 
beim Transformator. Falls Sie über das entsprechende Meßgerät 
verfügen, können Sie in der DIN-Buchse, die im Kapitel 7.9 
beschrieben werden, nachmessen. Oft fehlt die 5 VOLT Gleich­
spannung, die von der Stabilisierungsschaltung im Netzteil ge­
liefert werden soll. Aber auch die 9 VOLT Wechselspannung ist 
vereinzelt nicht vorhanden. 

Wenn Sie allerdings nicht die Möglichkeit haben, das Netzteil 
durchzumessen, tauschen Sie Ihr Netzteil durch das einens 
Freundes aus. Sollte sich herausstellen, daß der Fehler im Netz­
teil lag, so bringen Sie dieses zu Ihrem Fachhändler. 

Sollte sich herausstellen, daß auch das Netzteil funktioniert, so 
überprüfen Sie ihr Anschlußkabel an den Monitor oder Fernse­
her. Sind die Kabel in Ordnung, so könnte der Modulator defekt 
sein. Um dieses zu überprüfen, bedarf es eines kleinen Tricks: 

Schließen sie Ihre Floppy oder Ihre Datasette an den Computer 
an. Im Falle der Datasette drücken Sie SHIFTjRUN-STOP und 
daraufhin die PLA Y -Taste. Beginnt der Motor zu laufen, so 
wird der Modulator defekt sein und Ihr Computer muß in die 
Werkstatt. Ist eine Floppy angeschlossen, so tippen Sie blind 
LOAD"$" ,8. Beginnt der Laufwerksmotor sich zu drehen, so gilt 
das oben gesagte. 
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Wenn nicht einmal die LED an Ihrem Computer leuchtet, so 
sollten Sie die Sicherung an Ihrem Netzteil Ilberprüfen und ge­
gebenenfalls durch eine gleicher Starke ersetzen, Es ist auch 
möglich, daß Ihre Sicherung sich nur gelockert hat. Trifft beides 
nicht zu, so sollten Sie den Stecker fOr die Steckdose überprü­
fen. 

8.3 Nur Bildschirm u.d Rahme. 

Häufiger aber auch schwerwiegender sind die Fehler, wenn nach 
dem Einschalten der Rahmen und die Hintergrundfarbe erschei­
nen, danach jedoch jede Aktivität stoppt. In diesem Fall sollten 
Sie zuerst einmal die IRQ-Leitung messen. Im Normalfall, also 
bei funktionierendem Gerät, tritt an diesem Anschluß (Pin 3 des 
Prozessors) alle 16  Millisekunden ein negativer Impuls von ca. 
200 Microsekunden auf. Mit einem Vielfach meßgerät ist nur 
eine Gleichspannung von ca. 4.5 VOLT zu messen. Mit einer 
LED und einem Widerstand von 200 Ohm kann man oben sehen, 
ob die Interrupts ausgelöst werden. Dazu wird der Widerstand 
mit 5 VOLT verbunden und als Vorwiderstand für die LED 
benutzt. Die KathOde der LED wird an Pin 3 des Prozessors ge­
halten. Jetzt muß die LED soeben sichtbar leuchten und etwas 
flackern. Besser geeignet ist natürlich ein Logik-Tester oder ein 
Oszilloskop. 

Was aber, wenn die Interrupts ausbleiben? Wenn die IRQ-Lei­
tung nach dem Einschalten HIGH ist, dann nach kurzer Zeit 
LOW wird, kommen als Feh.lerquellen das Betriebssystem-ROM, 
das RAM, die CIAs oder der Prozessor in Frage. Ein Fall für 
eine gut ausgerüstete Werkstatt, wenn Sie nicht die Möglichkeit 
haben, die ICs aus einem anderen Rechner zu probieren. 

Sind die CIAs defekt, so ist dieser Fehler leicht festzustellen. 
Der C64 kann ohne CIA 2 arbeiten, und deshalb ist es möglich, 
die beiden ICs, deren Lage anhand der Bilder ermittelt werden 
kann, auszutauschen. Falls der Computer nun wieder funktio­
niert, mUssen Sie das defekte IC� das vorher im Sockel von CIA 
1 steckte, austauschen. 
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Hat diese Operation auch nicht den gewünschten Erfolg, können 
Sie untersuchen, ob der Prozessorport defekt ist. 

Um dieses feststellen zu können, sollten Sie jedoch schon einige 
Erfahrung im Umgang mit les haben. 

Dazu messen Sie die Leitungen -LORAM, -HIRAM und -
CHAREN an den Pins 27, 28 und 29 des Prozessors. Diese Lei­
tungen sollten nach dem Einschalten auf HIGH liegen. Stellt sich 
nach dem Einschalten aber ein LOW-Pegel an einem dieser Pins 
ein, so kann der Rechner das Betriehsystern-,ROM nicht ord­
nungsgemäß adressieren. Es wird ausgeblendet und das darun­
terliegende RAM kommt zum Vorschein. Folglich kann der 
Computer die RESET -Routine nicht anspringen, was unweiger­
lich zum 'Absturz' führt. 

Stellt sich also ein LOW-Pegel ein, so können Sie jetzt den Pro­
zessorport untersuchen. Dafür löten Sie den Prozessor aus und 
löten eine 40-beinige Fassung an diese Stelle. Nun müssen Sie 
die Pins 27, 28 und 29 des Prozessors rechtwinklig abbiegen und 
ihn zurück in die Fassung stecken, so daß diese Pins keinen 
Kontakt zur Platine haben. Auf diese Art wird dem Ardeß­
Manager U17 vorgegaukelt, daß alles in Ordnung ist, da ein 
offener Eingang an TTL-ICs als HIGH gewertet wird. Wenn der 
Rechner nach dieser Prozedur arbeitet, so ist ein neuer Prozessor 
nötig. 

Schlä.gt diese Methode fehl, so ist es unumgä.nglich, den Com­
puter in eine Werkstatt zu geben, da der Fehler mit kaum mit 
normalen Mitteln zu lokalisieren ist. 

8.4 Farbige Zeichen auf dem Bildschirm 

Wenn Sie zum Beispiel beim Listen einer Directory oder eines 
BASIC-Programms ungewollt lauter farbige Zeichen auf dem 
Bildschirm erhalten, so muß dies nicht unbedingt am VIC liegen. 
Der Fehler kann auch an dem Netzteil liegen, welches zu wenig 
Spannung liefert. Um dieses zu überprüfen, messen Sie die 
Spannung nach, oder tauschen Sie Ihr Netzteil aus. 
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8.5 Die Tastatur funktioniert Dicht richtig! 
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In diesem Fall liegt bestimmt ein Fehler der CIA I vor, die für 
die Tastaturabfrage zuständig ist. Gewißheit darüber können Sie 
sich jedoch mit dem Testprogramm verschaffen. 

8.6 Der Joystick funktioniert Dicht! 

Hier liegt der Fehler, sofern keine Störungen der Tastatur vor­
liegen, ausschließlich am Joystick selbst. Mit Hilfe des Testpro­
gramms können Sie die Joystickfunktionen überprüfen. 

8.7 Wenn er nicht richtig lädt! 

Hier muß man zwischen Datasette und Floppy unterscheiden. 
Beim Handbetrieb gibt es drei Fehlermöglichkeiten: 

In der Datasette selbst: 

Der Tonkopf ist dejustiert. Mit einem kleinen Schraubenzieher 
kann man versuchen, die Stellung des Tonkopfs anhand der 
Justageschraube zu justieren (merken Sie sich die ursprüngliche 
Einstellung, damit Sie, falls dies nicht die Fehlerquelle war. sich 
nicht die Datasette selbst dejustieren). Eine weitere Möglichkeit 
ist der verschmutzte Tonkopf, den man mit einer Reinigungs­
kassette oder einem Tonkopfspray säubern kann. 

Im Computer: 

Auch hier muß zwischen zwei Fällen unterschieden werden: 

1 .  Es wurde nicht richtig gesavet, was auf einen de­
fekten Prozessorport zurückzuführen ist. In diesem 
Fall müssen Sie den Computer in die Reparatur 
schicken. 
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Es wird nicht richtig geladen, was auf eine defekte 
CIA 1 schließen läßt. In diesem Fall können Sie. wie 
im Kapitel 8.3 ab Absatz 3 erläutert wird, die beiden 
CIAs vertauschen. 

Die Floppy Mdt nicht! 

Falls der Fehler im Computer liegt, so kann dies nur bei der 
CIA 2 der Fall sein, da diese für die Kommunikation mit der 
Floppy zuständig ist. Hier ist es ratsam, die CIA 2 mit der eines 
Freundes auszutauschen, um sich Gewißheit zu verschaffen. 
Wenn dies nicht hilft, so müßte der Fehler in der Floppy liegen, 
die man, wenn es nicht auf eine defekte Sicherung in der 
Floppy zurückzuführen ist, zu einer Reparaturwerkstatt bringen 
muß. 

8.8 Fehler, die nach längerem Betrieb auftreten 

Zeitweise oder spontan auftretende Fehler sind in einer Werk­
statt immer die unbeliebtesten Defekte. Da kann es dann ohne 
weiteres vorkommen, daß ein Gerät mehrere Tage im Test ord­
nungsgemäß funktioniert, obwohl der Kunde als Fehler angege­
ben hat, daß sich das Gerät nach 1/2 Stunde 'verabschiedet'. 
Häufige Ursache dieser Fehler ist ein thermischer Defekt in 
einem Bauteil. Sollte Ihr C64 irgendwann einmal solche Symp­
tome zeigen, so empfiehlt sich die Anschaffung einer großen 
Dose Kältespray. Dieses Spray ist im Elektronikfachhandel für 
ein paar DM zu erhalten. Durch einfaches Ansprühen lassen sich 
die Bauteile auf bis zu -40 Grad abkühlen. Dabei hat sich das 
folgende Prinzip bewährt: 

Nachdem die Tastatur entfernt ist, wird die Rechnerplatine mit 
einem normalen Haarfön gleichmäßig erhitzt. Sobald der Rech­
ner einen Fehler zeigt, werden die einzelnen Bauteile systema­
tisch mit dem Spray gekühlt und der Rechner nach jedem Bau­
teil aus- und wieder eingescha1tet. Sobald nach dem Einschalten 
der Rechner wieder funktioniert, werden die zuletzt abgekühlten 
Bauteile nocheinmal erwärmt, um zu sehen, ob wirklich eines 
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dieser Bauteile den Defekt verursachte. Auf diese Weise kann 
man nun das defekte Bauteit immer weiter einkreisen und zu­
letzt austauschen. 

Leider sind nicht nur die BauteHe als Fehlerursache möglich. 
Auch die Leiterplatte kann als Ursache in Frage kommen. Durch 
die Erw:lrffiung dehnt sie das Material aus, und obwohl diese 
Ausdehnung sehr gering ist, können winzige Haarrisse entstehen, 
die dann zu Versagen des Gerätes fü.hren. Diese Haarrise zu fin­
den ist nur mit viel Glück möglich. Glücklicherweise ist das im 
C64 verwendete Leiterplattenmaterial von sehr guter Qualit:tt, so 
daß diese Fehler ausgesprochen selten sind. 

Eine Ursache für sporadisch auftretende Fehler können auch die 
RAMs sein. Mit dem in diesem Kapitel abgedrucktem Testpro­
gramm ist es möglich, das gesamte RAM des C64 zu prüfen, 
und das vermutlich fehlerhafte RAM-IC anzuzeigen. 

1.9 Das Herausaehmen \'Od lei 

Diese Anleitung gilt nur für les, die gesockelt sind. Sollte dies 
nicht der Fall sein, überlassen sie diese Arbeit einem Fachmann. 

Nehmen Sie einen kleinen Schraubenzieher und schieben Sie ihn 
vorsichtig unter die eine der kurzen Seiten des ICs. Drücken Sie 
den Schraubenzieher nun allmählich nach unten, um den le an 
der Stelle etwas aus der Fassung zu heben. Genauso verfahren 
Sie an der anderen Seite. Achten Sie dabei darauf, daß Sie das 
Je nicht einseiüg zuweit anheben, weil dies zum Verbiegen der 
noch steckenden Beinehen auf der anderen Seite des ICs zur 
Folge haben könnte. Wenn Sie das le nun soweit aus der Fas­
sung gehoben haben, daß Sie es mühelos mit Daumen und Zei­
gefinger, die die beiden Enden des ICs halten, herausziehen 
können, dann nehmen Sie es an beiden Enden gleichmäßig zie­
hend aus der Fassung heraus. 

Fassen Sie die Beinehen des ICs nicht an, weil Sie statisch auf­
geladen sein können. was eine Zerstörung des ICs zur Folge ha­
ben könnte. 
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8.10 Wie stelle ich mir meiDe Tastatur strammer? 

Dieser kleine Trick ist sehr nützlich, wenn man die Tastatur satt 
hat. Alle Tasten des C64 sind mit Federn ausgestattet, die die 
Tasten vom Kontakt auf der Tastaturplatine wegdrücken. Die 
Tasten sind auf einem kleinen Stäbchen festgesteckt. Mit Hilfe 
eines Schraubenziehers kann man die Tasten vom Keyboard 
lösen. 

Man schiebt den Schraubenzieher unter eine Taste und drückt 
dann vorsichtig den Schraubenzieher nach unten, um die Taste 
aus der Halterung zu hebeln. Gleichzeitig zieht man die Taste 
mit Daumen und Zeigefinger nach oben. Nachdem Sie die Taste 
entfernt haben, nehmen Sie die Feder heraus, die ca. I cm lang 
ist. Sie können sie jetzt vorsichtig auseinanderziehen. Es ist nicht 
ratsam, sie länger als 1.5 cm zu ziehen, da der Anschlag sonst zu 
hart wird. 

Nachdem Sie die Feder präpariert haben, setzen Sie sie wieder 
auf ihren alten Platz. Dann stecken Sie die Taste auf den Pin 
und pressen sie nach unten, bis sie einrastet. 

Die Taste hat nun einen härteren Anschlag. Am besten stellt 
man sich die Tasten härter, die am meisten benutzt werden, zum 
Beispiel die RETURN-, RUN-STOP- und RESTORE-Tasten. 

8.11 Wie baue ich einen RESET -Taster ein? 

Bevor wir in die Praxis übergehen, woUen wir Ihnen zuvor erst 
die Arbeitsweise eines RESETs erklären. Beim Auslösen eines 
Hardware-RESETs geschieht das gleiche wie beim Einschalten 
des Computers. Die RESET -Leitung des Computers, die mit den 
wichtigsten Bauteilen verbunden ist, wird kurzzeitig auf LOW 
(MASSE) gelegt. Daraufhin springt der Prozessor die RESET­
Routine, deren Vektor in Speicheradresse SFFFC und $FFFD 
liegt, an. In dieser Routine werden die wichtigsten Bausteine 
initialisiert, wärend der Speicherinhalt zum größten Teil erhalten 



C64 Pflege und Warten 621 

bleibt. In unserer Anleitung haben wir die einfachste Möglich­
keit zum Bau eines RESET -Tasters gewählt. Es werden die Lei­
tungen RESET und MASSE des USER-PORTs per Taster mit­
einander verbunden. 

Zum Bau benötigen Sie folgende Bauteile: 

Einen Taster und zwei dünne Kabel 

Falls Sie nichts an Ihren Computer anlöten wollen, dann besor­
gen Sie sich noch einen USER-PORT -Stecker und löten die bei­
den Kabel nicht direkt an den USER-PORT, sondern an den 
Stecker. 

Jetzt löten Sie die beiden Kabelenden an die Pin I und 3 des 
USER-Ports oder des Steckers. Die Belegung des USER -Ports 
finden sie am Ende des Kapitels 5.  

Drücken Sie nun auf den Taster, und Sie werden feststellen, daß 
Ihr Rechner einen RESET ausführt. Den gleichen Vorgang kön­
nen Sie auch mit SYS64738 vom BASIC aus erzielen. 

8.12 Das Testprogramm 

Ans Ende dieses Kapitels haben wir noch ein kleines Testpro­
gramm gehängt, mit dessen Hilfe Sie das RAM, den Soundchip 
und Ihren Joystick überprüfen können. Außerdem enthält es 
Doch ein Testbild, mit dem Sie die Farben und den Kontrast 
Ihres Fernsehers oder Monitors einstellen können. Dieses Pro­
gamm ist in Assembler geschrieben und liegt hier als BASIC­
Lader vor. 

5 N=49152 

10 READX:IFX=-1THEN30 

20 S=S+X:POKEN,X:N=N+1:GOTO 10 

30 IF S<>124998 OR N<>50359 THEN PRINT"FEHLER IN DATAS":END 

40 SYS49152 
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101 DATA 169,0,141,32,208,141,33,208,170,169,5,141, 134,2, 189,58,19 

2,32,210 

102 DATA 255,232,201 ,0,208,245,32,62,241,240,251,201,49,208,3,76, 1 

54,192,201 

103 DATA 50,208,3,76, 125,195,201 ,51,208,3,76,59,194,201 ,52,208,201 

,76,56,193 

104 DATA 147,13,32,32,32,32,32,32,32,67,72,69,67, 75,80,82,79, 71,82 

,65,77,77 

105 OATA 32,13,13,13, 13,32,32,18,32,49,32,146,32,84,69,83,84,66,73 

,76,68,13 

106 DATA 13,32,32.18,32,50,32, 146,32,83,79,85,78,68,13,13,32,32,18 

,32,51,32 

107 OATA 146,32,S2,65,77,84,69,83,84,13,13,32,32,18,32,52,32,146,3 

2,74,79 

108 DATA 89,83,84,73,67,75,13,13,0, 169,147,32,210,255,160,28,162,0 

, 1 89,223 

109 DATA 192,32,210,255,232,201,0, 208,245 , 136,208,240,162,0,160,40 

, 1 89,255 

1 1 0  DATA 192,32,210,255,136,208,250,232,224,20,208,240,162,0,189,2 

1 , 193,240 

1 1 1  DATA 7,32,210,255,232,76,'97, 192, 162,18,160,12,24,32,10,229,32 

,M,1� 

112 DATA 76,0,192,18, 154,32,32,5,32,32,28,32,32,159,32,32,156,32,3 

2,30,32 

113 DATA 32,31 ,32,32,158,32,32,152,32,32, 153,32,32,0,18,154,32,5,3 

2,28,32 

114 DATA 159,32,156,32,30,32,31 ,32,158,32, 152,32,153,32,0,19,5,18, 

29,29,29 

1 1 5  DATA 29,29,29,29,29,29,17,84,69,83,84,66,73,76,68,32,68,69,83, 

32,68,65 

1 1 6  OATA 84,65,83,65,84,13,0,162,0, 189,21 1 , 193,32,210,255,232,201, 

��m 
' , 7  DATA 162,13,160,16,24,32,240, 255 ,162,0,189,44,194,32,210,255,2 

32,201 , 0  

118 DATA 208,245,162,13, 160,16,24,32,240,255,162,0,173,0,220,41, 1 ,  

208, 13, 189 

119 DATA 9, 194,32,210,255,232 ,201 ,0,208,245,240,205,173,0,220,41,2 

,208, 13 

120 DATA 189, 16, 194,32,210,255,232,201 ,0,208,245,240, 185, 173,0,220 

,41,4,208 
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121 DATA 13,189,23,194,32,210,255,232,201 ,0,208,245,240, 165,173,0, 

220,41,8 

122 DATA 208,13, 189,30,194,32,210,255,232,201, 0,208,245,240,25,173 

,0,220,41 

123 DATA 16,208,13, 189,37,194,32,210,255,232,201, 0,208,245,240,5,3 

2,62,241 

124 DATA 208,3,76,69,193,76,0,192, 147,13,83,84,69,67,75,69,78,32,8 

3,73,69 

125 DATA 32,68,69,78,32,74,79,89,83,84,73,67,75,32,73,78,32,80,79, 

82,84,32 

126 DATA 35,50,13,17, 18,69,78,68,69, 146,32,61,32,84,65,83,84,69,0, 

79,66,69 

127 DATA 78,32,32,0,85,78,84,69,78,32,0,76,73,78,75,83,32,0,82,69, 

67,72,84 

128 DATA 83,0,70,69,85,69,82,32,0,32,32,32,32,32,32,32,157,1 57, 157 

,157,157 

129 DATA 157,157,0,120, 162,0,189,7, 195,32,210,255,232,201,0,208,24 

5,162,0 

130 DATA 181,0,141, 144,4,160,0,200,208,253,213,0,240,3,76,235, 194, 

232,208 

131 DATA 236,162, 0,189,53,195,32,210,255,232,201,0,208,245, 162,0, 1 

89,64,195 

132 DATA 32,210,255,232,201,0,208,245,162,0, 189, 0,1,160,0,200,208, 

253,141 

133 DATA 144,4, 157,0, 1 ,221 ,0,1,208,93,232,208,234, 162,0,189,53, 195 

,32,210 

134 DATA 255,232,201 ,0,208,245, 162,0,189,75,195,32,210,255,232,201 

,0,208,245 

135 DATA 120,169,48,133,1, 162,0,160,4,134,251, 132,252, 162,0, 160,25 

1 , 161,251 

136 DATA 129,251,141, 144,4,193,251 ,208,36,232, 208,242,230,252,136, 

208,237 

137 DATA 169,55,133,1, 162,0,189,53, 195,32,210,255,232,201,0,208,24 

5, 169,13 

138 DATA 32,210,255,32,86,195,76,0, 192,169, 55,133, " 162,0,189,40,1 

95,32,210 

139 DATA 255,232,201,0,208,245, 169,13,32,210,255,32,86, 195,76,0,19 

2,147,13 

140 DATA 32,32,32,32,32,32,32,32,82,65,77,84,69,83,84,17,17,17,17, 

17,13,13 
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141 DATA 90,69,82,79,80,65,71 ,69,0,32,32,32,32,32,32,70,69,72,76,6 

9,82,0,32 

142 DATA 32,32,32,32,32,32,32,79,75,0,13,13,83,84,65,80,69,76,32,3 

2,0,13,13 

143 DATA 54.52.75,32,82,65,77,32,0, 162,0,189,105,195,32, 210,255,23 

2,201,0 

144 DATA 208,245,32,62,241,240,251,96, 18,17,17,17,84,65,83,84,69,3 

2,68,82 

145 DATA 85,69,67,75,69,78,146,0,32,68,229, 162,0,134,124, 169,8,133 

,125,32 

146 DATA 49, 196,166,124,169,15,141 ,24,212,169, 1 , 1 57,0,212,133, 126, 

169, 22,157 

147 DATA 1 . 212, 169,34,157,5,212, 169, 133,157,6,212, 169,15, 157,3,212 

, 1 57,2,212 

148 DATA 6,125,32,2, 196,165, 125,9, 1 , 166, 124,157,4,212,32,232, 195,1 

65,125,157 

149 DATA 4,21 2,32,232,195,32,243,195,176,231,36,125,48,3,76,176, 19 

5, '69,0 

150 0AlA 157,4,212, 165, 124,24, 105,7, 133,124,201 ,21 , 144, 159,76,0, 19 

2,160,0 

151 OAlA 162,5, 136,208,253,202,208,250,96,166, 124,230, 126,165,126, 

240, 5,157 

152 0AlA 1,212,56,96,24,96,32,87,196,169,32,36, 125,112, 14,48,17,20 

8,5,162 

153 OAlA 0,76,32, 196, '62,14,76,32, 196, 162,30,76,32, 196,162,44,189, 

105,196 

154 OAlA 240,7,32,210,255,232,76,32, 196, 169, 13,76,210,255,32,68,22 

9,32,97 

155 OAlA 196,165,124,240, '0,201 ,7,240,3, 162,59,44, 162,56,44,162,53 

,32,32,196 

156 DAlA 162,62,32,32, 196,'69, 13,32,210, 255,76,210, 255,56,32,240,2 

55,160,7 

157 DAlA 24,76,240,255, 162,5,160,7,24,76,240,255 ,68,82,69,73,69,67 

,75,45,87 

158 DAlA 69,76,76,69,0,83,69,65,71,69,90,65, 72,78,45,87,69, 76,76,6 

9;0,82,69 

159 DAlA 67,72,69,67,75,45,87,69,76,76,69,0,82,65,85,83,67,72,69,7 

8,0,49,46 

160 DAlA 0,50,46,0,51 ,46,0,32 ,32,84,79,78,71,69,78,69,82,65,84,79, 

82,0,9,-1 
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9. Vergleich der Rechner 

Der neue C64 11 hat sich optisch zu seinem Vorläufermodell 
recht stark verändert. Das neue Gehäuse entspricht nicht mehr 
dem allen etwas klobig wirkenden -Buckelgehäuse". 

Die Designer haben sich bei ihrer Arbeit eher am Commodore 
128 orientiert, wohl in der Hoffnung, wenigstens optisch einen 
PC zu schaffen. Eine Bestä.tigung dafür findet sich auch in der 
neuen Aufschrift, die der Rechnerjetzt trägt. 
Aus dem simplen 'Commodore 64' ist jetzt ein respektschaf -
fender 'Commodore 64 PERSONAL COMPUTER' geworden. 

Insgesamt ist das Gerät flacher geworden und die Tastatur etwas 
tiefer und schräger angebracht als vorher. Dadurch wird das 
Eintippen von Programmen oder Texten erheblich erleichtert. 
Außerdem sind die Sonderzeichen, die vorher unter den Buch­
staben gedruckt waren, neben die Buchstaben gesetzt worden, 
was jedoch kein Nachteil ist. 

Die Mechanik der Tastatur ist identisch mir der alten, nur die 
Farbe der Tasten hat sich geändert. Auch die einzelnen 
Anschlüsse des Rechners sind gleich geblieben. Nicht einmal der 
so dringend benötigte RESET-Schalter hat an dem neuen Rech­
ner einen Platz gefunden. 

Durch das veränderte Gehäuse steht im Computer kein Platz zur 
Verfügung, um zum Beispiel ein zweites Betriebsystem einzu­
bauen. Schraubt man das Gehäuse auf, so ist die Platine noch 
gar nicht sichtbar, weil diese unter der Tastatur und einer 
dicken Isolation aus BleCh verborgen ist. 

Um an die Platine heranzukommen, müssen also erst sämtliChe 
Schrauben und Stecker, die mit der Platine verbunden sind, ge­
löst werden, um das Isolationsblech abnehmen zu können. Erst 
jetzt wird einem ein Blick auf die stark veränderte Platine ge­
währt, die ca. 40 Prozent kleiner ist als die alte. Die Platine ist 
von der Größe her ungefähr mit einer Steckkarte f(ir den IBM-
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AT zu vergleichen. In ihr stecken weitaus weniger Bausteine und 
elektronische Teile als in der alten Platine. Sie beinhaltet näm­
lich Dur noch 17  eips, wogegen die alte Platine noch ca. 30 
hatte. 

Die CIAs 6526 sind gleich geblieben, sie liegen nur an unter­
schiedlichen Stellen, eine davon links außen und die andere 
direkt neben der Tastatur, woraus sich schießen läßt, daß die 
linke zum Steuern des USER-Ports und ' der RS232 und die 
andere zur Abfrage von Tastatur und Control-Port dient. 

An den RAM-Bausteinen wurde ebenfalls gespart. Wo vorher 
acht 8-KByte-RAM-Bausteine waren, befinden sich nur noch 
zwei 32-KByte-RAM-Chips des Types 41464. 

Die Taktbausteine des Types 8701 beinhalten quasi alle vier 
Bausteine der alten Platine, die vorher in dem abgeschirmten 
Teil neben dem VIC lagen. 

Der Modulator ist erheblich kleiner geworden, wobei er nichts 
von seiner Leistungsfähigkeit eingebüßt hat. 

Der VIC ist nicht mehr der alte 6569, der gesondert abgeschirmt 
in einem Blechgehäuse auf der Platine lag, sondern er ist durch 
einen neuen mit der Typenbezeichnung 8565 ausgetauscht 
worden, der im Gegensatz zum alten nur noch mit SV aus­
kommt. Er liegt außerdem wie die anderen Chips frei auf der 
Platine, was aber keinen Unterschied macht, weil die Platine 
auch so ausreichend abgeschirmt ist. 

Der neue Prozessor mit der Typenbezeichnung 8500 ist mit dem 
alten 6510 vollkommen kompatibel, so daß auf jeden Fall alle 
Programme auch mit dem neuen Baustein laufen. 

Das Zeichensatz-ROM ist in beiden Fällen identisch und be­
findet sich sogar noch an der gleichen Stelle wie vorher. 

Leider hat man bei dem neuen Rechner das BASIC- und 
KERNAL-ROM in einem Baustein zusammengefaßt, was den 
Nachteil hat, daß man nicht so einfach eine Betriebs-
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systemumschaltplatine einbauen kann, da man jetzt immer das 
BASIC mitbrennen muß. Außerdem ist dieses Vorhaben sowieso 
wegen des Platzmangels stark eingeschränkt. 

Das Farb-RAM ist zwar bei dem neuen C64 11 an anderer Stelle, 
ist aber immer noch das alte. 

Der neue SrD mit der Typenbezeichnung 8580 ist mit dem alten 
658 J vollkommen kompatibel. Er liegt lediglich an einer anderen 
Stelle. 

Die Multiplexer, die zur Adressierung der RAM-Bausteine nötig 
sind, sind bei der neuen Version alle in einem Chip vom Typ 
251715 untergebracht. Er übernimmt somit alle Funktionen der 
Speicherverwaltung. 

Trotz aller Änderungen läßt sich mit Bestimmtheit sagen, daß 
der neue CM JI 100% kompatibel mit sejnem Vorläufermodell 
ist. denn alle Prog.-amme oder Module arbeiten beim 'neuen' 
aenausogut wie beim guten alten C64. 
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Anhang A 

Der folgende BASIC-Loader entspricht dem bereits im Kapitel 
2.1 beschriebenen Maschinensprachemonitor. der im Speicher­
be<eich $9000 (36864) bis $9D10 (40208) liegt. 

5 M"9-16"3 

1 0  READ X : I F  x,,"1 THEN 30 

12 p()(f N,X 

15 S.S+X:N·�1:COTO 1 0  

30 I f  S<>363070 OR N<>40208 THEN PRINT"FEHLER IN DATAS":ENO 

35 SYS 9*16"3 

36 OATA12O, 169,39, 141,22,3, 169,152,141 ,23,3, 169,0, 133, 103,76,139, 1 

52,162 

37 OATA255, 160, 155,132,99,160,0,240 , 1 1 , 169, 168,133,98,32,17,145,3Z 

,141, 145 

35 OATA96,I77,96,232,224,160,240,238,221 ,171,155,208,246,138,56,24 

9,216 

39 OAT.'56,144,3,2:00,208,247,132:,2,152,10,24,101,2, 133,98,32, 17,14 

5,189 

40 OAT465, 156,208,8,169,35,32,240,145,76,95, 145,201 , 1 ,208,3,76, 113 

, 145,201 

41 OATA2 ,208,6,32,113, 145,76,156,145,201 ,3,208,6,32,113, 145,76,166 

.145,2t)1 

42 OATA4,Z08,3.76,95,145,Z01,5,208,6,32,95, 145,16,156,145,201,6,20 

8,6,32 

43 OATA95 ,145.76,166,145,201,7,208,16, 169,40,32,240,145,32,95.145. 

32,156 

44 OATA145, 169,41,76,240,145,201,8,208,16, 169,40,32,240,145,32,95, 

145,169 

45 OATA41 ,32,240, 145,76,166,145,201 ,9, 208,58,32, 141, 145, 169,36,32, 

240,145 

46 OATA160,O,177,96,48,28, 56,101,96,72,144,10, 164,97,200, 152,32,58 

, 145,24 

47 OA'A144,5,165,97,3Z,58,145,1�,32,58, 145,76,141,145,56,101,96,7 

2,176 

48 OATA238, I64,97, 136,152,32,58,145,24, 144,233,201, 10,208, 13, 169,4 

0,32,240 
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49 OATA145,32, 113, 145,169,41 ,76,240, 145,76,141, 145,32,176,145,169, 

58,32 

50 OATA240,145,76,48,145,32,176,145, 169,44,32,240,145,32,48,145,32 

,47,146 

51 OATA16O,O,177,98,32,240, 145,200,192,3, 208,246, 169,32,76,240,145 

,165,97 

52 OATA32,58,145, 165,96,76,58,145,32,70, 145,72, 152,32, 240, 145,104, 

76,240 

53 OATA145,72,74,74,74,74,32,83,'45,168, 104,76,83,145,41,15,201,10 

,24,48 

54 OATA2,105,7,105,48,96,169,36,32,240,145,32, 141,145,160,0,177,96 

,32,58 

55 OATA145,76,141,145, 169,36,32,240,145, 16O,2, 177,96,32,58, 145,160 

.' ,177 

56 OATA96,32,58,145,32,141,145,32,141, 145,76,141, 145,230,96,208,10 

,230,97 

57 OATA208,6,72,169,255, 133, 102, 104,96, 169,44,32,240, 145, 169,88,76 

,240,145 

58 DATA169,44,32,240,145, 169,89,76,240, 14S,32,42,146, 169,46,76,240 

,145,32 

S9 DATA200,14S,133,2,152,32,20D, 145, 10, 10,10, 10,5, 2,96,201,65,56,4 

8,2,233 

60 DATA7,233,48,96,32,217, 145,170,76,217, 145,32,231 , 145, 201,32,240 

,249,168 

61 DATA32,231 ,145,76, 184, 145,32,52, 146,240, 1 ,96,76,64, 146,32,11,14  

6,32,210 

62 DATA255,76,23,146,32," , 146,32,207,255,76,23, 146,32 , 1 1 , 146,32,6 

2,241 

63 DATA76,23,146,72,165 , 1 , 133,251,169,55, 133, 1 , 104,88,96,72,120,16 

5,251 

64 DATA133,1,104,96,32,2,l46,2D1,3,240, 1,96,76,64,146,169,13,76,24 

0,145 

65 DATA169,32,76,240,145,32,249, 145,201, 13,96,32,231, 145,201 ,32,96 

,32,176 

66 DATA145,162,255,154,32,52,146,240,245,201,32,240,244,201,46,240 

,240,160 

67 DATA19,136,48,14,217, 138,154, 208,248,185,100,154,72,185,119,154 

,72,96 

68 DATA169,63,32,240,145,76,64,146,32,158,l46,32,31, 146,32,l27,146 

,144,199 
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69 DATA32,18, 144,76, 113,146,165,102,240,7,169,O, 133,102,76,154, 146 

,165,97 

70 DA1A197, 101, 144, 12,208,8, 165,96, 197,100,144,4,240,2, 24,96,56,96 

,32,210 

71 OATA145,134,97,133,96,32,52. 146,240,16,201,32,208,164,32,2ZO,14 

5,170 

72 DATAJ2,217,14S,134,101,133,100,96,165,96, 133,100,165,97,133,101 

,96,32 

73 OATA210. 145, 134,97,133,96,32,52, 11i6,208, 151 ,88,108,96,0,120, 108 

,2,160 

74 DATA32,1S8,146,32,31,146,12.t27,146, 144,6,32,235, 146,76,218,146 

,76,64 

75 DATA146,32.6,145, l60,O,132,3.177,96,72,32,47,146,104,32,58,145, 

164,3 

76 DATA200,l92.8.208,237, 162,8,160.0,32,47,146,169 , l .  133,199,177,9 

6,41,127 

77 DATAlOl.32,144,10,12,240,145, 169,O,I13,212,24,144,3,32,179,145, 

12,141 

78 DATA145 ,20Z,ZD8,229,169,O,133. 199,96,32,210,145, 134,97,133,96,1 

60,0,32 

79 DATA231 ,145.132,3,32,231,145,32,13S,147,168,32,231, 145,32,135,1 

47,32 

80 DATA1M, 145,164 ,3, 145,96,200, 192,8,208,226,169, 145,32,240,145,3 

2,235 

81 OATAI46,32, 176,145, 169,58,141, 1'9,2, 165,97,32,70,145, 140, 120,2, 

141,121 

82 DATA2,165,96,32,70, 145,140, 122,2,141, 123,2, 169,32, 141, 124,2, 169 

,6,133 

83 DATA198,76.67, 146,201,32,240,l ,96,76,102,146,32,210,145, 134,97, 

133,96 

� OAJA169, 15S, 113,99,12,58,146,240,251 .32,62,148,224,31 , 144,11,22 

4,39,176 

85 OATA7,169,O, 141 ,1 ,2,240,5,169,1 , 141 , 1,2,32, " 7, 148, 133,3, 169,0, 

224,0 

86 DATA240,12,202,24, 125,216, 156,76,189,147,224,0,208,240, 164,4,19 

0,216 

87 DATA 156, 168, 165 ,3,217 ,65, 156,208,10,185,171, 155,160,0,145,96,24 

• 1Mi.7 
88 DATAZOO. 202, Z08,237, 76, 102, 146, 200, 162,6. 165 ,3,2OZ,48, 25, 221, 15 

7,154 
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89 DATA208,248,165,98,145,96,169,145,32,240,145,32,18,144,32,176,1 

45,169 

90 OATA44,76,98,147,201 , 1 ' , 240,236,201 ,9,208,30,56,165,99,233,2,13 

3,99,165 

91 DATA98,229,97, 201,2,144.4,201,255,208,75,32, 114, 149,24, 101,99,1 

45,96 

92 OA1A76,252, 147, 165,99, 145,96,200,165,98,145,96,76,252, 147, 162,0 

, 1 57,224 

93 DATA 158,232,224,3,240,6,32,231 , 145.24,144,242, 162,0. 134,98, 160, 

255,200 

94 OA1A185,224,158,209,98,240 , 1 5,232,230,98,230,98,230,98, 164,98,1 

92,168 

95 DATA1 76,9,144,231, 192,2,208.229,134,4,96,76,102,146,32,52,146,2 

08,3,169 

96 DATA1 ',96,201 ,32,240,244,201,35, 208, 19,32,231, 145,32,73,149,32, 

217,145 

97 OA1A133,98,32,52,146,208,221, 169,0,96,201,40,208, 54,32,231 ,145, 

32,73 
98 DATA149,32,217,145, 133,98,32,231 ,145,201,41 ,240,25,201,44,240,3 

,76,53 

99 DATA149,32,87, 149,32,231, 145,201 ,41,208,179,32,52,146,208,174,1 

69,7,96 

100 DATA32,95,149,32,52,146,208,163,169,8,96,32,73,149,32,217,145, 

133,98 

101 DATA32,52,146,240,83,201,44,240,52,32,224,145, 133,99,32,52,146 

,240,31 

102 DATA201 ,44,208,129,32,231 ,14S,201 ,88,240, 12,201,89,208,193,32, 

52,146 

103 DATA208,l88,169,3,96,32,S2, 146,208, 180,169,2,96,173,l ,2,240,3, 

169,1 ,96 

104 DATA169,9,96,32,231,14S,201,88,240, 12,201,89,208,47,32,52,146, 

208,42 

105 DATA169,6,96,32,S2, 146,208.34, 169,5,96, 1 69,4,96,32,224,145,133 

,99,32 

106 DATA231,14S,201,41,208, 16,32,52,146,208, 1 1 , 169,10,96,201,36,24 

0,3,76 

107 DATA102,146,96,76, 102,146,32,106, 149,32,231 ,145,201 ,88,208,243 

,96,32 

108 DATA106. 149,32,231, 145,201,89,208,232,96,32,231 , 145,201 ,44,208 

,224,96 
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109 DATA165,96,73,255 ,170,232,138,96,32,231 , 1 49,32,52,146,208,7,16 

9,8,133 

1 1 0  DATA186,76,174,149,201,44,Z03, 12,32,217,145,133, 186,32,52,146, 

240,23 

1 1 1  DATA201,44,208,1 19,32,210,145,133,98,134,99,32,52,146,208,242, 

169,0,133 

1 1 2  DATA185,24, 144,4,162,1 ,134, 185, 165,186,201 ,8,240,10,201 ,9,240, 

3,76,215 

1 1 3  OATA149,32,21, 150, 169,0,32 , 1 1 , 146,166,98,164,99,32,213,255,32, 

105,150 

114 DATA32,23,146,76,141, 153,201 , 1 , 208,55,76,194,149,169, 1 , 133,185 

, 1 33,186 

1 1 5  DATA76,194,149,32,52, 146,240,242,201,32,240,247, 201,34, 203,30, 

162,0,32 

1 1 6  DATA249, 145,201,34,240 , 1 0 , 1 57,224,158,232,224,17,240,13,208,23 

9,134,183 

1 1 7  DATA169,158,133, t88, 169,224, 1 33, 187,96,76, 102, 146, 169, 165, 162, 

244,32 

1 1 8  DATA69,150,162,3, 189, 163,1'54,157,84, 159,202, 16,247, 162,15, 189, 

167,154 

119 DATA157,105, 159,202, 16,247,162,2, 189,183, 154, 157, 142, 159,202, 1 

6,247, 169 

120 DATA3, 141, 138,159, 198,186,96,32 , 1 1 , 146,133,100,134,101, 160,0,1 

n,100 

121 OATA153,O,.159,200,208,248, 169,0,141 ,48,3,141,50,3,169, 159,141, 

49,3,141 

122 OATA5t,3,76,23,146,162,3, 189,76,253, 1 57,48,3,202,16,247,96,32, 

231, 149 

123 DATA32, 106,149,32,217,145,133,186,32,106,149,32,210,145,133,96 

, 1 34,97 

124 DATA32,106, 149,32,210,145, 133,98, 134,99,32,52,146,208,53,165,1 

86,201 

125 DATA8,240,7,201 ,9,208,32,32,209, 150, 169, l ,133,185, 169,96, 166,9 

8,164,99 

126 DATA232,208, 1 , 200,32 , 1 ' , 1 46,32,216,255,32,23, 146,32, 105, 150,76 

, 1 4 1 , 1 53 

127 DATA72,32,42,146, 104,201 , 1 ,208,2,240,216,76, 102, 146, 169,237,16 

2,245,32 

128 DATA69, 150, 162,2, 189, 186, 154,157,52,159,202,16,247,162,4, 189, 1 

89,154 
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1Z9 DATAI 57,60, 159,20Z, 16,247, 198, 186,96,:52,23, 146, 177, ln,32 , l 1 , '  

46,76,221 

130 0,1.1,1.237,32,158, 146,162,0,32,52, 146,240,200,201 ,32,208,196,134, 

3,32,217 

131 0,1.1 ... 145, 166,3, 157,0, 159,232,32,52, '46,208,236, 134,3,162,0,32. 1 

27,146 

132 0,1.1"" 44,17,160,0,189,0,159, 145,96,32, 141, 145,232,228. 3,208,236 

,240,232 

133 OATA76,64, 146, 32, 158, 146,32,210, " 5 .133,98,134,99,228,97.144,6 

,208,27 

134 0,1.1,1.197,96,176,23,32,127,146,144,228,160,0, 177,96,145,98,32,'4 

1. '45,230 

135 0 ... 1 ... 98, lOB, 238, 230, 99, 76, r.;. 151, 165. 100,56, 229,96, n. 165. 101,2 

29,97,144 

136 OArA61 ,Z4, laI ,99,133,99, 104,24, 101 ,98, 144,2,230,99,133,98,32,1 

27,146 

137 OATA'44,Z04,I60,O, In, 100, 145,98, 198,100, 165, 100,201 ,255,208,2 

,198,101 

134 0,1.1,1. 198, 98,165,98,201 ,255.208,227, 198,99, 76, 125, 151 ,32, 158, 146 

,32,52 

139 OATAI46,240,125,162,O,201,32,208, 119,32,247, 151 , 144, 16,134,3,3 

2,224,145 

140 OATAI66,3, 157,0, 159,232,32,52,146,208,231 ,32,42,146,134,3, 160, 

0,32,127 

141 OATAI46,144,38,32,31, 146,185,O,2,240,13, 177,96,217,O, 159,240,6 

,32,141 

142 DATAI45,76,199, 151,200,196,3,208,225,32,48,145,32,141, 145,32,4 

7,146,76 

143 OATAI99,151,76,64,I46,32,231,145,201 ,63,208,29,32,249,145,201, 

63,208 

144 OATA31 ,169,O,157,O,2,232,32,52,146,240,9,201 ,32,208, 16, 104,104 

,76,173 

'45 DUA151 ,24,96,72, 169,255, 157,0,2,104,56,96,76, 102,146, 120,216, 

104,141 

146 OATA69,2,104, 141 ,68,2, 104, 141 ,67,2, 104, 141 ,66,2, 104, 141,64,2, I 

04,141 

147 DATA65 ,2, 206,64,2,208,3,206,65,2,186,142,70,2, 162,0, 189, 194, 15 

4,32,240 

148 OAT" 45,232,224,61,208.245, 173,65,2,32,58. 145,173,64,2,32,58,1 

45,32,47 
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149 DATAI46,173,21,3,32,58,145, 173,20,3,32,58,145,162,O,32,47,'46, 

189,66 

,SO DATAl,32,58, 145,232,224,5,208,242,32,42,146,76,64, 146, 141,67,2 

, 142,68 

151 DATA2, 140,69,2,76,53,152,32, 158, 146,32,210,145,133,98, 134,99,3 

2,42,146 

152 DATA32,127,146,144,29,160,O, I77,96,209,98,208,12,32,141, 145,23 

0,98,208 

153 DATA236,230,99,76, 164,152,32,48,145,32,47, 146,76, 177, 152,76,64 

,146,32 

154 OATA210, 145,168,32,42, 146, 138, n, 152, 170, 104,32, 11, 146,32,205, 

189,32 

155 DATA23, 146,76,64,146,160,0, 132,96,132,97,32,249,145,41 ,15,24, I 

01,96,133 

156 DATA96, 144,2,230,97,32,249,145,201,48,144,26,72,165,96,164,97, 

10,38,97 

'57 DATA10,38,97, 10I,96,133,96,152,101 ,97,6,96,42,133,97, l04,t44,2 

12,32,42 

158 OATAI46,32,48,145,76,64, 146,32,158,146, 165,96,24, 101, 100,133,9 

6,165,97 

159 DATA101 , 101,133,97,32,42, f46,32,48, 145, 76,64,146,32,158,146,16 

5,96,56 

'60 DATAZZ9, 100,133,96,165 ,97, 229, 101, 133,97,76,47,153,32,11 ,146,3 

2,231,255 

161 OATill,23, 146,32,52,146,240,52,201 ,32,240,247,20',36,240,86,16 

2,0,157 

162 OATA224, 158,232,224,17,240,73,32,52,146,208,243,l38,162,224,16 

0, 158,32 

163 DATA" , 146,32, 189,255 ,169,1, 162,8, 160, 15,32,186,255,32,192,255 

,32,231 

164 OATA255,31.23,146,32,42,146,3Z. 1 1 , 146,169,8, 133, 156,32, 180.255 

, 169, 1 1 1  

165 OATAI33, 185,32,150,255,32. 165,255,32,210,255,201 ,13,208,246,32 

,171 ,255 

166 DATA32,23, 146,76,64,146,76,102, 146,72,32,42,146,104,32,11 ,146, 

141 ,224 

'67 DATAI58,162,224, 160,I53,I69,1,32,'89,255, 162,8,160,96,32,186,2 

55,32,213 

168 OATA243, 165, 186,32, 180,255, 165,185,32, 150,255, 169, 0,133,144,16 

0,3,140 
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169 DA1"224, 158,32, 165,255, 141 ,225, 158, 164, 144,208,49,32, 165,255, 1 

64,144 

170 0"T"208,42,172,224,158, 136,208,230,174,225,158,32,205, 189,169, 

32,32,210 

171 0"T"255 ,32, 165 ,255,166, 144,208,18,170,240,6,32,210,255,76, 10,1 

54,169 

172 D"T"13,32,210,255,160,2,208,194,32,66,246,32,23,146,76,64,146, 

32,52,146 

173 DATA208,48,32,42,146,32 , 1 1 . 146,165, 103,208,27, 198,103,169,1,16 

2,4,32 

174 0"T"186,255,169,O,133,183,32, 192,255,162,1 ,32,201,255,32,23,14 

6,76,64 

175 0"TA146,230, 103,32,231 ,255,32,204,255,76,80.154,76,102,146,146 

,146,146 

176 0"T"146, 147. 147. 149, 150,150, 1 5 1 , 1 5 1 , 1 52,152,152,152,153, 153, 1 5  

3,154,109 

177 DATA214, 194,210,45,142,121 . 116,251 ,54, 158,76, 150,200,224,30,55 

,74,43 

178 DATA68,77,71,88,58,44,76,83,70,84,72,82,67,36,35,43,45,64,80,0 

,4,5,6 

179 DATA7,8,234,234,24,144,120.72,169,48,133 , 1 , 1 04,145, 174,169,55, 

133,1 ,234 

180 DATA234,234,76,169,245,32,221,237,32,241, 15D,234,234,13, 13,73, 

78,84,69 

181 DATA82,78,32,77,79,78,73,84,79,82,32,66,89,32,82,46,32,71 ,69,7 

6,70,65 

182 DATA78,68, 13, 13,32,32,32,80,82,32,32,73,82,81 ,32,32,83,82,32,6 

5,67,32 

183 DATA88,82,32,89,82,32,83,80,13,46,42,O,76,68,65,76,68,88,76,68 

,89,83 

184 DATA84 ,65 ,83,34,88,83,84,89,M ,65,88,84,65 ,89 ,84,88,65,84 ,89,6 

5,84,88 

185 DATA83,84,83,88,80,76,65,80,72,65,80,76,80,80,72,80,65,68,67,8 

3,66,67 

186 OATA73,78,67,68,69,67,73,78,88,68,69,88,73,78,89,68,69,89,65,7 

8,68,79 

187 DATA82,65,69,79,82,67,77,80,67,80,88,67,80,89,66,73,84,66,67,6 

7,66,67 

188 DATA83,66,69 ,81 ,66,78,69,66,77,73,66,80,76,66,86,67,66,86,83,7 

4,77,80 
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189 OATA74,83,82,65,83,76,76,83 ,82,82,79,76,82,79,82,67,76,67,67,7 

6,68,67 

190 OATA76, 73,67.76,86,83,69,67,83.69,68,83,69,7.5,78,79,150.82,54,8 

3,82,84 

191 OATA73,66,82, 7'5,63,63,63, 169, 173, 189,185,165, 181 ,161, In, 162,1 

74,190 

192 OATA166, 182,160,ln,I88,I64,IS0, 141 , 157, 153, 133, �49, 129, 145,14 

2,134,150 

193 OATA140, 112, 148,ITfJ,I68,138,152. 154, 186, 104,n,40,8,105, 109,12 

5,121,101 

1� DATAI17,97,111,Z3l,2J7, 25],249,229,245,�,241,218,2S4,2lO,246 

,Z06,222 

195 DATAI98,214,232,202,2oo,I36,41 ,45,61 ,57,37,53,3],49,9,13,29,25 

,5,21,1  

196 OATA17,73, 77.93,89,69,85,65,81,201 ,205,221 ,217, 197,213, 193,209 

,224,236 

197 DArA228, 192,204,196,44,36,144,176,240,208,48, 16,80, 112,76,108, 

3l,14,30 

198 0"1A6,22,10,78,94,70,86,74,46,62,38,54,42, 110,126,102,118,106, 

24,216 

199 DA1A88,I84.56,248,120,234,96,64,O,I ,2,3,4,5,7,8,O, I,3,4,6,0,', 

2,4,5,1 

200 DAlA2,3,4,5,7,8, l,4,6,1,4,�," , l ' , " ," , l ' , I ' , " , I ' , l ' , " , O , I ,  

2,3,4,5 

201 D"1"7,8,O, I,2,3,4,5, 7,8,1,2,4,5, 1,2,4,5, 1 1 , 1 1 , 1 1 , 1 1  ,0, 1 , 2,3,4, 

5,7,8,0 

202 0"1Al,2,3,4,5,7,8,O, I,2,3,4,5,7,8,O, 1 , 2,3,4,5,7,8,O, 1,4,0,1,4, 

1,4,9,9 

203 OATA9,9,9,9,9,9, I, 10, 1 , 1 ,2,4,5," , 1 ,2,4,5, 1 1 , 1 ,2,4,5,11 , 1 ,2,4, 

5 , 1 1 , 1 1  

204 DAl"'1, " ,  11,11,",11,11,11 , 1 1 , 1 1 ,8,5,5,7,3,3,1 , 1 , 1 , 1 , 1 , 1 , 1 , 1 ,  

1,1,8,8 

205 0"1A4,4,I , I , 1 , 1 ,8,8,8,8,3,3,2,1 , 1 , 1 , 1 , 1 , 1 , 1 , 1 ,2, 1 , 5 , 5 , 5 , 5 , 1 , 1 ,  

1 , 1 , 1 , 1  

206 D"1Al , I , I , ' , 1 , -1 
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Anhang B 

Glossar 

Assembler: 

Programmiersprache, die es ermöglicht, die CPU direkt anzu­
sprechen. Sie ist sehr unkomfortabe, dafür aber die schnellste 
Sprache, da der Computer sie direkt verarbeiten kann 
(Maschinensprache). 

Betriebssystem: 

Das Betriebssystem ist im ROM fest abgelegt und ein Programm, 
das die wichtigsten Computerabläufe steuert, die für jede Pro­
grammiersprache gebraucht werden. Unter anderem sind dies die 
Aufgaben der Ein-j Ausgabesteuerung. 

Bidirektional: 

Bidirektional heißt. daß eine Operation in zwei (heide) Richtun­
gen ausgeführt werden kann. 

Expansionsport (Modul-Steckplatz); 

Der Expansionsport ist der Erweiterungssteckplatz des Com­
puters. An ihm können Zusatzmodule eingesteckt werden. Diese 
können BASIC-Erweiterungen, andere Programmiersprachen 
oder ein Steckmodul darstellen. Grundsätzlich ist dieser Port 
durch ein BASIC-Programm nicht zu bearbeiten. 

Handshake: 

Über eine Handshakeleitung verständigen sich Sender und 
Empfänger über die Bereitschaft, neue Daten zu senden bezie­
hungsweise zu empfangen. 
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Latch: 

Kommt bei einer Zweierteilung einer Speicherzelle vor. Der 
Latch (Vorspeicher) ist der Teil dieser Speicherzelle, der nur 
beschrieben werden kann. Bei einem Lesezugiff erhällt man je­
doch immer den anderen Teil der Speicherzelle, der ebenfalls ein 
Acht-Bit-Wert ist. 

Maus: 

Eingabegerät, das am Joystickport angeschlossen wird. Bewegt 
man es auf einer Unterlage, werden ensprechend der Bewegung 
Objekte auf dem Bildschirm bewegt. 

Mantisse: 

Als Mantisse bezeichnet man bei der Exponentialschreibweise 
den Wert, mit dem die Potenz multipliziert wird. Die Mantisse 
liegt laut Definition zwischen 1 und 10. Bei der Zahl 1986, in 
Exponentialschreibweise 1 .986* 10"'3, ist 1 .986 die Mantisse. 

NMI: 

Nicht maskierbarer Interrupt. Eine Unterbrechung des Pro­
grammablaufs, die durch das Setzen (auf Masse legen) der NMI­
Leitung ausgelöst wird. Dieser Interrupt ist vom Programmierer 
nicht beeinflußbar (maskierbar). 

Paddle: 

Eingabegerät, das am Joystickport angeschlossen wird. Es besteht 
aus einem Potentiometer, dessen Widerstand durch einen Dreh­
knopf beeinflußt wird. Dieser Widerstand ist als Zahl wert in 
Port X und Y des SID anzulesen. 

Parallel: 

Form der Datenübertragung, bei der die Bits nebeneinander 
(parallel) und somit gleichzeitig übertragen werden. Dies ermög­
licht eine hohe Datenübertragungsgeschwindigkeit. 
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Parität: 

Anzahl der 'I'  einer Bitgruppe, die fibertragen wird. Von einer 
geraden Parität wird gesprochen, wenn die Anzahl der 'I' gerade 
ist. Dementsprechend bedeutet eine ungerade Parität die unge­
rade Anzahl von 'I'. 

Paritätsbit: 

Bit, das bei der Datenübertragung zu der Bitgruppe mitgesandt 
wird. Ist die Parität gerade, so wird eine Eins als Bit mitgesen­
det. So kann der Empfänger überprüfen, ob bei der Übertragung 
ein Fehler aufgetreten ist. 

Peripherie: 

Darunter versteht man alle Geräte, die an einem Computer an­
geschlossen werden können. Solche Geräte sind Drucker, Floppy, 
Joystick, Lightpen, Monitor und so weiter. 

Sektor: 

Jede Spur auf Diskette ist in Sektoren aufgeteilt. Die Anzahl der 
Sektoren ist abhängig von der Lage der Spur. Innere Spuren ha­
ben weniger Sektoren als äußere. Die Länge eines Sektors beträgt 
256 Bytes. 

Seriell: 

Form der Datenübertragung. Bei dieser Art der Daten­
übertragung werden die Bits nacheinander über eine Leitung 
geschickt. Der Vorteil ist, daß nur zwei Leitungen benötigt wer­
den. Der Nachteil ist die geringe Geschwindigkeit. 

Spur: 

Die Diskette wird zu Verwaltungszwecken in 35 Spuren (Tracks) 
aufgeteilt. Diese Spuren sind ringförmig auf der Diskette ange­
ordnet und von I bis 35 duchnumeriert. Außerdem sind die 
Spuren in verschiedene Sektoren unterteilt. 
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Stopp-Bit: 

Das Stopp-Bit wird bei der seriellen Datenübertragung verwen­
det, um das Ende eines übertragenen Bytes zu kennzeichnen. 
Üblicherweise werden 1 oder 2 Stopp-Bits verwendet, was 
sowohl im Sender als auch im Empfä.nger festgelegt werden 
muß. 

Systeminterrupt: 

Ein Interrupt (Unterbrechung des Hauptprogramms), der von 
Timer A der CIA I je 1/60 Sekunde ausgelöst wird, um unter 
anderem die Tastatur abzufragen. 

Taktzyklus: 

Länge eines Systemtaktes. Wird als Zeiteinheit benutzt. um die 
Ausführungszeit eines Befehls darzustellen. 

Trigger: 

Ein Trigger ist ein Auslöser. Ist beispielsweise eine Operation 
timergetriggert, so bedeutet das, daß diese Operation nach dem 
Ablauf des Timers ausgelOst wird. Der Timer ist hierbei der 
Auslöser (Trigger). 

Zeropage: 

Die Zeropage ist eine Besonderheit der 65xx-Microprozessoren. 
Sie ist im Bereich von 0 bis 255 abgelegt und kann somit mit ei­
nem Zweibytebefehl angesprochen werden, was sowohl platz- als 
auch zeitsparend ist. In ihr sind unter anderem die wichtigsten 
Zeiger abgelegt. 
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Anhang C 

Stichworherzelchnis 

251 7 1 5  """".""".""."" .. " ... "" .................................................... 627 
41464 .......................................................................................... 626 
6510 ............... " .... " ........................... " ........................................ 626 
6526 ........................... " ...... "." .. ".""."" .. " .................................. 626 
6569 ...... . . . . . . . ...... """""""" .. """ .•... " ...... """" ...... "".................. 626 
6581 ............... " .. """""""""" .....•. """" ..... "."............................ 627 
8500 ............................................................................................ 626 
8565 ............................................................................................ 626 
8580 ............................................................................................ 627 
8701 ............................................................................................ 626 

A/D-Wandler ........... ... . . . . . . . ... . . ... . . . . . . . . . . . . . . . . . . . . . . . . . . . ... . ....... . . . . . . . . . .  173 
Adressierung ...................... ............................................. . . ......... 243 
Akkumulator ...... . ... . . . . . . . . . . . . . . . . . . . . . .. . . . ... . . . . . . . . . . . . . . . . . . . ... . .................. 76 
Alarmzeit ......... ......... ..... ............................................................. 227 
AM . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .  226 
Analog . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . ... . . . . . . . . . . . . . .... 173 
AND . . . . . . . . . . . . . . . ... . . . . . . . . . . . . . . . . . . . . . ... . .  " ............................................... 14 
Arrayberechnung . . . . . ...... ... . . . . ... . . . . . . . ..... . . . . ... ...................... ......... 272 
Arrays . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . ... . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .  22 
ASCII -Code . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .  ................................................. 18 
Atari .. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . ....... 213 
ATTACK . . . . . . . . . . . . . . . ... . . . . . . . . . . . ........................ . . . . ... . . . . . . . . . . . . . . . . . . . . ... 165 
Ausgabepuffer ... ........... . ................................. ....... . . ..... . . . .......... 230 
Auto-Start ...................................... ............................................ 273 

BANDPASS ... . ... . . . . . . . . . .......................................... . . . ... . . . . . . . . . ... . . .. 171  
BASIC-Interpreter ....................... ................................................ 20 
BASIC-Kompaktor . . . . . . .............. ....................... . . . . . . . . . . . . . . . ....... . . . . .  61 
BASIC-Loader . . . . . . . . . . . . ................................... . ....... . . . . . . . . . . . . . . . . . . . . . .  60 
BASIC-ROM ..... ..................................................... . . . . . . . ... . . ... . . . . ... 73 
BASIC-Zeile . . ... . . . ..... .................... . . . ....................... . . . . . . . . . . . . . . . . . . . . . .  18  
BASIN . . . . . . . . . . . . . . . . . .......................................................... . . . . . . . . . . . . . .  267 
Baud . . . . . . . . . . . . . . . . . . . . . . . ......... . . .................................... . ....... . . . . . . . . . . . . . .  231 
BCD-FORMAT .. . . . ..................... ......... ........ . ............. . . ... . . . . . . . . . . .  228 
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Befehlssatz .................... . . . . . . . .......................................... . . . . . . . . . . ... 135 
Bildschirmcode . . . . . . . ..... . . . . . . . . . . . . . ... . . .......................................... ... 266 
Bildschirmreset . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . ............................. . . ... ........... 266 
Binärsystem .................................. . ............................... . . . ... .......... l I  
Bit ..................... . . . . . . . . . . . . . . . . . . . . . . . . . . . . . ............................. . . . . . . . . . . . . . . . .  1 1 8  
Block ....................................... . . . . . . ................................. . . . . . . . . . . . . .  1 1 7  
BSOUT ............. . . . . . . . . . . . . . . . . . . . . . . . ... . . . .................................. . . 189, 267 
Buckelgehäuse . . . . . . . . . . . . . . . . . . . . . . . . . ... . . .. . . . ............................... . ... . ... . .  625 

Carryflag .... . . . . . . . . . . . . . ... . . . . . . . . . . . . . . . . . .  .............................................. 185 
CHKIN ..................... . . . . . ......................................... . . . . . . . . . . . . . . . . . . . .  189 
CIAs ................ . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . ........................................ . . . . . .  183 
CKUOT ................ . ... . . . . . . . . . . . . . . . . . . . . ... ............................ .... ... . . . ... . .  189 
CLOSE ......................................... . .. . . . . . ....................... . . . . . . . . . . . . . . . .  189 
Commodore ............................ ... . . . . . . .......................... . . . . . . . . . . . . . . . . .  273 
COMPARE ........................ ... . . . . . . . . . . . . . ...................... . . . . . . . . . . . . . . . . . .... 74 
CONTINUOUS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .... .............................. . . . . . . . . ... 225 
Controller . . . ............ . . . . . . . . . . . . . . . . . . . . ......... . .............................. ........ 266 
COS ................. ........ . . . . . ... . . . . .... ...... ............... ..................... . . . ..... . .  266 
Counter .. ... .................. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . ........ .......... . . . . . . . . . . . . . . . . .  224 
CPU . . .... .................. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .... ............. . . . . . . . . . . .  103, 109 
CTRL ................................................. .... . . ... . ... . . . ..... . ... . . . ... . . . ... . . . .  273 
Cursor . . . . . . . . . . . . ................................... . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .. 30 

DATA . . . . . . . . . . . .................... . . . . . ... . . . . . . . . . ... . . . . . . . ....... ..... ... . . . . . . . . . ... . . . .  1 1 6  
Datenformate . .................. . ... . . . ... . . . . . . . . ..... ........... ... . . . . . . . . . . . . . . . . . . . . . . .  56 
Datenregister ................................... . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .  204 
Datenrichtungsregister . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .................. 204 
Datentransfer ............................ . . . .. . . . . . . . . . . . . . . . . . . . ................. . . . . . . . .  245 
DDR ................. . . . ..................... . . . . . . . . . . . . . . . . . . . ... ..................... . . . . . . .  204 
DECAY ............ . . . . . .................... . . . . . . . . . . . . . . . . ... . . . . . ....................... . .  165 
Dekodiertabelle . . . . ........................ .. .... . . . ... ................ . . . . . . . . . . . . . . . . . .  274 
Dezimalsystem . . . . . ......................... ................................................ J 1 
Digitalwandler . . . . ......................................... ... . . . . . . . . . . . . . . . . . . . . . . . . .... 173 
Directory . . . ... . . . . . . ....................................... . . . . . . . . . . . . . . . . . . . . . . . . ... ........ 78 
Direktmodus . . . . . . . . ... ........................... ..... . . . . . . . . . . . . . . . . . . . . . . . ............... 18 
Disassemblieren . ... . . .................... . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . ................... 74 
Division ............ . . . . . . . . . . . . ........................................................ . . . . . . . .  50 
Drop out . . . . . . . . . . . . . . . . . . . . . . . ............................................... . . . . . . . . . . . . . . .  190 
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E/A-Port .................................................................................... 203 
Echtzeituhr ................................................................................. 226 
Eingabewarteschleife ................................................................. 264 
EOJ ............................................................................................. 239 
EOR .............................................•................................................ [5 
Exponent ...................................................................................... 5 1  

FACs ................................ ............•............................ . . . . . . . . . . . . . . . . . . . .  53 
Farbregister . . . . . . . . . . . . . ....................•............................ . . . . . . . . . . . . . . . . . .  1 1 9  
Farb-RAM ................................................................................. 1 10 
Fehlermeldung ........................................................................... 264 
Feinscrolling . . . . . . . . . . . . . . . . . . . . ............•..................................... 144, 146 
Fe[d . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . ..........•............................. ................... 24 
Filter .................................................................................. 170, 177 
Fließkomma-Arithmetik ............................................................. 50 
Fließkommakonstante ................. .............. ................................... 56 
FORCE LOAD ........................................................................... 225 
Frequenz ..................................................................................... 161 
FRMEVL . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .......•................................... . . . . . . . . . . .  27[ 
FRMNUM .................................................................................. 272 
FX80 ........................................................................................... [33 

Geräteadresse .................................................................... 188, 198 
Grafik ......................................................................................... 1 1 7  
Grafikhilfsprogramm ........................................................ 126, 128 
Grafikmodus .............................................................................. 105 

Halbtonschritte ........................................................................... 162 
Handshake ......................................................................... 231 , 232 
Header ........................................................................................ 193 
Hertz ........................................................................................... 227 
HEX-Zahl .................................................................................. 186 
Hexadezimalsystem ............................................................. 1 1 ,  161 
HIGH-Nibbel ............................................................................. 165 
Highbyte ..................................................................................... 138 
HIGHPASS ................................................................................. [7[  
Hochkomma ............................................................................... 274 
Hüllkurve .......................................................................... 165, 172 
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liD-Bereich . . . . ... . . . . . . . . . . . . . . . . . . . ................................ . . . . . . . . . . . . . . . . . . . . . . . .  73 
lEe-BUS .................................................................................... 237 
INTEGER ................. ... . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .  275 
Interpretercode ...... . . . . . . . . . . . . . . . . . . . . . . .  ................................................ 19 
Interruptvektor ........ . . . . . . . . . . . . . . .... . . . . .... ........ ...... .. .. .. ..... . . . . . . . . . . . . . . . .  137 
Interrupt ....... . ... . ... . . . . . . . . . . . . . . . . . . . . . . . .................. . . . . . . . . . . . . . . . . . . . . . . . . . . . . .  109 
Interruptprogrammierung . . . . . . . ... . . . .... .. ................ .. .. .. . . . . . . . . . . . . ... . .  137 
Interruptroutine ...... . . . . . . . . . . . . . . . . . . . . . . . . ........ . . . . ... . . . ... . ... .... .... . ... ..... .  141 
Invertieren ............. . . . . . . . . . . . . . . . . . . . . . . . . ... . .... ............ .... . . . . . . . ... . . . . . .... . .  129 

Joystick ............ . . . . . . . . . . . . . . . . . . . . . . . . . . . . . ...................... . ... . ... . . . . . . . . . . . . . . . .  213 

Kassette ...................... . ... . . . . . . . . . . . . . .  .............................................. 190 
Kassettenpuffer ......... . . . . . . . . . . . . . . . . . . . . . . . . ..................... . ... . ... . . . . . . . . . . . . .. 60 
KERNAL-ROM .... . . . . . . . . . . . . . . . . . . . . . . . . . . ............................ . . . . . . . . . . . . . . . .  73 
KEY-Bit .................... . . . . . . . . . . . . . . . . . . . .............................. . . . . . . . . . . . . . . . .  168 
Kollision ... . . ... . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . ................................ .... . . ... . ... . .  120 
Kompatibel ................................................................................. 627 
Komprimiert .................................................. . . . ....................... ... .  62 

Latch ................ . . . . . . . . . . . . . . . . . . . . ................................................ .. .. . . .  140 
LISTEN . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . ... . .... ...................................... ....... . .  241 
Listing ............ . ..... . . . . . . . . . . . . . .... .. .. .. ........... ...... . ................... . . . . . . . . . .  1 1 6  
LOAD ................. . . . . . . . . . . . . . . . . . . . . . . . . . . .................................. . . . . . . . . . . . . . .  73 
Logische File-Nummer ....... . . . ......... . . . . . . . . ...................... . . . . . . . ... . .  188 
Logische Verknüpfungen .............................................. . . . . . . . ... . . . .  1 4  
Low . . . . . . . . . . . . . . . . . . . . . . . . . . . ................................................... . . . . . . . . . . . . . . .  138 
LDW�Nibbel . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .. . . . . . ....................... . . . . . . . . . . . . . . .  166 
LOWPASS . . . . . . . . . . . . . . . .......................................... . . . . . . . . ....... . . . . . . . . . . .  171 

Mantisse ................. . . . . . . . . . . . . . . . . . . . . . . . . ............................. . . ... . . ...... ... . .  52 
Maschinensprache . . . . . . . . . . ................................ . . . . ........ . . . . . . . . . . . . . . .... 50 
Maschinensprachemonitor . . . . . . . . . . . . . . ...... .. ...................... . . . . . . . . . . . . . . .  73 
Matrix ... . ...... ... . ... . . . . . . . . . . . . . . . . .................... .. . . . ..... . . . ... . . . . . . . . . . . . . . . . . . . .  204 
MAUS . . ... . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . ........................ . . . . . . . . . . .. 212 
Multicolormodus . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .............. . . . . . . . . . . . . . . . . . . .  121 
Multicolorsprite . . . . . . . . . . . . . . . . . . . ... ... . . . ....... .................................. . . . . .  121 
Multiplikationstabelle . . . ............... ........................ . . . . . . . . . . . . . . . . . . . . . .  131 
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NMI ............................ .. . . . . ... . .................. ... .................... ............. 234 
NOT . . . .. ..... . ...... . ............. . . . .. ... . . . . . . . . .... . . ........ ............... .... . . . . . . .. . . .... I' 
NTSC-Version ............. ... ... .. .. ...... ........ . . .. .. .............. . .. . . . . . . .. . . ...... 27!i 

ONE-SHOT ................. . .................... ... . .. .. . . . . .............. . . ... . . . ........ 225 
Opcode ......•.......••.......................•........................•.•. . . . . . ........•...•.. 100 
OPEN ............ .... .. . . .... .. .. .. .. .. ......... . ........ ... .......... . . . . . ... ...... . . . . . . . .... 265 
Oszillator ... ........ . ............ ............. ................ .. ............. ... . . . . . . . . . . . . .  172 
Overlay .... . . . . . . . ............... . . ... . . .. ........... . . . . ...... ............. . . . . . . . . . . . . . . . . . .  200 

Paddle . .............................................................................. .. .. . . ... .  210 
PAL-Version . . . . ............ . . . . . . . . . .. .......... . .. . . . .. . . . . . . . ........ . . . . ...... ........ 275 
Parität . . . . . . . . . . . . . ............ .. .. . . .............. . . . . .. .. . . .................. .... .. . . . ....... 231 
Peripheriegeräte ..... .. .. .. . . . . ............ .... .. . . . . . . . ................. .. ........... . . .  278 
Personal Computer ..... .. ................ .. .. . ................. .. . . . ......... .... . . . . . .  625 
Platine . .. . . .. . . ......... ......... . . . . .. .... .. . ....... .. ...... ............ . . . . .. ................ 625 
PM . . . . . ............. .. .. . . ........ .. . ... . . . . ................ . . .. . . .... . ..... . . .. .... .. ...... . . .. 226 
Polynom ............ . . . . . . . . . . . . . . . . . . . . . . .. . . . . . . . . . . . . . . . . . . . . .. . . . . .. . . . . . . . . . . . . . . . . . .... .  273 
Portleitung .... . . . . . . ........... . . .... . . . . . .. . . ...... . . . .... ... . . . . ... .... . . ......... . .. ... .. 246 
POTX . . ....... ........ .. . . . . . ...... ........ . . . . . . . . ............... . . . . . . . . . . . . . .. .. .. .. . . . . . . .. 174 
POTY .. .. ...... .......................................................... .. . . . ....... . ... .. . ... 174 
PR ............. .................................................................................. 204 
Programmzeiger ..... .. . . .. .. .... . . ...... .. .. ...... .... ............. .. . . .............. . . . . . 76 
Prozessor .. . ... . . . . .. . . . ............... . . .. . . . .. . ......... ... . . . . . . . . ...... ....... . .. . ... . .... 137 
Prozessorstatusregister .............. . . .. .. . . . ............. . . . . . ................ . ..... . .  76 
PrOfsumme . . . . .. . . . . . .. ...... ....... .............. . ....... .. . . . . . . . ........ ... .. ... .. .. . ... 192 
Pulsbreite .... .......... ......... . . . . . . . ......... . ........................ . . .................. 163 

Quarz .... . . . . . . . . . . . . . . .......... . . . . . . . . .. .. .. ...... . . . . .. . . .. .. .. ....... . . . . . . . . . ........... . 162 

Rahmenfarbe . . .. . . ............ . . . . . .. . . . . . . ............. .. . . . . . . . . ...... . . ... . . . . . . . . . . . . .  1 4 1  
Rasterzeileninlerrupl . ..................... .................... ....................... 142 
Rauschgenerator . . . . . ... . ... . . . . . . . . . . . . . .......... . . . . . . . . . . ... . . . . .. . . . . . . . . . .. .. ...... 177 
REAL . . . ... . . . . . . . . . . . .. . . .. . . . . .. . . . .. . . . . . . . . . . . . . . .. .... .. . . . .... . . . . . . . . . . . . .. . . . . ........ 275 
Rechteckwelle . . . . . . . . ...... .. .. .. . . .. . . .. . . .. .. . . .... . . .. .. .. . . ....... . . . . . . . . . ......... .  163 
Register ....... . . . . . . . .......... .... .... ...... .. .. .... " " " "  .. " ." ,  .. " ,." " ,., ........... 1 18 
Release ...................... .......... ............................. ................... ,." ,.,. 165 
REM ........... . . .. . . . . . . . .............. . . . . . . . ............... .. . . . . . . . .......... .. . .. .. . ........ 19  
RENEW .... . . . . . .. . . . . . . ......... . ... .. . . . . .. ........ . . .. . .. . . . . . . . . ........ . ..... ....... ...... 28 
RESET ........... .. . ..................... .. . . . . ........ ...... . .............................. . . . . 60 
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RESTORE ..................... . . . . . . . . . . . ... . . . . . . . . . . . . .. . . . . . . . . . . . ... . . . . . . . . . . . ... . . . . . . .  46 
ROM . ......................................... . . ................................................. 54 
ROM-Listing .. . . . . . . . . . . . . . . . . . . . . . . . . . ............... .. . ... . . . . . . . . .. . ........... . . .... .  261 
Routine ............ . . . . . . . . . . . . . . . . . . . . . . . . . ... . . . . . . .................... ............ ......... 261 
RS-232 ........................................................................................ 230 

SAVE . . . . . . . . . . . ... . . . . . . . . . . . . . . . . . . . . . ... . . ........... . . . ... . . . . . . . . . . . .. . . . . . . . . . . . . . .. . . . . . . .  73 
Scrollen ................ . . . . . . . . . . . . . . . . . . . . . . " ,  .............................................. 266 
SEI ....... ........ .... .......... ................. ........... ...... ...... .. ....................... 138 
Serielle Schieberegister ............. ... . . . . . . . . . . .... . . . . . . . . . . . .. . . . . . . . . . . . . . . " " .  250 
Shift . . . . . . . . . . .  , ............. " ., ......................... " ............. , ............ ,." ...... 273 
sm . .... .......... . ..................... . .... . ........ .... .... . . .. .. ...... . . . . ................ . . .  161  
SIN . . . . . . . . . . . . . . . .. ............. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . ... . .. ... .. . . . . . . ... . . .  266 
Soundcontroller ........... . . ........... . . . . . . . . . . . . . . ... , .......... , .. ,., ........ , .. " " .  161 
Source-Code . . . . . . . . . . . . . . . . . ............. , ............................. , ............ , ..... 148 
Speicheraufteilung .......................... ........ ............. . . ............. .. ..... 263 
Sprites . . . . . . . . . . . . . . . . . . . . . . . . . . .. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .... ................... 1 1 6  
Sprungvektoren . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . ... . . . . . . . . . . . ... . . . . . . . . . . . . . . . . . . . .  43 
SQR . . .................... ... ...... . ......... .. . . ........ .......... . . .. ... ... . ... . .......... .. .. .  265 
ST ....... . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . ............. . . . . . . . . . . . . . . . . . . . . . . . . . . . .  242 
Stop-Taste . . ... . ........ . . . ... .. . . . . . . . . . ... . . . . . . . . . . . ........ ... . ........ .. , .............. 273 
String . . . . . . . . . . . . . . . . . . . . . . . . ... . . . . . . . . . . . . . . . . . . . . . . . . . . ... . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .  37 
Stringstack . . . . . . . . ... . . . . . . . ... . ........... . . ....... ...................................... . .  279 
SUSTAIN .. .... .. . . . . . . . . . . . . .. . . . . . . . . . . . . . ............... .. . . . . . . . . . . . .. . . . . . . . . . . . . . . . . . . .  165 
SYS . . ... . . . . . . . . . . . . .. . .... . . . . . . . . . . . . . . . . . . . . . . . . ............ .. . . ... .. .. ..... . . . . . . . . . . . . . . . . . . . .  30 
Syslemtakr ................ . . . ........... ... ... . . ........................... 250, 252, 259 
Systeminterrupt . . . . . . . . . . . . . . . . . . ...... .... .. . . . . . . . . .. . . . . . . . . . . . . .. . . . . . . . . . . . . .. . . . . . .  226 

Taklzyklus . . . . ............ . . . . ... . . . . . . . . . . . .. . . . . . . . . . ... . .. . . . . . . . . . . . .. . . . . . . . . ....... . . .  225 
TALK . . . . . . . . . . . .. . . . . . . . . . . .. .... ......... . . . . . . . . . . . . . . . . . . . ... . . . . . . . . . . . .... . .. . . . . . . ..... 241 
TAN . . .. . . . . . . . . . . .. . . . . . . . . . . . ... . . . . . . . . . . . ..... ............. . . . . . . . . . . . .... . . . . . . . . . . ... ... . .  266 
TI$ . .. .. . . . . . ....... . . . . . . . . . . . . . . . . . . . . . . . . . . . ... . . . . . . . .. . . . . .. . . . . . . . . . . . ... . . . ... . . . . . . . . . . . .  226 
TOGGLE ..... . . ... .. ....... . . . ................ ............ . . . ......... . . ... ......... ........ 225 
Token . . . . . . . . . . . . .. . . . . . . . . . . . . . .. ............ . ... . . . . . . . . . .. . . . . . . . . . . . . .. . . . . . . . . . . . . . . . . . . . . . .  20 
Tongenerator . . . . . . . . . . . . . . . . . . . . . . . . . . . . ................. . . . . . . . . . . . .. . . . . . . . . . . . . . .. . .... 161 
Trigger .. ..... ... . . .. .. .... ..... . . . . . .. . . . ... . . . . . ... ... ......... .... " .... .. .. .... , . . . . . . . . . . . 225 

Unterlauf . . . . . . .. . . . . . . . . . . . . . . . ........... ..... . ... . . . . ..... . . . . . . . . . . .... . . . . . . . . .  224, 225 
USR . . .. . . ......... . . . . . . . . . . . . . . . . . . . . . . . . . . . .... . . .. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . ... .. . . . . . . 30 
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Variablen . . . . . . . . . . . . . . . . . . . . . . . . . . . . . ....... . . . . . . . . . . . . . ... . .................... . . . . . . . . . .... 22 
VC 20 ........................................................................................... 45 
Vektor . . . . ... . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . ............... . . . . . . . . . .  137 
Vergleich der Rechner . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . ....... .. . . . . . . . .  625 
VERIFY . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . ... . . ........... . . . . . .  265 
VIA . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .  203 
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