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1. Der BASIC-Interpreter

1.1 Hex-, Biniir- und Dezimalsystem

Bevor Sie sich den weiteren Kapiteln dieses Buches, sei es
Grafikprogrammierung oder Aufbau einer BASIC-Zeile, zu-
wenden, ist es notig, sich mit einigen wichtigen Grundlagen
vertraut zu machen. Es handelt sich dabei um verschiedene
Zahlensysteme, die wir erliutern wollen. Sollten Sie mit hexa-
dezimalen und biniren Zahlen bereits vertraut sein, so kdnnen
Sie diesen Unterpunkt des ersten Kapitels iiberschlagen und mit
Kapiteln 1.2 fortfahren.

Das Wort dezimal kommt aus dem Lateinischen und bedeutet:
auf die Grundzahl zehn bezogen. Mit den zehn Ziffern unseres
Dezimalsystems (0, 1, 2, 3 bis 9), 148t sich jede beliebige Zahl
darstellen. Fiir die Zahlen von null bis neun reicht eine Ziffer
aus. Wollen wir aber eine Zahl darstellen, die grofler als neun
ist, reicht eine Ziffer nicht mehr aus, und wir miissen weitere
Stellen belegen. Dies sei hier an der Zahi dreizehn verdeutlicht.
Die ersten zehn 'Elemente’ werden zu einem Zehner zusammen-
gefaBt, die drei restlichen Elemente bleiben als Einer stehen.
Wir erhalten also einen Zehner und drei Einer. Damit haben wir
die Zahl 13 im Dezimalsystem dargestellt. Reichen aber auch
neun Zehnerstellen und neun Einerstellen nicht aus, um unsere
Zahl darzustellen, miissen wir noch einen Ubertrag hinzu-
nehmen. Diese Stelle enthidlt die Hundertereinheiten unserer
Zahl. Die Gliederung einer Dezimalzahl sieht also wie folgt aus:
von rechts nach links stehen die Einer, Zehner, Hunderter und
so weiter. Die Einerstelle kann aber auch als 10® geschrieben
werden. Ebenso ist 10 = 107, 100 = 10%, 1000 = 10® und so wei-
ter. Als Beispiel fiir die Einheiten betrachten wir die Zahl 2134
einmal genauer:

2 1 3 4

Tausender Hunderter Zehner Einer
1000 100 10 1
10*3 102 101 1070
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Die Zahl 2134 kann demnach auch folgendermaflen dargestellt
werden:

2% 10%+1%10%+3%10144%10°% = 2¥1000+1*100+3%10+4*1 = 2134

Der Mensch bedient sich des Dezimalsystems, weil er zehn Fin-
ger hat und diese anfangs zum Rechnen benutzte. Mittlerweile
sind fast alle Einheiten im Zehnersystem definiert. So ist I km =
1000 m, I t = 1000 kg oder 1 dm = 10 cm, um nur einige Bei-
spiele zu nennen.

Der Computer hat aber keine zehn, sondern nur zwei "Finger",
um zu z3hlen. Er erkennt nur, ob Strom ein- oder ausgeschaltet
ist und verfiigt daher nur tber zwei Ziffern, 0 und 1. Demnach
arbeitet. er mit einem Zweiersystem, auch Binirsystem genannt.
Analog zum Dezimalsystem kann hier nur bis eins gezihlt wer-
den, danach findet ein Ubertrag statt. Diese Ubertragsstelle,
finks neben der Einerstelle, hat den Wert 2! = 2. Hier werden
also die Zweiereinheiten abgelegt. Die nichsten Einheitenstellen
entsprechen im Dezimalsystem den Werten 4, 8, 16, 32, 64 und
128. Eine solche Einheitenstelle ist die kleinste Information, die
der Prozessor verarbeiten kann. Die einzelnen Kleinstinfor-
mationen werden Bit genannt und sind die Grundlage fiir jede
Rechneroperation. Acht Bits werden jeweils 2u einem Byte
zusammengezogen, das dann héchstens den Wert 11111111 = 255
haben kann.

Bit;: 7 6 5 4 3 2 10
T 11111 11
= 128+64+32+16+8 +4 +2 +1 = 255

GroBere Rechner kdnnen auch 16 Bits zu einem sogenannten
"Ward" zusammenfassen. Da der 6502 nicht iiber diese Fihigkeit
verfiigt, bedient man sich hier eines kleinen Tricks. Die 16 Bits
werden jeweils in zwei Bytes aufgeteilt und hintereinander im
Speicher abgelegt. Hierbei ist zu beachten, daBB die Bits 0 bis 7,
das sogenannte LOW-Byte, immer zuerst abgelegt werden.
Danach kommen erst die Bits 8 bis 15, die das hoherwertige
Byte der Zahl darstellen. Dieses Byte nennt man HIGH-Byte.
Mit 16 Bits kann man 2'® = 65535 Zahlen darstellen, was genau
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dem Adressbereich des C64 entspricht. Wie man sieht, ist es fiir
Adressierungen sehr giinstig, wenn man Zahlen in zwei Bytes
darstellt. Um alle Einheiten zu nennen, muf3 an dieser Stelle
noch erwihnt werden, dafl ein Byte auch in zwei Einheiten zu
je vier Bits unterteilt werden kann. Die ersten vier Bits nennt
man LOW-, die zweiten vier Bits HIGH-Nibble des Bytes.

Nun wollen wir versuchen, mit Biniirzahlen zu rechnen. Die
Addition zweier Zahlen geschieht genau wie im Dezimalsystem
auch: die einzelnen Stellen der Zahlen werden addiert. Sollte ein
Ubertrag entstehen, wird dieser zu der links folgenden Stelle
hinzuaddiert. Hierzu ein Beispiel:

189 = 10111101
+ 42 = 00101010
=231 = 11100111

Um im Umgang mit Zahlen im Bezug auf Computer véllig ver-
traut zu werden, fehlt noch dig. Einsicht in das Hexadezimal-~
system und natiirlich die nétige Ubung.

Das Hexadezimalsystem verfiigt iiber 16 Ziffern, von denen die
ersten zehn, von 0 bis 9, mit denen des Dezimalsystems identisch
sind. Danach folgen als Ziffern A, B, C, D, E und F, die auf
den ersten Blick etwas mysterids erscheinen, da sie uns bisher
nur als Buchstaben bekannt sind. Im Hexadezimalsystem werden
diese Symbole jedoch benutzt, um Ziffern fir die Werte 10 bis
15 darzustellen. Die dezimalen Werte der einzelnen hexadezima-
len Ziffern kdnnen Sie der folgenden Tabelle entnehmen:

Mexadezimal: 0 123456789 A B C D E F
Dezimal: 012345678910 11 12 13 14 15

Der Unterschied zum Dezimalsystem besteht darin, daB nach der
Ziffer 9 kein Ubertrag entsteht, sondern mit A weitergezihlt
wird. Stattdessen findet der Ubertrag erst nach der Ziffer F
statt. Mit einer Stelle 148t sich also maximal die Zahl 15 darstel-
len. Im Binirsystem wiirde man dazu vier Stellen bendtigen.
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Mit zwei Ziffern 148t sich maximal die Zahl FF =
15*16'+15*16% = 255 darstellen. Im Gegensatz zum Binirsystem,
in dem man fiir diesen Wert acht Stellen braucht, geniigen hier
zwel. Um den gesamten Adressbereich ansprechen zu kénnen,
kommt man jetzt mit vier statt mit 16 Stellen aus. Der
Vollstindigkeit halber wollen wir hier noch auf das Rechnen mit
Hexadezimalzahlen anhand eines Beispiels eingehen:

Dezimal Binar Hexadezimal

133 = 10000101 = 85
+ 42 = 00101010 = 2A
=175 = 10101111 = AF

Sie sehen, daB sich auch hier am Rechenprinzip nichts geindert
hat, wenn man von den sechs neuen Ziffern absieht. Mit einiger
Ubung werden Sie sowohl das Rechnen mit den Zahlensystemen,
als auch das Umrechnen zwischen diesen als Selbstverstindlich-
keit ansehen. Fiir das Umrechnen zwischen Binir- und Hexa-
dezimalsystem gibt es eine kleine Hilfe, die auch Sie sich zu
Nutze machen kdnnen:

Wie schon erwihnt, lassen sich die acht Bits eines Bytes in zwei
Nibbles unterteilen. Nehmen wir die Zahl 42 = 00101010, so ist
das LOW-Nibble 1010 = 10 = $A. Das HIGH-Nibble hat den
Wert 0010 = $2. Schreiben wir die beiden Nibbles, in der
Reihenfolge HIGH- und LOW-Nibble, hintereinander, erhalten
wir die Zahl $2A = 00101010. Wir haben also die zwei Stellen
der hexadezimalen Zahl einzeln betrachtet und umgerechnet.
Dadurch arbeiten wir nur noch mit Zahlen im Bereich von 0 bis
15, beziehungsweise von 0 bis F, was uns das Rechnen erheblich
erleichtert.

1.2 Logische Verkniipfungen
Die logischen Verkniipfungen stammen aus der Booleschen

Algebra, so genannt nach dem Mathematiker George Boole. Im
BASIC hat man Zugriff auf die Verkniipfungen NOT, AND und
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OR. In Assembler kann man den Befehl NOT nicht benutzen.
Dort hat man dafiir aber den Befehl EOR, mit dem man unter
anderem auch die Wirkung von NOT erzielen kann.

Die erste Verkniipfung, die wir behandeln wollen, ist NOT. Auf
deutsch Gibersetzt bedeutet NOT NICHT’. Wenn man weil3, daB
sich eine logische Verkniipfung immer auf die einzelnen Bits
eines Bytes bezieht, diirfte es nicht schwer fallen, sich vor-
zustellen, welche Wirkung dieser Befehl hat. Jedes Bit wird
negiert, also einfach umgedreht. Wenn ein Bit 1 ist, wird es 0
und umgekehrt. NOT ist also keine Verkniipfung im eigentlichen
Sinn, da es sich nur auf eine Zahl bezieht und keine zwei Zah-
len miteinander verkniipft werden. Zu NOT nun ein Beispiel:

NOT 195
Ergebnis: 60

Das Betrachten des Bitmusters veranschaulicht das Ergebnis:

Zahl 11000011 = 195
NOT 00111100 = 60

Es ist zu beachten, daB3 sich dieses Zahlenbeispiel nur auf das
Bitmuster bezieht. Da die Zahlen im BASIC zuerst in das
Integerformat umgewandelt und dann erst negiert werden, ist
das Ergebnis hier nicht dasselbe. In BASIC wiirden Sie -196
erhalten.

Jetzt kommen wir zu den Verkniipfungen, die auch in As-
sembler Verwendung finden. Als erstes whre hier AND, zu
deutsch UND, zu nennen,. Hierbei miissen jeweils beide zu ver-
knipfenden Bits gesetzt sein, damit das Bit im Ergebnis auch
gesetzt ist. Ist eines der beiden Bits 0 und das andere I, so wird
das Ergebnisbit 0.

PRINT 31 AND 85
Ergebnis: 21
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Auch hier verdeutlichen die Bitkombinationen das Ergebnis;

1. Zaht 000171111 = 31
AND 2. Zashl 01010101 = 85

Ergebnis 00010101 = 21

Ein Anwendungsbeispiel fiir die AND-Verkniipfung ist zum
Beispief das Ldschen einzelner Bits. Mochte man beispielsweise
das letzte Bit eines Bytes ldschen, ohne die anderen Bits zu
verindern, so braucht man die entsprechende Zahl nur mit
11111110 = 254 zu verkniipfen.

Zahl: 01101101
verknipft mit: 11111110

ergibt: 01101100

In diesem Beispiel wurde das letzte Bit geléscht, ohne die ande-
ren Bits dabei zu verdndern. Dieses System ist vor allem dann
von Nutzen, wenn die einzelnen Bits eines Bytes verschiedene
Funktionen ibernehmen und nicht alle Bits bekannt sind.

Eine Umkehrung dieser Funktion, also das Setzen eines beliebi-
gen Bits, kann man mit OR erreichen. Bei OR muf3 mindestens
eines der jeweiligen Bits gleich. 1 sein, damit das Ergebnisbit
gesetzt wird. Es konnen natiirlich auch beide Bits gesetzt sein.
Um das letzte Bit einer Zahl zu setzten, mufl man es nur mit I
OR-verkniipfen. War es gelascht, so wird es jetzt gesetzt, da §
OR 1 = 1 ist. War es aber schon 1, wird der Wert beibehalten,
da 1 OR 1 auch 1 ist.

Ein Beispiel konnte so aussehen:

Zahi: 10010100
verkniipft mit: 00000001

ergibt: 10010101
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Da die restlichen Bits mit 0 verkniipft werden, bleiben sie
unverindert. Aus dem BASIC heraus muf3 man die betreffende
Zahl mit 1 OR-verkniipfen, wenn man das letzte Bit setzen will.
Mochte man Bit 2 setzen, mufl man die Zahl 00000010 = 21 = 2
benutzen.

Wihrend die bislang besprochenen Verkniipfungen zum Standard
fast jeder Programmiersprache gehdren, muB8 EXOR fast als
*Exot’ unter den Verkniipfungen angesehen werden. EX steht
dabei fur EXklusiv oder NUR. Eine wahre Aussage erhilt man,
wenn zwei verschiedene Bits miteinander verkniipft werden, es
mull also genau ein Bit gesetzt sein. Um eventuellen Ver-
wirrungen vorzubeugen, muf3 an dieser Stelle eingefiigt werden,
dall in der Boolschen Algebra eine 1 als Ergebnis einer Ver-
kniipfung eine wahre Aussage bedeutet. Eine 0 als Ergebnis
steht hingegen fir eine falsche Aussage.

Auf den ersten Blick erscheint das Anwendungsgebiet von
EXOR sehr begrenzt, doch das 4ndert sich, wenn man ein wenig
damit arbeitet. Verknipft man zum Beispiel eine Zahl A mit
einer zweiten Zahl B, so sind im Ergebnis die {iberein-
stimmenden Bits geléscht. Diese Anwendung erdffnet neue
Mdglichkeiten, vor allem in der Assemblerprogrammierung. Da
eine Zahl A zweimal mit einer Zahl B verkniipft wieder die
Zahl A ergibt, eignet sich EXOR auch hervorragend zum
Codieren eigener Programme, um diese vor fremden Eingriffen
zu schiitzen. Dabei muB3 das Programm in codierter Form abge-
speichert sein, nachdem man es zuvor ’per Hand’ mit einer be-
stimmten Zahl EXOR-verknipft hat. Dem Hauptprogramm muB
dann eine kleine Decodierroutine vorangestellt werden.

Hier sind die sogenannten Wahrheitstabellen der Booleschen
Algebra noch einmal genau aufgefiihrt:

NOT AND OR EXOR

0=1 00=0 00=0 00=0

1=0 01=0 01=1 01=1
10=0 10=1 10=1
11=1 11=1 11=0
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1.3 Der Aufbau einer BASIC-Zeile

Der COMMODORE 64 verfigt iiber einen recht komfortablen
BASIC-Interpreter, der auf dem des COMMODORE PET 2001
aufbaut. Dieser Interpreter wurde von der Firma Microsoft ent-
wickelt und findet auch in der 3000er Serie von COMMODORE
Verwendung. Da es sich auch hier um das BASIC mit der Ver-
sionsnummer 2.0 handelt, entsprechen sich die Funktionen der
beiden Interpreter. Doch nun zur Funktionsweise des Inter-
preters.

Nach dem Einschalten befindet sich der Computer in einer Ein-
gabewarteschleife, sofern kein Modul angeschlossen ist. Wie sich
schon aus dem Wort entnehmen 148t, wartet der Rechner hier
auf die Eingabe einer BASIC-Zeile, die mit RETURN abge-
schlossen werden muf3. Danach verzweigt er in eine Schleife, die
fir die Umwandlung in den Interpretercode zustindig ist. Dabei
wird iiberpriift, ob es sich bei dem ersten Zeichen dieser Zeile
um eine Zahl handelt. Ist dies nicht der Fall, so wird die Zeile
im Direktmodus abgearbeitet. Handelt es sich jedoch um eine
Zahl, wird diese als Zeilennummer angesehen. Existiert diese
Zeilennummer schon, wird die betreffende BASIC-Zeile im
Speicher geldscht und der Rechner kehrt in die Eingabe-
warteschleife zuriick. Normalerweise folgt nach der Zeilennum-
mer jedoch ein Text, der dann vom BASIC-Interpreter in den
Interpretercode umgewandelt und abgespeichert wird. Bei dieser
Umwandlung wird jeder BASIC-Befehl in eine Codenummer
iibersetzt. Die entsprechenden Werte kann der Computer aus
einer Tabelle ablesen, die wir auf einer der nichsten Seiten
abgedruckt haben. Diese Werte, mit denen der Interpreter
arbeitet, werden auch Tokens genannt. Texte, die etwa in
Anfihrungsstrichen stehen, werden nicht in solche Tokens um-
gewandelt, sondern in normalem ASCII-Code (American
Standart Code for Information Interchange) im Hexadezimalsys-
tem abgelegt. Zum besseren Verstindnis haben wir einige Bei-
spielzeilen mit dem dazugehdrigen Interpretercode abgedruckt,
die wir noch weiter dokumentieren wollen.
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BASIC-2eile Interpretercode

10 PRINT"HALLO" OE 08 OA 00 99 22 48 41 4C 4C 4F 22 00
080E OO1IOPR.™ H A L L O™

20 REM TOKEN 1A 08 14 00 BF 20 54 4F 4B 45 4E 00
081A 0020 REM T 0 X E N

30 END 20 08 1E 00 80 00 00 00
0820 0030 END

Fangen wir mit Zeile 10 an: Die ersten beiden Bytes stehen mit
der BASIC-Zeile in keinem direkten Zusammenhang und kén-
nen deshalb etwas verwirren. Es handelt sich hierbei um die
Anfangsadresse der jeweils nichsten BASIC-Zeile. Diese Adresse
liegt als LOW- und HIGH-Byte vor. Die nichste Zeile fingt in
unserem Beispiel also bei $080E an. Hierbei sind wir davon aus-
gegangen, da3 der BASIC-Start bei $0801 (2049) liegt, was nach
dem Einschalten des Rechners normalerweise der Fall ist. Die
nichsten beiden Bytes geben die Zeilennummer der BASIC-Zeile
an. Schauen wir uns diese beiden Bytes an, so sehen wir, daf} es
sich um die Zeilennummer $000A handelt, die in das Dezimal-
system umgerechnet der Zahl 10 entspricht. Nun folgt der erste
BASIC-Befehl, der in ein Token umgewandelt wurde. Der
Befehl PRINT ist hier in den Codewert $99 (153) umgewandelt
worden. Danach folgt die Zahl $22 (34), die dem Hochkomma-
zeichen, auch Anfilhrungsstriche genannt, entspricht. Der in
Hochkommazeichen eingeschlossene Text wird nicht in Tokens
umgewandelt, sondern als ASCII-Code abgelegt. Das Wort
'HALLO’ bleibt also in seiner vollen Linge von finf Bytes
erhalten. Jetzt kommt wieder der Token fiir das Hochkomma-
zeichen und im AnschluB3 die Zahl Null. Diese Null wird nach
jeder BASIC-Zeile vom Interpreter automatisch angehiingt, um
das Ende der Zeile zu markieren.

In der zweiten Zeile wiederholt sich dieses Prinzip. Die ersten
Bytes zeigen auf den Anfang der dritten Zeile, die sich in
$081A (2074) anschliet. Der Codewert $8F (143) ist der Token
fiir den BASIC-Befehl REM,
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Der Text hinter REM wird, wie der in den Hochkommazeichen
auch, als ASCII-Code abgelegt. Wie bei der ersten Zeile wird an
das Ende eine Null angehidngt. Auch die dritte Zeile ist nach
demselben System aufgebaut, weist jedoch zu den ersten beiden
einen Unterschied auf. Die ersten beiden Bytes zeigen nicht auf
den Anfang der nfichsten BASIC-Zeile, da diese nicht existiert.
Die Bytes zeigen hinter das Ende der letzten Zeile. An diese
Stelle setzt der Interpreter zu der Null fir das Ende der Zeile
noch zwei weitere Nullen. Hier befinden sich jetzt also drei
Nullen, die fir den Interpreter das Ende des gesamten BASIC-
Programms markieren.

Bei der Umwandlung in den Klartext, also einem LIST, wandelt
der Interpreter die Tokens in ASCII-Codes um. Diese Methode
hat zwei wesentliche Vorteile. Zum einen wird fiir ein Pro-
gramm weniger Speicherplatz benétigt, zum anderen muf3 das
Programm nicht bei jedem Ablauf erst umgewandelt werden,
was zu einem schnelleren Programmablauf fihrt.

Hier nun die Tabelle der Befehlsworte und ihrer Tokens: Die
Adresse hinter den Tokens gibt den Einsprung der jeweiligen
Routinen im BASIC-Interpreter an, soweit dieses mdglich ist.

Befehl Token Adresse Befehl Token Ade¢esse
END $80 128 $A831 RETURN $BE 142 $ABD2
FOR $81 129 $A742 REM $8F 143  SA93B
NEXT $82 130 $AD1D SToP $90 144  SAB2F
DAYTA $83 131  $AS8F8 ON $91 145  $SA948B
INPUT# $84 132  SABAS WAIT $92 146 $B820
INPUT $85 133  $ABBF LOAD $93 147 $E168
DIM $86 134 $8081 SAVE $94 148 $E156
READ $87 135  $AC06 VERIFY $95 149  SE165
LET $88 136 $A9AS DEF $96 150 $B3B3
GDTO $89 137  $A8A0 POKE $97 151 $B824
RUN $8A 138 $A8M PRINT# $98 152 $AA80
IF $8B 139 $SA928 PRINT $99 153  SAAAO
RESTORE $8C 140  $A81D CONT $9A 156  SA857

CosUB 380 141 SARRS LIST 898 155 SRE9C
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CLR $9C 156  3A6SE SGN $84 180 $BC39
CMD $90 157 3$AA86 INT $85 181 $BCCC
SYS $9€ 158 $E12A ABS $86 182 $BCS58
OPEN $9F 159 $E1BE USR $87 183 $0310
CLOSE $A0 160 S$E1C?7 FRE $B8 184 $B370
GET/GET# $A1 161 $AB78 POS $89 185 $B39E
NEW $A2 162 $A642 SQR $BA 186 $BF71
TAB( $A3 163 - RND $BB 187 $E097
T0 $AL 164 - LOG $BC 188 $B9EA
FN $AS 165 $B3F4 EXP $BD 189 $BFED
SPC( "$A6 166 - cos $8E 190 $E264
THEN $A7 167 - SIN $BF 191 $E26B
NOT $A8 168  $AED4 TAN $C0 192 $E2B4
STEP $A9 169 - ATN $C1 193  $E30E
+ $AA 170 $B8SA PEEK $C2 194  $B8OD
- $AB 171 $B8853 LEN $C3 195 $B77C
* $AC 172 $BAZB STR$ $C4 196  $B46S
/ $AD 173 $BB12 VAL $C5 197  $B7AD
h $AE 174  $BF7B ASC $C6 198 $B78B
AND $AF 175  SAFE9 CHRS $C7 199  $B6EC
OR $B0 176  3AFE6 LEFTS $C8 200 $B700
GréRer $B1 177 - RIGHTS $C9 201 $B72C
= $82 178 - MID$ $CA 202 $B737
Kleiner $B3 179 - GO $CB 203 -

Als Ergidnzung mufl noch hinzugefiigt werden, dafl das hdchst-
wertige Bit, also Bit 7, der Tokens immer gesetzt ist. Daraus er-
gibt sich zwangsliufig, dal die Werte der Tokens immer gréfBer
als 127 sind.

Neben den Tokens finden noch folgende Werte im Interpreter
Verwendung:
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$00 Der Nullcode markiert 2Zeilen- oder
Programmenden

$20 ¢32) bis 5F (95) Diese Werte sirid identisch mit dem
ASC II-Code

$FF (255) Codewert far die 2ahl Pi

Betrachten wir die Wertebereiche der Codes, stellen wir fest,
daB die Bereiche von (1) bis $IF (31), $60 (96) bis $7F (127)
und $CC (204) bis $FE (254) vom Betriebssystem nicht benutzt
werden. Sie eignen sich damit hervorragend, um eigene Befehle
in BASIC einzubinden. Zu diesem Thema erfahren Sie weiteres
in Kapitel 1.5

1.4 Ablage von Variablen und Arrays

Die Variablen des Commodore-BASIC werden in drei Arten
unterteilt, die sich in bestimmten Adressbereichen des BASIC-
Speichers befinden. Hierbei wird zwischen einfachen, also nicht-
indizierten, Variablen, indizierten Variablen und den Inhalten
von Stringvariablen unterschieden.

Die nichtindizierten Variablen werden unmittelbar hinter dem
BASIC-Programm abgelegt. Der Anfang dieses Blocks ist in
einem Zeiger in der Zero-Page in den Adressen $2D/2E (45/46)
festgelegt. Da sich der Block direkt hinter dem Programm befin-
det, ist es klar, daB3 diese Variablen beim Einfiigen eines neuen
Programmteils geldoscht werden. Hinter diesem Adressbereich
schlief3t sich der Block mit den indizierten Variablen an, dessen
Beginn in den Adressen $2F/30 (47/48) festgelegt ist und der
gleichzeitig das Ende des ersten Blocks markiert. Das Ende des
zweiten Variablenbereichs wird durch den Zeiger in $31/32
(49/50) gekennzeichnet. Die Inhalte der Stringvariablen werden
am Ende des BASIC-Speichers abgelegt und auf der folgenden
Seite noch niher erliutert.
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Als erstes schreiten wir zur Erklirung der nichtindizierten
Variablen, die sich in vier Variablentypen gliedern. Dieses sind
die REAL-Variablen, die INTEGER-Variablen, die STRING-
Variablen und die Variablen von selbstdefinierten Funktionen
mittels DIM. Die Eintrige bestehen aus jeweils sieben Bytes, die
den Variablennamen und den Variablenwert beziehungsweise
den Zeiger auf den Variablenwert beinhalten.

Type Byte 0| Byte 1| Byte 2| Byte 3 | Byte 4 |Byte 5 | Byte 6
Nameo Name o Yarlablen \J'.aﬂablsn Vartai:len Varlablen
Real Bit 7-0| Bit 7=0] FHPOMOM oy wart wart | wert
Ty T "Nams | Name |  Wert | wert 1
Meger | euz-of mez=y qow | eam || - 1 -
: Mame Nama . Adresase Adrezss
_SMiNg | euz-1| enz-of YEN90 | ow | mgw | - |
- EN T 77 Name | Nams | Adressa| Adresse waorl Wert
BIt 7=1 Bl 7=1 (Low) {High} {Low}

Abb. 1.4.1: Format der Variablentypen

Die Bytes 0 und 1 eines jeden Eintrages beinhalten den Namen
und den Typ der Variablen. Der Typ wird durch die beiden
siebten Bits gekennzeichnet, die entsprechend gesetzt sind, wie
Sie aus der Abbildung 1.4.1 ersehen kdnnen. Bei der REAL-
Variable enthilt das Byte 2 den Exponenten und die restlichen
Bytes den Variablenwert. Bei INTEGER-Variablen ist es noch
einfacher, da dort die Bytes 2 und 3 das LOW- und HIGH-Byte
der entsprechenden Zahl beinhalten. Da Strings in den restlichen
finf Bytes meistens nicht genug Platz finden, werden dort nur
die Stringlinge und die jeweilige Startadresse abgelegt. Ahnlich
verhilt es sich bei den selbstdefinierten Funktionen. Hier wer-
den die Adresse der Funktion und der eigentlichen Variable
hintereinander abgelegt.

Die STRINGS werden in einem Bereich am Ende des BASIC-
RAMs abgespeichert, auf den der Zeiger in $37/38 (55/56)
zeigt. Von dort an werden die Variablen nach unten hin ange-
baut. Die untere Grenze dieses Bereichs wird in $33/34 (51/52)
festgehalten. Zu beachten wire noch, daB3 bei Stringoperationen
die Zwischenergebnisse abgespeichert und die Endergebnisse
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angehingt werden. Bei Platzmange]l werden die Zwischen-
ergebnisse geléscht, was auch durch den Befehl FRE (0)
erzwungen werden kann.

Bei dimensionierten (indizierten) Variablen werden fir die Ein-
trige nicht mehr grundsitzlich sieben Bytes zur Verfiigung
gestellt, sondern nur noch die Anzahl der bendtigten Bytes. Dies
entspricht zum Beispiel zwei Bytes beim Integerformat oder drei
Bytes bei Strings. Jedem Feld geht ein Arrayheader voraus, der
in Tabelle 1.4.2 erklirt wird,

Zum SchluBB noch eine Bemerkung, die Zeit sparen hilft: Es ist
auf jeden Fall sinnvoll, die Variablen vor den Arrays zu dekla-
rieren, da beim Einfiigen von Variablen alle Arrays verschoben
werden miissen.

Byte ow| Byte 1 iByte 2 TByte‘a Byte 4 | Byte 5 | Byte 6

Name Mame Feld - Feld - Anzahi Spalten - spalten—
lange iange der lange lange
Bit7=1 | Bt Z=1 | ¢iow) (High) [Dimen— | (tow) | (Righ)

sonan

Abb. 1.4.2; Dimensionterte Variablen

1.5 Wie erweitert man BASIC?

Eigene Maschinenroutinen lassen sich aufBler der Realisierung
durch USR- und SYS-Funktion noch eleganter direkt in den
BASIC-Interpretercode einbinden. Sehen wir uns dazu die Stelle
im Intespreter an, die ein BASIC-Statement holt und ausfiihrt.
Hier ist der entsprechende Auszug aus dem ROM-Listing:

ATE1 6C 08 03 JMP (30308); zeigt normalerweise auf $A7ES
A7E4 20 73 DO JSR $0073 ; 2eichen aus BASIC-Text holen
A7E7 20 ED A7 JSR SA7ED ; Statement ausflhren

A7TEA 4C AE A7 JNMP SA7AE ; zurick zur Interpreterschleife
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An dieser Stelle kénnen wir nun eingreifen. In der Adresse
$0308/$0309 (776/777) steht der Zeiger fiir die Ausfilthrung
eines BASIC-Befehls, den wir auf eine eigene Routine umstellen
kénnen. In dieser Routine kénnen wir dann uberpriifen, ob es
sich um unseren selbstdefinierten Befehl handelt und entspre-
chend verzweigen. Eine iibliche Methode ist es, eigene Befehls-
erweiterungen durch ein vorangestelltes Sonderzeichen, zum
Beispiel ein Ausrufezeichen, zu kennzeichnen, so kénnte

100 'PRINT

eine eigene modifizierte Druckroutine aufrufen. Unsere Routine
prift dann auf das Ausrufezeichen. Wird es gefunden, kann in
die eigene Routine verzweigt werden, ansonsten wird die Rou-
tine des BASIC-Interpreters aufgerufen. Ein entsprechender
Programmausschnitt kénnte so aussehen:

UBERPRUFEN JSR $0073 ; CHRGET, nichstes Zeichen holen
CMP  #$21 ; mit sonderzeichen vergleichen
BEQ FOUND ; Verzweigung zur eigenen Routine
JSR $0079 ; CHRGOT, Flags wieder setzen
JMP SA7E7 : Interpreterbefehl ausfihren
FOUND JSR 30073 ; CHRGEV, néchstes Zeichen holen
JSR  COMMAND ;
JMP SA7E4 ; zuriick zur Interpreterschleife,
nachstes Zeichen holen

eigenen Befehl ausfiihren

Der Zeiger in $0308/$0309 muf3 beim Initialisieren der Befehls-
erweiterung auf die Anfangsadresse (das Label UBERPRUFEN)
des obigen Beispielprogramms gesetzt werden. Will man mehrere
Befehle implementieren, so kann man noch eine Routine zur
Unterscheidung der Befehlsworte einbauen, die die ver-
schiedenen Befehlserweiterungen selektiert und wiederum ent-
sprechend vergleicht.

Im folgenden finden Sie einige Anregungen zur Verwirklichung
eigener Routinen. Beim ersten Beispiel handelt es sich um eine
Hardcopyroutine. Die Hardcopy-Funktion hat den Zweck, den
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Bildschirminhalt auf den Drucker mit der Geritenummer 4 zu
kopieren und kann mit SYS 36864 direkt aufgerufen werden. Es
ist jedoch sinnvoller, ein kleines Starterprogramm nach dem obi-

gen Muster zu schreiben, um die Routine als BASIC-Er-

weiterung nutzen zu kdnnen.

Hardcopy Funktion:

9000
9002
9004
9006
9008
900A

A9 04
85 BA
A9 TE
85 B8
A9 00
AD 04

900c 85 7

900€
9010
9012
9014
9017
9019
901c

84 72
85 B7
85 89
20 CO
A6 B8
20 C9
A2 19

901E A9 0D
9020 20 D2

9023
9026

20 E1
FO 2E

9028 A0 00

902A
902C
902E
9030
9032
9034
9036
9038
903A
903C
903F
9040

B1 71
85 67
29 3F
06 67
24 67
10 02
09 80
70 02
09 40
20 D2
c8

Co 28

FF

FF

LDA
STA
LDA
STA
LDA
Loy
STA
STY
STA
STA
JSR
LDX
JSR
LOX
LDA
JSR
JSR
BEQ
LDY
LDA
STA
AND
ASL
BIT
BPL
ORA
BVS
ORA
JSR
INY
CPY

#804
$8A
HS7E
$88
#300
#804
$71
$72
$87
$B9
$FFCO
$88
$FFC9
#$19
#$0D
$FFD2
$FFE1
$9056
#300

r mp oma e

My ma wE ME wa wmEF W4 Wy ME wa

($71),v;

$67
#$3F
$67
$67
$9038
#$8D
$903C
#840
$FFD2

#3$28

ne wa

4

F

Gerdtemswmer des Druckers

logische Filenummer
LOwW-Byte des Bildschirms
H1GH-Byte des Bildschirms
als 2eiger merken

kein Filenamen

Sekuridéradresse gleich 0
Drucker File 6ffnen

logische Filenuwner des Drucker
Drucker als Ausgabegerit

Anzahl der Bildschirmzeilen (24)
neve Zeile

an Drucker

Stoptaste abfragen

gedrickt, damnn beenden

2eichen vom Bildschirm holen

Bildschirmkede
in ASCI1-Kode umwandeln

und zum Drucker schicken

2eile zu Ende ?
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9042 DO E6 BNE $902A
9044 98 TYA

9045 18 cLc

9046 65 71 ADC $71
9048 85 71 STA $71
904A 90 02 BCC $904E
904C E6 72 INC $72
904E CA DEX ; schon alle 2eilen ausgegeben ?
904F DO CD BNE $901E
9051 A9 0D LDA #$00
9053 20 D2 FF JSR $FFD2
9056 20 cC FF JSR $FFCC
9059 A9 7E LDA #37¢
9058 4C C3 FF JMP $FFC3

ja, 2eiger auf niichste
2eile setzen

neue Zeile
Ausgabe wieder auf Bildschirm

Druckdatei schlieBen und fertig

LT

Es folgt ein Ladeprogramm in BASIC:

100 POKE 56,9*16 : CLR : FOR 1 = 36864 TD 36957

110 READ X : POKE 1,X : S=S+X z NEXT

120 DATA 169, 4,133,186,169,126,133,184,169, 0,160, &
130 DATA 133,113,132,114,133,183,133,185, 32,192,255,166
140 DATA 184, 32,201,255,162, 25,169, 13, 32,210,255, 32
150 DATA 225,255,240, 46,160, 0,177,113,133,103, 41, 63
160 DATA 6,103, 36,103, 16, 2, 9,128,112, 2, 9, 64
170 DATA 32,21D,255,200,192, 40,208,230,152, 24,101,113
180 DATA 133,113,144, 2,230,114,202,208,205,169, 13, 32
190 DATA 210,255, 32,204,255,169,126, 76,195,255

200 IF S <> 12023 THEN PRINT "FEMLER IN DATAS !!" : END
210 PRINT “OK !|»

Hier noch ein Programm, daf3 es IThnen ermdglicht, die beiden
Programme durch Aufrufen mit 'H fir Hardcopy und 'R fiir
Renew als BASIC-Erweiterung zu benutzen:
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FOUND

JSR
CHp
BEQ

JSR $0079
JMP SATE7

(s 14
-BNE
JMP
JMP

$0073
#$21
FOUND

#$52
JEST
$CFDO
$9000

; nidchstes Zeichen holen

; mit Sonderzeichen vergleichen
: gleich: eigene Routine

; CHRGOT, Flags wieder setzen

; Interpreterbefehl ausfihren

; Vergleich auf R

» ungleich: dann Hardcopy

+ Renew

; Hardcopy aufrufen

Das folgende Beispiel stellt eine RENEW-Funktion dar. Das
Programm kann dann niitzlich sein, wenn man versehentlich ein
Programm mit NEW geldéscht hat. Das Programm findet das
Ende des geldschten Programms und setzt die BASIC-Zeiger

wieder auf die alten Werte,

sofern danach keine neuen

Programmzeilen eingegeben oder Variablen benutzt wurden. Die
Startadresse ist hier 12*4096+15*256 gleich 52992.

Die RENEW-Funktion holt ein geldschtes Programm wieder zu-

riick.

CFDO
CF02
CFO4
CF06
CFO8
CFDA
CFOB
CFOD
CFOF
CF10
CF11
CF12
CF14

A5
AL
85
84
AO
c8
B1
DD
c8
98
18
65
AQ

CF16 7N

CF18
CF1A
CfI1C

A5
69
c8

28
2c
22
23
03

22
F8

22
00
28
23
00

LDA
LDOY
STA
STY
LDY
INY
LDA
BNE
INY
TYA
CLC
ADC
LoY
STA
LDA
ADC
INY

$28 ; BASIC-Programmstart
$2C

$22 ; als Zeiger speichern
$23

#$03

($22),Y; sucht Ernde der ersten Zeile
$CFDA ; (Nullbyte)

$22 ; Offset addieren

#$00

($28),Y; als Zeiger auf nidchste
$23

#300 ; Zeile speichern
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CFiD 91 2B STA ($28B),Y

CF1F 88 DEY ; enthélt jetzt null
CF20 A2 03 LDX #$03
CF22 E6 22 INC $22
CF24 00 02 BNE $CF28
CF26 E6 23 INC $23
CF28 B1 22 LOA ($22),Y
CF2A DO Ffé4 BNE $CF20
CF2C CA DEX

CF2D DO F3 BNE $CF22
CF2F A5 22 LDA $22
CF31 69 02 ADC #$02
CF33 85 20 STA $20
CF35 A5 23 LDA $23 ; 2eiger auf programmende setzen
CF37 69 00 ADC #3$00

CF39 85 2E STA $2E

CF3B 4C 63 A6 JMP $A663 : CLR und ready.

Programmende gleich
drei Nullbytes suchen

Hier wieder ein Ladeprogramm in BASIC. Dieses Programm
muf} natiirlich zuerst geladen und gestartet werden, bevor man
sein eigenes BASIC-Progamm einlidt oder schreibt. Ansonsten
wirde man mit dem Nachladen des Beispielprogramms sein
eigenes zerstdren.

100 FOR 1 = 52992 TO 53053

110 READ X : PDKE 1,X : S=S¢X : NEXT

120 DATA 165, 43,164, 44,133, 34,132, 35,160, 3,200,177
130 DATA 34,208,251,200,152, 24,101, 34,160, 0,145, 43
140 DATA 165, 35,105, 0,200,145, 43,136,162, 3,230, 34
150 DATA 208, 2,230, 35,177, 34,208,244,202,208,243,165
160 DATA 34,105, 2,133, 45,165, 35,105, 0,133, 46, 76
170 DATA 99,166

180 IF S <> 7000 THEN PRINT “FEHLER IN DATAS 11" : END
190 PRINT "DK 1"
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1.6  Ubergabe von BASIC-Parametern ilber USR und SYS

Welcher BASIC-Programmierer hat nicht schon einmal daran ge-
dacht, Maschinenroutinen in sein Programm einzubinden, sei es,
um ein Programm zu beschleunigen oder um Routinen ausnutzen
zu kdnnen, die in BASIC nicht verfiigbar sind. Eine gute Még-
lichkeit dazu stellen die Befehle SYS und USR dar.

Mit SYS kann ein Maschinenprogramm an einer beliebigen Stelle
des Speichers aufgerufen werden. Natiirlich kénnen auch fertige
Routinen des Betriebssystems verwendet werden. Startet man
zum Beispiel die Routine BILDSCHIRM-RESET ab der Adresse
$ES18 (58648), werden der Videocontroller und die Bildschirm-
zeiger initialisiert, die Farbe fiir den Bildschirm neu gesetzt, die
Cursorblinkzeit eingestellt, der Bildschirm geléscht und der
Cursor auf die Position HOME gesetzt. Die Routine muf3 mit

SYS 58648

aufgerufen werden. Eine erweiterte Variante des SYS-Befehls
werden wir spiter noch besprechen.

Fir Funktionen mit einem Argument bietet sich die USR-
Funktion an. Wie funktioniert nun die USR-Funktion? Sie kann
genauso wie alle anderen Funktionsaufrufe des Interpreters, zum
Beispiel die SIN-Funktion zur Berechnung von Variablen oder
auch in einem PRINT-Statement, verwendet werden. Die Beson-
derheit dabei ist, daB Parameter an das Maschinenprogramm
iibergeben werden kdénnen. Der Befehl

X = USR (10)

{ibergibt zum Beispiel die Zahl 10 an den FlieBkommaakku-
mulator, kurz FAC genannt. Damit der Interpreter weif3, an
welcher Stelle des Speichers sich die eigene Routine befindet,
muf3 die Startadresse in die Adressen $0311/0312 (785/786)
geschrieben werden. An dieser Stelle befindet sich der soge-
nannte USR-Vektor, iiber den der Interpreter beim Aufruf des
USR-Befehls zur eigenen Routine verzweigt. Normalerweise ist
dieser Vektor auf $B248 gerichtet, wo sich der Einsprung fiir
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die Fehlermeldung ’illegal quantity’ befindet. Méchte man seine
Routine ab der Adresse $C000 starten, dann sieht das folgender-
maflen aus:

POKE 785,0 : POKE 786,12*16

Es ist auch mdéglich, die Werte aus dem Maschinenprogramm
wieder in das BASIC-Programm zu Ubergeben. Zur Veran-
schaulichung des USR-Befehls wollen wir eine Routine zur
Berechnung der Quadratwurzel einer Zahl schreiben. Der
BASIC-Interpreter stellt eine solche Funktion zwar bereits zur
Verfligung, unsere Routine soll jedoch schneller und genauer
werden, da wir keine Potenzierung benutzen wollen, die den
Aufruf von LOG und EXP erfordert, sondern stattdessen eine
Iteration durchfiihren. Als Startwert nehmen wir dazu das
Argument und halbieren den Exponent, was bereits eine gute
Schitzung des Wurzelwertes ist. Die Iterationsvorschrift lautet:
X(N+1) = (X(N) + A/X(N)) / 2, wobei A das Argument und
X(N) und X(N+1) der alte und der neue Schitzwert sind. Durch
Ausprobieren zeigt sich, da3 sich das Ergebnis nach vier Itera-
tionen nicht mehr 4ndert.

C800 JSR $8C2B ; Vorzeichen testen

C803 BEO $C839 ; Wert gleich 0, fertig

C805 BPL $C80A ; positiv, dann in Ordmang
C807 JMP $B248 ; negativ, 'ILLEGAL QUANTITY®
C80A JSR $BBC7 ; FAC nach Akku #4 Ubertragen
C80D0 LDA $61

C8OF SEC

C810 SBC #$81 ; Exponent normalisieren
C812 PKP

C813 LSR ; Exponent halbieren

C81 CLC

C815 ADC #301

Cc817 PLP

C818 BCC $C81C

C81A ADC #$7F ; Exponent wiederherstellen
C81C STA $61

C81E LDA #84 ; 4 Iterationen
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C820 STA $67

C822 JSR $BBCA ; FAC nach Akku #3
£825 LDA #35C

C827 LDY #3800 : Zeiger auf Akku #4
C829 JSR $8BDF ; durch FAC dividieren
C82C LDA #857
C82E LDY #$00 ; Zeiger auf Akku #3
C830 JSR $B867 ; zu FAC addieren

C833 DEC $61 ; FAC / 2 (Exponent minus 1)
C835 DEC $67 ; zihler erniedrigen

C837 BNE $C822 ; noch eine Iteration

C839 RTS : Ricksprung ins BASIC

Bevor wir unsere neue USR-Funktion aufrufen, miissen wir, wie
bereits erwihnt, die Startadresse festlegen. Dazu wird das LOW-
Byte der Adresse nach $311 (785) und das HIGH-Byte nach
$312 (786) gepoket. Fiir unsere Funktion sihe das so aus:

POKE 785,0 : POKE 786, 12*16+8

Das folgende Ladeprogramm in BASIC enthilt diese Pokes
bereits.

100 FOR 1 = 51200 TD 51257

110 READ X : PDKE I,X : S=S+X : NEXT

120 DATA 32, 43,188,240, 52, 16, 3, 76, 72,178, 32,199
130 DATA 187,165, 97, 56,233,129, 8, 74, 24,105, 1, 40
140 DATA 144, 2,105,127,133, 97,169, 4,133,103, 32,202
150 DATA 187,169, 92,160, 0, 32, 15,187,169, 87,160, 0
160 DATA 32,103,184,198, 97,198,103,208,233, 96

170 IF S <> 6211 THEN PRINT “FEKLER IN DATAS !!® : END
180 PDKE 785,0 : PDKE 786,200 3 PRINT “DK ¥

Jetzt 148t sich mit ? USR(A) unsere Routine aufrufen. Ver-
gleicht man die Ausfithrungszeit unserer Routine mit der SQR-
Routine des Interpreters, so ist unsere mit ca. 12 Millisekunden
gegeniiber ca. 52 Millisekunden etwa viermal schneller als die
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des Interpreters. Jetzt wollen wir uns noch ein etwas komplizier-~
teres Beispiel ansehen.

Oft steht man vor der Aufgabe, eine Zahlenreihe zu addieren.
Dies ist zum Beispiel bei der Ermittlung des Durchschnitts oder
anderen statistischen Berechnungen der Fall. Wir nehmen an,
dafl die Daten in einem Array, also einer dimensionierten Vari-
ablen, zur Verfiigung stehen.

10 DIM A(1000)
...... Berechnungen oder Einlesen der Daten

110 FOR I = 0 TO 1000 : S = S + A(I) = NEXT
120 PRINT S

Unsere USR-Funktion soll nun die BASIC-Zeilen 100 und 110
ersetzen. Wir wollen dafir

100 S = USR(A)

schreiben. Der Parameter A steht dabei fiir den Arraynamen.
Wie wir spiter sehen werden, 148t sich durch Andern zweier
Maschinenbefehle auch das Produkt der Arrayelemente berech-
nen.

033C JSR $ADBD ; variable numerisch?
033F LDX $2F
0341 LDA $30
0343 STX $5F
0345 SYA $60 ; laufender 2eiger
0347 cMP $32
0349 BNE $034F
0348 cPx $31
034D BEQ $036C
034F LDY #$00
0351 LDA ($5F),Y
0353 INY

2eiger auf Beginn der Arraytabelle

-

Ende der Arraytabelle?

LT

2eiger setzen
erster Buchstabe des Namens
2eiger erhohen

TR T T
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0354 cMP
0356 BNE
0358 LDA
035A CMP
035cC BEQ
035€ INY

- 035F LDA

0361 cLc
0362 ADC
0364 TAX
0365 INY
0366 LDA
0368 ADC
036A BCC
036C LDX
036E STX
0370 1DA
0372 Jp
0375 INY
0376 LDA
0378 cLC
0379 ADC
0378 STA
037D INY
037€ LDA
0380 ADC
0382 STA
0384 INY

0385 LDA

0387 JsR
D3BA STA

‘038C STY

038 BIT
0390 BMI
0392 JSR
0395 cLC
0396 BCC
0398 JSR
0398 cLC
039C LDA

$45 :
$035 ;
$46 ;
H
H
($5F),Y

$5F

($5F),¥
$60
$0343
#SE2
$22
#$03
$A4L5

-~

($5F),Y

$5F
$24

($5F),Y
$60
$25

($5F),Y;
$8196 ;
$5F
$60
$DE
$0381
$8BA2

$039C
$8867

-y ma

$5F

mit gesuchtem Namen vergleichen
nein, dann nichstes Array testen
zweiter Buchstabe

vergleichen

gefunden

Offset fur ndchstes Array addieren

2eiger auf Fehlermeldung

Fehlerme ldung ausgeben

Anzahl der Indizes
Zeiger auf erstes Arrayelement

2eiger nach Temp
Integerflag testen

Element in FAC

Sprung in Schleife
variable plus FAC
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039E
03A0
03A2
03A4
03a6
03A8
03AA
03AC
03AE
0380
0381
0384
0387
0388
038A
038C
03BE
03co
03c2
03cs
03cé6
03c8
03ca
03cc
03CF
0302
03D5
0307
0309
030A
03pB
0300
03DE
03DF
03E2
03E5
03F0

ADC
STA
BCC
INC
Loy
CMP
BCC
CcPY
BCC
RTS
JSR
JSR
CLC
LDA
ADC
STA
BCC
INC
CMP
BCC
LDA
CMP
BCS
JSR
JSR
JMP
LDY
LDA
TAX
INY
LDA
TAY
TXA
JMP

41 52 52 TAB

#35
$5F
$03A6
$60
$60
$240
$0398
$25
$0398

$03D5
$8COC

$5F
#$2
$5F
$03c2
$60
$24
$03cc
$60
$25
$0380
$03D5
$B86F
$03B4
#$00
($5F),Y

($5F),Y

$8391

-

- o wa

’

2eiger auf nachstes Element

Erde des Arrays?

ja, fertig
Integervariable nach FAC
FAC nach ARG

2eiger auf néchstes Arrayelement

Ende des Arraybereichs?

Integervariable nach FAC holen

FAC + ARG

nach FlieBkomma
.ASC "ARRAY NOT FOUN"

41 59 20 4E 4F 54 20 46 50 55 4E

cé

.BYTE "D" + $80
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Wieder das dazugehdrige Ladeprogramm in BASIC

100 FOR 1 = 828 TO 1008

110 READ X : POKE I,X : S=S+X : NEXT

120 DATA 32,141,173,166, 47,165, 48,134, 95,133, 96,197
130 DATA 50,208, 4,228, 49,240, 29,160, 0,177, 95,200
140 DATA 197, 69,208, 6,165, 70,209, 95,240, 23,200,177
150 DATA 95, 24,101, 95,170,200,177, 95,101, 96,144,215
160 DATA 162,226,134, 34,169, 3, 76, 69,164,200,177, 95
170 DATA 24,101, 95,133, 36,200,177, 95,101, 96,133, 37
180 DATA 200,177, 95, 32,150,177,133, 95,132, 96, 36, 14
190 DATA 48, 31, 32,162,187, 24,144, 4, 32,103,184, 26
200 DATA 165, 95,105, 5,133, 95,144, 2,230, 96,164, 96
210 DATA 197, 36,144,236,196, 37,144,232, 96, 32,213, 3
220 DATA 32, 12,188, 24,165, 95,105, 2,133, 95,144, 2
230 DATA 230, 96,197, 36,144, 6,165, 96,197, 37,176,228
240 DATA 32,213, 3, 32,111,184, 76,180, 3,160, 0,177
250 DATA 95,170,200,177, 95,168,138, 76,145,179, 65, 82
260 DATA 82, 65, 89, 32, 78, 79, 8, 32, 70, 79, 85, 78
270 DATA 196

280 IF S <> 20399 THEN PRINT "FEHLER IN DATAS !'I" : END
290 POKE 785, 3*16+12 : POKE 786, 3 : PRINT "OK I"zln1

Das Programm kann sowohl Arrays mit reellen Zahlen als auch
Integer-Arrays verarbeiten. Wird ein Array nicht gefunden, so
wird die Fehlermeldung ‘array not found error’ ausgegeben.Da
die Logik zum Errechnen des Produkts der Arrayelemente gleich
ist, kann man eine Produktfunktion erhalten, indem wir die
Aufrufe zur Addition durch die Multiplikationsroutine ersetzen.
Dazu muBl ab Adresse $0398 20 28 BA (JSR $BA28) stehen
und ab Adresse $03CF steht 20 2B BA (JSR $BA2B). Vom
BASIC aus kann dies mit POKE 921,40 : POKE 922, 186 :
POKE 976, 43 : POKE 977, 186 geschehen.

Um unsere Routine, die diesmal im Bandpuffer liegt, benutzen
zu kénnen, miissen wir wieder die Startadresse in $0311/0312
poken, was im BASIC-Programm schon geschehen ist.

POKE 785, 3*16+12 : POKE 786, 3
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Berechnen Sie zum Vergleich einmal die Summe mit einer
BASIC-Schleife und dann mit unserer Routine - der Zeit-
unterschied ist gewaltig.

Sollen mehr als ein Parameter {ibergeben werden, so ist die
USR-Funktion nicht mehr geeignet. Hier bietet sich eine erwei-
terte Variante des SYS-Befehls an. Normalerweise fiihrt der
SYS-Befehl nur das Maschinenprogramm ab der angegebenen
Adresse aus und iibergibt keine weiteren Parameter. Unsere
Routine soll nun einen oder beliebig viele Parameéter an das
Maschinenprogramm i{ibergeben. Neben der Routine zur Formel-
auswertung stehen noch eine Reihe weiterer Einsprungpunkte
und Unterroutinen zur Verfiigung, die zum Beispiel Parameter
in Klammern auswerten oder auf ein nachfolgendes Komma
priffen. Auch 148t sich der Variablentyp, String oder numerisch,
testen. Bei numerischen Variablen ist zusitzlich noch eine
Bereichsiiberpriifung moglich. Die wichtigsten Routinen sind
unten zusammengestellt. Weitere Einzelheiten entnehmen Sie
bitte unserem ROM-Listing.

Adresse Beschreibisg:

ADBA Arguvent auswerten und auf mmmerisch prifen
ADBD auf numerisch prifen

AD8F auf String prifen

AD9E Argumentauswertung, beliebiger Ausdruck
AEF1 Argument in Klammern auswerten

AEF7 prift auf Klammer zu
AEFA pruft auf Klamwer auf

AEFD prift auf Xonvma
B79E holt Byte, (0 bis 255) in X-Register
0073 holt néchstes 2eichen aus BASIC-Text

Bei Bereichsiiberschreitung wird 'ILLEGAL QUANTITY’ ausge-
geben, falscher Variablentyp ergibt 'TYPE MISMATCH’. Die
Umwandlung der verschiedenen Formate miteinander ist mit
folgenden Routinen moglich:
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Adresse Beschreibung

B1BF wandelt FAC nach Integer

B39S wandelt 16-Bit Integerzahl in A/X nach FlieBkomne
8342 wandelt Byte in Y nach Fliefkomma

BCY98 wardelt FAC nach 16-8it 2ahl

BCF3 wardel t Ziffernstring nach FlieBkowwma

BDDD wardelt FAC in 2iffernstring

Jetzt wollen wir uns noch ein Beispiel fiir einen SYS-Aufruf mit
Parameteriibergabe ansehen. Will man von BASIC aus eine
Bildschirmausgabe an eine bestimmte Position machen, so muf}
man mit der Cursorsteuerung nach HOME die entsprechende
Anzahl an Cursor-right-und Cursor-down-Zeichen drucken. Dies
ist umstindlich und verbraucht viel Speicherplatz. Einfacher
geht es mit einer selbstgeschriebenen Maschinenroutine. Der
Aufruf soll folgende Syntax haben:

SYS PR, Spalte, Zeile, Text

Dabei ist PR die Startadresse der Routine, Zeile und Spalte
bestimmen die Cursorposition, an die die Variablen oder Aus-
driicke des Textes wie beim normalen PRINT-Befehl ausgegeben
werden. In unserem Beispiel ist PR = 49152 ($C000).

CO000 JSR SAEFD : prGft auf Komma

€003 JSR $B79E :; holt Spaltenwert nach X
C006 TXA Spaltenwert in Akku
CO07 PHA Spal tennummer merken
C008 JSR SAEFD prift auf Komia

CDOB JSR $B79E ; holt Zei lenwert

~y mn ma om

COOE PLA Spaltenwert holen
CDOF TAY Spaltenwert nach Y
c010 cLC Flag fir Cursor setzen

CO11 JSR SFFFO
CO14 JSR S$AEFD
CO17 JMP SAAAL

setzt Cursor
pruft auf Kommo
weiter mit PRINT-Befehl

My ma NI Wz g ws oW
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Hier wieder das BASIC-Programm:

100 FOR 1 = 49152 TO 49177
110 READ X : POKE I,X : S=S+X : NEXT

120 OATA 32,253,174, 32,158,183,138, 72, 32,253,174, 32
130 DATA 158,183,104,168, 24, 32,240,255, 32,253,174, 76
140 DATA 164,170

150 IF S <> 3566 THEN PRINT “FEMLER [N DATAS 11" : END
160 PRINT "OK 1n

Wenn man zu Anfang des Programms der Variablen PR die
Startadresse $C000 der Routine zuweist, 148t sich mit dem fol-
genden Befehl der Text "Beispiel" ab der 24. Spalte der 20. Zeile
ausgeben.

10 PR = 12*4096
100 SYS PR, 24, 20, “"Beispiel®

1.7 Sprungvektoren und Autostart

Der C64 verfiigt im Gegensatz zu vielen anderen Computern
iiber ein ROM (Read Only Memory), in dem das Betriebssystem
des Rechners fest abgelegt ist. Das hat den Vorteil, dal das
Betriebssystem nach dem Einschalten nicht erst eingeladen wer-
den muB. Andererseits bringt gerade diese Eigenschaft einen
groflen Nachteil fiir den Anwender mit sich, der das ROM nicht
abindern und seinen Bediirfnissen anpassen kann. Um dem ein
wenig abzuhelfen, bietet der C64 eine Reihe von sogenannten
Sprungvektoren an, die zwar vom Betriebssystem benutzt wer-
den, aber nicht im ROM, sondern am Anfang des Arbeitsspei-
chers abgelegt sind. Diese Vektoren liegen ab der Adresse $0300
(768) und verweisen auf die jeweiligen Routinen innerhalb des
Betriebssystems. An dieser Stelle kann der Programmierer ein-
greifen, indem er die Vektoren auf seine eigenen Routinen
stellt. Es lassen sich jedoch auch andere Effekte erreichen, die
juBerst niitzlich sein konnen.
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Hier soll eine schematische Darstellung verdeutlichen, wie die
Sprungvektoren vom Betriebssystem benutzt werden.

Betriebgsystem

Routine + ———
Ind. Sprung }
——JMP ($ ....) _|._

Sprungvektoren

—-——r Vektor —————

B S ——

Abb.1.7.1: Funktion der Sprungvektoren

Nachdem die Routine direkt oder aus einer anderen Routine
heraus angesprungen wurde, wird iiber einen indirekten Sprung
é#ber die Vektoren zur eigentlichen Routine verzweigt. Diese
Routine befindet sich im allgemeinen direkt hinter dem in-
direkten Sprungbefehl. Die ersten Vektoren sind die des BASIC-
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Interpreters, die die nachfolgend aufgefithrten Funktionen
erfiillen. Zum besseren Verstindnis ist es ratsam, die Routinen
im ROM-Listing nachzuschlagen.

Adresse Vektor Beschreibung

$0300/0301 (768/769) S$E38B Vektor fir BASIC-Warmstart; wird nach
END sowie beim Auftreten eines Fehlers
angesprungen (Fehlernummer im Akku)

$0302/0303 $A483 (770/771) Vektor fir Eingabe einer Zeile;
Rechner bleibt in der Eingabewarte-
schleife, bis RETURN erfolgt

$0304/0305 SAS7C (772/773) Vektor fur Umwandlung in den Inter-
pretercode

$0306/0307 SA71A (774/775) L1ST-Vektor; wird bei Urmandlung in
den Klartext angesprungen.

$0308/0309 S$A7E4 (776/777) Vektor fir BASIC-Befehlsadresse holen;
zeigt an die Stelle des Interpreters,
die den BASIC-Befehl ausfihrt

$030A/030B SAE856 (778/779) Vektor wird angesprungen, wenn ein
Element eines Ausdrucks berechnat
werden soll

$0311/0312 $B248 (785/786) USR-Vektor; steht normalerweise auf
TILLEGAL QUANTITY!

Die Vektoren des Betriebssystems stehen ab $0314/0315

Adresse Vektor Beschreibung

$0314/0315 SEA31 (788/789) IRQ-Vektor; wird jede 1/60 Sekunde an-
gesprungen

$0316/0317 $FEG6 (790/791) BRK-Vektor

$0318/0319 S$FE4T (792/793) NMI-Vektor; wird beim Dricken der
RESTORE-Taste berwitzt

$031A/0318 $F34A (794/795) OPEN-Vektor

$031C/0310 $F291 (796/797) CLOSE-Vektor

$031E/031F $F20E (798/799) CHKIN-Vektor

$0320/0321 $F250 (800(801) CKOIT-Vektor
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$0322/0323 $F333 (802/803) CLRCH-Vektor

$0324/0325 $F157 (804/805) INPUT-Vektor; normalerweise auf Ein-
gabe von der Tastatur

$0326/0327 S$FICA (806/807) QUTPUT-Vektor; normalerweise auf Aus-
gabe auf den Bildschirm

$0328/0329 SFOED (808/809) STOP-Vektor

$032A/0328 $F13E (810/811) GET-Vektor

$032Cc/0320 $F32F (812/813) CLALL-Vektor

$032E/032F SFE66 (814/815) Warnstartvektor

$0330/0331 $F4A5 (816/817) LOAD-Vektor

$0332/0333 SFSED (818/819) SAVE-Vektor

Mit diesen Vektoren lassen sich nun einige 'Kunststiicke’ voll-
bringen. Man kann zum Beispiel die LIST-Vektoren so um-
stellen, daB3 diese auf ein RTS zeigen. Das bewirkt, dal nach
einem LIST sofort wieder ins BASIC zuriickgesprungen wird,
ohne dafl iiberhaupt etwas gelistet wird. Der Befehl wird also
einfach ignoriert. Wir haben noch eingige andere Ideen firr Sie
aufgeschrieben:

POKE 774, POKE 775, Adresse Routine
226 252 $FCE2 (64738) RESET
68 166 $AGLL (42564) NEW
7 168 $A807 (43015) SYNTAX ERROR
160 240 ein $02-Wert Absturz des Systems

Natiirlich lassen sich auch die anderen Vektoren auf diese Rou-
tinen 'umbiegen’. Wirkungsvoll wire es zum Beispiel noch beim
SAVE-Vektor. Das Umstellen dieses Vektors 148t es zu, mit
einem Programm wie iiblich zu arbeiten, ohne es jedoch danach
wieder abspeichern zu konnen. Dieser Trick stellt also einen
kleinen Kopierschutz dar.

Fir den BASIC-Anwender kann es auch von Nutzen sein, den
RESTORE-Vektor abzuindern, wodurch eine Unterbrechung des
Programms mittels RUN/STOP-RESTORE unmoéglich wird.
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Auch hier kann wieder zu einer eigenen Routine verzweigt oder
die Funktion ganz ausgeschaltet werden. Dies kann zum Beispiel
durch POKE792,193: POKE 793,254 erzielt werden.

Nun aber zu einer der interessantesten Anwendungen dieser
Vektoren, dem Autostart. Wie Sie bestimmt wissen, kann man
mit LOAD"PROGRAMMNAME",8,1 ein Programm in einen
bestimmten Bereich des Speichers laden, wenn es zuvor in die-
sem Bereich abgesichert wurde. Dieses kann man am einfachsten
mit einem Maschinensprachemonitor, wie zum Beispiel dem
PROFI-MON, machen. Werden nun beim Laden eines Pro-
gramms die Sprungvektoren tiberschrieben, werden dadurch alle
Zeiger umgestellt und der Rechner stiirzt ab. Wurde jedoch vor
dem Abspeichern nur ein Zeiger umgeindert und die anderen in
ihrem Zustand gelassen, 14dt der Computer ordnungsgemif3, und
nur eine Routine wird anders ausgefithrt. Man kann nun einen
Vektor umstellen, der nur manchmal benutzt wird, wie zum
Beispiel den LIST-Vektor, oder einen, iiber den stindig ver-
zweigt wird. Dazu bietet sich die Eingabewarteschleife
($0302/0303) an, die fast stindig auf eine Eingabe von der
Tastatur wartet. Diesen Vektor kann man nun auf den eigenen
Programmstart stellen, so daB nach dem Laden nicht mehr der
Cursor erscheint, sondern direkt ein Programmstart erfolgt. Es
ist sinnvoll, das Programm in den Cassettenpuffer ab $033C
(828) zu legen, da sonst der Bildschirm mit abgespeichert wer-
den muB.

Auf diese Weise kann aber nur ein Maschinenprogramm gestar-
tet werden, da zu einer bestimmten Adresse gesprungen wird.
Soll ein BASIC-Programm gestartet werden, so muf} eine kleine
Routine zwischengeschaltet werden, die folgendermaflen aus-
sieht:

033C JSR $A659 ;CHRGET-Zeiger auf Progremmstart und CLR
033F JUMP SA7AE ;in die Interpreterschleife springen

tine andere Moglichkeit ist es, iber den Vektor $0326/0327 zu
verzweigen, da dieser bei jeder Ausgabe auf den Bildschirm
angesprungen wird und dementsprechend schwer zu unter-
driicken ist.
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Eine weitere Alternative bietet der sogenannte Stapelautostart.
Der Stapel, auch Stack genannt, befindet sich im Bereich von
$0100 (256) bis $0IFF (511) und beinhaltet unter anderem die
Absprungadressen des Programms beim Aufrufen von Unter-
programmen. Da auch das Laden von einem Unterprogramm aus
geschieht, kann der Stapel dabei mit dem Einsprung unseres
Programms iiberschrieben werden. Dabei muf3 die Startadresse in
Low- und High-Byte abgelegt werden, zu der noch ! hinzu-
addiert wird. Beim Riicksprung holt sich der Rechner nun die
Adresse aus dem Stapel, die ja mittlerweile abgeindert wurde,
und verzweigt dementsprechend.

Das folgende Programm ermoglicht es Thnen, ein gewdhnliches
Programm, das mit RUN gestartet wird, mit einem Autostart zu
versehen.

5 N=49152

10 READX:I[FX=-1THEN30

20 S=S+X:POKE N,X:N=N+1:GOTO 10

30 IFS<>22926 OR N<>49339 THEN PRINT"FEHLER IN DATA S":END

40 SYS49152

101 DATA 169,0,141,32,208,141,33,208,169,5,141,134,2,162,0,189, 148
,192,201

102 DATA 32,240,7,32,210,255,232,76,15,192,32,130,192,162,8, 160, 1,
32,186,255

103 DATA 162,0,160,207,134,187,132,188,169,0,133,157,32,213,255, 16
5,144,201

104 DATA 64,208,196,162,0,189,149,192,240,7,32,210,255,232,76,62, 1
92,32,130

105 DATA 192,162,0, 169,32,157,0,4,232,208,250,162,64, 160,3,142,38,
3,140,39

106 DATA 3,162,0,189,170,192,157,64,3,232,224, 16,208,245,162,0,160
.3,134,251

107 DATA 132,252,169,251,166,174,164,175,32,216,255,76,64,3,162,0,
134,183

108 DATA 32,207,255, 157,0,207,232,230,183,201,13,208,243,96,147,13
,80,82,79
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109 DATA 71,82,65,77,77,78,65,77,69,58,32,40,78,69,85,41,0, 162,202
,160,241
110 DATA 142,38,3,140,39,3,32,89,166,76,174,167,32,-1

1.8 Die Adressen der BASIC-Routinen

Im folgenden sind die Einsprungadressen der BASIC-Routinen
aufgefilhrt. Sie eignen sich zur Verwendung in eigenen BASIC-
und Assemblerprogrammen, wie in Kapitel 6.1 beschrieben wird.
Zum genaueren Verstindnis schauen Sie sich die Routinen bitte
auch im ROM-Listing an. Nun noch ein Wort zu den Routinen
beim VC 20.

Der BASIC-Interpreter des Commodore 64 ist mit dem des VC
20 identisch. Er ist lediglich in der Adresslage verschoben. Die
Umrechnung einer Adresse des Commodore 64 in die entspre-
chende Adresse des VC 20 geschieht folgendermaflen: Bei
Adressen von $A000 bis $BFFF wird einfach $2000 dazuaddiert,
aus $A860 wird die Adresse $C860 im VC 20. Bei Adressen von
$E000 bis $E37A wird von der Commodore-64-Adresse der
Wert 3 abgezogen. Aus $E30E wird die VC 20 Adresse $E30B.

Adresse Beschreibung

A000 Startvektor

A002 NMI-Vektor

A004 ‘cbmbasic!

AOOC Adressen der BASIC-Befehle minus 1

A052 Adressen der BASIC-Funktionen

A080 Hierarchiecodes und Adressen der BASIC-Operatoren
AO9E Liste der BASIC-Befehlsworte

A19E BASIC-Fehlermeldungen

A328 Adressen der Fehlermeldungen

A364 Meldungen des BASIC-Interpreters

A38A Stapelsuchroutine fir FOR-NEXT und GOSUB
A3B8 Blockverschieberoutine

A3FB pruft auf Platz im Stapel

A408 schafft Platz im Speicher

AL3S Ausgabe von 'out of memory!
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A437
AL69
ALT4
AL80
A4SC
A533
AS60
AST1
AS79
A613
A642
A65E
AG8E
A69C
A717
A742
ATAE
A7ED
A81D
A82C
A82F
A831
AB57
A8T1
A883
A8AO
A8D2
A8F8
A906
A909
A928
A93B
A94B
A96B
A9AS
AA8D

AAAD
AB1E
AB3E

Fehlermeldung ausgeben

Break-Einsprung

Ready-E insprung

Eingabe-Warteschleife

Léschen und Einflgen von Progremnzeilen
BASIC-Programmzeilen neu binden

holt eine Zeile in den Eingabepuffer
Ausgabe von 'string too long'

Urmandlung einer Zeile in Interpretercode
Startadresse einer BASIC-Zeile suchen
BASIC-Befehl NEW

BASIC-Befehl CLR

Programmzeiger auf BASIC-Start setzen
BASIC-Befehl LIST

Interpretercode in Befehlswort umandeln
BASIC-Befehl FOR

Interpreterschleife, filihrt BASIC-Befehle aus
fiihrt einen BASIC-Befehl aus
BASIC-Befehl RESTORE

bricht Programm bei gedriuckter Stop-Taste ab
BASIC-Befehl STOP

BASIC-Befehl END

BASIC-Befehl CONT

BASIC-Befehl RUN

BASIC-Befehl GOSUB

BASIC-Befeh! GOTO

Basic-Befehl RETURN

BASIC-Befehl DATA

sucht nichstes Statement

sucht nachste Zeile

BASIC-Befehl IF

BASIC-Befehl REM

BASIC-Befehl ON

sucht Adresse einer BASIC-2eile
BASIC-Befehl LET

BASIC-Befehl PRINT#

BASIC-Befehl CMD

BASIC-Befehl PRINT

String ausgeben

Leerzeichen bzw. Cursor right ausgeben
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AB4D
AB7B
ABAS
ABBF
AC06
ACFC
AD1D
AD8A
AD8D
ADSF
AD99
ADSE
AE83
AEA8
AED4
AEF1
AEF7
AEFA
AEFD
AEFF
AF08
AF28
AFES
AFE9
BO16
B081
B113
B194
B1AS
B1AA
B245
B248
834C
B37D
B39E
B3A6
B3AB
B3AE
8383
B3E1

Fehlerbeharxdlung bei Eingabe
BASIC-Befehl GET

BASIC-Befehl INPUT#

BASIC-Befehl INPUT

BASIC-Befehl READ

'?7extra ignored' uxd '?redo from start'
BASIC-Befehl NEXT

FRMNUM: holt Ausdruck und pruft auf nuerisch
pruft auf numerisch

priuft auf String

Ausgabe von 'type mismatch'

FRMEVL holt und wertet beliebigen Ausdruck aus
arithmetischen Ausdruck holen
FlieBkommakonstante Pi

BASIC-Befehl NOT

holt Ausdruck in Klammern

prift auf 'Klammer zu'

pruft auf 'Klemmer auf®

pruft auf 'Komma’

prift auf Zeichen im Akku

Ausgabe von 'syntax error'

hoit variable

BASIC-Befehl OR

BASIC-Befehl AND

Vergleichsoperationen

BASIC-Befehl DIM

prift auf Buchstabe

berechnet Zeiger auf erstes Arrayelement
F lieBkommakonstante -32768

FAC nach Integer wardlen

Ausgabe von 'bad subscript!'

Ausgabe von 'illegal guantity®
berechnet Arraygrose

BASIC-Funktion FRE

BASIC-Funktion POS

Test auf Direkt-Modus

Ausgabe von 'illegal direct'

Ausgabe von 'undef'd function'
BASIC-Befehl DEF

FN-Syntax prifen
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B3F4
B465
B475
B487
B526
8630
B6A3
B6EC
8700
872c
B737
877c
8782
8788
8798
B7AD
B7€8
B7F7
8800
8824
882D
8849
8850
8853
B367
B86A
897€
898C
B9EA
BA28
BA28
BASC
BAE2
BAF9
8AFE
8B0OF
8812
8B8A
BBA2
eac7

BASIC-Funktion FN

BASIC-Funktion STRS

stringverwaltung, Zeiger auf String berechnen
String einrichten

Garbage Collection, nichtgebrauchte Strings lGschen
Stringverknlipfung '+

Stringverwaltung FRESTR

BASIC-Funktion CHRS

BASIC-Funktion LEFT$

BASIC-Funktion RIGHTS

BASIC-Funktion MID$

BASIC-Funktion LEN

Stringparameter holen

BASIC-Funktion ASC

Holt Byte-Ausdruck (0 bis 255)

BASIC-Funktion VAL

Kolt Adresse(0 bis 65535) und Byte-Wert{0 bis 255)
FAC nach AdreBformat wandeln (Bereich 0 bis 65535)
BASIC-Funktion PEEK

BASIC-Befehl POKE

BASIC-Befehl WAIT

FAC = FAC + 0.5

Minus FAC = Konstante (A/Y) - FAC
Minus FAC = ARG - FAC
Plus FAC = Konstante (A/Y) - FAC
Plus FAC = ARG + FAC

Ausgabe von 'overflow'

FlieBkommakonstanten fur LOG

BASIC-Funktion LOG

Multiplikation FAC = Konstante (A/Y) * FAC
Multiplikation FAC = ARG * FAC

ARG = Konstante (A/Y)

FAC = FAC * 10

FlieBkomnakonstante 10

b

FAC = FAC / 10
FAC = Konstante (A/Y) / FAC
FAC = ARG / FAC

Ausgabe von 'division by zero®
FAC = Konstante (A/Y)
Akku#4 = FAC
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BBCA
88D0
BBFC
8coC
ecis
8ces
8c39
8C58
8c58
8ces
scce
BCF3
8083
80C2
8DCD
8DDD
BFf 1N
BF16
BF71
BF78
BF78
BFBF
BFED

E043
EO59
EO8D
EQ97
E107
E10C
E112
E118
E1E
E124
E12A
E156
E165
E168
E1BE
E1C7

Akkuw#3 = FAC

Variable = FAC

FAC = ARG

ARG = FAC

FAC runden

Vorzeichen von FAC holen

BASIC-Funktion SGN

BASIC-Funktion ABS

Konstante (A/Y) mit FAC vergleichen
Umwardlung FAC nach Integer

BASIC-Funktion INT

Umwandlung ASCII nach FlieBkomms

Fl ieBkommakonstanten fir FlieBkomms nach ASCII
Ausgabe der Zeilennumwner bei Fehlermeldung
Positive Integerzahl (0 bis 65535) ausgeben
FAC nach ASCII-Format wandeln
FiieBkommakonstante 0.5

Bindrzahlen fir Umvandlung FAC nach ASCIT
BASIC-Funktion SQR

Potenzierung FAC = Konstante (A/Y) hoch FAC
Potenzierung FAC = ARG hoch FAC
FlieBkoinmakonstanten fir EXP
BASIC-Funktion EX?P

Polynomberechnung
Polynomberechnung
FlieBkommiakonstanten fur RND
BASIC-Funktion RND

Ausgabe von 'break’

BSOUT: ein Zeichen ausgeben
BASIN: ein Zeichen empfangen
CKOUT: Ausgabegeridt festsetzen
CHKIN: Eingabegerit festsetzen
GETIN: ein Zeichen holen
BASIC-Befehl SYS

BASIC-Befehl SAVE

BASIC-Befehl VERIFY
BASIC-Befehl LOAD

BASIC-Befehl OPEN

BASIC-Befehl CLOSE
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E1D4 Parameter fUr LOAD und SAVE holen
E219 Parameter fur OPEN holen

E264 BASIC-Funktion COS

E268 BASIC-Funktion SIN

E2B4 BASIC-Funktion TAN

E2EO FlieBkomiakonstanten fur SIN und COS
E30E BASIC-Funktion ATN

E33E FlieBkommakonstanten fur ATN

E378 BASIC-NMI-Einsprung

E394 BASIC-Xaltstart

E3A2 Kopie der CHRGET-Routine

E3BA Anfangswert fur RNO-Funktion
E3BF RAM fir BASIC initialisieren
E447 Tabelle der BASIC-Vektoren

E453 BASIC-Vektoren taden

1.9 FlieBkommaarithmetik

Maschinensprache bietet gegeniiber BASIC den Vorteil der
hohen Geschwindigkeit. Dafiir hat sie jedoch den uniibersehba-
ren Nachteil, daB3 sie schwer zu handhaben ist. Dies zeigt sich
besonders bei komplizierteren Berechnungen. Addition und Sub-
traktion lassen sich noch auf recht einfache Weise durchfiihren,
selbst Multiplikation und Division sind mit ein wenig Mehrauf-
wand realisierbar. Kompliziert wird es aber, wenn man solche
Rechnungen nicht nur mit ganzen Zahlen (Integer-Zahlen), son-
dern auch mit gebrochenen Zahlen, Zahlen mit Nachkommastel-
len also, durchfithren will. Wie 148t sich zum Beispiel in
Maschinensprache der Umfang eines Kreises mit dem Radius R
berechnen? In BASIC stellt das kein Problem dar. Der entspre-
chende Befehl lautet einfach: U=2*Pi*r . 2*r stellt auch in
Maschinensprache kein Problem dar, dagegen die Multiplikation
mit Pi ein ziemlich grofBes.

Die Losung dieses Problems trigt den Namen "FlieBkom-
maarithmetik". FlieBkommaarithmetik erméglicht beispielsweise
dem BASIC-Interpreter, solche Berechnungen wie die oben
genannte mit der uns bekannten Genauigkeit auszufithren. Wenn
wir solche Formeln in Maschinensprache ausrechnen wollen,
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brauchen wir uns demnach keine eigenen Programmteile dafiir
zu schreiben, sondern wir kénnen auf die Unterroutinen des
Interpreters zuriickgreifen. Es ist dem Verstindnis dieser
Routinen dienlich, wenn man den Aufbau von FlieBkommazah-
len kennt. Wer sich hier schon auskennt oder wer kein Interesse
an ein wenig Theorie hat, kann den folgenden Absatz iibersprin-
gen.

Format von Flielkommazahlen

Der Aufbau von FlieBkommazahlen 148t sich am einfachsten
darstellen, wenn man sich {iberlegt, auf welche verschiedenen
Arten sich ein und dieselbe gebrochene Zahl in BASIC darstellen
143t. Die Zahl 1.234567 148t sich auch noch als 0.1234567E],
0.01234567E2 oder 12.34567E-1 schreiben. Der Teil vor dem E
heiflt "Mantisse”, der Teil dahinter "Exponent”. Das E trigt die
Bedeutung von "¥10~",

Die Art der Darstellung ist, wie man sieht, nicht eindeutig fest-
gelegt. Da der Computer allerdings FlieBkommazahlen auch als
Mantisse und Exponent getrennt abspeichert, mufl man eine ein-
heitliche Darstellung finden. Man einigt sich darauf, den Expo-
nenten so zu wihlen, dal die Mantisse kleiner als Eins wird,
jedoch keine fithrenden Nullen hinter dem Komma, bezie-
hungsweise dem Dezimalpunkt in BASIC, besitzt. Das Komma
wird also durch Anderung des Exponenten so verschoben, daB
die am weitesten links stehende Ziffer der Mantisse direkt rechts
neben ihm steht. Daher auch die Bezeichnung "FlieBkomma": Das
Komma "flie3t" entlang der Zahl.

Der Computer arbeitet natiirlich nicht mit einem Exponenten,
der eine Potenz von 10 darstellt, sondern, da ja intern jegliche
Arithmetik binidr abliuft, mit einem Exponenten zur Basis 2.
Beispielsweise wird die Zahl 123.625 folgendermafBlen dargestelit:

123.625=1%2541%25, 1304 1% 23,0422, 1421, 1%20, 1#0- 1,022, %23
Die binire Darstellung von 123.625 ist also 1111011.101, die

binire Exponentialdarstellung demnach 0.I111101110IE111. Der
Exponent 11!, dezimal 7, ergibt sich dadurch, daBB er genau der
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Anzahl Stellen entspricht, um die das Komma in der Mantisse
nach links geriickt ist.

Der BASIC-Interpreter des C-64 benutzt fiir eine FlieBkomma-
aahl funf Bytes. Das erste Byte beinhaltet den Exponenten, die
restlichen vier die Mantisse. Hier zeigt sich auch der grofle
Vorteil der FlieBkommadarstellung: Man kann, ohne die Anzahl
der benutzten Bytes zu verindern, einerseits relativ gro3e Zahlen
mit geringer Genauigkeit, andererseits kleinere Zahlen mit ent-
sprechend groBBerer Genauigkeit darstellen.

Die 32 Bits der 4 Byte der Mantisse entsprechen den 32 Stellen
dieser Zahl. Da man auch negative FlieBkommazahlen benutzen
mochte, mufl ein Bit als Vorzeichenbit dienen. Man verwendet
dabei das erste Bit der Mantisse, welches normalerweise immer
den Wert | hat, da die Zahl ja keine fithrenden Nullen mehr
enthalten darf. Wenn dieses Bit den Wert 0 hat, handelt es sich
um eine positive, beim Wert 1 um eine negative FlieBkomma-
zahl., Bei Berechnungen im ROM wird das Bit zuerst ausgelesen,
zwischengespeichert und durch eine Eins ersetzt. Nach Abschlufl
einer Rechenoperation wird es wieder an derselben Stelle ein-
gefigt.

Die Mantissen zweier vom Betrag her gleicher, jedoch vom
Vorzeichen her unterschiedlicher Zahlen unterscheiden sich nur
im Vorzeichenbit, im Gegensatz zu negativen Integer-Zahlen,
die meistens in der Zweier-Komplementform verwendet werden.
Der Exponent dagegen wird bis auf eine Abweichung in
Zweier-Komplementform dargestellt. Die Abweichung besteht
darin, da3 aus Griinden vereinfachter Rechenoperationen Bit 7
invertiert ist, beziehungsweise dafl zur "normalen" Darstellung
des Exponenten 128 addiert wird.

Wenn Sie bis hierhin alles verstanden haben, dann wird Thnen
vielleicht aufgefallen sein, daB es mit dem bisher beschrieben
Aufbau einer FlieBkommazahl nicht méglich ist, die Zahl Null
darzustellen. Da die erste Ziffer der Mantisse zwingend den
Wert Eins hat, 148t sich auch durch einen noch so kleinen Expo-
nenten nicht die Null erreichen. Daher vereinbart man, dafl eine
Zahl mit dem Exponenten Null selbst den Wert Null hat. Der
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Wert der Mantisse spielt dabei keine Rolle, obwohl man ihn
iiblicherweise auch auf Null setzt.

Unterroutinen des BASIC-Interpreters

Wie schon gesagt, brauchen wir uns nicht unbedingt mit dem
etwas komplizierten Aufbau von FlieBkommazahlen zu befassen,
wenn wir mit ihnen rechnen wollen, da uns der BASIC-Inter-
preter alle dafiir notwendigen Routinen zur Verfiigung stellt.
Alle diese Routinen benutzen den sogenannten "FlieBkomma-
Akku", abgekiirzt FAC. Es handelt sich dabei um die zu einem
FlieBkommaregister zusammengefal3ten 5 Bytes von $61 bis $65.
Nahezu s#imtliche FlieBkommaoperationen beziehen sich auf
dieses Register. Dabei wird meistens noch ein Hilfsregister ver-
wendet, nimlich die Bytes $69 bis $6D, die auch als FlieB-
komma-Akku 2 oder ARG bezeichnet werden. Es existieren
daneben auch noch Akkus 3 und 4 ab $87 und $92, diese wer-
den allerdings seltener gebraucht.

Wie benutzt man nun erwihnte Routinen? Man muBl zuerst
unterscheiden, ob man eine Rechenoperation durchfiihrt, die
zwei Operatoren erfordert, oder eine Funktion wie zum Beispiel
INT oder SIN benutzt, die keinen weiteren Operator benétigen.
Letztere werden durch ihren Aufruf einfach auf den Inhalt des
FACs angewendet, das Ergebnis wird dort auch wieder gespei-
chert. Die Einspriinge aller BASIC-Funktionen sind in Tabelle I
aufgelistet.

Operationen wie "+", "-", "*" oder "/", sowie das Laden des FACs
mit einer Zahl finden zwischen einer FlieBkommavariablen oder
-konstanten und dem FAC statt. Dazu wird die Adresse dieser
Zahl im Akku und Y-Register des Prozessors an die entspre-
chende Routine iibergeben, und zwar das Low-Byte in A und
das High-Byte in Y. Das Ubertragen des FAC-Inhalts in eine
Variable erfolgt fast genauso, jedoch wird hier das Low-Byte
nicht in A, sondern im X-Register angegeben. Bei den Opera-
tionen "-" und "/" muBl auBerdem noch die Reihenfolge beachtet
werden. Es wird ndmlich nicht, wie man erwarten kodnnte, die
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Variable vom FAC, sondern der FAC von der Variable abgezo-
gen. Entsprechendes gilt fir die Division. Die Liste der Inter-
preterroutinen befindet sich in Tabelle 2.

Weiterhin existieren Routinen, um Integerzahlen in FlieBkom-
mazahlen, Strings in FlieBkommazahlen und natiirlich beides
umgekehrt umzuwandeln. Bei der Wandlung Integer - FlieB3-
komma befindet sich die 16-Bit-Integerzahl in A und Y. Hier
enthilt jetzt allerdings Y das Lowbyte und A das Highbyte.
Wenn der FAC zu groB8 oder zu klein ist, so daB3 er sich nicht
umwandeln 148t, kommt es zu einer Fehlermeldung des Inter-
preters.

Bei der Umwandlung des FACs in einen String werden die
ASCII-Zeichen ab $0100 abgelegt. Das Ende des Strings wird
durch ein Null-Byte kenntlich gemacht. Die Routine liefert in
A/Y die Adresse $0100 zuriick, so dal zur Ausgabe des Strings
direkt im Anschlu8 an die Umwandlung die Stringausgabe-Rou-
tine SABIE aufgerufen werden kann. Will man einen String in
eine FlieBkommazahl umwandeln, so mufl man die Adresse des
Strings in $22/$23 iibergeben und seine Linge in A. Tabelle 3
enthilt die Adressen aller Umwandlungsroutinen.

Um die Speicherstellen, die man sich als Variable einrichtet, mit
einem Wert vorzubesetzen, hat man drei Mdéglichkeiten:

a) Man gibt die Zahlen als String vor, wandelt sie um und
speichert sie in seinen Variablen.

b) Wenn es sich um Integer-Zahlen handelt, kann man die
Umwandlung Integer nach FlieBkomma benutzen und
entsprechend wie bei a) verfahren.

c) Wenn moéglich, kann man auch auf die im ROM schon
vorhandenen Konstanten zuriickgreifen. Die wichtigsten
sind in Tabelle 4 aufgefihrt.

Eine vollstindige Liste aller Interpreterroutinen finden Sie in
Kapitel 6. Dort finden Sie auch eine Bezugnahme auf die Akkus
2, 3 und 4, die aber fiir die Anwendung der Routinen meistens
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aufler Acht gelassen werden kénnen. Die Akkus 3 und 4 k6nnen
allerdings von Ihnen als Hilfsregister benutzt werden, wenn Sie
beispielsweise die Rechenreihenfolge bei Subtraktion oder Divi-
sion umkehren wollen.

Schnitestelle zu BASIC

Durch die USR-Funktion ist eine einfache Mdglichkeit gegeben,
zwischen BASIC- und Maschinenprogrammen FlieBkommawerte
in beiden Richtungen auszutauschen. Bei ihrem Gebrauch wird
ein Maschinenprogramm gestartet, das ab der Adresse beginnt,
auf die der Vektor $0311/$0312 zeigt. Vorher wird allerdings
das Argument der USR-Funkson ausgewertet und das Ergebnis
in den FAC iibertragen. Wenn das Maschinenprogramm mit RTS
beendet ist, wird der jetzige Inhalt des FAC dem BASIC-Pro-
gramm als Wert der Funktion iibergeben.

Im AnschluB an die Tabellen folgen zwei Beispielprogramme,
die die Verwendung der FlieBkomma-Routinen demonstrieren.

Tabelle 1 - BASIC-~Funktionen

Adresse Beschreibung
SAED4 FAC =NOT(FAC)
$BPEA FAC =LOG{FAL)
$8C39 FAC =SGN(FAC)
$BC58 FAC =ABS(FAC)
$BCCC FAC =INT(FAC)
$BF71 FAC =SQR(FAC)
$BFED FAC =EXP(FAC)
$SEOQ97 FAC =RND(FAC)
$E264 FAC =COS{FAL)
$SE26B FAC =SIN(FAC)
$E2B4 FAC =TAN(FAC)

SE30E FAC =ATN(FAC)
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Tabelle 2 - Operationen mit zwei Zahlen

Adresse Beschrei bung
$BBA2 FAC =(A/Y)
$88D4 (X/Y) =FAC
$8850 FAC =(A/Y)-FAC
$B867 FAC =(A/Y)+FAC
$B8A28 FAC =(A/Y)*FAC
$BBOF FAC =(A/Y)/FAC

Tabelle 3 - Umwandlung verschiedener Datenformate

Adresse Beschreibung

$B1AA Y/A =INT(FAC) (mit Vorzeichen)

$8391 FAC =Integerzahl Y/A (mit Vorzeichen)
$B7B5 String ab ($22/%$23) nach FAC wandeln
$B87F7 Y/A =INT(FAC) (ohne Vorzeichen)

$80DD FAC nach String ab Adresse $0100 wandeln

Tabelle 4 - FlieBkommakonstanten im ROM

Adresse Beschreibung
SAEAS Pi

$BI1AS -32768
$B98C 1

$B9D6 SQR(2)/2
$39DB SQR(2)
$BAF9 10

$BF11 0.5
$E2ED Pi/2
$E2ES 2*Pi
SEZ2EA 0.25
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Beispielprogramm J:

Eingabe eines Radius R von der Tastatur und Berechnung des
zugehorigen Kreisumfangs.

CO000 A2 00 LOX #$00 ;Zéhler fur Zeichenanzahl
C002 20 CF FF  JSR $FFCF  ;Zeichen von Tastatur
C005 C9 0D CMP #$00 ;=RETURN?

€007 FO 07 BEQ $C010 ;wenn ja, weiter

CO09 90 00 C1  STA $C100,X ;wenn nein, abspeichern
cooc E8 INX ;Zahler erhdhen

COOD 4C 02 CO JMP $C002 ;udd Schleife fortsetzen
C010 20 D2 FF  JSR $FF02 ;RETURN ausgeben

C013 8A TXA :Stringlange nach A

C014 A2 00 LDX #300 1Stringadresse nach $22/23
C0i6 AO C1 LDY #$C1

c018 86 22 STX $22

CO1A 84 23 STY $23

CO01C 20 B5 B7 JSR $B785 :String nach FAC wandeln
COIF A9 E5 LDA #$ES ;$E2E5 ist Adresse von
C021 AO E2 LDY #SEZ2 ;2*Pi

C023 20 28 BA JSR $BA28 ;mal FAC

C026 20 DD BD  JSR $BDDD ;FAC nach String wandeln
C029 20 1E AB  JSR $AB1E  ;String ausgeben

co2c A9 00 LDA #30D ;2 mal RETURN ausgeben
CO02E 20 D2 FF JSR $FFD2

C031 20 D2 FF  JSR $FF02

CO34 4C 00 CO JMP $C000  ;zuruck zum Anfang

Beispielprogramm 2:

Berechnung der Formel:
USR(X)=INT(SQR((X*3.2+4/7)/0.35))+0.5)

Der USR-Vektor mul zuvor auf $C000 eingestellt werden. Dies

geschieht durch POKE 785,0.:POKE 786,192. Danach 148t sich
die Funktion direkt von BASIC aus aufrufen.
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Das Programm benutzt zwei Hilfsregister fir FlieBkommazahlen
in $C100-3$C104 und $C105-$C109. Die Zahlen 3.2 und 0.35
sind als Strings ab C06D abgelegt.

CO00 A2 00 LDX #$00

€002 A0 C1 LDY #s$C1

C004 20 04 BB  JSR $BBD4  ;x aus FAC nach $C100
C007 A9 03 LDA #$03 ;Lénge des Strings 3.2
C009 A2 6D LDY #3$6D ;Adresse des Strings 3.2
CO0B AO CO LDY #$CO

CO0D 86 22 STX $22 ;nach $22/23

COOF 84 23 STy $23

C011 20 BS B7 JSR $B7B5 ;String nach FAC wandeln
C014 A9 00 LDA #$00

C016 A0 C1 LOY #s$C?

CO18 20 28 BA  JSR $BA2B  ;FAC=3.2 * x

C018 A2 00 LDX #$D0

COID A0 C1 LDY #3C1

COTF 20 D4 BB  JSR $BBD4  ;FAC nach $C100

€022 A0 04 LDY #$04 ; Integerzahl &

€024 A9 00 LDA #$00 ;in Y/A

C026 20 91 B3  JSR $B391 ;nach FAC wandeln
€029 A2 05 LDX &$05

c028 A0 C1 LDY #8C1

C02D 20 D4 B8 JSR $BBD4 ;FAC nach $C105

C030 AO 07 LDY #$07 ;Integerzahl 7

c032 A9 00 LDA #$00 ;in Y/A

C034 20 91 B3  JSR $B391  ;nach FAC wardeln
C037 A9 05 LDA #8$05;

C039 A0 C1 LDY #s$C1

C038 20 OF BB JSR $BBOF sFAC=4 4 7

CO3E A9 00 LDA #$00

C040 A0 C1 LDY #$C1

C042 20 67 B8 JSR $B867 ;FAC=FAC + 3.2 * x
C045 A2 OA LOX #$00

C047 AD C1 LDY #$C1

C049 20 D4 88 JSR $BBD4 ; FAC nach $C100
CO4C A9 04 LDA #3$04 ;Lange des Strings 0.35
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CO4E A2 70 LDX #$70 ;Adresse des Strings 0.35
C050 AD CO LDY #$CO

C052 86 22 STX $22 :nach $22/23

CO54 84 23 STY $23

CO56 20 B5 B7 JSR %8785 ;String nach FAC wandeln
C059 A9 00 LDA #$00

COSB AD C1 LDY #3C1

CO5D 20 OF BB JSR $BBOF JFAC=(x*3.2 + 4/7) / FAC
C060 20 71 BF JSR SBF71 s+ FAC=SQR(FAC)

C063 A09 11 LDA #s$11 ;ROM-Konstante 0.5

C065 A3.20 BF LDY #$BF  ;aus $BF11

C067 20 67 B8 JUSR $8867 ;2u FAC addieren

CO6A 4C CC BC JMP $BCCC ;FAC=INT(FAC)

C060 33 2E 32 30 2E 33 35 ;3.2 0.35

Nach Abschlu3 der Routine befindet sich da3 Ergebnis im FAC
und wird daher beim USR-Aufruf als Funktions-Ergebnis an
das BASIC-Programm iibergeben.

1.10 Der Virus-Killer

Unter Computerviren versteht man Programme, die irgendwo im
letzten Winkel des Speichers verborgen liegen und Schaden
anrichten. Sie bringen zum Beispiel den Rechner zum ‘Absturz’,
oder sie beschreiben die im Laufwerk befindliche Diskette.

Um diese ’Plage’ aus dem Rechner zu verscheuchen, muf3 der
gesamte Speicher des C64 geléscht werden, wobei auch das unter
dem Kernal- und BASIC-ROM befindliche RAM geldscht
werden muf}, um jede Moglichkeit in Betracht zu ziehen, den
Virus zu zerstoren.

Aber um an das unter dem Betriebssystem befindliche RAM
heranzukommen, muf3 das ROM ausgeblendet werden. Das kann
man durch das Umstellen des Prozessorports in der Zeropage
erreichen, indem man die Bits 0 und 1 auf LOW stellt, also
16scht.
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AnschlieBend wird der gesamte Speicher mit Nullen iiber-
schrieben und damit gesiubert. Dazu ist dieses kleine
Maschinenprogramm notwendig:

033C SEI Interrupt verhindern
0330 LDA #$00 ROM-Berreich
033F STA $01 ausblenden

0341 LDX #$00 2dhler 1 setzen

0343 LDY #$F6 2ihler 2 setzen

0345 LDA #$00 Fullwert

0347 STA $0400,X speicher loschen

034A INX Zidhler 1 erhéhen

0348 BNE $0347 Wenn 255 erhoht, dann
034D INC $0349 High-Byte erhdhen
0350 DEY 2&hler 2 erniedrigen
0357 BNE $0347 Wenn 2ihler 2=0, dann
0353 LDA #$37 ROMs wieder

0355 STA $01 einblenden

0357 JMP $FCE2 RESET

Es folgt das gleiche Programm als BASIC-Loader:

100 FOR I=1 TO 30 STEP 15:FOR J=0 TO 14:READ A$: BS=RIGHTS(AS$,1)

105 A=ASC(A$)-48:IF A>9 THEN A=A-7

110 B=ASC(B$)-48:1F B>9 THEN B=B-7

120 A=A*16-B:C=(C+A)AND255:POKEB27+1+J,A:NEXT:READ  A:IF C=A  THEN
C=0:NEXT :END

130 PRINT FEHLER IN ZEILE:";PEEK(63)+PEEK(64)*256:STOP

300 DATA 78,A9,00,85,01,A2,00,A0,F6,A9,00,9p,00,04,E8, 17

301 DATA DO,FA,EE,49,03,88,00,F4,A9,37,85,01,4C,E3,FC, 244

Das kleine Maschinenprogramm liegt im Kassettenpuffer und
wird mit SYS 828 gestartet. Das hat den Vorteil, da3 der Kas-
settenpuffer nach dem RESET automatisch geléscht wird und
der Speicher danach absolut *sauber’ ist.
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1.11 Der BASIC-Kompaktor

Der BASIC-Packer ist ein niitzliches Utility, um Speicherplatz
auf der Diskette zu sparen, da man mit diesem Programm sich
im Speicher befindliche BASIC-Programme komprimieren kann,
so dal} sie weniger Speicherplatz benbdtigen.

Unter Komprimieren ist in dem Fall nicht das Zusammenpressen
gemeint, sondern BASIC-Zeilen, in denen wenige Befehle vor-
kommen, werden mit der vorherigen verbunden. Das heif}t, zwei
Befehle, die vorher in zwei Zeilen gestanden haben, werden
einfach in einer Zeile zusammengefaf3t. Zum Beispiel so:

Vorher: 10 PRINT
20 PRINT
30 PRINT

Nacher: 10 PRINT:PRINT:PRINT

Dieses Programm ist aus Geschwindigkeitsgriinden vollkommen
tn Maschinensprache geschrieben, und es faft in nur wenigen
Sekunden bis zu 245 Zeichen pro Zeile zusammen.

Programmzeilen, in denen GOTO-, GOSUB- oder THEN-
Befehle vorkommen, werden nicht gebunden, weil das zu
Fehlern im Programmablauf fithren kbnnte. Auch Zeilen, in
denen REM-Befehle vorkommen, bleiben unverindert, weil die
nachfolgenden Befehle als REM-Text anerkannt wiirden.

Aulerdem miissen alle PRINT- und OPEN-Befehle mit An-
fuhrungszeichen abgeschlossen sein, da sonst vom Kompaktor
ein "SYNTAX ERROR" ausgegeben wird.

Wenn nun ein BASIC-Programm gepackt werden soll, muf} ent-
weder der folgende BASIC-Lader gestartet werden, oder man
l4dt das Maschinenprogramm direkt in den Speicher und startet
es anschieSend mit SYS 49152. Vorher muf3 jedoch NEW einge-
geben werden, um die Zeiger wieder richtig zu stellen, da das
Maschinenprogramm ab der Adresse $C000 (49152) in den
Speisher geladen wird.
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Wenn man den BASIC-Lader benuzt, mufl dieser erst gestartet
werden. AnschlieBend mu3 NEW eingegeben werden, um dem
Programm Platz zu schaffen, das gepackt werden soll. Das zu
packende Programm kann jetzt von Diskette oder Datasette in
den Speicher geladen werden. Nach dem Ladevorgang wird der
Packer ebenfalls mit SYS 49152 gestartet. Nachdem das Pro-
gramm komprimiert wurde, kann es ganz normal mit SAVE
wieder gespeichert werden.

Das kompimierte Programm ist auf jeden Fall einige Bytes
kiirzer als vorher. So kann man viel Speicherplatz auf Diskette
sparen.

Vorsicht: Man sollte nicht versuchen, ein komprimiertes
Programm anschlieBend zu verindern, weil
viele Zeilen Uberlinge haben und somit bei
bei Abinderung einer Zeile evtl. Teile einer
Zeile abgeschnitten werden kénnen.

Hier nun das Maschinenlisting des Packer-Programms und der
dazugehorige BASIC-Loader:

C000 LDA §%36 BASIC-Interpreter

€002 STA $01 ausblenden

C004 JSR $COA7 Tabelle angesprungen.
2ei len erstelt len

€007 LDA $28 BASIC-Anfang LOW-Byte

C009 SEC Carry fir Subtraktion

CO0A S8C §%01 minus eins

CO0C STA $AB Zeilspeixher LOW-Byte

COOE STA $A9? Progranm LOW-Byte

CO10 LDA $2C BASIC-Anfang HIGH

€012 sBC §$00 minus Obertrag

C014 STA $AC 2ielspeicher HiGH

CO16 STA $AA Programm HIGH

C018 LDY §%01 Linkzeiger setzen

CO1A LDA ($A9),Y Linkbyte LO holen

cOo1C INY Programmzeiger erhéhen

CO1D ORA ($A9),Y Byte HIGH verknipfen
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CO1F BEQ $COSE  verzweige, wenn Null

€021 INY Programnzeiger erhohen
C022 LDA ($A9),Y 2eilennummer LO laden
C024 TAX nach X schieben

€025 [NY Programmzeiger erhdhen

C026 LDA ($A9),Y 2eilennummer High
C028 JSR $C213 2eile in Tabelle ?
C02B BEQ $CO79 verzweige, wenn ja
CO020 LOY §$01 2eiger auf Linker
CO2F LDA ($A9),Y Linker LO-Byte holen

€031 SEC Carry fir Subtraktion
C032 SBC $A9 minus Programnzeiger
C034 SEC Carry fur Subtraktion
C03S SBC §$05 geklrzte 2eilenlange
C037 CLC Carry fir Addition

C038 ADC $AD plus 2eilenlénge
CO3A BCS $CO79 groBer als 255 ?
CO3C CMP §$FS gleich 245 ?

CO3E BCS $C079 verzweige, wWenn ja
C040 STA $AD neue 2eilenldnge
C042 LDY §$00 Verschiebeschleife=0
CO44 LDA §$3A ASCIT m:n

C046 STA ($AB),Y in 2ielspeicher

C048 INY 2eiger erhohen
CO049 LDA $A9 Programmzeiger LO
C04B CLC Carry fur Addition

CO4C ADC §$04 pius 4

CO4E STA $A9 nach Programnzeiger

COS0 BCC $C0S4  verzweige, wenn kein
Ubertrag

CO0S52 INC $AA Programmzeiger erhdhen

COS4 LDA ($A9),Y Progranmbyte holen

COS6 BEQ $C090 nachste Zeile ?

COS8 STA ($AB),Y in 2ielspeicher

COSA INY 2&hler erhohen
COS8 JMP $C0S54  Sprung zum Anfang
COSE TAY 2ielbereich=0
COS5F STA ($AB),Y Programmende=0
C063 INY 2eiger erhdhen

€062 CPY §$03 schon 3 Nul len ?
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C064 BNE §COSF  verzweige, wenn ja

C066 TYA Y-Register nach AKKU
C067 CLC Carry fiur Addition
€068 ADC §AB Programrende berechnen
CO6A STA §2D in Programmzeiger

CO6C LDA §AC Programmende HIGH

COSE ADC §300 Ubertrag addieren
CO70 STA $2E in Programnzeiger

€072 LDA §3$37 BASiC-Interpreter
C074 STA $01 einschalten

CO76 JMP $ET1AB  CLR, Ricksprung

CO079 LDY §%$00 28hler auf Null

CO7B LDA ($A9),Y finf Programnbytes
CC70 STA ($AB),Y verschieben

CO7F INY 2&8hler erhohen

€080 CcpPY §3$05 finf Bytes verschoben?
C082 BNE $C07B verzweige, wenn nein
C084 LDA ($A9),Y Programnbyte holen
C086 BEQ $C08t néachste Zeile erreicht
C088 STA ($A8),Y Programnbyte speichern

COBA INY 28hler erhdhen

C08B JMP $C0846 zum Schleifenanfang
COBE STY $AD 2eilenldnge speichern
C090 TYA 28hler nach Akku
C091 cLC Carry fur Addition

C092 ADC $A9 Progranmzeiger LOW
C094 STA $A9 berechnen

C096 BCC $CO9A  kein Ubertrag ?

C098 INC 3AA Prograrmzeiger HIGH
CO9A TYA 2&hler nach Akku
€098 CLC Carry fir Addition
CO9C ADC $AB 2ielzeiger berechnen
CO9E STA $AB und speichern

COAO BCC $COA4  kein Ubertrag ?

COA2 INC $AC 2ielzeiger HIGH

COA4 JMP $C018 néchste 2eile

COA7 LDA $2B BASIC-Anfang LO
COA9 SEC Carry fir Subtraktion
COAA SBC §$01 minus 1

COAC STA $AB Programmzeiger LO
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COAE LDA $2C

(o1]: ]V
C0B2
COB4
C0B6
c0B8
COBA
cosC
COBE
€0oco
coct
coc2
cocs
coc7
cocs
cOcA
cocc
coco
COCE
€000
coo2
C0D4
(o)1)
coo8
CODA
coDB
coDD
COOF
COE1
COE3
COES
COE6
COE8
COEA
COEC
CCEE
COF1
COF3
COF6
COF8

SBC
STA
LDY
LDA
STY
STA
LDY
LDA
TAX
INY
LDA
JSR
INY
LDA
BNE
TYA
CLC
ADC
STA
BCC
INC
LDY
LDA
INY
ORA
BNE
STA
LDA
STA
RTS
LDA
BEQ
LDA
STA
JMP
LDY
JrP
CMP
BEQ

§$00
$AC
§300
§3A0
$AS
$A6
§%03
(3$AB),Y

($AB),Y
$C193

($AB),Y
$COF6

$AB
$AB
$C006
$AC
§$01
($AB),Y

($AB), Y
$COE6
$A7
§3A0
$A8

$02
$COF1
§$00
$02
$C0BC
§305
$cocs
§38D
$C121

BASIC-Anfang HIGH
minus 1

Programm 2Zeiger HIGH
LOW-Byte von $A000
HIGH-Byte von $A000
Tabetlenzeiger LO
Tabellenzeiger HIGH
erste Zeilennumer

Zei lennumier LO

nach X-Reg.
Programnzeiger erhdhen
Zeilennummer HIGH

in Tabelle
Programnzeiger erhéhen
Programnbyte hoien
noch nicht Zei!lenende?
2eiger nach Akku
Carry fur Addition
Programmzeiger
berechnen

kein ubertrag ?
Programmzeiger HIGH
2eiger auf Linker
Linker LO
Programmzeiger erhdhen
Akku mit Linker HIGH
noch nicht Ende ?
Tabellenzeiger LO
HIGH-Byte von $A000
Tabetlenzeiger HIGH
RUcksprung

IF-Flag testen

noch nicht gesetzt ?
IF-Flag

loschen

2eile eintragen

2eile dberspringen
nachstes Programnbyte
GOSUB-Token ?
verzweige, Wenn ja
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COFA CMP §38¢9 GOTO-Token ?

COFC BEQ $C121 verzweige, wenn ja
COFE CMP §3CB GO-Yoken ?

€100 BEQ $C11A  verzweige, wenn ja
C102 cMP §388 1F-Token ?

C104 BEQ SC17A  verzweige, wenn ja
C106 CMP §SA7 THEN-Token ?

C10B BEQ $C121 verzweige, wenn }a
C1DA THP §$22 Anfdhrungszeichen ?
C10C BEQ $C182 verzweige, wenn ja
C10E CMP §38F REM-Token ?

C110 BEQ $C17A verzweige, wennh ja
C112 CMP §$91 ON-Token ?

C114 BEQ SC17A  verzweige, wenn ja
C116 INY Programmzeiger erhShen
C117 JMP $COC8 néchstes Byte testen
C11A INY Programmzeiger erhdhen
C11B LDA ($AB),Y Programmbyte holen
Ci1D c™P §%20 Leerzeichen ?

C11F BEQ $C11A  verzweige, wenn ja
C121 INY GOTO Uberspringen
C122 LDA ($AB),Y Programmbyte holen
C124 CMP §320 Leerzeichen ?

C126 BEQ $C12f verzweige, wenn js
C128 LDA §337 BASIC-Interpreter
C12A STA $01 einschalten

C12C STY $AE Y-REG. speichern

C12E TYA Zeiger nach Akku

C12F CLC Carry fdr Addition
C130 ADC $AB Programmzeiger LO
C132 STA $22 berechnen

C134 LDA SAC Programmzeiger HIGH
Cc136 ADC §300 Ubertrag addieren
C138 STA $23 und speichern

C13A LDA ($AB),Y Programmbyte holen
c13c cMP §330 kleiner als ASCII["0"?
C13E BCC $C148 verzwefige, wenn ja
C140 CMP §S3A groBer als ASCCIM9" 2

C142 BCS $C148

C144 INY

verzweige, wenn ja
Zeiger erhohen



Der BASIC-Interpreter 67

C145 JMP S$C13A  Schleifenanfang

C148 YYA Y-REG. auf
C149 PHA Stapel retten
C14A SEC Carry fur Subtraktion

C14B SBC SAE Ziffernfolge berechnen

C140 BEQ $C171 gleich Null ?

C14F JSR $B7B5 ziffernstring in
FlieBkomnazahl wandeln

C152 JSR $B7F7  FlieBkommazahl in
Interger wandeln

C155 PLA ¥-Reg. vom Stapel
C156 TAY zuriickholen

C157 LDA §336 BASIC-Interpreter
C159 STA $01 wieder abschalten
C158 LDX $14 Zeilennummer LO
C15D LDA $15 Zeilennumner HIGH

C15F JSR $C193 in Tabelle eintragen
C162 LDA (SAB),Y nidchstes Programbyte
C164 INY Programmzeiger erhdhen
C165 CMP §320 Leerzeichen?

C167 BEQ $C162 verzweige, wenn ja
C169 DEY Programmzeiger -1
C16A CMP §%2C ASCII n, w2

C16C BEQ $C121 verzweige, wenn ja
C16E JMP $COC8 nachstes Programbyte
C171 PLA Y-REG. vom Stapel
C172 TAY zurickholen

C173 LDA §336 BASIC-Interpreter
C175 STA $01 abschalten

C177 JMP $COC8 nichstes Programbyte
C17A LDA §301 IF-Flag, REM oder ON
C17C STA 302 setzen

C17E INY Token Uberspringen
C17F JMP 3COC8 néchstes Progremwbyte
c182 INY ASCII " Uberspringen

C183 LDA (SAB),Y Programmbyte holen
C185 BEQ $C18F Zeile zu Ende ?

C187 CMP §8$22 zweites " erreicht ?
C189 BNE $C182 verzweige, wenn nein
c188 INY Programmzeiger erhéhen
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ciac
c18F
c190
C193
C195
c197
c199
c198
C190

C19F
C1A1

C1A3
C1AS
C1A7
C1A9
C1AA
C1AC
C1AE
C1AF

c180
cis2
c1B4
C1B5
c187
c1B9
cies
C18D
C1BF
c1co
cic2
cics
c1c5
cicé
cics
CicA
cicc

cico
CICF

c101

c1o3

JNP
DEY
JMP
STX
STA
STY
LoY
STY
LDA
STA
CPY
LDA
SBC
BEQ
SEC
LOA
SBC
TAX
INY
tDA
SBC
INY
BNE
INC
BCC
CMP
BNE
TXA
BNE
LDY
RTS
DEY
CPY
BNE
DEC
OEY
STY
LDA
STA
LDA

scocs

$C17A
$A9
$AA
$AE
§%00
$A7
§3A0
$A8
$A5
$A8
$A6
$C1CD

($A7),Y
$A9

($A7),Y
$AA

$C1B9
$A8
$C1A1
§300
$Cic5

$Cic5
$AE

§SFF
scicc
$A8

$A7
$A5
$FB
$A6

néchstes Progrannbyte
Programnzeiger -1
1F-Flag setzen

Zei lennumer LOW
Zeilenmswmer HIGH
Y-REG. speichern
LOW-Byte von $A000
nach Tabellenzeiger LO
HIGH-Byte von $A000
nach Tabellenzeiger
Tab.-Zeiger vergl.
Tabellenzeiger HIGH
Tabellenende HIGH
verzweige, wenn Ende
Carry fUr Subtraktion
Zeilennummer LOW

mit neuer vergleichen
Differenz speichern
Tabel lenzeiger erhdhen
Zeilennummer HIGH

mit neuer vergleichen
Programnzesiger LOW
kein Ubertrag ?
Programnzeiger HIGH
verzweige, wenn gréger
HIGH-Byte gleich ?
verzweige, wenn nein
LOW-Byte gleich ?
verzweige, wenn nein
Y-REG. 2urickholen
Ricksprung

Zeiger LOW verringern
Ubertrag ?

verzweige, wenn nein
Programmzeiger HIGH
Progranmzeiger LOW
Y-REG. in Programmz.
Tabellenende LOW
Verschieberreg.LOW
Tabellenende HIGH



Der BASIC-Interpreter 69

C1DS STA $FC Verschiebereg. HIGH
CiD7 LDA $A7 Tabellenzeiger LOW
CiD9 CMP $FB Verschiebereg. LOW
C1DB LDA $A8 Tabellenzeiger HIGH
CiDD SBC $FC Verschiebereg. HIGH
C1DF BCS $C1F0  verzweige, wenn groBer
C1E1 OEC $FB Verschiebereg. LOW
C1E3 LOA $FB und holen

C1ES CMP §SFF Obertrag ?

C1E7 BNE SCIEB  verzweige, wenn nein
C1E9 DEC $FC Verschiebereg. HIGH
C1EB LDY §%00 ‘Verschiebereg. LOW
C1ED LDA ($FB),Y Zeilennummer LOW
C1EF LDY §302 Verschiebereg. LOW
C1F1 STA (SFB),Y Zeilennummer LOW
C1F3 DEY Verschiebereg. HIGH
C1F4 LDA ($FB),Y Zeilennummer HIGH
C1F6 LDY §303 Schleifenanfang
C1FB STA ($FB),Y Zeiger LOW

C1FA JMP $C1ID7 Zeilennummer LOW
C1FD LDY §%00 in Tabelte schreiben
C1FF LDA $A9 Zeiger HIGH

C201 STA ($FB),Y Zeilennuwner HIGH
C203 INY 2eiger auf HIGH

C204 DA $AA Zeilennummer HIGH
C206 STA ($FB),Y in Tabelle schreiben
C208 INC $AS Tabellenende LOW
C20A INC $AS Tabellenende LOW
C20C BNE $C1C2 kein Ubertrag

C20E INC $A6 Tabellenende HIGH
C210 JMP $CI1C2  Riicksprung

C213 STY $AE Y-REG. speichern
C215 STX $FB Zeilennumier LOW
C217 STA S$FC Zeilennumer HIGH
C219 LDA $A7 Tabellenzeiger LOW
C21B CMP $A5 Tabellenende LOW
C21D LDA $A8 Tabellenzeiger HIGH
C21F SBC $A6 Tabellenende HIGH
€221 BCS $C23D Ende erreicht ?
€223 LDY §%00 Zeiger auf Null



70

C225 LDA $FB Zeilenmummer LOW
C227 CMP (3A7),Y Tabellenwert vergl.
C229 INY Zeiger erhdhen

C22A LDA $FC Zeilennummer HIGH
C22C SBC (3A7),Y Tabel lenwert

C22E BCC $C23D nicht in Tabelle ?
€230 INC $A7 Tabellenzeiger LOW
C232 INC $A7 Tabellenzeiger LOW
C234 BNE $C238 kein Obertrag ?
C236 INC $A8 Tabellenzeiger HIGH

C238 LOY SAE Y-REG. 2urlckholen
C23A LDA §300 Zero-Fleg setzen
C23C RTS Ricksprung

C230 LDY SAE Y-REG. zur(ckholen
C23F LDA §S07 Zero-Flag loschen
C241 RTS Ricksprung

100 FORI=1T0578STEP15:FORJ=0TO14:READAS:B$=RIGHTS(AS,1)

105 A=ASC(A$)-48:1FA>9THENA=A-7
110 B=ASC(B$)-48:IFB>9thEn8=B-7

120 A=A*16+B:C=(C+A)AND255:POKE49151+I+J,A:NEXT:READA: I FC=ATHENC=

0:NEXT:END
130 PRINTWFEHLER IN ZEILE:";PEEK(63)+PEEK(64)*256:STOP
300 DATA A9,36,85,01,20,A7,C0,A5,28,38,E9,01,85,AB,85,
301 DATA A9,AS5,2C,E9,00,85,AC,85,AA,A0,01,81,A9,C8, 11,
302 OATA A9,F0,3D,C8,B1,A9,AA,C8,81,A9,20,13,C2,F0,4C,
303 DATA A0,017,B1,A9,38,E5,A9,38,E9,05, 18,65,A0,80,3D,
304 DATA C9,F5,80,39,85,AD,A0,00,A9,3A,91,AB,C8,A5,A9,
305 DATA 18,69,04,85,A9,90,02,E6,AA,B1,A9,F0,38,91,AB,
306 DATA C8,4C,54,C0,A8,91,AB,C8,C0,03,00,F9,98,18,65,
307 DATA AB,85,2D,A5,AC,69,00,85,2E,A9,37,85,01,4C,AB,
308 DATA E1,A0,00,B1,A9,91,A8,C8,C0,05,00,F7,81,A9,F0,
309 OATA 06,91,A8,C8,4C,84,C0,84,AD,98,18,65,A9,85,A9,
310 DATA 90,02,E6,AA,98,18,65,AB,85,AB,90,02,E6,AC,4C,
311 DATA 18,C0,A5,28,38,E9,01,85,A8,A5,2C,E9,00,85,AC,
312 DATA A0,00,A9,A0,84,A5,85,A6,A0,03,81,AB,AA,C8,B1,
313 DATA AB,20,93,C1,C8,81,AB,D0,2A,98, 18,65,A8,85,A8,
314 DATA 90,02,E6,AC,AD,01,B1,AB,C8,11,AB,D0,07,85,A7,
315 DATA A9,AD,85,A8,60,A5,02,F0,07,A9,00,85,02,4C,BC,

147
151
245
254
174
147
17
39

181
183
130
229
95

45

168
172
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316 DATA
317 DATA
318 DATA
319 DATA
320 DATA
321 DATA
322 DATA
323 DATA
324 DATA
325 DATA
326 DATA
327 DATA
328 DATA
329 DATA
330 DATA
331 DATA
332 DATA
333 DATA
334 DATA
335 DATA
336 DATA
337 DATA
338 DATA

€0,A0,05,4¢,C8,C0,C9,80,F0,27,C9,89,F0,23,C9,
cB,F0,18,C9,88,F0,74,C9,A7 ,F0,17,C9,22,F0,74,
c9,8F,F0,68,C9,91,F0,64,C8,4C,C8,C0,C8,B1,AB,
€9,20,F0,F9,C8,81,AB,C9,20,F0, F9,A9,37,85,01,
84,AE,98,18,65,AB,85,22,A5,AC,69,00,85,23,81,
AB,C9,30,90,08,C9,3A,80,04,C8,4C,3A,C1,98,48,
38,E5,AE,F0,22,20,85,87,20,F7,87,68,A8,A9,36,
85,01,A6, 14,A5,15,20,93,c1,B1, AB,C8,C9,20,F0,
F9,88,C9,2C,F0,B3,4C,C8,C0,68,A8,A9,36,85,01,
4c,c8,c0,A9,01,85,02,c8,4C,C8,€0,£8,81,AB,FO,
08,c9,22,00,F7,C8,4C,C8,CD,88,4C,7A,C1,86,A9,
85,AA,84,AE,AD,00,84,A7,A9,A0,85,A8,C4,A5,A5,
A8,ES,A6,F0,24,38,81,A7,E5,A9,AA,C8,B1,A7,ES,
AA,C8,00,02,E6,A8,90,E6,C9,00,00,06,84,D0,03,
A4,AE,60,88,C0,FF,D0,02,C6,A8,88,84,A7,A5,A5,
85,FB,AS,A6,85,FC,AS,A7,CS,F8,AS,A8,E5,FC,BO,
1c,cé6,FB,AS, FB,C9,FF,D0,02,C6,FC,A0,00,B1,FB,
AD,02,91,FB,88,8B1,FB,A0,03,91,¢B,4C,07,C1,A0,
00,A5,A9,91,FB,C8,A5,AA,91,FB,E6,AS,E6,A5,D0,
B4,E6,A6,4C,C2,C1,84,AE,86,FB,85,FC,AS5,A7,CS,
AS,A5,A8,E5,A6,B0,14,A0,00,A5,FB,01,A7,C8,AS,
FC,F1,A7,90,00,E6,A7,E6,A7,D0,02,E6,A8,A, AE,
A9,00,60,A4,AE,A9,01,60,00,00,00,00,00,00,00,

212
81
30
46
172
226
38
107
98
181
148
176
20
68
54
54
37
21

84

108
253
101
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2. Der Aufstieg zum Assembler

2.1 Der Maschinensprachemonitor

Der hier erklirte und im Anhang auch zum Abtippen aufge-
fihrte Maschinensprachemonitor verfiigt iiber Moglichkeiten,
die iiber den durchschnittlichen Standard hinausgehen. Aus die-
sem Grund konnte er auch fiir diejenigen unter Thnen interes-
sant sein, die bereits einen Maschinensprachemonitor besitzen.

Bitte haben sie dafiir Verstindnis, daB wir aus Platzmangel
lediglich den Monitor ab $9000 (36834) abgedruckt haben. Auf
der Diskette zum Buch liegt er in folgenden Bereichen vor:

$1000-$2000 4096 - 8192
$2000-$3000 8192 -12288
$3000-$4000 12288-16384
$4000-$5000 16384-20480
$5000-$6000 20480-24576
$6000-$7000 24576-28672
$7000-$8000 28672-32768
$8000-$9000  32768-36864
$9000-$A000 36864-40960
$C000-$0000 49152-53248

Mit diesem Monitor ist es moglich, jede beliebige Speicherkon-
figuration einzuschalten. Somit ist es mdglich, auch die
Speicherbereiche ‘’unter’ dem BASIC-ROM, dem KERNAL-
ROM und ’unter’ dem 1/O-Bereich auszulesen und zu ver4ndern.
Selbstverstindlich konnen in diesen Bereichen auch Programme
gestartet werden. Eine Besonderheit dieses Monitors ist, aufler
einigen verbesserten Standardbefehlen, die Mdglichkeit, Daten
aus den eben erwihnten Bereichen mit Hilfe veridnderter
LOAD- und SAVE-Routinen zu laden und auch von dort zu
speichern.
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Zu beachten ist noch, daf3 alle Eingaben mit RETURN abge-
schlossen werden miissen.

Jetzt werden wir niher auf die einzelnen Befehle eingehen:

C

COMPARE: Vergleichen von zwei Speicherbereichen. Nicht
iibereinstimmende Speicherzellen werden angezeigt.

Format: C 1000 1800 2000

Der Bereich von $1000 bis $1800 wird mit dem Bereich ab
$2000 verglichen.

D

Disassemblieren: Disassembliert den angegebenen Speicherbe-
reich. Beim Schreiben eigener Programme brauchen Sie nur den
bestehenden Befehl zu iiberschreiben.

Format:. D 1000 1100
Disassembliert den Speicherbereich von $1000 bis $1100. Wenn

keine Bereichsbegrenzung angeben wird, nur die erste Speicher-
zelle angegeben.

F

Fill: Fiillt den angegebenen Speicherbereich mit den nach der
Speicherbereichangabe stehenden Bytes.

Format: F 1000 2000 46 49 4C 4C
Der Speicherbereich von $1000 bis $2000 wird mit den Bytes

$46, $49, $4C, $4C gefiillt, was dem Wort *FILL’ im ASCIl-
Code entspricht.
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G

Goto start a Program: Startet ein Programm ab der angegebenen
Adresse.

Format: G C000

Das Programm wird ab der Adresse $C000 gestartet.

H

Hunt: Durchsucht den angegebenen Speicherbereich nach der
angegebenen Bytefolge. Es ist auch mdglich, nach teilweise un-
bekannten Bytefolgen zu suchen.

Format: H EO000 FFFF 4C ?? FF

Durchsucht den Speicherbereich von E000 bis FFFF. Die Fra-
gezeichen stehen fiir ein unbekanntes Byte.

L
Load: L4dt ein Programm in den Speicher.

Format:. L "FILENAME"
Lédt ein Progamm absolut von Disk in den Speicher.

Format. L "FILENAME",08,1000
Lddt ein Programm von Disk ab der Adresse $1000 in den
Speicher. Die auf Disk angegebene Adresse wird ignoriert. Die
08 ist die Geriiteadresse. Soll ein Programm von Kassette geladen
werden, so mul} auf das zweite Anfithrungszeichen eine 01 fol-

gen.

Format: L"FILENAME",07,D000
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Lidt ein Programm von Disk immer in den RAM-Bereich des
Rechners. Bei dieser Anweisung wird demnach nicht wie nor-
malerweise der I/O-Bereich, sondern der darunterliegende
RAM-Bereich beschrieben. Wenn keine Angabe der Startadresse
erfolgt, wird das Programm absolut geladen. Diese Anweisung ist
nur von Disk mdéglich.

M

Memory-Dump: Zeigt die Speicherzellen des angegebenen
Speicherbereichs und zusitzlich deren Umsetzung in Bild-
schirmzeichen an.

Format: M 1000 2000

Zeigt den Speicherbereich von $1000 bis $2000 an.

P

Printer: Nach der Eingabe von P werden alle Ausgaben anstatt
auf dem Bildschirm auf dem Drucker mit der Geriteadresse 4
ausgegeben. Nach erneuter Eingabe von P erfolgt die Ausgabe
wieder auf den Bildschirm.

Format: P

R

Register: Zeigt die letzten Registerwerte an.

PC Programmzeiger
IRQ Interruptvektor
SR Prozessorstatusregister

AC Akkumulator
XR X-Register
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YR Y -Register
SP Stapelzeiger

Format: R

Die Register werden nach einem BREAK automatisch angezeigt.

S
SAVE: Speichert den angegebenen Bereich.
Format: S"FILENAME",08,1000,2000

Speichert den Bereich von $1000 bis $2000 auf das Gerit mit
der Geriteadresse 08 (Disk). Fir das Speichern auf Kassette
mul} Geri4teadresse 01 gewéihlt werden.

Format: S"FILENAME",07,E000,FFFF

Speichert den angegebenen Bereich je nach Speicherkonfigura-
tion auf Diskette ab. Somit ist es méglich, den RAM-Bereich
unter Kernal-ROM, 1/0-Bereich und BASIC-ROM abzuspei-
chern. Diese Funktion existiert nur im Zusammenhang mit dem
Gebrauch einer Diskettenstation.

T

Transfer: Kopiert den angegebenen Speicherbereich in einen
anderen angegebenen Speicherbereich.

Format: T 1000 2000 1800
Kopiert den Bereich von $1000 bis $2000 nach $1800. Bei

Bereichsiiberschreitungen treten beim Kopieren, sowohl nach
oben als auch nach unten, keine Fehler auf.
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X
EXIT: Riicksprung ins BASIC

Format: X

@

Disk Command: Gibt den Status der Floppy auf den Bildschirm
aus.

Format: @
Erfolgen auf das & weitere Zeichen, so entspricht dieses einem
OPEN 1,8,15," wobei die nachfolgenden Zeichen an die Floppy

iibergeben werden.

Format: @I

@3
Format: @$%

Gibt die Directory auf den Bildschirm aus.

+

Addition: Addiert zwei hexadezimale Zahlen. Diese Zahlen
miissen immer vierstellig angegeben werden.

Format: + 2000 0152

Addiert $2000 mit $0152 und gibt das Ergebnis aus.
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Subtraktion: Subtrahiert zwei Hexadezimale Zahlen.
Format: - 2000 0152

Subtrahiert $0152 von $2000 und gibt das Ergebnis aus.

$

Umrechnung vom Hexadezimalsystem ins Dezimalsystem

Format: $1000

*
Umrechnung vom Dezimalsystem ins Hexadezimalsystem
Format: #4096

Anmerkung: Fast alle Befehle lassen sich durch das Betitigen der
RUN/STOP-Taste unterbrechen.

Wenn Sie das Betriebssystem vom Monitor aus ausgeschaltet
haben und ein Programm starten, das mit BRK endet, so wird
sich der Rechner unweigerlich ‘aufhingen’. Das gleiche
geschieht, wenn Sie mit ausgeschaltetem BASIC oder
Betriebssystem den Monitor mit X verlassen.

Durch die Mbdglichkeit, eine beliebige Speicherkonfiguration
einzustellen, 148t sich auch das Zeichensatz-ROM auslesen,
kopieren und saven.
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2.2 Einfithrung in Assembler

Wenn Sie iiber ein anderes Betriebssystem verfiigen, zum Bei-
spiel Speeddos, ist es méglich, da die spezielle LOAD- und
SAVE-Funktion nicht funktioniert. In diesem Fall miissen Sie in
das Originalsystem zuriickschalten.

Das Kernstiick eines jeden Computers ist der Mikroprozessor,
der das ausfithrende Teil des Rechners darstellt. Damit der Pro-
zessor die einzelnen Anweisungen auch ausfithren kann, muf}
jeder Befehl zunichst in eine ihm verstindliche Sprache, die
Maschinensprache, umgesetzt werden. Will man zum Beispiel
BASIC verarbeiten, iibernimmt der Interpreter diese Aufgabe.
Beherrscht man die Maschinensprache, ist es méglich, mit dem
Prozessor und somit mit dem Rechner direkt zu kommunizieren.
Dadurch fillt die Arbeit des Interpreters weg, und man kann
iiber alle moglichen Funktionen des Rechners verfiigen.

Einer der Hauptunterschiede zum BASIC ist, dal man in
Maschinensprache sehr speicherorientiert arbeitet. Es gibt keine
eigentlichen Zeilennummern, da die Programme direkt in
bestimmte Speicherbereiche gelegt werden. Sie erinnern sich
bestimmt daran, dafl die BASIC-Programme immer ab $0801
(2049) beginnen. Giinstig ist es, seine Maschinenprogramme ab
$C000 (49152) zu schreiben, da sie dort nicht von BASIC-Pro-
grammen oder Variablen iiberschrieben werden kdnnen. Welche
weiteren Speicherbereiche aulerdem nach zur Verfiigung stehen,
entnehmen Sie bitte den Speicherbelegungspldnen. Nun aber zur
Programmierung selbst.

Der Prozessor des C64 verfiigt iiber eine bestimmte Anzahl
genau definierter Befehle, vergleichbar den BASIC-Befehlen.
Dreh- und Angelpunkt der ganzen Programmierung sind drei
Register, das X-Register, das Y-Register und der Akku. In diese
Register kann je eine Zahl geladen werden, die zwischen 0 und
255 liegt, da jedes Register nur ein Byte aufnehmen kann.
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Befehl Funktion in BASIC

LDA #3808 Ladt die hexad. 2ahl A=8
$08 in den Akku

LDOX #%41 Ladt die hexad. 2ahl X =65
$41 (65) in das X-Reg.

LOY #$00 (adt die zahl $0 in Y=0
das Y-Register

Die beiden ersten Buchstaben des Befehls, LD, stehen fiir LoaD,
was iibersetzt 'Laden’ heiflt. Der danach folgende Buchstabe gibt
das Register an, in das der Wert geladen werden soll. Das nun
folgende #-Zeichen zeigt an, daB3 ein absoluter Wert geladen
werden soll, also eine bestimmte Zahl. Eine andere Moéglichkeit
ist es, einen Wert direkt aus einer Speicherzelle zu holen. Dann
wird das #-Zeichen hinter dem Befehl weggelassen.

8efehl Funktion in BASIC
LDA $1000 L&dt den Wert aus A = PEEK (4096)
Speicherzelle $1000
(4096) in den Akku

1

LOX $02 Lladt den Wert aus X = PEEK (2)
Zelle $02 in das
X-Register

LDOY $C000 l&dt den wert aus Y = PEEK (49152)

$C000 (49152) in
das Y-Register

Die Ladebefehle benstigen zwei bis drei Bytes des Speichers, je
nachdem um welche Adressierungsart es sich handelt.

Entsprechend gibt es auch Befehle, die es ermdglichen, den Wert
eines Registers wieder in eine bestimmte Speicherzelle abzu-
legen. Die Befehle lauten:
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Befehl Funktion in BASIC

STA 31000 speichert den Akkuin- POKE 4096,A
hatt nach $1000 (4096)

STX $02 speichert X-Register POKE 2,X
nach 302

STY $C000 speichert Y-Register POKE 49152,Y
nach $C000 (49152)

Damit konnen wir schon das erste kleine Programm in
Maschinensprache schreiben. Es soll lediglich die Buchstaben-
folge ABC auf die linke obere Ecke des Bildschirms bringen.
Die Startadresse haben wir auf $CO000 gelegt. Das Programm
muf also mit SYS 49152 aufgerufen werden.

C000 LDA #301 Bildschirmcode fir A in Akku laden

C002 LDX #$02 Bildschirmcode fir B in X-Register laden
CO04 LDY #303 ; Bildschirncode fur C in Y-Register laden
C006 STA 30400 ; Akkuinhalt nach $0400 (1024) (Bildschirm)
C009 STX $0401 ; X-Inhalt nach $0401 (1025)

CO0B STY $0402 ; Y-Inhalt nach $0402 (1026)

COOE RTS ; Ricksprung ins BASIC

Der Befehl RTS am Programmende zeigt an, dafl das Programm
zu Ende ist und zuriickgesprungen werden soll. Wurde das Pro-
gramm vom BASIC aus aufgerufen, so wird auch ins BASIC
zuriick verzweigt.

Es gibt noch andere Mdglichkeiten, aus verschiedenen Speicher-
zellen Werte zu lesen oder zu schreiben. Zum Beispiel gibt es die
indizierte Adressierung, die folgendes Format hat:

LDA $ADRESSE, X
bzw. STA $ADRESSE,X

Dabei wird der Wert aus der Speicherzelle geladen, die sich aus
der angegebenen Adresse und dem dazuaddierten X-Register
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ergibt. Das Abspeichern eines Bytes geschieht ebenfalls durch
Addieren des Registers zu der Adresse. Natiirlich bestseht die
Moglichkeit der indizierten Adressierung auch bei den anderen
Registern. Die Befehle entnehmen Sie bitte aus der Tabelle am
Ende des Kapitels.

Weiterhin existiert noch die indirekte, indizierte Adressierung,
die sich nur mit dem Akku durchfithren 148t und sich auf eine
Zeropageadresse bezieht.

LDA ($ZEROPAGEADRESSE,X)
bzw. LDA ($SZEROPAGEADRESSE),Y

Im erstem Beispiel wird der Inhalt des X-Registers zur
Zeropageadresse addiert. Das Ergebniss dieser Addition ist eine
neue Adresse in der Zeropage. In dieser Ergebnisadresse steht
schlieBlich im Low/High-Byte-Format die Adresse, auf die sich
der LDA-Befehl dann bezieht.

Im zweiten Beispiel steht die Adresse, ab der das Low- und das
Highbyte abgespeichert werden, wieder in der Zeropage. Zu der
sich daraus ergebenden Adresse wird nun der Inhalt des Y-
Registers hinzuaddiert, um die endgiltige Adresse zu bekom-
men.

Das X-Register und das Y-Register kdnnen durch Ein-Byte-Be-
fehle jeweils um eins erhdht beziehugsweise erniedrigt werden,
was beim Akku nicht mdglich ist. Auflerdem kdnnen auch
bestimmte Speicherzellen erhéht beziehungsweise erniedrigt wer-
den. Die Befehle dafiir lauten:

INX ; Erhoht X-Register um 1
DEX ; Erniedrigt X-Register um 1
INY ; Erhéht Y-Register um 1
DEY ; Erniedrigt Y-Register um 1

INC SADRESSE ; Erhoht den Inhalt der Adresse um 1
DEC SADRESSE ; Erniedrigt den Inhalt der Adresse um 1
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Der letzte Teil unserer Einfiihrung in Assembler soll sich mit
den Statusregistern und den Verzweigungen befassen.

Es existieren acht Statusregister, von denen aber nur sieben
benutzt werden. Diese Statusregister kdnnen entweder vom
Programmierer gesetzt werden ,oder sie werden automatisch
gesetzt, wenn bestimmte Bedingungen erfiillt sind.

NIV —-IB|D[IIZ|C
|—|-— CARRY - FLAG
ZERO - FLAG
L INTERRUPT - FLAG
DEZIMAL - FLAG
BREAK ~ FLAG
( UNBENUTZT )

OVERFLOW -FLAG
NEGATIV-FLAG

Abb. 2.2.1: Die Statueregister

Carry-Flag Wird gesetzt, wenn bei einer Operation ein
Ubertrag entstanden ist.
Zero-Flag Wird gesetzt, wenn das Ergebnis der letzten

Operation gleich 0 war.

Interrupt-Flag Bei gesetztem Flag wird der Interrupt verhin-
dert.

Dezimal-Flag Bei gesetztem Flag werden alle Rechnungen im
Dezimalmodus ausgefiihrt.
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Break-Flag

Overflow-Flag
Negativ-Flag

Wird nach einem Break, also einer Unterbre-

chung des Programms gesetzt.

Wird bei einem Vorzeicheniiberlauf gesetzt.
Wird gesetzt, wenn das Ergebnis der letzten

Operation negativ war.

Je nach Zustand der Flags kénnen mit den sogenannten Branch-
Befehlen Verzweigungen durchgefithrt werden. Diese Befehle
geben die Bedingung an, die fiir eine Verzweigung erfiillt sein
mufl. Nach dem Befehl folgt die Zieladresse des Sprungs. Dieser
Sprung darf maximal 127 Bytes nach vorne oder nach hinten im
Speicher erfolgen.

BCC
BCS
BEQ
BNE
BMI
BPL
BVC
BVS

<<ZZNNOO
nn
—_—O O = QO = = O

Verzweigung bei geldschtem Carry-Flag
Verzweigung bei gesetztem Carry-Flag
Verzweigung bei gesetztem Zero-Flag
Verzweigung bei geléschtem Zero-Flag
Verzweigung bei gesetztem Negativ-Flag
Verzweigung bei geldschtem Negativ-Flag
Verzweigung bei geléschtem Overflow-Flag
Verzweigung bei gesetztem Overflow-Flag

Um die besprochenen Befehle noch einmal in einem Programm
zusammenzufassen, haben wir ein kleines Programm geschrieben,
das den Zeichensatz auf den Bildschirm bringt. Auch dieses Pro-
gramm beginnt wieder ab der Adresse $C000 (49152).

C000 LDX #800

€002 TXA

C003 STA $0400,X

C006 INX
C007 BNE $€002
C009 RTS

; lddt X-Register mit dem Wert $00

; Inhalt von X nach Akku bringen

; schreibt X-Wert in Bildschirmsp. ($400)
; erhoht X-Wert um 1

: X-Wert schon 0 ($FF+1), wenn nicht $C002
7 Ricksprixg
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LDY
Y — Register
* STY
TYA TAY
S PHA I 1 LDA S . h
J tapel s Akkumulator e peicher
TAX TXA
¥ ‘LDX
X —Register .
L. e
PHP  |PLP TXS TSX
Stapelzeiger
Statusregister
Abb. 2.2.2; Die Verschiebemdéglichkeiten

2.3 Die Assemblerbefehle

Die Befehle sind in verschiedene Anwendungsgebiete unterteilt,
wobei einige Befehle verschiedene Verwendunsmdglichkeiten
bieten. Die verschiedenen Méglichkeiten sind mit ihrem jeweili-
gen Hexcode und einem Beispiel aufgefiihrt.

Transportbefehle.

LDA: A9 LDA
AD LDA
A5 LDA
A1 LDA
B1 LDA
B5 LDA
B89 LDA

#SF7
$1F00
$FE
($1F,X)
($1F),Y
$2A,X
$2000,Y

Akku
Akku
Akku
Akku
Akku
Akku
Akku

wird mit absolutem Wert getaden
wird mit Wert aus Adr. geladen
wird mit Wert aus ZP-Adr. geladen
wird indiziert, indirekt geladen
wird indirekt, indiziert geladen
wird mit 2P-Adr. indizierter gel.
wird mit Adr. indiziert gel. (Y)
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BD LDA $2000,X Akku wird mit Adr. indiziert gel. (X)
LDX: A2 LDX #S$F7 X-Rg. wird mit absolutem Wert geladen

AE LDX $1FO0 X-Rg. wird mit Wert aus Adr. geladen

A6 LDX SIF X-Rg. wird mit Wert aus ZP-Adr geladen

B6 LDX S$1F,Y X-Rg. m. Wert aus ZP-Adr. indiziert g.

BE LDX $1FOD,Y X-Rg. mit Wert aus Adr. indiziert gel.
LDY: AD LDY #$F7 Y-Rg. wird mit absolutem Wert geladen

AC LDY S1F00 Y-Rg. wird mit Wert aus Adr. geladen

A4 LDY SFE Y-Rg. mit Wert aus ZP-Adr. geladen

B4 LDY SAE,X Y-Rg. m. Wert aus ZP-Adr. indiziert g.

BC LDY $1300,X Y-Rg. mit Wert aus Adr. indiziert gel.
STA: 8D STA $0400 Akku nach Adr. speichern

85 STA 301 Akku nach zZP-Adr. speichern

81 STA (31F,X) Akku wird irdiziert, indirekt gespei.

91 STA ($1F),Y Akku wird indirekt, indiziert gespei.

95 STA $12,X Akku wird mit ZP-Adr. indiziert gesp.

99 STA $0800,Y Akku wird mit Adr. indiziert ge. (Y)

9D STA 3$0800,X Akku wird mit Adr. indiziert ge. (X)
STX: 8E STX $0400 X-Rg. nach Adr. speichern

86 STX $01 X-Rg. nach ZP-Adr. speichern

96 STX $1F,Y X-Rg. wird mit zP-Adr. indiziert gesp.
STY: 8C STY $0400 ¥-Rg. nach Adr. speichern

84 STY $34 Y-Rg. nach ZP-Adr. speichern

94 STY $1F,X Y-Rg. wird mit ZP-Adr. indiziert gesp.
TAX: AA TAX Inhalt von Akku ins X-Rg.
TAY: A8 TAY Inhalt von Akku ins Y-Rg.
TSX: BA TSX Stapelzeiger wird ins X-Rg. geladen
TXA: 8A TXA Inhalt von X-Rg. nach Akku
TYA: 98 TYA Inhalt von Y-Rg. nach Akku
TXS: 9A TXS Inhalt von X-Rg. in den Stapelzeiger
PHA: 48 PHA Akku wird in den Stapel geschoben
PLA: 68 PLA Akku wird vom Stapel geholt
PHP: 08 PHP Statusregister auf Stapel

PLP: 28 PLP Statusregister von Stapel



64 Intern

Logische Befehle:

AND: 29

AND

#SEL

2D AND $0300
25 AND $30

21
n
35
3
39
EOR: 49
4D
45
41
51
55
5D
59
ORA: 09
00
05
0
11
15
10
19

AND
AND
AND
AND
AND
EOR
EOR
EOR
EOR
EOR
EOR
EOR
EOR
ORA
ORA
DRA
DRA
DRA
DRA
DRA
DRA

($30,X)
($39),Y
$35,X
$0350,X
$0350,Y
#SE4
$1300
$30
($30,X)
(3$39),¥
$35,X
$0350,X
$0350,Y
#SEL
$1300
$30
($30,X)
($39),Y
$35,X
$0350,X
$0350, Y

abs.

Akku
Akku
Akku
Akku
Akku
Akku
Akku
abs.

Akku
Akku
Akku
Akku
Akku
Akku
Akku
abs.

Akku
Akku
Akku
Akku
Akku
Akku
Akku

Arithmetische Befehle:

ADC: 69
6D
65
61
7

ADC
ADC
ADC
ADC
ADC

75 ADC
70 ADC
79 ADC

#s77
$1000
$10
($19,%)
($19),Y
$19,X
$1900,X
$1900, Y

abs.
Wert
Wert
Wert
Wert

Wert mit Akku AND-verknupft

und Wert aus Adr. AND-verkndpft
urd Wert aus ZP-Adr. AND

und Wert (indiziert, indir.) AND
und Wert (indir,irdiziert) AND
und ZP-Wert (X-irxdiziert) AND
und Wert (X-indiziert) AND

und Wert (Y-indiziert) AND

Wert mit Akku EOR-verkripft

und Wert aus Adr. EOR-verknUpft
und Wert aus ZP-Adr. EOR

und Wert (irdiziert, irndir.) EOR
und Wert (irdir,indiziert) EOR
und 2P-Wert (X-indiziert) EOR
und Wert (X-indiziert) EDR

urd Wert (Y-indiziert) EOR

Wert mit Akku ORA-verknlpft

und Wert aus Adr. ORA-verknipft
und Wert aus ZP-Adr. ORA

und Wert (indiziert, indir.) ORA
und Wert (irdir,irdiziert) ORA
urd ZP-Wert (X-indiziert) ORA
urnd Wert (X-indiziert) ORA

und Wert (Y-irdiziert) ORA

Wert wird zu Akkuinhalt addiert
aus Adr. wird zu Akku addiert
aus 2ZP-Adr. wird zu Akku addiert
(indiziert, indir.) zu Akku
(indir,indiziert) zu Akku

ZP-Wert (X-indiziert) zu Akku

Wert
Wert

(X-indiziert) zu Akku
(Y-indiziert) zu Akku
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SBC:

DEC:

DEX:

DEY:
INC:

INX:
INY:

ED
E5
E1
F1
F5
FD
F9
CE
cé6
D6
OE
CA

EE
E6
F6
FE
E8
c8

SBC
SBC
SBC
SBC
SBC
SBC
SBC
SBC
DEC
DEC
DEC
DEC
DEX
DEY
INC
INC
INC
INC
INX
INY

77
$1000
$10
(319,
($19),Y
$19,X
$1900,X
$1900,Y
$1000
$10
$10,X
$2000, X

$1000
$EO
$55,X
$0300, X

Schiebebefehle:

ASL: DA ASL

LSR:

ROL:

1]

ASL

06 ASL

16
1E
4A

4E
46
56
SE
2A

2E
26

ASL
ASL
LSR

LSR
LSR
LSR
LSR
ROL

ROL
ROL

$1000
$10
$10,X
$3000,X

$1000
$10
$10,X
$3000,X

$1000
$10

abs. Wert wird von Akkuinh. abgezogen
Wert aus Adr. wird von Akku abgezogen
Wert aus ZP-Adr. wird von Akku abgez.
Wert (indiziert, indirekt) von Akku
Wert (indirekt, indiziert) von Akku
ZP-Wert (X-indiziert) von Akku

Wert (X-indiziert) von Akku

Wert (Y-irdiziert) von Akku

Wert in Adr. Wird um 1 vermindert
Wert in ZP-Adr. um 1 vermindert
ZP-Wert (X-indiziert) um 1 vermindert
Wert (X-indiziert) um 1 vermindert
Inhalt aus X-Register um 1 vermindern
Inhalt aus Y-Register um 1 vermirdern
Wert in Adr. wird um 1 erhdhen

Wert in ZP-Adr. um 1 erhohen

ZP-Wert (X-indiziert) um 1 erhdhen
Wert (X-indiziert) um 1 erhdhen
Inhalt aus X-Register um 1 erhodhen
Inhalt aus Y-Register um 1 erhdhen

Akkubits um 1 nach links verschieben
Bit 7 kosmat ins Carry, Bit 0 = 0

ASL mit Wert in Adr.

ASL mit Wert in zP-Adr.

ASL mit Wert in ZP-Adr. (X-indiziert)
ASL mit Wert aus Adr. (X-indiziert)
Akkubits um 1 nach rechts verschieben
Bit 0 komt ins Carry, Bit 7 =0

LSR mit Wert in Adr.

LSR mit Wert in ZP-Adr.

LSR mit Wert in ZP-Adr. (X-indiziert)
LSR mit Wert aus Adr. (X-indiziert)
Akkubits um 1 nach links verschieben
Bit 7 kommt ins Carry, Carry nach Bit0
ROL mit Wert in Adr.

ROL mit Wert in ZP-Adr.
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36 ROL $10,X
3E ROL $3000,X
ROR: 6A ROR

6E ROR $1000
66 ROR $10

76 ROR $10,X
7E ROR $3000,X

ROL mit Wert in ZP-Adr. (X-indiziert)
ROL mit Wert aus Adr. (X-indiziert)
Akkubits um 1 nach rechts verschieben
Bit 0 konmt ins Carry, Carry nach Bit7
ROR mit Wert in Adr.

ROR mit Wert in 2P-Adr.

ROR mit Wert in 2P-Adr. (X-indiziert)
ROR mit Wert aus Adr. {(X-indiziert)

Vergleichsbefehle.

CMP: C9 CMP #$10

CD CMP $1000
C5 CMP $10
C1 CMP (02,X)
D1 CMP ($02),Y
D5 CHP $10,X
DD CHP $1000,X
D9 CHP $1000,Y
CPX: EO CPX #$10

EC CPx $1000
E4 CPX $10
CPY: CO CPY #$10

CC cPY $1000
C4 cPY $10
BIT: 2C BIT $2000

24 BIT $20

Akku wird mit Wert verglichen (A - W)

(Es werden nur die Flags beeinfluBt)

Wert aus Adr. mit Akku vergleichen

Wert aus ZP-Adr. mit Akku vergleichen
Adr.(indiz., indir.) mit Akku vergleichen
Adr.¢indiz., indir.) mit Akku vergleichen

W. aus 2P-Adr.(X-indiz.) mit Akku vergleichen
Wert aus Adr. (X-indiz.) mit Aku vergleichen
Wert aus Adr. (Y-indiz.) mit Akku vergleichen
X-Reg. wird mit Wert verglichen (Y-W)

(Es werden nur die Flags beeinfluBt)

Wert aus Adr. mit X-Reg. vergleichen

Wert aus 2P-Adr. mit X-Reg. vergleichen
Y-Reg. wird mit Wert verglichen (Y-W)

(Es werden nur die Flags beeinfluft)

Wert aus Adr. mit Y-Reg. vergteichen

Wert aus 2P-Adr. mit Y-Reg. vergleichen

Wert aus Adr. mit Akku ANO

(Es werden nur die Flags 6 u.7 beei.)

Wert aus 2P-Adr. mit Akku AND

Verzweigungsbe fehle:

BCC: 90 BCC $1F00
BCS: B0 BCS $1F00
BEQ: FO BEQ $1000
BNE: DO BNE $1000

Verzweigt, wenn Carryflag = 0 ist
Verzweigt, wenn Carryflag = 1 ist
Verzweigt, wenn 2eroflag = 1 ist
Verzweigt, wenn 2eroflag = 0 ist
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BMI: 30 6MI 31000
BPL: 10 BPL $1000
BVC: 50 BVC $1000
BVS: 70 BVS $1000
JMP: 4C JMP 31000
6C JMP (30300)

JSR: 20 JSR $FFD5
RTS: 60 RTS

RTI: 40 RTI

Verzweigt, wenn Neagtivflag = 1 ist
Verzweigt, wenn Negativflag = 0 ist
Verzweigt wenn Overflowflag = 0 ist
Verzweigt werwy Overflowflag = 1 ist

Sprung zur Adr.

Sprung 2ur 2ieladr. die in Adr. steht
Ruft Unterprogramm auf

Ricksprung von Unterroutine
Rickspriayg von Interruptroutine

Statusregisterbefehle:

SEC: 38 SEC
CLC: 18 CLC
SED: F8 SED
CLD: D8 CLD
SEl: 78 SEl
CLI: 58 cuLl
CLV: B8 CLV

Sonstige Befehle:

BRK: 00 BRK
NOP: EA NOP

Carryflag wird gesetzt
Carryflag wird geléscht
Dezimalflag wird gesetzt
Dezimalflag wird geldscht
Interruptflag wird gesetzt
Interruptflag wird geldscht
Overflowflag wird geloscht

Bricht Programm ab
Keine Funktion
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1 ORA|0RA|AND|AND|EOR|[ECR[ADCIADC|STA |STA[LDA [LDA |[c MACMFAsSBC|SBC
LX) O0Y 16X 0N LX) 10X (40 [OY (LX) [OX (62X F0Y [0 [OY (D [(0Y
Q [mL|mL e e |ne | ke | R || i;m'- WL fmu | o fowe | e
3 |me[mrpae fowe o | e |k || o L WL poL fne | n
4 | e (@7 e b fun [ | [8TY]8TY jLOY LDV IGPY] L foPx]
zp 2P {ZPX| ZP |ZPX| ZP Zp
5 dhA|ora[AND|AND|EOR|EOR]ADC|ADC|STA [STA|LDA[LDA [¢MF CMASBEC]SBC
zp |zpx| 2P |ZPX| ZP |2P.x]| ZP |ZPX| 2P |ZPx{2P |ZPX|ZP |ZPX|ZP jZPX
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Abb. 2.3.1:

Die Assemblerbefehle des C64
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IMM ABS ABS ABS ZP ZP ZP (X) ()Y REL IND AKKU IMPL
X LY X .Y
CPx[es- zlec 4 . F : Jes a :

CPY|co zlcec o] : [ - [c4 2
BT 4 | = [T T |
Beo | T T T e
BCSs i g [ g i : : i [ Jpe
BEQ N
BNE T T T T e
(BMI| . g ; ' : g 5 N E Y
BPL N N E:
BvC| : ; : : § : Pl [eeie
Bvs| 1T [ [T 1o
P T AR A
JSR
ASL
LSR
ROL 26
ROR| e ; ; : ; _ ;
cie| HEEEEEEEEEREE R
cwo| [ | o T e
cut| o P T [ e
cLv| ; ; : : : § g ' ~ [esi
sec| - | | | ol e e
SED | HEREEEREER AR Y e
SEI| | - HEERE RN
Nnoe | AEENERNETNIN RS
Rrs| [l T 8 o
RTI | BN
BRK | e T T T T

1.Zakl = Opcoade
2.Zahl — Taktzykien pra Befebl
(- = bel Berelchsiiberschroitung 1 Taktzykius mehr )

{ Alle BRANCH - Befohie + 1 Takizykias, wenn
Bedingung zutrirt )

1€ 8

o o o)

a0

AL .
815

@
®
NN N

AR AR 1R

ith| |
]

LA R R

53

(X3

[N R S L

(XYY
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[IMM ABB ABS ABS ZP ZP ZP (x) ().v REL IND AKKU IMP

\ XY X Ry
éLDA‘“.? AD 4| BD 4* (B9 4° (a5 3 (B8 . 4 ¢ |av e |Bse
[tDX|az zjae 4 | = |oe 4+[as 3| . |@6 ¢ '
[LDY (a0 2 [ac “lBc 4 A4 3 (Baar| : ]
STA| ’IID 4lop 5|68 (85 3|85 4| ° 616816
oTx ] e e I e P : -
'STY 8C" 4 84 3|84 4| :
%TAX R IR N A il M M 5
TAY AR 2
‘TXA i 2
TYA 88 2
‘TXS o 9 2t
TSX| o BA: 2
'PLA o8 4
iPHA 4 9
PLP| 2 4
'PHP) 03
iADCsa 2 (604 [P 4¢[79 47|66 375 4 $1 8 |718r| i
|{SBC|e0 2|ED 4| FD 4%F9 4+[E5 3 [F5 4 E1 8 |F1.85%
NG e e B o e :
DEC CE. 6 |[DE 7 ce 5 |De g :
LINX : €8 2
!DEX Ca. 2
INY s 2
.DEY _ : . 88 2
AND|22 2/20 ¢ [30:47[39 42(25 3 35 4 21 6|31:6"
iORAOG zi o 4§1D§l'1s;4'05 3|16 4 01:6 (v15*
i_EoR 9. 2,4D 450 4*|569:47 46 3 (66 4 41 6|51 51
CMF[ee zicp T}To:uosévcs-sosﬂ C1. 6|D1&"

;7 1.Zakl = Opcods
(Al 034— 3 Zahl = Takizykisn pro Befeh!

(* - bel Beraichsiiberschreitung 1 Tektzykius mahr )
( Alle BRANCH Hefeble
Bealngung zulrirt )

1 Takizykius, wenn
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2.4  Die Illegal-Codes

Wenn Sie schon etwas 6fter in Maschinensprache programmiert
haben, wird Thnen beim Disassemblieren einiger Speicher-
bereiche bestimmt schon aufgefallen sein, da3 dabei nicht nur
Assemblerbefehle auf den Bildschirm gebracht werden. Ab und
zu mogeln sich auch drei Fragezeichen zwischen die Befehle,
was dann folgendermaflen aussehen kann:

12F0 LDA $0830
12F3 222
12F4 INX

Diese ’Fragezeichen-Phinomen’ kann beim ersten Betrachten
eine leichte Verwirrung stiften, 1Bt sich aber relativ einfach
erkliren: Ein Assemblerbefehl kann zwar aus mehreren Bytes
bestehen, so benétigt zum Beispiel LDA #$40 zwei Bytes, der
eigentliche Befehl, also LDA, besteht aber immer nur aus einem
Ein-Byte-Codewert. Beim Disassemblieren  wird dieser
Codewert, hier A9, gelesen und der entsprechende Befehl auf
den Bildschirm gebracht.

Mit einem Byte lieBen sich also theoretisch 256 verschiedene
Befehle definieren. Da die Anzahl der Befehle wesentlich kleiner
ist, bleiben einige Codewerte unbenutzt, also auch undefiniert.
Man spricht hier von undefinierten Operationscodes oder von
illegalen Opcodes.

Beim Versuch, diese Opcodes zu disassemblieren, wird kein ent-
sprechender Befehl gefunden und stattdessen nur drei Frage-
zeichen auf den Bildschirm gebracht.

Dafl die illegalen Opcodes in der offiziellen Programmierung der
6510 Maschinensprache keine Verwendung finden, heiflt aber
nicht, daf} sie keine Funktionen erfiillen. Vielmehr ist hier das
Gegenteil der Fall, was Tab. 2.4.1 zeigt. Hier ist die erste der
drei Gruppen, in die sich die illegalen Opcodes aufteilen lassen,
abgebildet. Trifft der Prozessor auf diese Opcodes, stiirtzt der
Rechner ab, oder sie werden einfach iberlesen, ohne eine
Funktion auszufithren, wie es von dem Opcode EA (NOP) her
bekannt ist.
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lllegal Codes
AR
Ab- {NOP {NOP [NOP
sturz |t Byte|2 Byts 3 Byt

02 | 1A% 047|0C*

12 | 3A% 14491C+5

22 | 5A% 344,305

32 | 7A% 5C 5
54

42 DA: 643705

52 | FA* 744 pCs

62 407
72 824 Cs
AL
B2 D 44
D2 22,
F2

Fqs

Abb. 2.4.1:  Die erste Gruppe der Illegal-Codes

Die zweite Gruppe verbindet jeweils zwei bekannte Opcodes
miteinander. Hierbei kdnnen alle Adressierungsarten verwendet
werden, die von dem Befehl STA her bekannt sind.
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ALp  RLU  LSE B¢ DAY I15C

_AdB:“*"' ASL: | ROL:| LSR:|ROR: | DEC:| INC:

slerung | ORA | AND | EOR |{ADG | CMP| SBC
(.X)! 03 | 23 43 63 c3 | E3
g 8 g g 3 g

()Y| 13 33 53 73 D3 F3
| 1 & 8 1 8 3
ABS| OF | 2F | 4F | 8F | CF | EF
£ ¢ é é 6 é

ABS X 1F | 3F | 5F | 7F | DF | FF
¢ d f ? 7 7 i

ABS.,Y 1B | 3B | 58 | 7B | DB | EB
7 7 ? ? ¥ ¥

ZPX| 17 37 57 77 D7 | F7
Vs I'4 4 ¢ ¢ §

ZP | o7 | 27 47 | 67 C7 | E7
& 5 | 5 5 5 »

Abb. 2.4.2: Die sweite Gruppe der Illegal-Codes
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ILLEGAL-CODES

o8
28
48
(]

LK)
| 4
88
8F
°3

e kR &

-~

| 4
8

| 1o
SE
oF
Ad
A?

v e B A

8l

(-] ]
BF
cB

P wY

i

MM
MM
MM
MM

MM
MM
MM
MM
MM

MM
MM

MM
MM
MM
MM

MM

MM

MM
MM
MM
MM

MM

MM

NN

NN
NN

NM
NN

NN

NN
NN

AND MM und bringt Negativflag Ins Carly -

wie 0B MM

AND #MM : LSR

wenn Dezimal = 0. AND #MM : ROR: auz2serdem kommt Bit 0
des Akkus Ins Carry und BIt 5 EOR mit Bit 8 Ins Overflow

Akku AND mit X - Reglster kommt nach (MM X}

Akku AND mit X - Reglster kommt nach MM

TXA : AND #MM

Akku AND mit X - Regisier komm! nach NNMM

AND zwlschen Akku, X - Reglster und dle Summe aus 1 und
MM +1 kommt nach (MM),Y

Akku AND X - Reglster kommt nach MM,X

Akku AND mit X - Reglster In Stapeizeiger, dann Stapelzeiger
AND #NN-+1 nach NNMM,Y

Y -- Register AND mit #NN -1 nach NNMM,X

X - Reglster AND mit #NN + 1 nach NNMM,Y

AND zwlischen Akku. X — Register, #NN+1 nach NNMM.Y
LDA (MM.X) : TAX

LDA MM : TAX

LDA NNMM & TAX

LDA (MM).Y : TAX

LDA MM.Y : TAX

NNMM. Y AND mit Stapeizelger ing X - Reglster, dann TXS: THA
LDA NNMM,Y : TAX

AXKu AND mit X - Register Ing X — Reglster, dann X — Raglster
minus #M¥ {ochne Carry)

SBC #MM

Abb. 3.4.3:

Illegals
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Taktzayklen

Hexcode

NONNNNTNONTNWO

Voo NTLOne gV
LY. Y. Y8 JaTaYa] TR TS

e i —— — — — — — vt A —— ——— —

ROOONNONDOONRNRONOROONN

ORLONDOL ONLONOL oA LON DL
ooon AN OOOOOOOWWL L LW

I
|
|
{
|

|
| OO TRTOBNN

|
|
|
|
|
| wheorRnLONDOULOMN
| << ODOMOOOW
|

Taktzyklen

Hexcode

4C4AC4AC44AC44_
COrr—rOOMMOMTUION

ORNLORNDOLOANLONQLONLONDW
QOO rrrrNNMNMOOMOMMT T TG

_BBBB37BF37BC
ONTORDDONAND

Zeittabelle

Abb. 2.4.4:
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Die Befehle der dritten Gruppe lassen sich durch bekannte
Opcodes nur sehr schwer ersetzen. Sie filhren, wie die Befehle
der zweiten Gruppe auch, zwei oder mehr Befehle auf einmal
aus. Da es sich dabei zumeist um recht komplexe Operationen
handelt, ist der Einsatzbereich ziemlich begrenzt. Es sei hier
noch erwihnt, daB die ifiegalen Opcodes nur unbeabsichtigte
Nebenprodukte des eigentlichen Befehlssatzes sind, und aus die-
sem Grund auch nicht bei jedem Computer die gleiche Wirkung
erzielen,

2.5 Die Monitorbefehle
Die hier aufgefiithrten Befehle beziehen sich auf den allgemeinen
Standard bei Maschinensprachemonitoren beziehungsweise bei

Disassemblern.

Befehl Format Erklarung

A A 100D Ab der Adresse $1000 karm ein
Assemblerprogramn abgelegt werden
(ohne Labels, etc.)

B B 1000 1F00 Der Adressbereich von $1000 bis
$1F00 wird als Binadrcode aufge-
listet. ¢ kann als Spriteeditor ud
fUr logische VerknlUpfungen benutzt
werden )

€ C 1000 2000 COO0 Vergleicht den Speicherinhalt von
$1000 bis $2000 mit dem ab $C000
( $C000-$0000). Es werden die Adr.
der Bytes angezeigt, die nicht
identisch sird.

D 0 1000 2000 Disassembliert den Speicherinhalt
von $1000 bis $2000

F F 1000 2000 00 FUllt den Speicherbereich von $1000
bis $2000 mit dem Folgebyte auf
( hier mit $00, also BRK)

G G 1000 Startet ein Maschinenprogramm ab
$1000 (4096). Entspricht dem BASIC-
direktbefehl SYS 4096
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H K 1000 2000 A9 20 Duchsucht den Bereich von $1000 bis
$2000 nach den Folgebytes Chier
nach A9 20, atso LDA #3$20)

1 11000 2000 Zeigt den Bereich von $1000 bis
$2000 als ASCIlI-Codes an

L  L"NAME",08 Ladt das Programm "NAME" nach. (hier
von Diskette, da ,08)

M M 1000 2000 Zeigt den Speicherbereich von $1000

bis $2000 als Kexcodes an. (Bei
einigen Monitoren werden die ASCII
Codes mit angezeigt)

N N 1000 2000 3000 Kopiert den Adressbereich von
$1000 bis $2000 in den Bereich von
$3000 bis $4000 (Samtliche Be-
fehle, die sich auf den alten Be-
reich beziehen, werden dem neuen
Bereich angepaft)

P P Legt die Ausgabe von Bildschirm auf
den Drucker um
R R Zeigt die Registerinhal te (Flags)
S S “NAME",08,1000, Speichert den Bereich von $1000
2000 bis $2000 als "NAME" ab. Chier auf

Diskette, da ',08")

T T 1000 2000 3000 Kopiert den AdreBbereich von $1000
bis $2000 in den Bereich ab $3000
( von $3000 bis $4000)

X X RUcksprung ins BASIC

# #1000 Die angegebene dezimale Zahl wird
in eine Hexadezimalzahl umgerechnet

$ $ 1FFO Die angegebene hexadezimale zZahl

( muB vierstellig sein ), wird in eine
Dezimalzahl uugei'echnet

X % 10010010 Die angegebene, binére 2ahl wird in
eine Dezimalzahl ungerechnet

Hier sind die oben aufgefiihrten Befehle noch einmal in Kurz-
form zusammengefaft.
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IE NITO E

BEREICHE VERGLEICHEN

BEREICHE DISASSEMBLIEREN

BEREICH FUELLEN

PROGRAMM STARTEN

BEREICHE NACH BYTES DURCHSUCHEN

PROGRAMM LADEN

BEREICH IN HEXCODES AUSGEBEN

STATUSREGISTER ANZEIGEN

BEREICHE VERSCHIEBEN

RUECKSPRUNG INS BASIC

UMRECHNUNG VON DEZIMAL NACH HEXADEZIMAL

UMRECHNUNG VON HEXADEZIMAL NACH DEZIMAL

+ol % X =0T -TIO OO
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Abb. 2.5.1: Allgemeine Monitorbefehle
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3. Die Grafik und ihre Programmierung

3.1  Der Video Interface Chip (VIC)

Die Grafikmdglichkeiten des C64, hochauflésende Grafik, Spri-
tes, Farbe und der Textbildschirm, werden vom VIC gesteuert.
In den folgenden Seiten werden wir auf die einzelnen Eigen-
schaften des VIC eingehen.

Doch zunichst ein allgemeiner Hinweis auf die Struktur des
VIC, der unbedingt beriicksichtigt werden muf3. Der VIC bean-
sprucht 16 kByte des von der CPU adressierbaren Bereichs, der
insgesamt 64 kByte betrigt. Nach dem Einschalten des Com-
puters liegt dieser Bereich von $0000 bis $3FFF.

Der VIC verwaltet:

- Video-RAM (Bildschirmspeicher)
- Farbspeicher

- Zeichengenerator

- Grafikspeicher

- Sprites

Es ist moéglich, den AdreBbereich des VIC zu verschieben,
jedoch nur in 16-KByte Schritten. Daraus ergibt sich, daB sich
der VIC-AdreBbereich in vier verschiedenen Bereichen befinden
kann. Diese vier Mdglichkeiten sind in der Tabelle auf der
nichsten Seite aufgefiihrt. Der Bereich wird in der NMI-CIA 2,
in der Adresse $DDO00 (56576), festgelegt. In dieser Speicherzelle
sind die beiden Bits 0 und | ausschlaggebend. Die Bits sind low-
aktiv, das heit, der Computer erkennt sie als gesetzt, wenn sie
geldscht sind und umgekehrt.
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Hier sind die Speicherbereiche tabellarisch aufgefiihrt:

Adressbereich (Hex) | Adressbereich (Dez) Bitmuster | Wart

$0000 - $3FFF 0 + 16383 11
$4000 - $7FFF 16384 -~ 32767 10
$8000 - $BFFF | 32768 - 49151 01
$C000 - SFFFF | 49152 - 65535 00

Abb. 3.1: Speicherbereiche

Mochten Sie zum Beispiel den AdreBbereich nach $8000 (32768)
verlegen, dann geben Sie folgende Zeile ein:

10 POKE 56576, PEEK(56576} AND 252 OR 1: REM MERT= 01

Sie werden feststellen, da3 der Bildschirm voller ungewéhnlicher
Zeichen ist und die Eingaben, die Sie iiber die Tastatur machen,
nicht erscheinen. Der Grund dafiir ist, daB das Betriebssystem
die eingegebenen Daten immer noch in den Bereich ab $0400
(1024) hineinschreibt. Um den verschobenen Bereich vollstindig
funktionsfihig zu machen, mussen noch einige andere Register
beriicksichtigt werden, die wir auf den folgenden Seiten erliu-
tern.

3.2 Das Video-RAM

Das Video-RAM, auch Bildschirmspeicher genannt, hat zwei
Aufgaben. Im normalen Modus dient es als Zeichenspeicher, in
dem die momentan auf dem Bildschirm sichtbaren Zeichen ste-
hen. Die Zeichen werden dort in Bildschirmcodes abgelegt. Die-
ser Code unterscheidet sich vom ASCII-Code. Das Video-RAM
umfaflt 1024 Zeichen, von denen aber nur 40 mal 25, also 1000
Zeichen auf dem Bildschirm erscheinen. Die nichsten 16 Bytes,
von $07E8 bis $07F7, sind unbenutzt. Die letzten acht Bytes,
von $07F8 bis $07FF, dienen als Spritezeiger. Im zweiten
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Modus, dem Grafikmodus, wird das Video-RAM als Farbspei-

cher fiir hochauflésende Grafik benutzt.

Das Verschieben des Video-RAM

Das Video-RAM kann innerhalb des AdreB3bereichs des VIC, im
Normalfall von $0000 (0) bis $3FFF (16383), ohne grof3en Auf-

wand verschoben werden.

Die moglichen Werte kénnen Sie auch hier einer Tabelle ent-

nehmen;

fAdressbarmch (Hezf

Adressbereich (Daz)

Bihnus!eﬁVVert

$0000 $03E7
$0400 - S$SO7E7
$0800 - $OBE?
$0C00 - SOFE7
$1000 - S$13E7
$1400 - $17E7
$1800 - S$1BE?7
$1C00 - S1FE?
$2000 - $23E7
$2400 - $27E7
$2800 - $2BE?
$2C00 - S$2FE7
$3000 - $33F7
$3400 - $37€7
$3800 - $3IBE?
$3C00 - $3FE7

0
1024
20438
3072
4096
§120
6144
7168
8192
9216
10240
112862
12288
13312
14336
165360

Abb. 3.2: VIC-Adressbereiche

999

2023
3047
4071
509%
6119
7143
8167
9191

10215

11239
12263
13287
14311
16335
16359

0000
0001
0010
00113
0100
0101
0110
6111
1000
1001
1010
011
1100
1101
1110
1111

00
01
02
03
04
06
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Dazu ein Beispiel:

Das Video-RAM wird in unserem Programmbeispiel nach $0C00
(3072) verschoben.

10 POKE 56576, PEEK (56576) AND 252 OR 3

20 POKE 53272, PEEK (53272) AWD 15 OR 1€*3 (Wert}

30 POKE 648,3072/256: REM BILDSCHIRMANFANG AUF $0C00 LEGEN
40 PRINT CHR$(147) : REM BILDSCHIRM LOSCHEN

Beachten Sie bitte, daB Sie die Werte nicht direkt in die
Speicherzellen schreiben k&nnen, sondern die Bits im alten Wert
durch eine logische Verkniipfung 4ndern miissen.

In der Adresse $0288 (648) ist der Zeiger immer noch auf den
alten Anfang des Video-RAM ausgerichtet. Deshalb muBl dem
Computer mitgeteilt werden, dafl das Video-RAM verschoben
wurde. Das wird erreicht, indem man in der oben genannten
Speicherzelle das High-Byte des derzeitigen Video-RAM angibt.
In unserem Beispiel wire das der Wert $0C (12). Wenn Sie aber
das Video-RAM, iiber die 16 kByte hinaus verschieben wollen,
so muB der ganze AdreBbereich mitverschoben werden.

10 POKE 56576, PEEK (56576) AND 252 OR 1

Damit wird der AdreBbereich des VIC nach $8000 (32768) ver-
schoben. Danach miissen Sie aber noch den Standort des Video-
RAMs an den AdreBbereich anpassen. Sie brauchen nur zu der
Startadresse der VIC-Bank die Startadresse des Video-RAM, die
Sie der Tabelle entnehmen kdnnen, hinzuzuaddieren. In unserem
Beispiel wire das $8000 (32768) plus $0C00 (3072) = $8C00
(35840). Das High-Byte des Standorts, hier ist es $8C (140),
miissen Sie wieder in die Speicherzelle $0288 (648) schreiben.

Das Programm sieht dann folgendermaBen aus:

10 POKE 56576, PEEK(56576) AND 252 OR 1
20 POKE 53272, PEEK(53272) AND 15 OR 16 * 3
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30 POKE 648, 35840256
40 PRINT CHR$(147) : REM BILDSCHIRM LOSCHER

Wenn Sie das Video-RAM zur Ubung in einige Bereiche ver-
schoben haben, werden Sie vielleicht festgestellt haben, da3 Sie
es in den Bereich von $1000 (4096) bis $IFFF (8191) und von
$9000 (36864) bis $9FFF (40959) nicht verschieben kénnen. Das
liegt daran, daB in diesem Bereich das fiir den VIC zur Verfi-
gung gestellte Zeichensatz-ROM liegt. Das RAM, das in den
oben aufgefiirten Bereichen liegt, wird jedoch davon nicht
beriihrt. Lediglich far den VIC-Chip ist dieser RAM-Bereich
nicht lesbar. In die Bereiche von $5000 (20480) bis $SFFF
(24575) und $D000 (53248) bis $DFFF (57343) kann das Video-
RAM frei verschoben werden, da sich dort kein Zeichensatz-
ROM befindet. Das Fehlen des Zeichensatz-ROM setzt aller-
dings voraus, dafl} Sie beim Benutzen dieser Bereiche den Zei-
chensatz hineinkopiert haben.

3.3 Der Zeichengenerator

Das Aussehen der Zeichen, die wir auf dem Bildschirm sehen,
ist, wie aus der Speicheraufteilung ersichtlich, in einem Zei-
chensatz-ROM in der Adresse $D000 (53248) unter dem 1/0-
Bereich abgelegt. Das Zeichensatz-ROM beansprucht einen
Speicherbereich von vier kByte. Jedes Zeichen besteht aus acht
Bytes, dessen Bits eine Acht mal Acht-Matrix bilden. Das heif3t,
daB jedes Zeichen eine Auflésung von 64 Punkten hat. Die
gesetzten Bits entsprechen der Farbe, die fiir das Zeichen im
Farb-RAM spezifiziert wurde. Die geldschten Bits nehmen die
momentane Hintergrundfarbe an.

01234567
Byte 0,**..**,
Byte 1.%%,  #**,
Byte 2.%%__*¥_
Byte 3 . tttt*t_
Byte & _®¥ %%

01100110 = $66 (102)
01100110 = $66 (102)
01100110 = $66 (102)
01111110 = $7F (126)
01100110 = $66 (102)
Byte 5.**__**_ = 01100110 = $66 (102)
Byte 6.**__**_ = (01100110 = $66 (102)
Byte 7........ 00000000 = $00  (0)
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Da das Zeichensatz-ROM nicht beschreibbar ist, muf3 man es in
das RAM kopieren, um es dort verindern zu kdnnen. Da der
VIC nur auf den 16 kByte groBen Adressbereich, in dem er sich
momentan befindet, zugreifen kann, muB der Zeichensatz in
diesen Bereich kopiert werden.

Hier sind die moglichen Bereiche des Zeichensatzes tabellarisch
aufgefithrt. Die Adressen sind zu der Speicherbankstartadresse
hinzuzuaddieren.

lAdressbereich (De2) Bitmuster Waert
1] - 4095 0001 01
4096 - 8191 1 0101 0s
8192 - 12287 1001
12288 - 16383 1101

‘ Adressbersich (Hex)

Abb, 3.3: Zeichensatshereiche

Am giinstigsten ist es, sofern mit BASIC gearbeitet wird, den
Zeichensatz in den Bereich von $3000 (12288) zu kopieren.
Folgende Beispielroutinen sollen Thnen die Arbeitsweise mit dem
Zeichensatz verdeutlichen.

Modchten Sie den Zeichensatz von BASIC aus in das RAM
kopieren, verfahren Sie wie folgt:

S WERT = 13

10 POKE 56334, PEEK (56334) AND 254
20 POKE 1, PEEX (1) AND 251

30 FOR 1=53248 TO 57343

40 POKE 1- 40960, PEEK (1)

S0 NEXT 1
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60 POKE 1, PEEK(1) OR 4
70 POKE 56334, PEEK (56334) OR 1
80 POKE 53272, PEEK (53272) AND 240 OR WERT

Hier das Programm fiir Assemblerprogrammierer:

C000 SEI ; Interrupt verhindern

C001 LDA $01

CO03 AND #SFB ; Bit 3 Loschen (1/0 ausschalten)
C005 STA $01

€007 LDX #$00

C009 LDY #$10

C00B LDA $D000,X ; ROM ins RAM kopieren

COOE STA $3000,X
CO011 INX

C012 BNE $COO0B
C014 INC $C000
C017 INC $CO10
CO1A DEY

CO18 BNE $CO0B
CO1D LOX #3DO
CO1F LOY #330
€021 STX $C000
C024 STY $C010
€027 LOA $01
C029 ORA #304
C028B STA $01
C020 LOA $0018
C030 ANO #$F1t

Erstes High Byte erhohen
2ueites High Byte erhdhen

Erstes High Byte zurlUcksetzen
Zweites High Byte zurlcksetzen

-y ma

Bit 3 setzten (I/0 einschalten)

Bits 1 bis 3 léschen

¥
C032 ORA #$0C : Bits 2 und 3 setzen
C034 STA $D018 ; Zeiger auf $3000 setzen
C037 CLI ; Interrupt ermoglichen
C038 RTS ; Programmende

In der Adresse $D018 (53272) dienen die unteren vier Bits als
Zeiger auf den derzeitigen Standort des Zeichengenerators,
wobei das erste Bit von der CPU immer gesetzt wird. Es sind
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also eigentlich nur die Bits 1 bis 3 ausschlaggebend, wie auch
aus der Tabelle ersichtlich.

Nun wollen wir ein eigenes Zeichen in den Zeichensatz einbin-
den. Das Zeichen kdnnte folgendermaB3en aussehen:

01234567
Byte O.******_ = g7 (126)
Byte 1*...,...* = $81 (129)
Byte 27.*, . *.* = $A5 (165)
Byte 3*...... * = $81 (129)

Byte 4**.,..** = $C3 (195)
Byte S5* **#% % = gBD (189)
Byte 6*...... * = $81 (129)
Byte 7.*****x = $7E (126)

Um nun das Zeichen in den Zeichensatzgenerator, den wir
bereits nach $3000 (12288) verlegt haben, einzubinden, geben
wir die dezimalen Werte in eine DATA-Zeile ein. Das sieht
dann folgendermaflen aus:

10 FOR 1=12288 TO 12288+7 : READ A : POKE I,A : NEXT I
20 DATA 126,129,165,129,195,189,129,126

Nachdem Sie das Programm gestartet haben, erscheint statt des
Klammeraffen unser Mondgesicht. Zu beachten ist aber, daBl das
zugehdrige reverse Zeichen immer noch ein Klammeraffe ist.

3.4 Das Farb-RAM

Durch das Farb-RAM 148t sich jedes Zeichen in 16 verschie-
denen Farben darstellen. Das Farb-RAM ist nicht verschiebbar
und befindet sich daher immer im AdreBbereich von $D800
(55296) bis SDBFF (56319). Es umfaBt 1024 Bytes. Jedes Byte ist
fiir die Zeichenfarbe eines Zeichens zustindig, wie jedes Byte
des Video-RAM ein Zeichen auf dem Bildschirm bestimmt. Die
einzelnen Bytes des Farb-RAM kénnen die Werte von 0 - 15
annehmen, es lassen sich also 16 verschiedene Farben darstellen.



Die Grafik und ihre Programmierung 111

Die Farbe wird durch die ersten vier Bits festgelegt, also im
LOW-Nibble. Die restlichen vier Bits, das HIGH-Nibble, sind
unbenutzt. Das Farb-RAM hat auch noch andere Aufgaben, die
wir im entsprechenden Zusammenhang noch erliutern werden.
Bei einem Schreibzugriff auf das Farb-RAM, zum Beispiel mit-
tels POKE 55296, FARBE, nimmt das entsprechende Zeichen (in
diesem Fall das erste Zeichen in der ersten Zeile) die durch
FARBE definierte Farbe an. Wollen Sie einem beliebigen Zei-
chen auf dem Bildschirm eine andere Farbe zuordnen, dann
machen Sie das am besten mit

POKE 55296+ZEILE*40+SPALTE, FARBE.

Die Farb-Codes kdnnen Sie der Tabelle entnehmen:

Code Farbe Code Farbe
Dez Hex Ded Hex

0 |300schwarz |8 $08 orange
1 $071 iweiss 9 $09 | braun
2 |$02rot 10 |$0A | hellrot
3 |03 |turkls 11 |$0B| graul

4 304 |[viclett 12 |$0C]|grau2
5 l¢$05(grun 13 [$0D]| hellgrun
(] $06 |blau 14 !$0E | hellbiau
7 %07 |gelb 15 |$0F| graus3

Abb. 3.4: Farb-Codes

Diese Tabelle ist beim Programmieren mit Farben fast unent-
behrlich.
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3.5 Extended Background Color Mode

Durch das Einschalten des Extended Background Color Mode ist
es moglich, mehr als eine Hintergrundfarbe fiir ein Zeichen zu
benutzen. Beim Setzen von Bit 6 in der Adresse $D011 (53265)
wird dieser Modus eingeschaltet. Die vier Hintergrundfarben
werden in den Hintergrundfarbregistern $D02) (53281) bis
$D024 (53284) festgelegt.

Dazu ein kleines Beipielprogramm:

S A=1:8=5:C=%

10 POKE 53265, PEEK (53265) OR 64

20 FOR 1=1024 TO 1024+254 :POKE I, 1-1024 :NEXT I
30 POKE 53282, A :POKE 53283, B: POKE 53284, C
40 A=A+l :B=B+1 :C=C+% :GETAS :IF As$="!" THEN 30
50 POKE 53255, PEEK (53265) aND 191

Zur Erlduterung:

In Zeile 5 werden die Farben fér die Hintergrundfarbregister
festgelegt. In Zeile 10 wird der Extended Background Color
Modus eingeschaltet, indem das sechste Bit der Adresse $DO0II
(53265) gesetzt wird. Zeile 20 schreibt 255 Zeichen in das
Yideo-RAM. In Zeile 30 werden die Farben in den Hinter-
grundfarbregistern erhdht und anschlieBend wartet das Pro-
gramm, bis eine Taste gedriickt wird. Dann verzweigt es in Zeile
40, wo wieder der Normalmodus eingeschaltet wird.

Wenn Sie das Programm gestartet haben, werden Sie erkennen,
daB Sie im Extended Background Color Modus nur 64 Zeichen
darstellen kénnen. Das liegt daran, da3 die Bits 6 und 7 auf den
Zeichencodes im Video-RAM als Zeiger auf ein Hintergrund-
farbregister dienen. Es bleiben also nur 6 Bits fiir den Zeichen-
code. Daher die Einschrinkung auf 64 Zeichen.
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Far die Bits 6 und 7 gibt es folgende Kombinationen:

Bltmuster Bereich Farbregister
00 0 - 63 $D021 (53281)
01 64 - 127 $D022 (53282)
10 128 - 191 $D023 (53283)
11 192 - 2585 $D024 (53284)

Abb 3.5; Bit-Kombinationstabelle I

Nachdem der Extended Background Color Modus durch das
Léschen von Bit 6 in Adresse $DO011 (53265) wieder ausgeschal-
tet wird, nehmen die Zeichen von 64 bis 255 wieder ihre
urspriingliche Form an, wie aus unserem Programmbeispiel
ersichtlich.

3.6 Der Multicolormodus

Im Multicolormodus kann man innerhalb eines Zeichens vier
verschiedene Farben darstellen. Die Farbinformation wird
jeweils durch zwei Bits in der Matrix festgelegt. Die Bits kdnnen
folgende Zustinde annehmen:

Bitmuster Farbregister
00 $D021 (53281)
01 $D022 (53282)
10 $D023 (53283)
11 Farb-- RAM, Bit3 0 bis 2

Abb. 3.6: Bit-Kombinationstabelle [I
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Da in diesem Modus zwei Bits einen Punkt auf dem Bildschirm
ergeben, halbiert sich die Matrix dementsprechend. Die Farbe
des Zeichens hingt von den Hintergrundfarbregistern ab. Die
Bitkombinationen geben, wie auch aus der Tabelle zu entneh-
men, nur das Farbregister an. In den Registern kann man
dementsprechend die Farben des Zeichens bestimmen. Die dritte
Zeichenfarbe wird im Farb-RAM, in den Bits 0 bis 2, angege-
ben. Das dritte Bit dient als Flag, ob das Zeichen im Multicolor-
oder im normalen Modus dargestellt wird. Daher ist es moglich,
beide Modi problemlos zu kombinieren.

Weil die Auflésung nur noch halb so groB ist (nimlich 4*8
Punkte pro Zeichen beziehungsweise 160*200 auf dem ganzen
Bildschirm), ist es vorteilhaft, zwei oder mehr Zeichen fir ein
Objekt zu definieren. Unser Gesicht sieht zum Beispiel folgen-
dermaBen aus:

01234567
Byte 0 DGD000%1 = $03 (003)
B8yte 1 00111100 = $3C (040)
B8yte 2 11000010 = $C2 (194)
8yte 3 11000000 = $CQ (192)
Byte & 11000100 = $C4 (196)
Byte 5 11000001 = $C1 (193)
Byte 6 00111100 = $3C (060)
Byte 7 00000011 = $03 (003)

Byte 0 11111111 = SFF (255)
Byte 1 00000000 = $00 (600}
Byte 2 10000010 = $82 (130)
Byte 3 00000000 = $00 (000)
Byte 4 00000000 = $0C (000)
gyte 5 01010101 = $55 (085)
Byte 6 00000000 = $00 (000)
Byte 7 11111111 = $03 (003)

Byte 0 11000000 = $CO (192)
Byte 1 00111100 = $3C (060)
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Byte 2 10000011 = $83 (131)
Byte 3 00000011 = $03 (003)
Byte 4 00010011 = $13 (019)
Byte 5 01000011 = $43 (067)
Byte 6 00111100 = $3C (060)
Byte 7 11000000 = $C0 (192)

Um nun die drei Zeichen in den Zeichensatz einzubinden, muf}
vorher der Zeichensatz nach $3000 (12288) kopiert werden, wie
es im Kapitel 3.3 beschrieben wurde. Zur Verdeutlichung haben
wir noch ein kleines Progamm erstellt;

5 A=0:8=7:C=5:0=10

10 POKE 53281, A

20 POKE 53282, B

30 POKE 53283, C

40 POKE 646, D : REM aktuelle Schriftfarbe

50 POKE 53270, PEEK (53270) OR 16

60 FOR 1=12288 TO 12288+23: READ A: POKE I, A: NEXT 1
70 PRINT CHRS (147)

80 POKE 646, 5: PRINT “MULTICOLOR
PRINT

90 POKE 646, 5: PRINT "NORM.MODUS
100 POKE 53283, A

101 IF A>15 THEN A=0

102 A=A+1

104 GET AS: IF AS="" THEN 95

110 POKE 53270, PEEK (53272) AND 239

200 DATA 003, 060, 194, 192, 196, 193, 060, 003, 255, 000,
130, 000, 000, 085, 000, 255, 192

210 DATA 060, 131, 003, 019, 067, 060, 192

u;: POKE 646, 10: PRINT "3A8":

w;: PRINT "gAB®

In den Zeilen 10 bis 30 werden die Farben in den Farbregistern
festgelegt. In Zeile 40 wird die Schriftfarbe fiir das Farb-RAM



116 64 Intern

festgelegt. In der nichsten Zeile wird der Mulicolormodus ein-
geschaltet. In Zeile 60 werden die drei Zeichen in den Zeichen-
satz eingebunden. In den Zeilen 80 bis 90 werden die Zeichen in
den verschiedenen Modi auf den Bildschirm gebracht. In den
darauffolgenden Zeilen wird das erste Farbregister erhdht, bis
ein Tastendruck erfolgt.

Wie Sie anhand unseres Beispiels sehen, kann man die Farben
innerhalb der Matrix unabhingig voneinander verindern.

3.7 Sprites und ihre Programmierung

Sprites sind kleine Grafiken, die unabhingig vom Hintergrund
fiber den Bildschirm bewegt werden. So kann man zum Beispiel
Spielfiguren vor einem Hintergrund darstellen. Dieses Kapitel
zeigt Thnen, wie Sie vorgehen miissen, um ein Sprite zu pro-
grammieren,

Ein Sprite besteht aus 24 mal 21 Einzelpunkten. Um einen Sprite
zu entwerfen, benutzen Sie daher am besten ein Raster aus
24*2] Kistchen. Jedes Kistchen entspricht einem Bildpunkt, der
an- oder ausgeschaltet werden kann. Fiillen Sie die Kistchen
aus, die den Bildpunkten entsprechen, die gesetzt werden sollen.

Der nidchste Schritt besteht darin, den entworfenen Sprite in
Daten umzuwandeln.

Dazu werden jeweils acht Punkte zu einem Byte zusammenge-
faBt. Also besteht eine Zeile bei einem Sprite aus drei Bytes, der
ganze Sprite hat 21 Zeilen mit je 3 Bytes, also 63 Bytes. Die
Acht-Bit-Zahlen miissen nun in Dezimalzahlen umgerechnet
werden. Blocks, in denen gar kein Punkt gesetzt ist, haben den
Wert 0.

Legen Sie die so gewonnen Daten in DATA-Zeilen ab. Wichtig
ist, daB auch Bytes mit dem Wert 0 abgelegt werden, sonst ver-
schieben sich alle anderen Daten. Wenn Sie alle Zahlen dreistel-
lig schreiben, bleibt das Listing {ibersichtlicher:
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1000 DATA 000,000,082
1010 DATA 000,000,000
1020 DATA 000,000,000
1030 DATA 000,000,000
1040 DATA 000,000,000
1050 DATA 000,000,000
1060 DATA 000,000,000
1070 DATA 003,255,255
1080 DATA 000,002,000
1050 DATA 192,170,128
1100 DATA 194,150,080
1110 DATA 234,150,080
1120 DATA 194,170,168
1130 DATA 192,170,168
1140 DATA 000,032,128
1150 DATA 000,170,160
1160 DATA 000,000,000
1170 DATA 000,000,000
1180 DATA 000,000,000
1190 BATA 000,000,000
1200 DATA 000,000,000

Jede Zahl von 1 bis 255 reprisentiert ein bestimmtes
_Punktemuster innerhalb eines Sprites. So ist es also mdglich, jede
beliebige Figur, von einem Punkt bis hin zum 24 mal 2} Punkte
grof3en Block zu programmieren. Der Unterschied zur hochauf-
16senden Grafik besteht darin, da3 man ein Sprite frei bewegen,
vergréBern und verindern kann. Doch bevor man das Sprite
einschalten kann miissen die Spritezeiger festgelegt werden.
Diese befinden sich in den Adressen von $07F8 (2040) bis
$07FF (2047), in der Reihenfolge der Spritenummern. Der
Spritezeiger fiir Sprite 1 steht also in Adresse $07F8 (2040), der
ftir Sprite 2 in der Adresse $07F9 (2041) und so weiter. Wenn
Sie zum Beispiel einen Sprite in den Speicherbereich ab $2000
(8192) ablegen wollen, dann verfahren sie wie folgt:

10 POKE 2040, 8192/64
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Somit haben Sie den Spritezeiger auf die Adresse $2000 (8192)
zeigen lassen. Weil ein Sprite 63 Bytes beansprucht, kann man
den gewiinschten Speicherbereich durch 64 teilen, dann hat man
den Wert fir den Spritezeiger. Mit 64 kann der Computer
leichter rechnen, das eine iiberzihlige Byte pro Sprite wird nicht
benutzt. AnschlieBend werden dann die Daten fiir den Sprite mit
Hilfe einer FOR- NEXT-Schleife in den Speicher gelesen:

20 FOR I=0 TO 62: READ A: POKE 8192+J, A: NEXT I

Jetzt muBB der Sprite eingeschaltet werden. Dafir ist die
Speicherzelle $D01S (53269) zustindig. Die Bits 0 bis 7 dienen
als Schalter fiir das jeweilige Sprite. Wird das erste Bit gesetzt,
schaltet sich Sprite 1 ein, wird das zweite Bit gesetzt, schaltet
sich Sprite zwei ein und so weiter. Wenn alle Bits gesetzt wer-
den, schalten sich alle acht Sprites ein. Die nichste Zeile lautet
alsor

30 POKE 53269, 1

Jetzt ist der Sprite zwar eingeschaltet, aber trotzdem noch nicht
auf dem Bildschirm sichtbar, weil er sich in der oberen Ecke
des Bildschirms ( unter dem Bildschirmrahmen) befindet. Da die
Position des Sprites auf Null steht, muf3 auch diese verindert
werden. Die X-Position wird in der Adresse $D000 (53248), die
Y-Position in der Adresse $D00Y (53249) festgelgt. Firr Sprite 2
sind es die Adressen $D003 (53250) und $DO004 (53251) und so
weiter. Man kann den Sprite auch mit einer FOR- NEXT-
Schleife iiber den Bildschirm laufen lassen. Um sich das zu ver-
deutlichen, geben Sie folgendes ein:

40 POKE 53249, 100: FOR X=0 TO 255: POKE 53248, X: NEXT X

Ein Problem werden Sie vielleicht schon erkannt haben: Es gibt
320 horizontale Positionen, aber der maximale Wert bei einem
POKE in die X-Position kann nur 255 betragen. Sie werden sich
fragen, wie man den Sprite dann iiber den Wert 255 hinaus ver-
schieben kann. Fiir diese Aufgabe gibt es ein weiteres Register:
Im Register $D010 (53264) befindet sich fir jedes Sprite ein
weiteres Bit fiur die X-Position. In diesem Bit wird markiert, ob
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eine X-Koordinate iiber 255 liegt. Zu diesem Zweck wird vor
der Adressierung das entsprechende Bit auf 1 gesetzt. Damit
unser Sprite auch bis Position 320 l4uft, geben Sie die folgende
Zeile ein:

50 POKE 53264, 1:FOR X=0 TO 64: POKE 53248, X:NEXT X:POKE 53264,0

Mit Hilfe dieser Einrichtung ist es nun leicht moglich, jeden
Sprite beliebig und unabhingig von den anderern iiber den
ganzen Bildschirm laufen zu lassen.

Als weitere Moglichkeit konnen wir noch die Farbe des Sprites
indern. Hierzu verfiigt jeder Sprite iiber ein Farbregister. Diese
Register befinden sich von $D027 (53287) bis $SDOSE (53294).
Die Adresse $D027 (53287) ist also fiir Sprite I zustindig, die
Adresse D028 (53288) fiir Sprite 2 und so weiter.

60 POKE 53287, 14
Dadurch hat unser Sprite nun eine hellblaue Farbe bekommen.

Die nichste Besonderheit ist die Maoglichkeit, die Sprites in
horizontaler und/oder vertikaler Richtung zu vergréBern. Auch
hierfiir gibt es zwei Register. Eines fiir die VergroBerung in X-
und das andere fiir die VergroBerung in Y-Richtung. Die beiden
Register sind vom Aufbau her identisch mit der Speicherzelle
$DO015. Die Bits 0 bis 7 sind fiir die jeweiligen Sprites zustindig.
Das heift, wenn Bit 0 gesetzt wird, vergroBBert sich der Sprite I
in X-beziehungsweise Y-Richtung, bei Bit I das zweite Sprite
und so weiter. In der Adresse $D017 (53271) wird das entspre-
chende Sprite in X und in der Adresse $DOID (53277) in Y
Richtung vergrofBert. Jetzt kbnnen wir unser Programm erwei-
tern:

70 POKE 53271, 1
80 FOR I1=1 TO 700: NEXT I: REM WARTESCHLEIFE
90 POKE 53277, 1

Eine weitere Besonderheit ist, da3 Sie wihlen kénnen, ob der
Sprite vor dem Hintergrund oder dahinter plaziert werden soll.
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Damit kann man natfirlich schdne Effekte hervorrufen. Diese
Prioritit kann man in der Adresse $DOIA (53275) festlegen.
Auch hier ist das Prinzip zur Festlegung der Spritenummer mit
der Adresse $DO015 indentisch. Um eine Reaktion erkennen zu
kénnen, miissen an der Stelle, wo sich das Sprite befindet, Zei-
chen auf dem Bildschirm stehen. Mit dem Register kénnen Sie
die Prioritit jedes Sprites beliebig verindern. Wenn das ent-
sprechende Bit nicht gesetzt ist, also 0 ist, bedeutet das, daB das
Sprite vor dem Hintergrund steht. Ein gesetztes Bit bewirkt
demnach den umgekehrten Fall. Die n4ichste Zeile lautet:

100 POKE 53275, 1

Es gibt ein Register, in dem eine Kollision zwischen verschie-
denen Sprites verzeichnet wird. Dieses Register bleibt solange
auf 0, bis entweder zwei oder mehrere Sprites zusammenge-
stoBBen sind. Diese Register setzen sich bei einer Kollision nicht
selbstindig zuriick. Das muf3 also vom Programm besorgt wer-
den. Wenn diese nicht zuriickgesetzt werden, bleiben die Infor-
mationen ilber die Kollision bestehen, so daB3 eine darauffol-
gende nicht erkannt wird. Wenn man den Wert der Speicherzelle
$DOIE (53278) abfragt, kann man feststellen, welche Sprites
miteinander kollidiert sind. Wenn bei PEEK(53278) der Wert 3
erscheint, dann haben die Sprites 1 und 2 eine Kollision gehabt.
Die Bitstruktur des Registers braucht nicht weiter erliutert zu
werden, da sie mit den anderen Registern identisch ist. Nach
einer Abfrage mufl das Register wieder durch POKE 53278, 0
zuriickgestellt werden.

Genauso, wie eine Kollision von verschiedenen Sprites registriert
wird, besteht die Moglichkeit, auf eine Kollision von Sprites mit
dem Hintergrund abzufragen. Dazu dient die Speicherzelle
$DOIF (53279). Dieses Register wird wie Register $DOI1E
(53278) behandelt. Die einzige Ausnahme ist das Ergebnis der
PEEK - Abfrage. Das Resultat gibt nur Auskunft dariiber,
welcher Sprite mit einem Zeichen Kollidiert ist. Nicht aber wel-
ches Zeichen es war und an welcher Position es sich befand.
Diese Adresse muBl auch wie das Register $DOIE (53278) nach
einer Kollision zuriickgesetzt werden.
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Wie beim Multicolorzeichensatz kann man einen Sprite auch in
vier verschiedenen Farben darstellen. Durch das Setzen der ein-
zelnen Bits in der Adresse $D0IC (53276) lann man fiir jeden
einzelnen Sprite den Multicolormodus einschalten., Wenn Sie in
Zeile 5 POKE 53276, 3 eingeben, dann nehmen unsere Hub-
schrauber langsam Gestalt an. Dadurch haben die Hubschrauber
aber (wie auch der Zeichensatz im Vierfarbmodus) eine gerin-
gere Auflésung, da jeweils zwei Bits einen Punkt auf dem Bild-
schirm ergeben.

Wir wissen ja, daB zwei Bits vier Informationen iibermitteln
kdénnen: 00, Ol, 10, 11. Bei der Verwendung des
Multicelormodus haben diese Bit folgende Wirkung:

[Brmuster Farbregisier

Der Punkt hat die Farbe des Hintergrundes (Man siehl kelnen Punki)
Dle Farbe wird aus Adresse $D025 (532385) geholl

Dla Farbe wird aus den Adressen D028 (53286) bls DOZE (53284) geholl
Dle Farbs wird aus Adresse $D028 (53286) geholt

- - O
- Q g

Abb. 3.7: Bit-Kombinationatabslle 11

Vieleicht haben Sie sich anfangs gefragt, warum der Hubschrau-
ber so seltsam aussieht. Diese Frage kann man leicht beantwor-
ten. Er ist als Mulsicolorsprite entwickelt worden. Da ein Mul-
ticolorsprite aus weniger Punkten besteht, als ein einfarbiger
Sprite, sieht er natiirlich im normalen Sprite- Modus etwas selt-
sam aus. Als Abschluf3 dieses Kapitels wollen wir Thnen nun ein
Demo- Programm zur Verdeutlichung der Spritefunktionen pra-
sentieren, in dem alle erwihnten Funktionen vorkommen.

Es ist nicht ungeschickt, anhand dieses Programmes, mit der
Programmierung der Sprites zu experimentieren. Dadurch lernen
Sie die Handhabung der Sprites am schnellsten. Die REM-
Zeilen miissen nicht mit eingegeben werden.
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0 POKE 53280, 0: POKE 53281, O: REM HINTERGRUND FARBE SETZEN

1 POKE 53286, 4: REM MULTICOLOR FARBE SETZEN

2 FOR T=0 VO £2: READ X: POKE 819247, X: NEXTT: REM SPRITE-

DATEN EINLESEN

4 PRINT CHRS(¢147): REM BILDSCHIRY LOSCHEM

5 POKE 53276, 3: REM MULTICOLORMODUS EINSCHALTEN

6 POKE 53287, 1: POKE 53288, 1: REM FARBE SETZEN

7 FOR I=0 TO 24: POKE 1024+1*40420, 161: NEXTI: REM MAUER AUFBAUEN
10 POKE 2040, 8192/64: POKE 2041, 8192/64: REM SPRITEZEIGER SETZEN
20 POXE 53269,3: REM SPRITE 1 UND 3 EINSCHALTEN

30 POKE 53249, 100: POKE 53251, 150: FOR I=1 TO 255

&0 POKE 53248, 1: REM SPRIVE { IN X-RICHTUNG BEWEGEN

50 POKE 53250, I: POKE 53251, I: REM SPRITE 2 IN X UND Y RICHTUNG
BEWEGEN

60 IF PEEK(53278)=3 THEN GOSUB 100: REM ABFRAGE AUF SPRITE-
SPRITE KOLLISION

67 IF PEEK(53279)=3 THEN GOSUB 300: REM

ABFRAGE AUF SPRITE-HINTERGRUND-KOLLISION

&5 [If PEEK(S3248)=255 THEN GOSUB 200: REM WENN 255, DANN 200

70 NEXT I

80 G018 30

100 REM SPRITES IN X UND Y RICHTUNG VERGRUSSERN

10?7 REM UND REGISTER FUR SPRITE KOLLISION 2URUCKSETZEN

102 POKE 53271, 3: POKE 53277, 3: POKE 53278, O

110 RETURN

200 POKE 53264, 3: REM SPRITES AUF POSITION 256 SETZEN

210 FOR I=1 TO 64: POKE 53248, I: POKE 53250, I: POKE 53251, I: NE
XT J: REM WEITERBEWEGEN

220 POKE 53264, 0

230 RETURN

300 REM SPRITES VERKLEINERN

301 REM UNC REGISTER FUR SPRITE-HINTERGRUND-KOLLISION ZURUCKSETZEN
302 POKE 53271, 0: POKE 53277, 0: POKE 53279, 0

310 RETURN

999 REM SPRITE DATEN

1000 DATA 000,000,000

1010 BATA 000,000,000

1020 DATA 000,000,000

1030 DATA 000,000,000

1040 DATA 000,000,000
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1050 DATA 000,000,000
1060 DATA 000,000,000
1070 DATA 003,255,255
1080 DATA 000,002,000
1090 DATA 192,170,128
1100 DATA 194,150,080
1110 DATA 234,150,080
1120 DATA 194, 170,168
1130 DATA 192,170,168
1140 DATA 000,032,128
1150 DATA 000,170,160
1160 DATA 000,000,000
1170 DATA 000,000,000
1180 DATA 000,000,000
1190 DATA 900,000,000
1200 DATA 000,000,000

3.8 Der Grafikbildschirm

Eine weitere Besonderheit des C64 ist der Grafikbildschirm, das
heiBt die hochauflésende Grafik. Im einfarbigen Modus hat der
Grafikbildschirm eine Auflésung von 64000 Punkten, also 8*40
= 320 horizontal und 8*25 = 200 vertikal, was die gerade
genannte Anzahl an Einzelpunkten ergibt. Das Einschalten des
Modus erfolgt durch Setzen von Bit 5 in der Adresse $DO011
(53265). Es ist ratsam, die Bits mittels logischer Verkniipfungen
wie AND und OR zu setzen beziehungsweise zu loschen, da die
anderen Bits in der Speicherzelle noch uber weitere Aufgaben
verfiigen. Da der VIC nur auf einen adressierbaren Bereich von
16 kByte zugreifen kann, liegt der 8 kByte groBle Grafikbild-
schirm immer in einer Hilfte des Bereichs. Durch das Setzen
oder Loschen von Bit 3 in der Adresse $D018 (53272) kénnen
folgende Bereiche fir den Standort des Grafikbildschirms
gewihlt werden:
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Bitmuster Adresgsbereich (Hex) Adressberelch (Dez)

0 $0000 - $IF3F | O - 7999

1 $2000 — $3F3F 8192 - 16191

Abb 8.8: Bereichstabelle

Auch diese Bereiche sind zu der jeweiligen Bankstartadresse,
also der Anfangsadresse des VIC, hinzuzuaddieren.

Der Grafikbildschirm ist genauso wie der Zeichensatz aufgebaut.
Der VIC interpretiert den Zeichensatz genauso wie den Grafik-
bildschirm. Beim Zeichensatz ergeben 64 Punkte ein Zeichen auf
dem Bildschirm. Beim Grafikbildschirm ist das genauso, nur
man muf} sich vorstellen, der ganze Bildschirm wire voller
Leerzeichen, dessen Punkte man nach Belieben setzen und
wieder l6schen kann, Man kann sich den Grafikbildschirm als
ein riesiges Zeichen vorstellen, das eine Auflésung von 64000
Punkten hat.

Das Einschalten des Grafikbildschirms erfolgt durch:
10 POKE 53265, PEEK(53265) OR 32

Jetzt muB noch dem VIC mitgeteilt werden, in welchem
Adressbereich sich der Grafikbildschirm befindet. Im Normalfall
ist das dritte Bit in der Adresse $DO018 (53272) auf Null gesetzt,
das heiBBt, der Grafikbildschirm liegt im Adressbereich von
$0000 (0) bis $1F3F (7999), wie auch der Tabelle zu entnehmen
ist. Dieser Bereich ist aber 4uBerst ungiinstig, weil wichtige
Speicherzellen in der Zeropage iberschrieben werden kdnnen.
Das Umsetzen des Zeigers erfolgt, wie schon erwihnt, durch das
Setzen von Bit 3 in der Adresse $DO018 (53272):

20 POKE 53272, PEEK(53272) OR 8
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Dadurch ist der Zeiger fir den Grafikbildschirm auf den Be-
reich von $2000 (8192) bis $3FEF (16191) gestellt.

Wenn der Grafikbildschirm eingeschaltet ist, dient das Video-
RAM als Farbspeicher fiir die hochauflésende Grafik. Sie kon-
nen innerhalb eines Feldes von 64 Punkten, also in GrifBe eines
Zeichens, die Farbe beliebig angeben. Um Vorder- und Hinter-
grundfarbe festzulegen, muf3 man ein Byte in zwei H3lften auf-
spalten. Das geht folgendermaflen vor sich: Die Farbe der
Punkte, zum Beispiel 5 (griin), wird mit 16 multipliziert und mit
der Hintergrundfarbe, zum Beispiel 1 (weif3), addiert. Daraus
ergibt sich dann der Wert, der beide Funktionen iibernimmt:

30 FARBE=5: HINTERGRUND =1
40 FOR I=0 TO 254: POKE 1024+1, FARBE*{6+HINTERGRUND:INEXT I
50 GOTO 50: REM SCROLLEN DES BILDSCHIRMS VERHINDERN

Wenn Sie das Programm starten, werden Ste feststellen, daB8 der
Hintergrund eine weile und die Punkte eine griine Farbe
annehmen. In Zeile 50 muB in eine Endlosschleife verzweigt
werden, da die anschlieBende READY- Meldung den Bildschirm
verschieben und neue Farben bewirken wiirde.

Wenn Sie den Grafikbildschirm eingeschaltet haben, werden Sie
feststellen, daB3 dieser nicht geléscht ist, sondern undefinierbare
Punkte gesetzt sind. Um den Grafikbildschirm zu l8schen, muf}
der Bereich von $2000 (8192) bis $3F3F (16191) mit Nullen
gefillt werden, weil in einer Null keine Bits gesetzt sind und
daher auch keine Punkte zu sehen sind.

FOR 1=8192 T0 16192: POKE I,0: NEXT I

AnschlieBend wollen wir lhnen noch eine kleine Anwendung
zeigen, die eine Sinuskurve auf den Bildschirm bringt. Anhand
des Programmbeispiels kénnen Sie sich mit der Programmierung
des Grafikbildschirms vertraut machen. Die REM- Zeilen miis~
sen nicht mit eingegeben werden.
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10 REM SINUSPLOT

20 POKE 53265, PEEK(53265) OR 32: REM GRAFIKBILDSCHIRM EINSCHALTEN
30 POKE 53272, PEEK(53272) OR 8 : REM ZEIGER AUF 8192 LEGEN

40 FOR 1=1024 TO 2027: POKE I, 80: MEXT I: REM FARBE SETZEN

S0 FOR 1=8192 7O 16191: POKE 1,0: NEXT I: REM GRAFIKBILDSCHIRM LUS
CHEN

60 FOR X=0 TO 318: Y=100: GOSUB 1000: NEXT X: REM X ACHSE ZEICHNEN
70 FOR Y=0 TO 199: X=160: GOSUB 1000: NEXT Y: REM Y ACHSE ZEICHNEN
80 FOR X=0 TO 319: Y=100-100*SINC(X*P1/160):GOSUB 1000: NEXT X: REM
SINUSKURVE ZEICHNEN

90 GOTO 90: REM ENDLOSSCHLEIFE

1000 OY=320*INT(Y/8)+(YAND?7):REM BERECHNEN EINES PUNKTES

1010 OX=8*INT(X/8)

1020 MA=2"(7-(XAND7)}

1030 AV=8192+0Y+0X

1040 POKE AV, PEEK (AV) OR MA: REM PUNKT DARSTELLEN

1050 RETURN: REM RUCKSPRUNG VON DER UNTERROUTINE

Wenn Sie das Programm vom Aufbau her verstanden haben,
dann werden Sie auch bald lhre eigenen mathematischen Funk-
tionen auf diese Art und Weise darstellen kénnen.

Die Programmierung von Kreisen oder Linien zwischen zwei
Punkten. ist beim C64 leider nicht so komfortabel wie bei eini-
gen anderen Computern. So gibt es keinen Befehl, um eine
Gerade von Punkt X nach Punkt Y zu ziehen, oder einen
Befehl, einen Kreis mit einem bestimmten Radius an einem
bestimmten Ort zu zeichnen. Deshalb haben wir ein kleines Gra-
phikhilfsprogramm fiir Sie vorbereitet, das einige Grafikmdog-
lichkeiten bietet. Mit diesem Programm kénnen Sie schnell und
komfortabel einfache Grafiken erzeugen. Das Grafikhilfspro-
gramm finden Sie am Ende des Kapitels.

39 Der Multicolorgrafikbildschirm

Der Multicolorgrafikbildschirm ist mit dem Multicolorzeichen-
satz zu vergleichen. Im Gegensatz zum normalen Modus hat man
im Multicolormodus nicht nur zwei, sondern vier Farben zur
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Yerfiigung. Jedoch muf3 man, wie beim Maulticolorzeichensatz,
die Hilfte der Aufldsung opfern. Das heif3t, man hat nur noch
160 horizontale und 200 vertikale Punkte zur Verfiigung, weil
zwei Bits einen Punkt auf dem Bildschirm ergeben. Durch Set-
zen von Bit 4 in der Adresse $DO016 (53270) wird der Multico-
lormodus fir den Grafikbildschirm aktiviert. Natiirlich muf
auch das Bit 5 in der Adresse $D011 (53265) gesetzt sein, da
sonst der Grafikbildschirm nicht aktiviert ist. Genauso wie beim
Multicolorzeichensatz kann man innerhalb eines Acht- mal
Acht-Feldes 3 Farben plus der Hintergrundfarbe darstellen. Da
zwei Bits, die nun fiir einen Punkt zustindig sind, nur die Farb-
quelle angeben und nicht die Farbe selbst, ergeben sich folgende
Moglichkeiten fiir die Farbquellen:

Bitmuster | Farbguelle
00 Hintergrundfarbregister $D021 (63281)
g1 Highnibble der Videomatrix
10 Lownibble der Videomatrix
11 Farbram

Abb, 3.9: mdgliche Parbquellen

Das Farb-RAM, das beim normalen Grafikbildschirm unbenutzt
ist, dient hier als Farbquelle fiir das Bitpaar 1l. Es ist natiirlich
problemlos moéglich, Sprites und Grafik zu kombinieren. Das
Mischen von Text und Grafik ist nicht ohne gréeren Program-
mieraufwand mdglich, aber dies werden wir im Kapitel Inter-
rupiproagrammierung no<ch niher erldutern.
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Hier nun das versprochene Grafikhilfsprogramm:

Sprungtabelle fiir Funktionen

cooa
€003
Co06
coa9
cooc
COOF
€012
cais
co18
co1s

JMP $COTE
JMP $CD3C
JMP $C051
JMP $CO6D
JMP $C089%
JMP $C0B6
JMP $C152
JMP $C139
JMP $CI75
JMP $C161

~y ws wa

Grafikmodus einschalten
Grafik l&schen

Farbe setzen

Grafik invertieren
Grafikpunkt setzen
Grafikpunkt Lloschen
Grafik laden

Grafik abspeichen
Grafik drucken

Grafik ausschalten

Routine zum einschalten der Grafik

CO1E
co21
€024
co27
Co2A
co2p
CO2F
0352
€034
co37
c0o39
co3c
CO3E
C040
£042
C044
€045
€046
€048
€049
€048

JSR $C03C
DA 30011
STA $C170
LDA $0018
STA $C171
LDA #$38
STA 30011
LDA #318
STA $0018
LDX #$10
JMP $CO57
LDY #$00
LDX #$20
STY $FO
STX $FE
TYA

NOP

STA ($F0),Y
INY

BNE $C046
INC S$FE

T T T

S T

s my My Se ma

Spnsg 2u Grafik loschen
Normalwert

sichern

Nornialwert

sichern

Graf i kmodus
einschalten

Zeiger auf

$2000 stellen

Farbwert laden

Sprung zu Farbe setzen

; Adresse

festlegen

und

speichen

Akku auf Null setzen
keine Operetion
Bereich

von

$2000 bis

$3FFF mit
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C04D

OEX

CO4E BNE $C046

co50

RTS

Grafikfarbe setzen

co51

c054
cos7
co59
coss
co50
CO5F
€060
€062
C064
c065
coe7
c069
CO6A
co6C

JSR
JSR
LDY
LOA
ST¥
STA
TXA
LDX
STA
INY
BNE
INC
DEX
BNE
RTS

SAEFD
$879E
#$00
#3804
$ED
SFE

#$04
(SFD),Y

$Co62
$FE

$C062

Grafik invertieren

€060
CO6F
co71
co73
€075
cor7
co79
co7s
€070
CO7E
co8o
co82
co83
c085

Loy
LDA
STY
STA
LDX
Loa
EOR
STA
INY
BNE
INC
DEX
BNE
RTS

#300
#%20
$FD

$FE
#320
{$FD).Y
#SFF
($¥D),Y

$C077
SFE

3077

-

ma mE mg Sy My s Wy ma wg Wy ws ms mae

ME W) wE I wm Wa L wE NP N wa wa mE wa

Nullen
fillen
RUcksprung

auf Komma prifen

Wert ins X Register holen
Adresse

festlegen

Werte

speichern

Farbe in Akku schieben
Video-

RAM

mit

Ferb-

wert

auf-

falten

Rucksprurg

Bereich

festlegen

und

speichn

Zahler stellen

Wert tadsn

glle Bits undrehen

Wert speichern

ersten 2ihler erhéhen

wenn nicht Null denn weiter
ansonsten Adressee erhdhen
zweiten Zahler erniedrigen
noch nicht Hull?, damn xeiter
ansonsten Ricksprung
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Punkt setzen beziehungsweise l6schen

cos8é
€088
coss
co8o
€090
€093
€095
co97
€099
coss
c0%0
COSF
coA1
COA3
COAS
COA6
Coa7
COA8
COA9
COAA
COAB
COAE
coB1
cos4
cos7
cos8
COBA
cosB
COBE
coct
coc3
cocs
cocs
coce
cocs
COCE

LDA #5380
BIT SODA9
STA $97
JSR SAEFD
JSR $B7EB
CPX #3CB
BCS $CO85
LDA $15
CMP #301
BCC $COAS
BNE $C085
LDA $14
CMP #$40
BCS $C085
TXA

LSR

LSR

LSR

ASL

TAY

LDA SCOFF,Y
STA $C173
LDA $C100,Y
STA $C174
TXA

AND #3807
cLc

ADC $C173
STA $C173
LDA $14
AND #SFB
STA $C172
cLe

LDA #$00
ADC $C173
STA $FD

¥
r
r
1
.
L}
.
’
.
’

.
¢

-t mp wp wa

e mE P My ma

r

L

Zeiger fir Grafikpunkt setzen
Zeiger fir Grafikpunkt loschen
Zeiger speichern

auf Komms priifen

Werte laden

Y-Koordinate groBer als 199?
wenn ja, dann Ricksprung
X-Koordinate +1 kleiner als 320?
dann

weiter

anscnsten Ricksprung
X-Koordinate gréBer als 319
dann

Ricksprung

Y-Koordinate in den Akku schieben
durch

8

mal

2

Y-Koordinate wieder ins Y-Register
Wert aus Tabelle holen

und speichern

mal 320

und speichern

Y-Koordinate holen

Bits 3 bis 7 loschen

Carry loschen und

: mit Tabellenwert addieren

und wieder speichern
X-Koordinate laden
Bits 0 bis 2 léschen
und speichern

Cerry loschen

: mit Null
: addieren
; und speichern
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CODO LOA #$20 ; mit 32

COD2 AOC $C174 ; addieren

CO0S STA SFE und speichern

c0Dn7 CcLC Carry léschen

COD8 LDA $FO Anfangsadresse mit
CODA ADC $C172 Y-wert addieren

CODD STA $FD und speichern

CODF LDA SFE Anfangsadresse mit

COE1 ADC $15 X-Wert addieren

COE3 STA SFE und speichern

COES LDA $14 X-Wert teden

COE7 ANO #$07 ; Bits 3 bis 7 léschen
COE9 EOR #$07 ; und undrehen

COEB TAX X-Wert ins X-Register
COEC LOA $C131,X; Wert aus Tabelle holen
COEF LDY #$00 Zédhler auf Null setzen
COF1 BIT $97 ; Uberprifen ob der Punkt
COF3 BPL $COFA ; gesetzt oder geldscht werden soll
COFS EOR #$FF ; alle Bits umdrehen
COF? AND (S$FD),Y; Punkt loschen

COF9 BIT $FD11 ; Punkt setzen

COFC STA ($F0),Y; Punkt auf Bildschirm bringen
COFE RTS ; Rucksprung

i mE mE R Re Wi omp my my om

. we wyom

Multiplikationstabelle

COFF 00 00 40 01 80 02 c0 03
€107 00 05 40 06 80 07 cO 08
C10F 00 OA 40 0B 80 OC CO 0D
C117 00 OF 40 10 80 11 c0 12
C11F 00 14 40 15 80 16 c0 17
€127 00 19 40 1A 80 1B CO 1C
C12F 00 1E 01 02 04 08 10 20
C137 40 80 20 FO AE 20 D4 E1
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Grafik speichern

c139
C13c
CH3F
€181
C143
C145
C147
C149
c148
ciép
C14F

JSR $AEFD
JSR SE104
oX #$00
LDY #$40
LDA #$00
STA $FD
LDA #%$20
STA SFE
LDA #3FD
STA $89
JUP $FFDB

Grafik laden

C152 JSR SAEFD
€155 JSR $EID4
C158 LDA #$01
C15A STA 389
€15C LDA #%00
C15E JMP $FFDS

Grafik Ausschalten

C161 LDA $C170
C164 STA 30011
C167 LDA $C171
C16A STA 30018
C160 JMP $E544
C170 BRK
C171 BRK
C172 BRK
C173 BRX
C174 BRK

wE WE My WP M mE mE Wy Wy Wy M

- -y ws wm

-y wr wa

auf Kowma prifen
Filenamen ud Geridteadresse halen
End-

adresse
festlegen
Anfangs-

Adresse
speichern
Sekundiradrese
festlegen
Sprurg zu SAVE

auf Kemma prifen

Fitensmen und Geriiteadresse holen
Sekundaradresse

festlegen

Flag fur LOAD setzen

Sprung zu LOAD

Normalwert laden

und speichern

Normalwert laden

und speichern

Bi ldschim l&schen und ROcksprung
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Grafik drucken (fir FX80 mit VC Interface)

c175
c178
€178
CI7e
c18o
c182
c184
c186
c188
C18A
c180
c190
c193
C194
C196
c198
C19A
c19¢C
C19€
C1Aa0
C1A2
ClAd4
C1aé
C1a8
Cl1AA
C1AC
C1AF
c181
ciB2
c18¢
c1B6
ci89
c188
c180
C18F
cict
cI1c3
c1cs

JSR $AEFD
JSR $B79E
JSR $FFCY
LDA #$00
LDY #820
STA $FD

STY SFE

LOX #$19
LDY #307
BIT $05A0
LDA $C1D6,Y
JSR SFFD2
DEY

BPL $C18D
LDA #$28
STA $15

LD& #$80
STA $97
LDA #$00
STA $14

LDY #307
LDA ($FD),Y
AND $97
BEG $C1B1
LDA $14
ORA SC1DE,Y
STA $14
DEY

BPL SC1AG
DA 314
JSR $FFD2
LSR $97
BCC $C19E
LDA $FD
ADC #307
STA SFD
BCC $CI1C7
INC SFE

-
L
.
L
.
L
.
L
-
L
.
L
-
’
-
’
-
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L
-
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-
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.
L
.
’
-
L
-
’
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!
.
L}
.
L
'
.
I
.
L4
.
’
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’
.
L4
.
I
.
’
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Auf Komms priifen
logische Filenumver holen
Ausgabegerat setzen

Low und

High Byte laden

2eiger auf

Grafik setzen

Anzahl

der

2Zei len festlegen
Drucker

auf

Grafikmodus

stellen

Spal te

festlegen

Maske

festlegen

Code

festlegen

23hler festlegen
Bitmuster zusammen setzen
Vergleich ob Bit gesetzt

wenn nicht, dann 23hler erniedrigen

wWenn ja

dann Bit

setzen

28hler ernidrigen

schon Null, wenn ja dann weiter

Code an
Drucker senden
Maske durch 2

wenn Null, dann Code festlegen

Adresse

um

8

erhohan
Highbyte erhdhen
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C1C7 DEC $15 ; néachste

C1C9 BNE $C19A ; Spalte

C1CB DEX ; néachste

CICC BNE $C18B ; 2eile

C1CE LD& #800 ; 2eilenverschub

C1D0 JSR $FFDP2 ; ausgeben
C103 JMP S$FFCC Ausgabe wieder auf Bildschirm

-

Druckertabelle

ci06 01 40 06 2A 1B 85 31 1B
C1DE 80 40 2D 10 08 04 02 01

Und hier noch ein Ladeprogramm in BASIC:

100 FOR 1249152 TO 49637

110 READ X: POKE 1, ¥: S=S+X; NEXT I

120 DATA 76, 30,192, 76, 60,192, 76, 81,192, 76,109,192
130 DATA 76,137,192, 76,134,192, 76, 82,193, 76, 57,193
140 DATA 76,117,193, 76, 97,193, 32, 60,192,173, 17,208
150 DATA 141,112,193,173, 24,208,141,113,193,169, 59,141
160 DATA 17,208,169, 24,141, 24,208,162, 16, 76, 87,192
170 DATA 160, 0,162, 32,132,253,134,254,152,234,145,253
180 DATA 200,208,251,230,254,202,208,246, 96, 32,253,17
190 DATA 32,158,183,160, 0,169, 4,132,253,133,254,138
200 DATA 162, 4,145,253,200,208,251,230,254,202,208,246
210 DATA 96,160, 0,169, 32,132,253,133,254,162, 32,177
220 OATA 253, 73,255,145,253,200,208,247,230,254,202,208
230 DATA 262, 96,169,128, 44,169, 0,133,151, 32,253,174
240 OATA 32,235,183,224,200,176,238,165, 21,201, 1,%4
0 DATA  8,208,230,165, 20,201, 64,176,224,138, 74, 74
260 DATA 74, 10,168,185,255,192,141,115,193,185, 0,193
270 DATA 141,116,193,138, 41, 7, 24,109,115,193,141,115
280 DATA 193,165, 20, 41,248,141,114,193, 24,169, 0,109
290 DATA 115,193,133,253,169, 32,109,116,193,133,254, 24
300 DATA 165,253,109,114,193,133,253,165,254,101, 21,133
310 DATA 254,165, 20, 41, 7, 73, 7.170,189, 49,193,160
320 DATA 0, 36,151, 16, S, 73,255, 49,253, 44, 17,253
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330 DATA 145,253, 96, 0, 0, 64, 1,128, 2,192, 3, O
340 DATA 5, 64, 6,128, 7,192, 8, 0, 10, 64, 11,128
350 DATA 12,192, 13, 0, 15, 64, 16,128, 17,192, 18, O
360 DATA 20, 64, 21,128, 22,192, 23, 0, 25, 64, 26,128
370 DATA 27,192, 28, 0, 30, 1, 2, 4, 8, 16, 32, 64
380 DATA 128, 32,253,174, 32,212,225,162, 0,160, 64,169
390 DATA  0,133,253,169, 32,133,254,169,253,133,185, 76
400 DATA 216,255, 32,253,174, 32,212,225,169, 1,133,185
410 DATA 169, 0, 76,213,255,173,112,193,141, 17,208,173
420 DATA 113,193,141, 24,208, 76, 68,229, 0, 0, 0, O
430 DATA 0, 32,253,174, 32,158,183, 32,201,255,169, O
440 DATA 160, 32,133,253,132,254,162, 25,160, 7, 44,160
450 DATA  5,185,214,193, 32,210,255,136, 16,247,169, 40
460 DATA 133, 21,169,128,133,151,169, 0,133, 20,160, 7
470 DATA 177,253, 37,151,240, 7,165, 20, 25,222,193,133
480 DATA 20,136,208,240,165, 20, 32,210,255, 70,151,144
490 DATA 225,165,253,105, 7,133,253,144, 2,230,254,198
500 DATA 21,208,207,202,208,189,169, 13, 32,210,255, 76
510 DATA 204,255, 1, 64, 6, 42, 27, 13, 49, 27,128, 64
520 DATA 32, 16, 8, 4, 2, 1

530 IF S<>60459 THEN PRINT “FEHLER N DATAS !IV" : end
540 PRINT "OK I

3.10 Wie wende ich das Grafikhilfsprogramm an?

Das Grafikhilfsprogramm bietet einige Mdglichkeiten, die Pro-
grammierung des Grafikbildschirms komfortabler und schneller
zu gestalten. Der Aufruf der einzelnen Funktionen geschieht
iiber SYS- Aufrufe, wobei bei einigen Befehlen noch weitere
Parameter iibergeben werden miissen.

Der Befehlssatz:
SYS 49152

Schaltet den Grafikbildschirm ein, wobei gleichzeitig der Gra-
fikbildschirm geldscht und die Farbe gesetzt wird.
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SYS 49155
Loscht den Grafikbildschirm

SYS 49158, FARBE*16+HINTERGRUND
Fiir den angegebenen Wert wird die Punktfarbe mit 16 multipli-
ziert und mit der Hintergrundfarbe addiert.

SYS 49161

Der Grafikbildschirm wird invertiert. Das heif3t, die gesetzten
Punkte werden geloscht und die geléschten gesetzt. So bekom-
men Sie eine negative Abbildung Ihres Bildes.

SYS 49164.X.Y

Ein Punkt wird gesetzt. Die X- und Y-Koordinaten werden
durch Kommata getrennt. Die X-Koordinate kann von 0 bis 319
angegeben werden, die Y-Koordinate von 0 bis 199.

SYS 49167,X.Y
Ein Punkt wird geloscht. Die Koordinaten werden wie beim obi-
gen Befehl Gibergeben.

SYS 49170"NAME"GA
Der Grafikbildschirm wird je nach Geriteadresse von Diskette
oder Kassette geladen.

SYS 49173 "NAME"GA
Sichert den Grafikbildschirm je nach Geriteadresse auf Diskette
oder Kassette.

SYS 49176,LF

Druckt den Grafikbildschirm aus. Die logische Filenummer wird
nach dem Komma eingegeben. Die Hardcopyroutine ist fir den
Epson FX80 mit VC-Interface vorgesehen.

SYS 49179
Schaltet den Grafikbildschirm aus.

Mit dieser Grafikhilfe kann unser Sinusplotprogramm mit weni-
ger Aufwand und schneller programmiert werden:
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10 SYS 49152: REM GRAFIK EINSCHALTEN UND LUSCHEN

20 SYS 49158,5*16+0: REM FARBE SETZEN

30 FOR X=0 TO 319: SYS 49164,X,100: NEXT X: REM X ACHSE ZEICHNEN
40 FOR Y=0 TO 199: SYS 49164,160,Y: NEXT Y: REM Y ACHSE ZEICHNEN
S0 FOR X=0 TO 319: Y=100-100*SIN(X*PI/160): SYS 49164 ,X,Y: NEXT X:
REM SINUSKURVE

60 GET A$: IF A$="" THEN 60: REM AUF TASTE WARTEN

70 SYS 49179: REM GRAFIK AUSSCHALTEN

Sie werden festgestellt haben, da3 das Zeichnen der Sinuskurve
und der X-und Y-Achse durch die Assemblerroutinen erheblich
beschleunigt wird. Sie kdnnen das Programm nach Bedarf noch
erweitern, indem Sie zwischen der Zeile 60 und 70 die Grafik
abspeichern oder ausdrucken.

3.11 Interruptprogrammierung

Das Wort "Interrupt" kommt aus dem Englischen und heif3t
Unterbrechung. Ein Interrupt in Bezug auf den 6510-Prozessor
bedeutet eine Unterbrechung des normalen Programmablaufs
durch andere Chips, zum Beispiel durch den VIC oder eine der
ClAs.

Normalerweise wird jede 1/60 Sekunde vom Timer A ein
Interrupt ausgeldst, indem ein Z3hler heruntergezihlt wird.
Wenn der Zihler den Nullpunkt erreicht, erfolgt der Interrupt.
Genauere Angaben finden Sie unter dem Kapitel Timer.
AnschlieBend springt der Prozessor iiber den Vektor $FFFE
(65534) und $FFFF (65535) in eine Betriebssystemroutine nach
$FF48 (65352), wo er dann einige Register zwischenspeichert
und anschlieBend iiber den Interruptvektor $0314 (788) und
$0315 (789) nach $EA3l (59953) zur eigentlichen Interruptrou-
tine verzweigt, um dort dann unter anderem das Blinken des
Cursors und die Abfrage der Tastatur zu verwalten. Der Clou an
der ganzen Sache ist der, daB man den Interrupt in seine eigene
Maschinenroutine verzweigen lassen kann, und zwar iiber die
Register $0314 (788) und $0315 (789). Die Adresse fir die
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Interruptroutine ist in diesen Registern in Low- und Highbyte
abgelegt, und zwar steht in der Adresse $0314 das Low- und
und in der Adresse $0315 (789) das Highbyte. Zu beachten ist,
daB vor dem Andern dieses Vektors das Auslésen einer Unter-
brechung durch den Assembler-Befehl SEI verhindert werden
mufl, damit nicht die Gefahr besteht, daf3 der Prozessor schon
nach Andern von nur einem Byte dieses Zeigers versucht, in
eine Interruptroutine zu verzweigen. Nach Andern der beiden
Adressen sollte man es dem Prozessor durch den Assembler~
Befehl CLI wieder ermoéglichen, Interrupts abzuarbeiten. Zu
beachten ist auBerdem noch, da3 man seine eigene Routine mit
einem Sprung in die Interruptroutine des Betriebssystems been-
den sollte, also mit JMP $EA3I.

Zu erwihnen ist noch, daBl die hier aufgefihrten Beispiel-
programme mit dem abgedruckten Maschinensprachemonitor
einzugeben sind.

Hierzu ein Beispiel:

€000 SEI : Interrupt verhindern

€001 LDA #$00 ; Lowbyte

CO03 STA $0314 ; setzen

C006 LDA #$CO ; Highbyte

C008 STA $0315 ; setzen

€008 CLI ; Interrupt wieder erméglichen
CAO0C RTS : Programmende

Interruptroutine:

COOD INC 3D020 ; rRahmenfarbe erhohen
CO10 JMP $EA31 ; Sprung zur System-Interruptroutine

Das Programm wird mit SYS 49152 gestartet. Nach dem Start
blinkt die Rahmenfarbe, wihrend Sie sich noch im normalen
Basic befinden. Sie konnen den Zahler des Timers A, der den
Interrupt auslost, nach Belieben beschleunigen oder verlang-



Die Grafik und ihre Programmierung 139

samen; dieses geschieht, indem man den Startwert des Zihlers
erhOht oder erniedrigt. Das Highbyte des Zihlers befindet sich
in der Adresse $DCO0S5 (56325). Wenn man durch POKE 56325,
WERT den Zihler erhdht, wird der Interrupt entsprechend sel-
tener ausgefiithrt. Wenn Sie den Zihler erniedrigen, wird der
Interrupt 6fter ausgefiihrt; nun muf3 man darauf achten, daB
man den Zihler nicht zu sehr erniedrigt, da sonst der Interrupt
zu hiufig ausgefithrt wird und dadurch der Ablauf anderer Pro-
gramme erheblich verlangsamt und der Cursor zu sehr beschleu-
nigt wird. Auch die LIST- Funktion wiirde sehr lange Zeit
beanspruchen, um ein Basicprogramm aufzulisten.

Die Modglichkeiten des Interrupts sind noch lange nicht er-
schopft. Es ist zum Beispiel méglich, die Kollision zwischen
zwei oder mehr Sprites oder die Kollision von Sprites mit dem
Hintergrund iiber den Interrupt abzufragen. Dies hat den Vor-
teil, da3 die Abfrage um einiges genauer ist als die vom Basic
aus. Wenn zwei Sprites miteinander kollidieren, wird, falls er-
laubt, ein Interrupt ausgelést, den man dann zu einer eigenen
Routine verzweigen lassen kann.

Ein Interrupt vom VIC kann von folgenden Ereignissen ausgel6st
werden:

- vom Rasterstrahl

- Kollision von Sprites

~ Kollision von Sprites und Hintergrunddaten
- Lightpen

Doch zunichst wollen wir uns mit der Spritekollision beschifti-
gen.

Es gibt ein sogenanntes Interrupt Enable Register, wo festgelegt
wird, von welchem Ereignis ein Interrupt ausgeldst werden soll.
Dies geschieht, indem man das entsprechende Bit im Interrupt
Enable Register setzt. Dadurch hat man angegeben, von welchem
Ereignis der Interrupt ausgeldst werden soll. Folgende Bits im
Enable Register entsprechen folgenden Ereignissen:
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Bitmuster | Interruptquelle B
0001 Rasterstrahl
0010 Kollision zwischen Sprites und Hintergrunddaten
0100 Kolllslon zwischen Sprites
1000 Lightpen

Abb 3.11: Interrupt Modi

Freigegeben wird ein Interrupt, indem das entsprechende Bit im
Enable Register, Adresse $D01A (53274), auf 1 gesetzt wird. Die
restlichen Bits, also die Bits 4 bis 7, sind unbenutzt. Wenn nun
durch ein Ereignis ein Interrupt ausgelést wird, dann wird
automatisch das entsprechende Bit im sogenannten Interrupt
Latch Register, Adresse $D019 (53273), gesetzt. Gleichzeitig
wird bei jedem der oben aufgezihlten Ereignisse Bit 7 von
$D019 ebenfalls gesetzt. Hierdurch hat man die Moéglichkeit zu
unterscheiden, ob der Interrupt vom VIC oder von der CIA
beziehungsweise von welchem Ereignis speziell die Unterbre-
chung ausgelost wurde.

Hier ein Beispielprogramm, das, wenn das Sprite mit Hinter-
grunddaten kollidiert, die Rahmenfarbe erhéht:

€000 SEI ; Interrupt verhindern
CO01 LDA #01 ; Sprite 1

C003 STA $D015 ; einschalten
C006 LDA #$80 ; Spritepointer
C008 STA $07F8 ; auf $2000 setzen
COOB LOA #364 ; Sprite x und y
CO00 STA $0000 ; Koordinaten

COt0 STA $0001 ; festlegen

CO13 LDA #$32 ; Interrupt

CO1S STA $0314 ; auf

C018 LDA #$CO ; $C032
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CO1A STA $0315 ; umtenken

CO1D LDA $D01A ; Interrupt

C020 ORA #$02 : Enable Register auf

€022 STA $DO1A ; Spritehintergrundkollision stellen
C025 LDX #$00 : Sprite-

€027 LDA $C046,X; daten

CO2A STA $2000,X; nach

c020 INX : $2000

CO2E BNE $C027 : kopieren

€030 ci! ; Interrupt wieder erlauben

C031 RTS ; Programmende
Interruptroutine

C032 LDA $DOTF
€035 LDA $0019
€038 STA $0019 und léschen

CO3B BMI $C040 wenn Bit 7 gesetzt, dann Farbe erhdhen
C030 .JMp $EA3t ; ansonsten zur normalen Interruptroutine
CO040 INC $0020 ; Rahmenfarbe erhdhen

C043 JMP SEA31 Sprung zur Interruptroutine

Kollisionsregister loschen
Latchregister laden

ny mp wp wm

Spritedaten

€046 00 00 00 OF FF CO 10 00
CO4E 20 20 00 10 4C 01 88 4C
€056 01 88 40 00 08 40 00 08
COSE 40 00 08 46 06 08 43 OC
€066 08 41 98 08 40 FO 08 40
CO6E 60 08 20 00 10 1F FF EO
€076 00 00 00 00 00 00 00 00
CO7E 00 00 00 00 00 00 00 00

Nach dem Programmstart wird die Rahmenfarbe erhoht, falls
ein Hintergrundzeichen mit dem Sprite kollidiert. Anstatt die
Rahmenfarbe zu erh6hen, konnte man zum Beispiel das Sprite
explodieren lassen und so weiter. Dies eignet sich gut fir die
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Programmierung von eigenen Spielen. Die Mdéglichkeiten sind
praktisch unbegrenzt.

Diese Routine kann man leicht in eine Sprite-Sprite Kollisions-
abfrage umindern, indem man im sogenannten Enable Register
den Interrupt bei einer Sprite-Sprite Kollision freigibt. Dazu
brauchen Sie nur in der Adresse $C020 in unserer Routine Bit 2
zu setzen, dann wird nur ein Interrupt ausgelést, wenn zwei
Sprites miteinander kollidieren.

Noch eine weitere Besonderheit des VIC ist der Rasterzeilen-
interrupt. Wenn ein Schreibzugriff auf das Register $D012
(53266) und Bit 7 der Adresse $D011 (53265) erfolgt, wird der
‘Wert in ein internes Latchregister iibertragen. Beim Lesezugriff
wird in diesen Registern die momentane Zeile, in der sich
gerade der Rasterstrahl befindet, angegeben. Kommt der
Rasterstrahl in die angegebene Zeile, so wird im sogenannten
Latchregister Bit 0 gesetzt. Ist zusitzlich noch im sogenannten
Enableregister Bit 0 gesetzt, wird ein Interrupt ausgeldst.

Durch diese Mdglichkeit des Interrupts kann man zum Beispiel
den Textbildschirm und den Grafikbildschirm kombinieren,
indem man bei der angegebenen Bildschirmzeile den Grafik-
bildschirm mittels Interrupt aus- beziehungsweise einschaltet, so
daB in der oberen Hilfte des Bildschirms der Grafik- und in der
unteren Hilfte der Textbildschirm eingeschaltet ist.

Um IThnen diese Mdglichkeit zu demonstrieren, haben wir ein
Programm vorbereitet, das zwei verschiedene Bildschirmfarben
gleichzeitig darstellen kann:

C000 SEI ; Interrupt verhindern
C001 LDA #$1F ; System-

C003 STA $0314 ; interrupt

C006 LOA #$CO ; auf COTF

C008 STA $0315 ; stellen

COOB LOA #360 ; Rasterzeile oben
COOD STA 30012 ; festlegen

C010 LDA $D011 ; High-
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C013 AND #$7F ; bit

€015 STA $0011 ; léschen

Cc018 LDA #3F1 ; Interrupt Enableregister

CO1A STA $D01A ; auf Rasterzeileninterrupt stellen
cO1D CLI + Interrupt wieder ermiglichen

CO1E RTS ; Programmende

Interruptroutine

CO1F LDA 3D019 ; Interruptregister laden
€022 STA $D019 ; und loschen

C025 BMI $CO2E ; Bit 7 gesetzt?, wenn ja, dann zu Rasterz.
€027 LDA $0COD ; ansonsten ClA Interrupt verhindern

C02A CLI ; Interrupt ermdglichen

C02B JMP $EA31 ; zur normalen Interruptroutine

CO2E LDA $D012 ; Rasterstrahl

€031 CMP #3870 ; schon unten?

€033 BCS 3C045 ; wenn ja, dann Farbe auf schwarz schalten
CO35 LDA #304 ; ansonsten

€037 STA $0020 ; Farbe auf Purpur

CO3A STA 3D021 ; schaiten

CO3D LDA #370 ; Rasterstrahl auf 2eile

CO3F STA 3D012 ; $70 stellen

C042 JMP $EA81 ; und abschlieBen

CO045 LDA #8300 ; Farbe

CO047 STA $D020 ; auf schwarz

CO4A STA $D021 schalten

CO4D LDA #360 Rasterstrahl auf

CO4F STA $D012 ; Zeile 360 legen

€052 JMP $EA81 ; und abschl ie8en

Die Farben kénnen je nach Bedarf in den Adressen $C035 und
$C045 geindert werden. Die Breite des Farbstreifens kann in
den Adressen $C031, $CO3D und $C04D gelindert werden.

Es ist vorteilhaft, wenn Sie mit dem Programm experimentieren,
um so die Handhabung mit dem Rasterzeileninterrupt schneller
zu erlernen.
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3.12 Feinscrolling (Laufschrift)

In den Bits 0 bis 2 in der Adresse $D016 (53270) ist es méglich,
den Bildschirm punktweise nach rechts oder nach links zu ver-
schieben. Durch diesen Vorteil ist es méglich, den Zeichensatz
so flieBend wie ein Sprite iiber den Bildschirm scrollen zu las-~
sen. Da ein Zeichen horizontal aus 8 Bits besteht, und man den
Bildschirm 7 Bits nach links oder nach rechts verschieben kann,
besteht die Moglichkeit, ein oder mehr Zeichen so fein zu
scrollen. Das gleiche gilt auch fiir die Bits 0 bis 2 in der Adresse
$D011 (53265), nur mit dem Unterschied, daB der Bildschirm
hoch und runter geschoben werden kann.

Dies geht folgendermaBen vor sich: Der Bildschirm wird um sie-
ben Bits nach rechts verschoben. AnschlieBend wird ein Zeichen
geldscht und eine Position weiter nach vorne gebracht, wobei
der Bildschirm vorher wieder um 7 Bits zuriickgesetzt wird.
Dadurch wird ein vollkommenes FlieBen des Textes erreicht.

Um Thnen das zu demonstrieren, haben wir ein Programm ent-
wickelt, das einen Text, den man frei angeben kann, von rechts
nach links iiber den Bildschirm laufen 14Bt. Auch dieses Pro-
gramm kann mit dem abgedruckten Maschinensprachemonitor
eingegeben werden:

CO00 SEI ; Interrupt verhindern
C001 JSR SE544 ; Bildschirm iGschen

C004 LDA #$55 ; Stertadresse

C006 STA $FB ; fur den

COO8 LDA #3CO ; Text

COOA STA SFC ; angeben

COOC LDY #300 ; Bedingung fdr

COOE BEQ $C039 ; unbedingtsn Sprung

C010 LDA $D012 ; auf Rasterstrshl

C013 BNE $C010 ; warten

C015 tox $D016 ; Verschieberegister laden
€018 DEX ; und erniedrigen

C019 CPX #$BF ; mit unterstem Wert vergleichen
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CO1B BNE $CO3B
COTD LDX #$00
COTF LDA SOSE1,X
C022 STA $O5EO,X
025 INX

C026 CPX #$27
C028 BNE $CO1F
CO2A LDA (SFB),Y
C02C CNP #SFF
CO2E BEQ $CO04
C030 STA $0607
C033 INC $FB
C035 BNE $C039
C037 INC SFC
C039 LOX #$C7
CO3B STX $0016
CO3E LDX #300
€040 LDY #$08
€042 DEX

€043 BNE $C042
C045 DEY

C046 BNE $C042
C048 LDA #$00
CO4A STA $DCOO
C04D LDA $DCO1
CO50 CMP #$FF
052 BEO $C010
C054 RTS

My M My mw Sy s me Wy

e mE ME Wa s

W mE Ry R Mmp M RE R m4 M4 Sy ma wa mE

wenn nicht, dann zur Warteschleife
2ahler auf Null stellen.

Zeile um ein

Byte verschieben

2shler erhdhen

schon ganze Zeile

nein, dann weiter

Zeichen holen

Uberprife auf Enchiarkierung

wenn ja, dann von vorne beginnen
geholtes Zeichen auf Bildschirm bringen
Zeiger auf nédchstes Zeichen stellen
verzweige wenn kein Uberlauf
High-Byte des Zeigers erhohen
Verschieberegister

zuriicksetzen

Ver-

206-

ger-

ungs

Scht-

eife

Warten auf

Taste

wenn nicht gedriickt

dann wieder

zum Anfang, ansonsten
Progremmernde

Der Text fir die Laufschrift.

CO55 2A 2A 2A 20 04 01 14 01
€050 20 02 05 03 0B 05 12 20
C065 2A 2A 2A 20 20 20 20 20
C060 20 20 20 20 20 20 2A 20
€075 20 20 FF 00 00 00 00 0O
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Das Programm konnen Sie mit irgendeiner Taste unterbrechen.
Den Text kénnen Sie selbst ab der Adresse $CO055 angeben,
wobei zu beachten ist, daBl der Text in Bildschirmcodes angege-
ben ist.

Um den Programmablauf zu beschreiben, fangen wir bei der
ersten Zeile unseres Programms an.

Ein SEI ist deshalb ndtig, weil der Interrupt, der von der CIA
ausgeldst wird, ein Zucken der scrollenden Zeichen hervorrufen
wiirde. Um das gleiche zu vermeiden, wird noch in den Zeilen
$C010 und $CO013 auf den Rasterstrahl gewartet, bis dieser sich
wieder in der ersten Zeile befindet. Die Zeitschleife wird beno-
tigt, weil die Verschiebung sonst zu schnell erfolgen wiirde und
das dazu fithren wiirde, dal die Zeichen wiederrum zucken
wiirden.

Da die Tastaturabfrage beim maskierten Interrupt nicht iber Get
erfolgen kann, muf3 diese direkt aiber den Port geschehen.

Das Laufschriftprogramm kann in eigenen Programmen einge-
baut werden, um diese optisch schoner zu gestalten.

3.13 Screen-Scrolling

Das Verschieben des Bildschirminhalts in eine bestimmte Rich-
tung nennt man SCROLLING., Der C64 kann normalerweise den
Bildschirminhalt nur in eine Richtung verschieben. Dies ge-
schieht im BASIC-Modus, wenn der Cursor iiber den unteren
Bildschirmrand bewegt wird oder der Cursor durch den PRINT-
Befehl iiber den unteren Bildschirmrand gedruckt wird.

Es ist manchmal aber auch notwendig, den Bildschirminhalt in
eine andere Richtung zu verschieben, zum Beispiel den Hinter-
grund bei einem Spiel nach links oder rechts zu verschieben.

Dazu sind aber eigene Scrollroutinen notwendig, die den Bild-
schirminhalt sauber- und ruckfrei éiber den Bildschirm laufen
tassen. Um dieses feine und saubere Scrolling zu erreichen,
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miissen die Scrollroutinen sehr ausgetiiftelt sein, weil es beim
Scrotien sehr stark auf Zeit ankommt. Schon ein Taktzyklus in
der Routine kann zuviel sein, und der Rasterstrahl kommt beim
Verschieben ins "Gehege". Das hat zur Folge, daB3 es zu einem
"hiBlichen” Zucken des Bildschirms kommt.

Der VIC kann die Scrollroutine unterstiitzen, da man die Mdg-
lichkeit hat, den Bildschirminhalt innerhalb der 8 * 8-Matrix zu
verschieben. Das geschieht, indem man das Register in der
Adresse $D016 (53270) verindert.

Dabei sind fir das Scrollen nur die Bits 0 - 2 wichtig. Wenn
man hier den Wert hoch- bzw. herunterzihlt, wird der Bild-
schirminhalt nach rechts oder links verschoben. Da ein Zeichen
aber nur 8 Pixel horizontal und vertikal hat, kann man den
Bildschirminhalt maximal 7 Pixel in die jeweilige Richtung ver-
schieben. AnschlieBend muf3 man den Bildschirminhalt mittels
einer eigenen Scrollroutine um 8 Pixel, also zeichenweise ver-
schieben. Da dieses Verschieben sehr schnell geschehen mub,
kann die notwendige Geschwindigkeit nur durch ein Maschinen-
programm erreicht werden.

Die Scrollroutinen funktionieren folgendermafen.

Der Bildschirminhalt wird erst mit Hilfe der Verschieberegister
in $DO016 (53270) und $DOI11 (53265) pixelweise in die jeweilige
Richtung verschoben. Dabei muB wieder auf den Rasterstrahl
geachtet werden, der das Bild fiinfzigmal in der Sekunde neu
aufbaut. Das stellt auch kein Problem dar. Man wartet, bis der
Rasterstrahl in einem unsichtbaren Bereich des Bildschirms ist
und verschiebt dann ein Pixel in die erwiinschte Richtung.

Nachdem man den Bildschirminhalt auf diese Weise siebenmal
verschoben hat, kommt das eigentliche Problem: Die gesamten
Zeichen eine Zeile miissen verschoben werden, aber die Ver-
schiebung darf nicht linger als 1/50 Sekunde dauern.

Diese Geschwindigkeit erreicht nur eine ausgetiiftelte Kopier-
routine. Aber auch hier mull vorher auf den Rasterstrahl ge-
wartet werden.
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Die fertigen Scrollroutinen sind sowohl in Datazeilen als auch im
Source-Code abgedruckt., Die Routinen liegen alle im Speicher
ab $C000 (49152), von wo sie auch gestartet werden.

Man lidt einfach das fertige Maschinenprogramm in den
Speicher oder startet den BASIC-Loader mit RUN.

AnschlieBend braucht man einfach nur das Maschinenprogramm
mit SYS 49152 aufzurufen, und schon scrollt der Bildschiminhalt
in die vorher festgelegte Richtung.

Hier sind also vier Scrollroutinen fiir die vier verschiedenen
Scroll-Richtungen abgedruckt:

€000 SEI Interrupt sperren
€001 LDX §$07 2éhler setzen
€003 LDA $0011 Verschieberegister
C006 ORA 8307  setzen

€008 STA $D011 und speichern
C00B LDY §$06 Pixel

COOD JSR $CQ6C  verschieben

CO10 DEX 2ahier vermindern
C011 BNE $CO0D weiter, wenn
verschoben

C013 LOA 80011  auf

€016 BLP $C0t3 Rasterstrahl
€018 LDA D011  warten

C01B BMI $C018 und

CO10 LDA §$6B die

CO1F cMP $0012 Position
€022 BNE $C010 ermitteln
€024 LDY §%28 2ihler laden
C026 LDA $03FFf,Y Zeichen holen
C029 STA $C076,Y und speichern

c02C OEY nachstes 2eichen
C02b BNE $C026 wenn fertig, dann
weiter

CO2F LDA $0428,Y Zeichen holen
C032 STA $0400,Y und speichern
€035 INY néchstes 2eichen
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c036
€038
co3s
CO3E
CO3F
Co41
C044
co47
€048
CO4A
co4cC
CO4F
€052
c053
C055
co57
CO05A
co50
CO5E
€060
C063
€065
€068
€069

BNE
LDA
STA
INY
BNE
LDA
STA
INY
BNE
Loy
LDA
STA
INY
BNE
LDY
LDA
STA
DEY
BPL
LDA
ORA
STA
NOP
JMP

$CO2F
$0528, Y
$0500,Y

$C038
$0628,Y
$0600, Y

$C041
§$40
$O6EB, Y
$06C0, Y

$C04C
§827

$C077,Y
$07C0, Y

$C057
$00M
§$07

$0011

$C008

fertig, dann weiter
2eichen holen

und speichern
néchstes 2eichen
fertig, dann weiter
2eichen holen

und speichern
néchstes 2eichen
fertig, dann weiter
2eiger setzen
2eichen holen

und speichern
néchstes 2eichen
fertig, dann weiter
Zeiger setzen
2eichen holen

und speichern
niachstes 2eichen
fertig, dann weiter
Verschieberegister
zyrucksetzen

und speichern

zum Start

Unterroutine fiir Pixelverschiebung

C0o6C
CO6F
con
co73
co76

€000
coo1
c003
€006
€008
coos
cooc

LDA
CMP
BNE
DEC
RTS

SEI
LDA
STA
LoX
JSR
DEX
BNE

$0012
§S$FA

$C06C
$0011

§3$10
$001
3806
$C061

$C008

auf
Rasterstrahl
warten
verschieben
Rucksprung

Interrupt sperren
Verschieberegister
setzen

23hler setzen

Pixel verschieben
23hler erniedrigen
fertig, dann weiter
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COCE LDA
€011 AND
CO13 sSTA
€016 DY
€018 LDA
Co18 STA
CO1E DEY
CO1F BPL
Cc021 LDA
C024 STA
€027 DEY
C028 BNE
CO2A DEY
C02B LDA
CO2E STA
C039 OEY
€032 BNE
€034 DEY
€035 LDA
CO3S STA
CO3B DEY
CO3C BNE
CO3E LDY
C040 LDA
C043 STA
C046 DEY
CO047 BNE
CO04% LOY
CO4B LDA
CO4E STA
CO51 DEY
€052 BPL
CO54 LDA
CO57 AND
€059 ORA
COSB STa
COSE .INP

$00171
§SEF
$0011
§$27
$07C0,Y
$0100,Y

$C018
$06C0,Y
$06E8,Y

$co21

$05C1,Y
$05E9,Y

$C02B

$04C2,Y
SOLEA, Y

$C035
§$C3
$O3FF, ¥
$0427,Y

$C040
§827
$0100,v
$0400,Y

$CO04B
$0011
§$F8
§$10
$0011
$C000

Bildschirm

aus-~

schalten

Zeiger setzen
Zeichen holen

urd speichern
nachstes Zeichen
fertig, dann weiter
Zeichen holen

und speichern
néchstes Zeichen
fertig, damn weiter
Zeiger setzen
2eichen hoten

und speichen
niachstes Zeichen

fertig, dann weiter.

2eiger setzen
Zeichen holen

und speithern
nachstes Zeichen
fertig, dann weiter
Zeiger setzen
Zeichen holen

und speichern
nichstes Zeichen
fertig, dann weiter
Zeiger setzen
Zeichen holen

und speichern
nachstes Zeichen
fertig, damn weiter
Bild-

schirm

wiader

einschalten

Zum Stert
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Unterroutine zur Pixelverschiebung

C061 LDA $0012
CO64 CMP §$FB
C066 BNE $C061
£068 INC $DO11
C0é8 RTS

€000 LDA $0016
€003 AND §$F8
€005 STA $0016
€008 SEI

€009 LDX §$0&
C00B JSR $CD60
COOE DEX

COOF BNE $C008

C011 LOA $DO11
€014 BPL $CO11
C016 LDA $0011
C019 8MI $C016
C018 LDA §%$49
C01D CMP $0012
€020 BNE $C01d
€022 LDX §$FF
€024 STX $FB
€026 INX

C927 STX $FD
C029 LDA §$03
€028 STX $FC
€020 INX

CO2E STX $FE
€030 CLC

€031 LDX §%19
CO33 LDY §$27

€035 LDA ($FD),Y

€037 PHA

CO38 oA ($FB),Y
CO3A STA ($FD),Y

auf
Rasterstrahl
warten
verschieben
Ruicksprung

Verschieberegister
setzen

und speichern
Interrupt sperren
Anzahlverschiebung
Punktverschiebung
Zahler erniedrigen
wenn 7mal verschoben,
darm weiter

Ruf

Rasterstrehl

wrten

und

Position

ermitteln

ok, dann weiter
Adressen

far

Kopierroutine
festlegen

ond

wieder

speichern
Carryflag

léschen

2&hler

festlegen

2eichen holen

und speichern
Zeichen holen

und speichern
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CO3C OEY nachstes Zeichen
C03D BNE $C038 weiter, wenn fertig
CO3F PLA Zeichen holen

C040 ST7A (SFD),Y

C042 LDA $FB
CO044 ADC §$28
C046 STA $7B
C048 LDA S$FC
CO4A ADC §$00
TO4C STA SFC
CO4E LDA S$FD
C0D50 ADC §$28
€052 STA $FD
€054 LDA SFE
€056 ADC §$00
CO58 STA SFE
CO5A DEX

€058 BNE $C033

COSD JMP $C000

und speichern
2eiger

fur

neue
Bildschirm-
koordinaten
berechnen
und

wieder

neu

fest-

{eden

Zahler
vermindern
Wenn alles verschoben
dann weiter
2un Stert

Unterprogramm fiir Pixelverschiebung

CD60 LDA §$FB
C062 CMP $D012
€065 BNE $C062
C067 INC $0016
COb6A RTS

€000 LDA $0016
€003 orK §307
C005 STA $D016
€008 SE!

€009 LDX §306
COOB JSR $C068
COOE DEX

CO0f BYE $CO08

auf

Rasterstrahl
wsrten

Pixel verschieben
Ricksprung

Verschiebe Reg.

iaden und setzen

und Speichern
Interrupt Sperren

Tmal verschieben
verschieben

Zédhler vermindern
Wern 7 mal verschoben,
dann weiter
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CO011 LDA $00M Auf

c014 BPL $CO1 Rasterstrahl

c016 LDA $001 warten

C019 BMI $C016 und

COtB LDA §$3C Position

CO%D CMP $0012 ermitteln

€020 BNE 2CO1D falls gefunden, dann weiter
€022 LDX §%27 Yerte

€024 STX $FB far

€026 INX die

€027 STX $f0 Kopieroutine
€029 LOX §$03 festlegen
C02B STX SFC und

C02D0 STX SFE speichern
CO2F CLC Cerry léschen

C030 LDX §$19 Zeiger

€032 LDY §s09 holen

C034 LDA {($FB),Y 2eichen holen

C035 PHA zWischenspeichern

Co37 LDA ($FD),Y Zeichen von alter

C039 STA ($FB),Y Stelle holen und in
neuer speichern

C038 INY nachstes Zeichen

CO3C BNE $CO037 Wenn alles verschaben
, dann weiter

CO3E DEY 2ahler erniedrigen
CO3F PLA Alten Zahler holen
C040 STA ($FfD),Y und speichern
C042 LDA $FB neue

C044 ADC §$28 Bild-

C046 STA SFB koordinaten

C048 L.DA SFC berech-

CO4A ADC §$00 nen

CO4C STA SFC und

CO4e LDA S$FD wieder

€050 ADC §$28 neu

C052 STA SFD setzen

C0S4 LDA SFE fiir

0056 ADC 3800 weitere
CQ58 STA SfE Zeilenverschiebung
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C05a DEX 2éhler erniedrigen

COS5B BNE $C032 Wenn atles verschoben
dann weiter

COSD LOA $D016 Verschieberegister
laden

C060 ORA §$07 und neu

C062 STA $0016 setzen

C065 JMP $C000 zum Start

Unterroutine fiir Pixelverschiebung

C068 LDA §SFB Auf

CO6A CMP $0012 Rasterstrahl

CO6D BNE $C068 warten

CO6F DEC $DO16 Pixel verschieben
C072 RTS Rucksprung

100 fori=1to159step15: for j=0to14:reada$:b$=right$(as,1)
105 a=asc(a$)-48:ifa>9thena=a-7

110 b=asc(b$)-48:ifb>9thenb=b-7

120 a=a*16+b:c=(c+a)and255:poke49151+i+j,a:next:reada:ifc=athenc=
O:next:end

130 print"fehler in zeile:";peek(63)+peek(64)*256:stop

300 data 78,a2,07,ad,11,d0,09,07,8d,11,d0,a2,06,20,6¢, 97

301 data cO,ca,d0,fa,ad,11,d0,10,¢b,ad,11,d0,30,fb,a9, 79

302 data 6b,cd,12,d0,d0,f9,a0,28,b9,ff,03,99,76,c0,88, 189

303 data d0,f7,b%,28,04,99,00,04,c8,d0,f7,b9,28,05,99, 87

304 data 00,05,c8,d0,f7,b9,28,06,99,00,06,c8,d0,f7,a0, 73

305 data 40,b9,e8,06,99,¢0,06,¢8,d0,f7,a0,27,b9,77,c0, 140

306 data 99,c0,07,88,10,f7,ad,11,40,09,07,8d,11,d0,ea, 229

307 data 4¢,0b,c0,ad,12,d0,¢c9,fa,d0,f9,ce,11,d40,60,00, 65

308 data 00,00,00,00,00,00,00,00,00,00,00,00,00,00,00,
309 data 00,00,00,00,00,00,00,00,00,00,00,00,00,00,00,
310 data 00,00,00,00,00,00,00,00,00,00,00,00,00,00,00,

oo o
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1) fori=1to108step15: for j=0to14: reada$:b=right$(as,1)

Y0y a=asc(a$)-48:ifa>9thena=a-7

190 b=asc(b$)-48:ifb>9thenb=b-7

1,0 a=a*16+b:c=(c+a)ard255:poke49151+i+j, aznext:reada: ifc=athenc=
O:next:end

"\ print"fehler in zeile:";peek(63)+peek(64)*256:stop

i data 78,89,10,8d,11,d0,a2,06,20,61,c0,ca,d0,fa,ad, 201

Jata 11,d0,29,ef,8d,11,d0,a0,27,b9,c0,07,99,00,01, 72

. Iata 88,10,f7,b9,c0,06,99,8,06,88,d0,f7,88,b9,¢61, 230
" iata 05,99, e9,05,88,d0, f7,88,b9,c2,04,99,ea,04,88, 241
. .ata dO0, 7, a0,c3,b9, ff,03,99,27,04,88,d0, f7,80,27, 191
* .ata b9,00,01,99,00,04,883,10,f7,ad,11,d0, 29, 8,09, 158

Iata 10,8d,1,d0,4c, 00,c0, ad, 12,d0,c9,fb,d0, f9,ee, 148

' lats 11,d0,60,00,00,00,00,00,00,00,00,00,00,00,00, 65

tori=1to107step15: for j=0to14: reada$:b$=right$(a$, 1)

* .1=asc(a$)-48:ifa>9thena=a-7

1,-asc(b$) -48: i fb>9thenb=b-7
+-a*16+b: c={c+a)and255: poke49151+1+j, a:next:reada: i fc=athehe=

«stiend

print"fehler in zeile:";peek(63)+peek(64)*256:stop

© .lata ad,16,d0,29,f8,8d,16,d0,78,a2,06,20,60,c0,ca, 81

lata d0, fa, ad,11,d0, 10, b, ad, 11,d0,30, fb,a9,49,cd, 219

~.lata 12,d0,d0,fb,a2, ff,86,fb,e8,86,fd,a2,03,86,fc, 97
. 1ata e8,86, fe,18,a2, 19, a0,27,b1, fd,48,b1, fb,91, fd, 54

lata 88,d0,f9,68,91,fd,a5,fb,69,28,85,fb,a5, fc,69, 2

* -lata 00,85,fc,a5,fd,69,28,85,fd,a5,fe,69,00,85,fe, 197
- .lata ca,d0,d6,4c,00,c0,a9,fb,cd, 12,d0,d0, fb,ee, 16, 158
" .lata d0,60,12,d0,d0,f9,ce,16,d0,60,00,00,00,00,00, 239

111

100

fori=1to115step15:forj=0tol14:reada$:bs=right$(as, 1)

- u=asc(a$)-48: ifa>9thena=a-7

b=asc{b$)-48: ifb>9thenb=b-7 -
aza*16+b:c=(c+a)and255 :poke49151+i+j, a:next:reada: i fc=athencs

~xtzend

print'fehler in zeile:";peek(63)+peek(64)*256:stop
-{ata ad, 16,d0,09,07,8d,16,d0,78,a2,06,20,68,c0,ca, 72
fata dO, fa,ad, 11,d0, 10, fb,ad, 11,d0,30, fb,a9,3c,cd, 206
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302 data 12,d0,d0, fb,a2,27,86,fb,e8,86,fd,a2,03,86,fc, 137
303 data 86,fe,18,82,19,80,49,b1,fb,48,b1,fd,91,fb,c8, 198
304 data d0,f9,88,68,91,fd,a5,fb,69,28,85,fb,a5, fc,69, 2

305 data 00,85,fc,8a5,fd,69,28,85,fd,a5,fe,69,00,85,fe, 197
306 data ca,d0,d5,ad,16,d0,09,07,8d,16,40,4c,00,c0,a9, S8
307 date fb,cd,12,40,d0,f9,ce,16,d40,60,00,00,00,00,00, 135

Noch ein kleiner Hinweis zu der Scrollroutine, die nach unten
scrollt. Hier kam es zu zeitlichen Problemen, da hier der Bild-
schirminhalt von unten nach oben geindert werden muf}. Es ist
also nicht mehr méglich, die Bildinderung so zu steuern, daf
diese nicht vom Rasterstrahl {iberholt wird. Deshalb wird hier
der Bildschirm beim Kopieren kurzzeitig ausgeschaltet. Dadurch
ist zwar kein Rucken mehr vorhanden, aber dafir blinkt der
Hintergrung bei jeder Verschiebung kurz auf. Das Blinken stért
am wenigsten, wenn die Rahmenfarbe identisch mit der Hinter-
grundfarbe ist.

3.14 Registerbeschreibung des VIC

Der VIC verfiigt iiber 47 Register, die im folgenden beschrieben
werden:

REG 0 Sprite-Register 0 X-Koordinate
Hier sind 8 Bits der Bildschirmkoordinate X
enthalten, auf der das Sprite dargestellt wird.

Bit 9 befindet sich in REG 16.

REG 1 Sprite-Register 0 Y-K oordinate
Wie oben, jedoch fiir die Y-Richtung. Dieses
Register hat im Gegensatz zu REG 0 keinen
Ubertrag.

Die Register 2 bis 15 folgen alle dem oben beschriebenen Auf-
bau. Registerpaar 2/3 ist fiir Sprite 1, Registerpaar 4/5 fir
Sprite 2 zustindig und so weiter.
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REG 16

REG 17

REG 18

REG 19

REG 20

REG 21

REG 22

REG 23

MSB der X-Koordinaten

Hier befinden sich die Uberliufe aus dem Sprite-
X-Register, und zwar Bit 0 fiir Sprite 0, Bit 1 fir
Sprite 1 und so weiter.

Steuerregister 1

Bit 0 bis 2 Offset der Darstellung vom oberen
Bildrand in Rasterzeilen.

Bit 3 0=24 Zeilen, 1=25 Zeilen

Bit 4 0=Bildschirm aus

Bit 5 1=Standart Bitmap Mode

Bit 6 1=Extended Background Color Mode

Bit 7 Ubertrag aus REG 18

Hier wird die Nummer der Rasterzeile angegeben,
bei deren Strahldurchlauf ein IRQ ausgelost werden
kann. Ubertrag dieses Registers in REG 17.

X- Anteil der Bildschirmposition, an der sich der
Strahl gerade befand, als ein Strobe ausgelost
wurde.

Wie oben, jedoch Y- Anteil.

Sprite Enable
Jedem Sprite ist ein Bit zugeordnet. 1=Sprite an,
0=Sprite aus.

Steuerregister 2

Bit 0-2 Offset der Darstellung vom linken Rand in
Rasterpunkten.

Bit 3 0=38, 1=40 Zeichen.

Bit 4 1=Multicolor Mode.

Sprite Expand X
Jedem Sprite ist ein Bit zugeordnet. I=Sprite wird
doppelt so Breit.
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REG 24 Basisadresse von Zeichengenerator und Video-
RAM.
Bit 1-3 Adressbits 11-13 fiir die Zeichenbasis.
Bit 4-7 Adressbits 10-13 fir die Basis der Video-
RAM

REG 25 IRR Interrupt Request Register
Bit 0 Ausldser ist REG 18
Bit 1 Ausldser ist REG 31
Bit 2 Ausléser ist REG 30
Bit 3 Ausldser ist LP
Bit 7 =1 wenn mindestens eins der anderen Bits =1
ist.

REG 26 IMR Interrupt Mask Register
Belegung wie oben. Bei Ubereinstimmung
mindestens eines Bits aus IRR und IMR wird der
Pin TRQ=0

REG 27 Jedem Sprite ist ein Bit zugeordnet. 1=
Hintergrundzeichen hat vor dem Sprite Prioritit.

REG 28 Jedem Sprite ist ein Bit zugeordnet. 1=
Spritemulticolor Mode.

REG 29 Sprite Expand Y
Jedem Sprite ist ein Bit zugeordnet. 1= Sprite wird
doppelt so hoch.

REG 30 Sprite- Sprite Kollision
Jedem Sprite ist ein Bit zugeordnet. Berithrt ein
Sprite ein anderes, si werden die entsprechenden
Bits=). Gleichzeitig wird IRR Bit 2 =1. Nach dem
Ereignis muf3 dieses Register geldscht werden, da
sich die Bits nicht selbststindig zuriicksetzen.

REG 31 Sprite- Background Kollision.

Wie oben, jedoch tritt das Ereignis ein, wenn ein
Sprite Beritlhrung mit einem Hintergrundzeichen
hat.
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REG 32

Exterior Color (Rahmenfarbe)

REG 33-36 Backgroundcolor 0-3 (Hintergrundfarben)

REG 37-38 Sprite Multicolor 0-1

REG 39-46 Color Sprite 0- Sprite 7

3.15 Pinbeschreibung des VIC 6567

1-7
8

9
10

11
12
13
14
15
16
17
18
19
20
21
22
23
24-29

30-31
32-34
35-38
39
40

D6-D0 Prozessordatenbus

-IRQ 0 wenn ein Bit des IMR und des IRR
iibereinstimmen

-LP Eingang, Lightpenstrobe

-CS Prozessorbusaktionen finden nur bei
CS=0 statt.

R/-W :0=Ubername der Daten vom Bus.

BA 0 wenn Daten bei einem Lesezugriff

VDD +12V

COLOR Farbinformationen Ausgang

SYNC Zeilen und Bildsynchonisationsimpulse

AEC 0=VIC benutzt Systembus, 1=Bus frei

oouT Ausgang Systemtakt

-RAS dyn. RAM Seuersignal

-CAS wie oben

GND

Ocolor Eingang Farbfrequenz

OIN Eingang Dotfrequenz

ALL Prozessoradressbus

AO0/A8

AS5/Al3 gemultiplexter (Video-) RAM-Adressbus

A6-A7 (Video-) RAM-Adressbus

A8-AI0 Prozessoradressbus

DI11-8 Daten aus Farb-RAM

D7 Prozessordatenbus

VCC +5V
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pBe [ |1 40 ] vcc
DBS [ §2 39 ] pB7y
DB4 []3 38 1 pB8
DB3 |4 37{ 1 pB9
DB2 {5 3sl_] pB1g
DB1 [_|6 35 ! pB11
pBO |7 341 A10
TRG [ |8 33_1 A9

TP o 321 As
CS[_J10 MOS 6667 31|__1 A7
RIW [ |11 30 ] As
BA [ J12 29[ 7] As/A13
voD [ |19 281 ] A4ra12
COLOR [ |14 27 ] A3ramn
SYNC [ |16 26 A2/A10
AEC [ |16 25 ] A1/AS
o (17 241 1 Ao/as
RAS (|18 23] AL
CAS [119 22f 1 DIN
GND [}20 21} PcL

Abb. 3.14:

Der 6667
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4. Der Soundcontroller

Der C64 verfiigt iiber einen hochwertigen Soundbaustein, der
SID (Sound Interface Device) genannt wird. Mit ihm lassen sich
nahezu jegliche Gerdusche darstellen, mit denen Sie beispiels-
weise IThre Programme untermalen kdnnen. Hier nun eine kurze
Beschreibung seiner Fihigkeiten:

Die Basisadresse des SID ist bei $D400 (54272). Er verfiigt iiber
3 getrennte Tongeneratoren mit einem Frequenzbereich von 0
bis ca. 4 kHz. Die Wellenform sowie auch die Hiillkurve jedes
Tongenerators kénnen getrennt gewihlt werden. Bei der Wel-
lenform hat man die Wahl zwischen Dreieck, Sigezahn,
Rechteck und Rauschen. Fiir jeden Generator stehen sieben
Register zur Verfiigung, die bei jedem Tongenerator die gleiche
Bedeutung haben. All diese Register, bis auf die des Tongene-
rators 3, der eine Sonderstellung einnimmt, sind "write only".
Zusitzlich steht noch ein Filter zur Verfiigung, mit dem es
moglich ist, sowohl die Tongeneratoren als auch eine externe
Signalquelle zu verindern. Mit dem dritten Tongenerator ist es
unter anderem auch mdoglich, Zufallszahlen zu erzeugen.

Bevor Sie sich die folgende Beschreibung des SID durchlesen,
und Sie zu denjenigen gehoren, die sich mit dem Hexadezimal-
system noch nicht ganz auskennen, ist zu empfehlen, das erste
Kapitel dieses Buches vorher durchzulesen.

4.1 Die Frequenz

Jeder der 3 Tongeneratoren verfiigt iiber sieben Register. Die
ersten beiden geben die Frequenz des Tons an. Sie wird als 16-
Bit-Zahl gespeichert. Wenn man die Frequenz, die in Herz ange-
geben ist, ins Hexadezimalsystem umrechnet und in die beiden
Register schreibt, wird man leider nicht den gewiinschten Ton
zu hdéren bekommen. Zuvor mufl3 sie in eine an den Computer
angepafite Zahl umgerechnet werden. Diese Zahl hingt von der
Taktfrequenz des Computers ab, die bei dem amerikanischen
Model hoher ist als bei dem hiesigen.
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Die Taktfrequenz 148t sich errechnen, indem man die Anzahl
der Schwingungen des Quarzes duch 18 bez. 14 teilt.

Europiische Version: 17734472 Hz / 18 = 985.2484 kHz
Amerikanische Version: 14318180 Hz / 14 = 1022.7271 kHz

Der vorerwihnte 16-Bit-Wert setzt sich wie folgt zusammen:
WERT = FREQUENZ * 2724 / TAKTFREQUENZ

Beide Frequenzangaben miissen in Herz erfolgen. Der so errech-
nete Wert muf3 jetzt lediglich in LOW- und HIGH-Byte aufge-
spalten weden:

HI = INT (WERT/256)
LO = WERT - 256*HI

Durch Anderung des Wertes um eins, erreicht man eine
Tonfrequenzinderung von ca. 0.06 Hz.

Doch wie kann man anhand der Tonfrequenz den entsprechen-
den Ton der Tonleiter erhalten? Dafiir gibt es zwei Méglichkei-
ten: 1. Nachschlagen in der Tabelle am Ende des Kapitels oder
2. Errechnen mit einer gleich gezeigten Formel. Das Errechnen
der entsprechenden Note hat besonderen Vorteil beim Spielen
von Tonleitern, da nicht jeder Ton gespeichert werden muf,
sondern errechnet werden kann.

Die Frequenz des gewiinschten Tons 148t sich wie folgt berech-
nen:

FREQUENZ = 2~(NR/12)*16.35

NR ist die Nummer der entsprechenden Note, und 16.35 ist der
Ton mit der niedrigsten Frequenz der in der Tabelle aufgefiihr-
ten Noten. Dieser Wert kann durch einen beliebigen Frequenz-
wert aus der Tabelle ersetzt werden. Durch Verdnderung von
NR um ¢ins, verdndert sich die Frequenz in Halbtonschritsen.
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4.2 Wellenform

Man kann zwischen den vier verschiedenen Wellenformen Drei-
eck, Sidgezahn, Rechteck und Rauschen wihlen. Dafiir sind die
obersten 4 Bits des fanften Registers jedes Tongenerators
zustindig. Es ist nicht mdglich, mehrere Wellenformen zu
mischen. Auf die anderen Funktionen dieses Registers werden
wir spiter noch eingehen.

Durch Setzen eines der Bits wird die entsprechende Wellenform
ausgewilt.

Bit 4: Dreieckwelle
Bit 5. Séigezahnwelle
Bit 6: Rechteckwelle
Bit 7: Rauschen

VWird die Rechteckwelle gewihlt, so ist es zusdtzlich mdglich, die
Pulsbreite zu variieren. Zur Festlegung der Pulsbreite dienen die
Register zwei und drei des jeweiligen Tongenerators. Von dem
sich aus den zwei Registern ergebenden 16-Bit-Wert werden
jedoch nur die untersten 12 Bits genutzt. Hieraus ergibt sich,
dafB der hochste Wert, der auf die Pulsbreite Einflu8 hat, $OFFF
(4095) ist. Extrem kleine oder extrem grofle Werte erzeugen kei~
nen Ton. Wenn man in diese Register den Wert 2047, der der
Hilfte des Maximums entspricht, schreibt, erh4lt man eine voll-
kommen regelm#fBige Rechteckschwingung,

Die Dreieckwelle entspricht in etwa einer Sinusschwingung und
eignet sich zum Imitieren simtlicher Zupfinstrumente.
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SAGEZAHN

AN

DREIECK

VANV

RECHTECK

. )L

RAUSCHEN

Abb. 4.2.1: Wellenformen
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4.3 Hiillkurve

Mit Hiillkurve ist nichts anderes als der Lautstirkeverlauf des zu
erklingenden Tones gemeint. Durch ihre Verinderung ist es
moglich, den Ton noch weiter zu beeinflussen. Der Lautstirke-
verlauf ist in vier verschiedene Abschnitte unterteilt. Wir unter-
scheiden zwischen:

ATTACK

Das Spielen eines Tones beginnt mit der Attack-Phase. Es ist
jedoch nétig, dem SID mitzuteilen, wann er beginnen soll, den
Ton zu spielen. Hierfiir existiert Bit 0 des Registers 3 des jewei-
ligen Tongenerators. Sobald das sogenannte KEY-Bit gesetzt
wird, fingt der Ton an zu spielen und beginnt mit der Attack-
Phase. In dieser Phase steigt die Lautstirke von Null auf die im
LOW-Nibbel des Registers 24 angegebene Gesamtlautstirke. Die
Zeit, in der dies geschieht, wird im HIGH-Nibbel des Registers
5 der jeweiligen Stimme angegeben. Die Zeit kann zwischen
0.002 sec und 8 sec liegen. Hohe Werte ergeben eine lange
Attack-Phase. Die Attack-Phase wird immer eingeleitet, auch
wenn der Ton noch nicht am Ende der weiter unten bespro-
chenden Release-Phase war.

DECAY

Nach Abschlu3 der Attack-Phase kommt die Decay-Phase. In
ihr 4ndert sich die Lautstirke von der eben erreichten bis auf
die im HIGH-Nibbel der Registers 6 eingestellte. Die dafiir
benétigte Zeit wird im LOW-Nibbel des Registers 5 angegeben.
Sie ist einstellbar zwischen 0.006 sec und 24 sec.

SUSTAIN-Spanne

Nachdem die neue Lautstirke erreicht wurde, bleibt sie kon-
stant. Ohne unser Zutun wiirde der Ton ewig mit der gleichen
Lautstirke spielen. Es wird erst die néchste Phase erreicht,
sobald das KEY-Bit, das wir zu Beginn der Attack-Phase gesetzt
hatten, wieder geloscht wird. Die Linge der Sustain-Spanne ist



166 64 Intern

nimlich in keinem Register einstellbar. Sie muf3 durch Ablaufen
einer Zeitschleife festgelegt werden. Sobald das KEY-Bit
geléscht wird, wird umgehend die Release-Phase erreicht, selbst
dann, wenn der Ton sich erst in der Attack-Phase befand.

RELEASE

In dieser Phase fillt die Lautstirke von der bei Decay angegebe-
nen auf Null zuriick. Die dafiir bendtigte Zeit wird im LOW-
Nibbel des Registers 6 angegeben. Sie ist wie bei Decay zwi-
schen 0.006 sec und 24 sec wihlbar.

ATTACK DEGAY SUSTAIN RELEASE
ANKLINGPHASE 1. ";\,Nh?éﬂ- NALTEPHASE ABKLINGPHASE
G|L
E|A
S|\uJ
AlT
M|S
T
A
R n i
K 2. LAUTSTARKE ~!
E EINSTELLUNG l

LAUTSTARKEVERLAUF

Abb. 4.3.1; Lautstirkediagramm

Nachfolgend eine Tabelle, die Thnen das Wihlen der gewiinsch-
ten Zeiten ermdglicht:
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RELEASE
DECAY
DEZ

WERT | ATTACK

Abb. 4.3.2: Zeittabelle

Bevor wir uns anhand einiger Beispiele mit den Grundkennt-
nissen der Tonprogrammierug vertraut machen, ist noch einiges,
was unbedingt beachtet werden sollte, zu erkliren,

Als erstes miissen Sie eine Grundlautstirke, die fiir alle drei
Stimmen gilt, wihlen. Sie liegt im Bereich von 00 (nicht hérbar)
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bis 15 (recht laut). Dieser Wert mu3 in den LOW-Nibbel des
Registers 24 geschrieben werden. Daraufhin legen Sie alle wei-
teren Parameter wie Frequenz, Hiillkurve und Wellenform fest.
Nachdem dies geschehen ist, miissen Sie dem SID mitteilen, daf3
er den eben gewihlten Ton zu spielen beginnen soll. Dies errei-
chen Sie, indem sie Bit 0 des Registers 4 setzen (KEY-Bit).
Dadurch schaltet der SID die Attack-Phase (Anklingphase) ein,
und es erklingt ein Ton, der nach der in Register 5 angegebenen
Zeit die in Register 24 angegebene Gesamtlautstirke erreicht. Da
dieses Bit im selben Register zu finden ist, das auch fiir die
Wellenform zustindig ist, wird beides - am Ende der Parame-
tereinstellung - zugleich erledigt.

Doch wollen wir uns jetzt von der unertriglich gerduschlosen
Theorie entfernen und in die Praxis iibergehen.

10 81D=54272

20 POKE SID+24,15

30 POKE SID+5,194

40 POKE SID+6,90

50 POKE SID, 180

&0 POKE SID+1,8

70 POKE SID+4,33

80 FOR N=1 TO 1400:NEXT:POKE SID+4,32

Dieses kleine BASIC-Programm wird Sie bestimmt nicht vom
Hocker reiflen, aber es ist schon ein Anfang, der fiir die weite-
ren Erprobungen vollkommen ausreicht. Als erstes wird der
Variablen SID die Basisadresse des SID zugewiesen. Daraufhin
wird die gesamte Lautstirke auf den Wert 15, das heif3t auf das
Maximum, eingestellt. Als nichstes werden die Zeiten fiir die
Attack- und fiir die darauffolgende Decay-Phase des Tons fest-
gelegt. Der Wert 194 ( %11000010 ) spaltet sich demnach wie
folgt auf: Das LOW-Nibbel erhdlt den Wert 2 und das HIGH-
Nibbel den Wert 12, was bedeutet, da3 das Anklingen des Tons
langsam und die darauffolgende Anderung sehr abrupt geschieht.
Als nichstes kommt Zeile 40, in der die neu zu erreichende
Lautstirke auf 5 und die Release-Zeit auf 10 gestellt wird. In
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Zeile 50 und 60 wird die Frequenaz des Tones festgelegt. Diese
Werte entsprechen, wie aus der Tabelle ersichtlich, dem 36. Ton
und somit dem C-3.

Danach wird die Sigezahnwelle eingestellt und KEY-Bit (Bit 0
des Registers 4) gesetzt, damit der SID anfingt, den Ton zu
spieflen. Die Warteschleife dient zur UUberbriickung der Zeit, die
der Ton aufgrund der angegebenen Parameter braucht, um die
Gesamtlautstirke zu erreichen und daraufhin auf die Lautstirke,
die in Register 6 angegeben ist, abzufallen.

Zum guten SchluB wird das KEY-Bit wieder geléscht um in die
Release-Phase einzutreten. Es muf3 darauf geachtet werden, daf3
die Angabe der Wellenform bei diesem Vorgang nicht geléscht
wird, da dies sonst einen abrupten Abbruch des Tons zu Folge
hitte.

Um diese Vorginge nachvollziehen zu kénnen, sollten Sie immer
mit der Registertabelle arbeiten.

Wer einen Ton mit einem der beiden anderen Tongeneratoren
erzeugen will, muf} lediglich die Basisadresse um sieben erhdhen.

Das folgende Programm spielt eine Tonleiter in Halbtonschritten.
Die entsprechenden Frequenzen werden, wie bereits erljutert,
errechnet. Zur Demonstration wird hierzu der Tongenerator 3
verwendet.

100 SID=54272:8=S1D+2*7

115 @=2"24/(17734472/18)

120 POKE B+5,8:POKE 8+6,215:POKE S§10+24,15

130 FOR I=12 TO 94:N=INT(2°(1/12)*16.35%Q+.5)

140 H=INT(N/256):POKE B,N-256"H:POKE B+1,}|

150 POKE B+4,17:FOR W=1 TO 200:NEXT:POKE B+4,16:NEXY

Als erstes wird die Basisadresse auf die Anfangsadresse des Ton~
generators 3 gestellt. Daraufhin wird der Faktor, mit dem die
errechnete Frequenz multipliziert werden soll, ermittelt. In Zeile
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120 werden Hiillkurve und Gesamtlautstirke festgelegt. Dann
werden die fiir die jeweilige Tonnummer entsprechende Fre-
quenz und gleichzeitig auch der Wert, der vom SID verarbeitet
wird, errechnet. In Zeile 140 wird dieser Wert in LOW- und
HIGH-Byte zerlegt und in die entsprechenden Register geschrie-
ben. Als letztes wird die Wellenform festgelegt und gleichzeitig
das KEY-Bit gesetzt, eine Warteschleife durchlaufen und das
Abklingen des Tons veraniaBt. Alsdann wird der nichste Ton
gespielt.

An dieser Stelle wollen wir noch auf zwei Méglichkeiten der
Tonbeeinflussung hinweisen, die im Zusammenhang mit Register
4 des jeweiligen Tongenerators stehen. Es sind Bit 1 und Bit 2,

Bit 1:

Durch Setzen dieses Bits synchronisieren Sie die Grundfrequen-
zen zweier Tongeneratoren. Der Tongenerator, nach dem syn-
chronisiert wird, muB3, um ein Ergebnis zu erzielen, auf eine
von 0 verschiedene Frequenz gesetzt werden. Alle anderen Re-
gister dieses Tongenerators haben keine Funktion mehr.

Bit 2:

Dieses Bit hat nur eine Bedeutung, falls die Dreieckwelle
gewihlt wurde. Ist dies der Fall, so wird das Tonsignals durch
Ringmodulation (Summe und Differenz der beiden Grundstim-
men), d.h. durch ein kombiniertes Signal der beiden entspre-
chenden Tongeneratoren ersetzt. Es sind wiederum nur die
Register fiir die Frequenz beim zweiten Tongenerator mafige-
bend.

4.4 Filter

Der SID verfiigt, wie bereits erwihnt, liber einen Filter, mit
dem es ermdglicht wird, die Tongeneratoren und eine externe
Quelle zu veridndern. Das externe Signal wird iber die AUDIO
IN Leitung an den Computer iibergeben.
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Die Filterfrequenz ist in den Registern 2] und 22 festgelegt.
Von den 16 Bits der beiden Register werden lediglich 11
benutzt. Von Register 21 werden nur die Bits 0 bis 2 benutzt.
Die restlichen Bits sind unbenutzt. Der Wert, der in die beiden
Register geschrieben wird, mufl erst aus der Filterfrequenz
erechnet werden. Es wird wie folgt verfahren.

WERT = (F-30)/5.8182 Hz
F ist die Frequenz, die in Herz angegeben wird.

Nachdem die Frequenz angegeben wurde, muf3 festgelegt wer-
den, welcher Teil der Tonfrequenz gefiltert werden soll. Dies
kann man mit den Bits 4 bis 6 des Registers 24 einstellen:

Bit 4 LOWPASS:

Ist dieses Bit gesetzt, so werden alle Frequenzkompunenten iiber
der eingestellten Filterfrequenz mit 12 dB je Oktave abge-
schwicht.

Bit S BANDPASS:

Ist das Bit gesetzt, so werden alle Frequenzen ungleich der ein-
gestellten Filterfrequenz mit 6 dB je Oktave vermindert.

Bit 6 HIGHPASS:

Dieses Bit entspricht Bit 4 des Registers, nur da3 alle Frequen-
zen unterhalb der Filterfequenz mit 12 dB je Oktave verringert
werden.

Es ist méglich, die verschiedenen Filterarten zu kombinieren.
Durch eine Kombination von LOW- und HIGHPASS kann die
Tonfrequenz zwischen den Werten éingeschachtelt werden
(Bandsperre).

Als letztes noch die Verdnderung der Filterresonanz. Sie wird im
Register 23 festgelegt und kann einen Wert von 0 bis |5 anneh-
men, wobei ein hoher Wert eine hohe Resonanz hervorruft und
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ein niedriger eine niedrige Resonanz. Somit erreicht man eine
Betonung der Frequenzkomponenten. Mit der Verdnderung der
Filterresonanz wirend des Spielens des Tons lassen sich nahezu
alle Musikinstrumente nachahmen.

4.5 Tongenerator 3

Der Tongenerator 3 nimmt eine Sonderstellung im Vergleich zu
den ubrigen Tongeneratoren ein. Seine Register sind als einzige
lesbar und daher sind bei ihm der Verlauf der Hiillkurve und
der Zustand des Oszillators feststelibar.

Hillkurve:

Die Hillkurve des Tongenerators 3 kann im Register 28 ($IC)
gelesen werden. Thr Wert gibt die momentane Lautstirke des
Tons an. Der Wert steigt bis auf 255 ($FF) an, wenn die im
Register 24 ($18) gesetzte Gesamtlautstirke erreicht wird.
Danach filit der Wert wieder und erreicht nach Beendigung der
RELEASE-Phase den Wert 0. Diesen Umstand kann man sich zu
Nutze machen, wenn man beispielsweise eine fest eingestelite
SUSTAIN-Spanne unabhingig von der Linge der ATTACK-
Phase haben will. Man liest das Hiillkurve-Register aus und
wartet, bis er den Wert 255 enthilt. Von diesem Punkt an 148t
man eine Zeitschleife ablaufen, um nach ihrem Ablauf das
KEY-Bit zu ldschen. Mit Hilfe dieses Registers kamn auch
erkannt werden wann die RELEASE Zeit verstrichen ist. Wei-
terhinn besteht die Méglichkeit, in Abh#ingigkeit des Zustands
der Hiillkurve die Frequenz oder die Pulsbreite w#hrend des
Tonsignals zu veridndern und somit eine Reihe von wirkungs-
vollen Efekten zu erzieien.

Os:zillator:

Dies ist das Register 27 ($1B), mit welchem es méglich ist, die 8
hdchstwertigen Bits des Oszillators 3 abzufragen. Je nach Wahl
der Wellenform #4ndern sich die Werte dieses Registers im Ver-
lauf des Tonsignals. Wurde die Dreieckwelle gewihlt, so nimmt
der Inhalt des Registers gleichmiBig von 0 bis 255 zu und
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gleichmifBig wieder ab. Bei der Wahl der S#igezahnwelle nimmt
der Wert ebenfalls gleichm#Big zu, f#llt jedoch nach dem
Frreichen von 255 sofort auf 0 zuriick und beginnt alsdann wie-
«er erneut zu steigen. Be:r der Rechteckwelle pendelt der Wert
stindig zwischen 0 und 255. Die Linge der beiden Phasen hingt
von der Wahl der Pulsbreite ab. Wird Rauschen gew#hlt, dann
nimmt das Register zufillige Werte an. Es kann somit verwendet
werden, um Zufallszahlen zu erzeugen.

Alle Funktionen des Tongenerotors 3 kénnen auch verwendet
werden, wenn dieser mit Hilfe des Bits 7 des Registers 24
stumm geschaltet ist.

4.6 Der Analog/Digitalwandler

Ein A/D-Wandler ist eine Einrichtung zur Umwandlung eines
analogen Signals (z.B. Spannung} in einen digitalen Wert. Die
prinzipielle Schwierigkeit bei einer solchen Umwandlung besteht
darin, einen analogen Wert mit unendlich feiner Abstufung in
einen digitalen Wert mit endlicher Abstufung (feste Intervalle)
umzuformen. Dabei entsteht zwangsliufig ein +/- Fehler, dessen
Héchstwert dem kleinsten digitalen Schritt gleicht.

Der SID 6581 enthilt zwei A/D-Wandler. Hierbei handelt es sich
um eine Anordnung mit einer intern erzeugten Referenzspan-
nung von ca. 2,5V. Der Mef3vorgang besteht darin, daB eine
externe Kapazitit zuniichst entladen und anschlieBend ein Wert
in Register 25 bzw. 26 iibernommen wird, der der bendtigten
Zeit fiir eine erneute Aufladung der Kapazitit auf die Refe-
renaspannung entspricht. Dieser Vorgang wiederholt sich
zyklisch.

4.6.1 Die Handhabung des A/D-Wandlers
Aus dem oben Gesagten ergibt sich, da nur eine potentiome-

trische Beschaltung des Wandlers in Frage kommt. Als MeBwert-
aufnehmer eignen sich demnach nur verinderliche Widerstinde
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in irgendeiner Form, z.B. Photowiderstinde, HeiBleiter, Kaltlei-
ter usw.

Sollen Spannungen gemessen werden, so miissen diese zuvor in
eine geeignete Form umgewandelt werden, z.B. mit Hilfe eines
Unijunction-Transistors.

Die MeBanordnung sieht einfach so aus, daBB an das eine Ende
des MeBwiderstandes +5V angelegt werden (an den Controlports
des C64 verfiigbar) und das andere Ende mit dem Analogein-
gang des SID (ebenfalls an den Controlports verfiigbar, Bezeich-
nung POTX und POTY) verbunden wird. Der aus den Registern
25 und 26 ausgelesene Wert ist ein Maf3 fiir den Widerstand.

Um die ganze Skala von 8 Bits ausnutzen zu kénnen, mufl3 sich
der Widerstand im Bereich von 200 Ohm (nicht kieiner#f) bis
200 Kiloohm bewegen.
Die programmtechnische Auwendung finden Sie bei der Ver-
wendung der Paddles, wie sie im Kapitel 5.4.3 beschrieben ist,
4.7 Registerbeschreibung des SID
Basisaddresse $D400 (54272)

REG $00 Oszillatorfrequenz niederwertiges Byte fiir Stimme 1
REG $01 Oszillatorfrequenz hdherwertiges Byte fir Stimme 1
REG $02 Pulsbreite niederwertiges Byte fiir Stimme 1
REG $03 Pulsbreite hoherwertiges Byte fiir Stimme 1

Die Register 2 und 3 bescimmen das Puls-Pausever-

hiltnis des Rechteckausgangs von Stimme . Von

Register 3 werden nur die Bits 0-3 benutzt.

REG 304 Steuerregister der Stimme 1
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Bit 0 Key: Steuerbit fiir den Ablauf des Hiillkurvengenerators.

Bit 1:

Bit 2:

Bit 3:

Bit 4 tri:
Bit 5 saw:
Bit 6 pul:

Bit 7 nse:

REG 5

Bit 0-3

Beim Ubergang von 0 nach | steigt die Lautstirke
von Stimme 1 innerhalb der in REG 5 program-
mierten ATTACK-Zeit von Null auf den Maximal-
pegel. Beim UUbergang von 1 auf 0 geht die Laut-
stirke innerhalb der in REG 6 programmierten
RELEASE-Zeit auf Null zuriick.

1=Oszillator 1 wird mit Oszillator 3 synchronisiert.
Dieses Bit hat auch Wirkung, wenn die Stimme 3
stummgeschaltet ist.

I=Dreieckschwingungsausgang von Oszillator 1 wird
durch ein Frequenzgemisch (Summe und Differenz)
der Frequenzen von Oszillator | und 3 ersetzt. Dieser
Effekt tritt auch dann ein, wenn Stimme 3 stumm-
geschaltet ist,

Wenn zusammen mit dem Rauschgenerator noch eine
weitere Schwingungsform desselben Oszillators aus-
gewlihlt wurde, kann es vorkommen, da3 der
Rauschgenerator blockiert. Die Blockade kann durch
Setzen dieses Bits wieder aufgehoben werden.
l=Dreieckschwingung ausgewihlt.
1=Sligezahnschwingung ausgewihlt.
l1=Rechteckschwingung ausgew#hlt. Das Puls-Pause-
verhiltnis dieser Schwingung wird in REG 2 und
REG 3 eingestellt,

I=Rauschgenerator ausgew#hlt. Anmerkung zu den
Bits 4-7: Es ist praktisch mdglich, mehrere Schwin-
gungsformen gleichzeitig auszuw#hlen. Zu beachten
ist jedoch, aufler dem zu Bit 3 Gesagten, daB das
Ergebnis nicht etwa die Summe aller Formen dar-
stellt, sondern vielmehr eine logische UND-Ver-
knipfung der Komponenten ist.

ATTACK/DECAY
Diese Bits bestimmen die Zeit, in der die Lautstirke

vom Maximum auf den Sustainpegel abfillt. Der
einstellbare Bereich betrigt 6 msec bis 24 sec.
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Bit 4-7

REG 6

Bit 0-3

Bit 4-7

REG 7

REG 13

REG 14

REG 20

REG 21

REG 22

Hiermit wird die Zeit festgelegt, in der die Laut-
stirke nach Setzen des KEY-Bits von Null auf das
Maximum ansteigt. Der einstellbare Bereich betrigt 2
misec bis 8 sec.

SUSTAIN/RELEASE

Mit diesen Bits wird die Zeit eingestellt, innerhalb
der die Lautstirke nach Riicksetzen des KEY-Bits
vom Sustainpegel auf Null abfillt. Der einstellbare
Bereich betrigt 6 msec bis 24 sec.

Diese Bits geben den Sustainpegel an, d.h. die Laut-
stirke, mit der der Ton nach Ablauf der Decayzeit
andauert.

Diese Register steuern die Stimme 2 und 3 analog zu
den Registern 0-6 mit folgenden Ausnahmen:

SYNC synchronisiert Oszillator 2 mit Oszillator 1.
RING ersetzt den Dreieckausgang von Oszillator 2
mit den ringmodulierten Frequenzen der Oszillatoren
2 und L.

Diese Register steuern die Stimme 3 analog zu den
Registern 0-6 mit folgenden Ausnahmen:

SYNC synchronisiert Oszillator 3 mit Oszillator 2.
RING ersetzt den Dreieckausgang von Oszillator 3
mit dem Frequenzgemisch aus den Oszillatoren 3 und
2.

Filterfrequenz niederwertiges Byte. Es werden nur
die Bits 0-2 benutzt.

Filterfrequenz hoherwertiges Byte
Die 11-Bit-Zahl der Register 21 und 22 bestimmt
die Filtereckfrequenz, bzw. -mittenfrequenz.
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REG 23

Bit 0
Bit |
Bit 2
Bit 3
Bit 4-7

REG 24

Bit 0-3
Bit 4
Bit 5
Bit 6
Bit 7

Filterresonanz und -schalter

I=Stimme I wird {iber den Filter geleitet.

I=Stimme 2 wird {iber den Filter geleitet.

I=Stimme 3 wird {iber den Filter geleitet.

I=Die externe Signalquelle wird gefiltert.

Diese Bits bestimmen die Resonanzfrequenz des Fil-
ters. Diese benutzt man dazu, bestimmte Ausschnitte
des Frequenzspektrums hervorzuheben. Die Wirkung
kann besonders gut bei der Sidgezahnschwingung
beobachtet werden.

Dieses Register hat folgende Funktionen:

Gesamtlautstirke

Schaltet den TiefpafBzweig des Filters ein.

Schaltet den BandpaBzweig des Filters ein.

Schaltet den HochpaBzweig des Filters ein,

I=Stimme 3 unhdrbar. Von dieser Méglichkeit kann
man Gebrauch machen, wenn der Verlauf der
Stimme 3 nur zur Parametergewinnung fiir die an-
deren Stimmen dienen soll (sieche hierzu Register 27
und 28).

Auf alle zuvor aufgefithrten Register kann nur ein Schreibzu-
griff durchgefiihrt werden. Ein Lesezugriff bringt keine Aus-
sage. Alle folgenden Register kénnen nur gelesen werden.

REG 25
REG 26

REG 27

A/D-Wandler |
A/D-Wandler 2

Oszillator 3

Dieses Register liefert unter anderem eine Zufalls-
zahl, die dem augenblicklichen Stand des Rauschge-
nerators 3 entspricht. Der Generator muf3 hierzu éin-
geschaltet sein, jedoch kann die Stimme 3 unhdrbar
bleiben (Bit 7 in REG 24 =1).
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REG 28

Hiillkurvengenerator 3

Aus diesem Register kann man den augenblicklichen
Stand der relativen Lautstirke von Stimme 3 ent-
nehmen. So konnen entsprechend dem Lautstirke-
verlauf die Frequenz oder die Filterparameter gein-
dert werden.
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WERTE FUER MUSIKNOTEN :
NR. [NOTE - OKTAVE [FREQUENZ [HIGH —- BYTE|LOW - BYTE
1 c-0 16.4 1 (01) 22 (1)
2 C# -0 17.3 1 (01) 3% (27)
3 D-0 18.4 1 (01) 57 (39)
4 D# -0 19.4 1 (01) 75 (48)
5 E~0 20.6 1 (01) 95  (5F)
6 |F-0 21.8 1N | 118 (74)
7 F# -0 23.1 1 (0N 138 (8A)
8 G-0 24.5 1 (01} 161 (A1)
9 G# -0 26 1 (01) 186 (BA)
10 |A-0 27.5 1 (01) 212 (D4)
11 | A#-0 29.1 1 (01) 240 (F0)
12 H-0 30.9 2 (02) 14  (OE)
13 [C-1 32.7 2 (02) 45 (209
14 |[C#-1 34.6 2 (02) 78 (4E)
15 |D-1 36.7 2 (02 113 (71)
16 | D# -1 38.9 2 (02) 150 (96)
17 |E-1 41.2 2 (02) 190 (BE)
18 |F-1 43.7 2 (02) 231 (E7)
19 | F# -1 468.2 3 (03) 20 (14)
20 |G-1 49.0 3 (03) 88 (42)
21 | G# -1 Juet) 3 (03 | 116 (74)
22 A-1 55.0 3 (03) 169 (A9)
23 | A# -1 58.3 3 (03) 224 (E0)
24 [H-1 81.7 4 (04) 27 (18)
25 [ C-2 85.4 4 (04) 90 (5A)
26 | C#-2 69.3 4 (04) 156 (9C)
27 {D-2 73.4 4 (04) 226 (E2)
26 | D#-2 77.8 5 (05) 45 (20)
29 |E-2 82.4 5 (05) 123 (7B)
30 [F-2 87.3 5 (05) 207 (CF)
31 | F#-2 92.5 8 (06) 38 (27
32 [G-2 98.9 & (05) 133 (85)
33 |G#-2 103.98 6 (08) 232 (E8)
34 [A-2 110.0 7 (07) 8t (51)
35 | A#-2 118.5 7 (07) 193 (C1)
36 |H-~-2 123.5 8 (08) 56 (37)
37 |¢c-3 130.8 8 (08) 180 (B4)
38 C# -3 138.8 9 (09) 56 (38)
39 |D-3 146.8 9 (09) 198 (C4)
40 D# -3 155.8 10 (0A) 89 (59)
41 E-3 164.8 10 (0A) 247 (F4)
42 |F-3 174.8 11 (08) 158 (9E)
43 |F# -3 185.0 12 (0C) 78  (4E)
44 | G-3 196.0 13 (0D) 10 (0A)
45 | G#-3 207.7 13 (00) 208 (DO)
46 [A-3 220.0 t4 (OE) 162 (A2)
47 |A#-3 2331 15 (OF) 129 (81)
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NR. [NOTE - OKTAVE,FREQUENZ |[HIGH - BYTE |LOW - BYTE
48 H-3 248.9 16 (10) 109 (6D)
49 C-4 281.8 17 (1) 103 (87)
50 C#—4 277.2 18  (12) 112 (70)
51 D-4 293.7 19  (13) 137 (89)
52 D#-4 311.1 20 (14) 178 (B2)
53 E-4 329.6 21 (15) 237 (ED)
54 F-4 349.2 23 (17) §3 (3B)
55 F# - 4 370.0 24  (19) 157 (9D)
58 G-4 392.0 26 (1A) 20 (14)
57 G# -4 415.3 27 (1B) 160 (A0)
58 A-4 440.0 29 (D) (69 (45)
59 | A#-4 466.2 31 (F)  [3  (03)
60 H-4 493.9 32 (20) 219 (DB)
61 cC-5 523.3 34 (22 207 (CF)
82 C#-5 554.4 38 (24) 225 (E1)
83 D-5§ 587.3 39 (27) 18 (12)
64 O#-5 6223 41 (29) 101 (85)
65 E-5 659.3 43 (2B) 219 (DB)
686 F-§6 689.5 46 (2E) 118 (76)
67 F#_5 740.0 49 (31) 58 (3A)
68 G-5 784.0 52 (34) 39 (27)
69 [G#-5 830.6 55 (37) |85 (38)
70 A-5 880.0 §8 (3A) 138 (8A)
71 A# -5 932.3 82 (3E) 5 (05)
72 H-5§ 987.8 65 (41) 181 (BS)
73 cC-86 1048.5 69 (45) 157 (90)
74 C#-8 1108.7 73 (49) 193 (C1)
75 D-6 1174.7 78 (4E) 38 (24)
76 D#-6 1244.5 82 (52) 201 (C9)
77 E-86 1318.5 87 (57) 182 (B6)
78 F-8 1396.9 92 (5C) 237 (ED)
79 F#-6 1480.0 98 (62) 115 (73)
80 G-6 1568.0 104 (68) 79  (4E)
81 G#-6 1661.2 110 (BE) 130 (82)
82 A-8 1760.0 117 (75) 20 (14)
83 A#-6 1864.7 124 (7C) (10 (0A)
84 H-86 1975.5 131 (83) 106 (BA)
85 lc-7 2093.0 139 (8B) |58 (3B)
86 C#-7 2217.5 147 (93) 130 (82)
87 D-7 2349.3 158 (9C) (72 (48)
86 D#-7 2489.0 165 (A5) 147 (93)
89 E-7 2637.0 175 (AF) 107 (6B)
90 F-7 2793.8 185 (B9) 218 (DA)
91 F#-7 2960.0 196 (C4) 231 (E?)
92 G-7 3136.0 208 (DO) (158 (9C)
93 G#-7 3322.4 221 (DD) |4 (04)
94 A-7 3520.0 234 (EA) 40 (28)
85 | A#-7 3729.3 248 (F8) 20 (14)
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CAP1A []1 ~— 15{77vDD
CAP1B [ |2 16{ | AUDIO OUT
CAP2A [_]3 17 [ EXT IN
CAP2B [ |4 18 vccC
RES [ |5 19[ ] POTX
b2 []6 20[ ] POTY
R/W [ |7 21[ ] D7
TS []8 MOS 6581 25 ] D6
A0 [ ]9 23[ ] D5
A1 [0 24[ ] D4
A2 (11 25[ ] D3
A3 [ 12 26[ ] D2
A4 [T13 27[] D1
A5 [_]14 28[ ] DO

Abb. ¢.7.2: DerMOS 6581
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AUDIO / VIDEO :

ey
3

Signal

Luminance
GND
Audio out
Video out
Audio in

bW N -

Abb.4.7.3: Portbelegung
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5. Die ClAs 6526

S.1 Datenein- und -ausgabe von Maschinenprogrammmen

Will man eigene Maschinenprogramme schreiben, so kann man
besonders fiir die Datenein- und ausgabe auf die Routinen des
Betriebssystems zuriickgreifen. Diese Routinen stehen in einer
Sprungtabelle am Ende des ROMs (siehe dazu die letzte Seite des
ROM-Listings).

5.1.1 Ein- und Ausgabe von einzelnen Bytes
Die grundlegenden Routinen sind

BSCUT SFFD2  Ausgake eines Bytes
und BASIR SFFGF Eingabe eines Bytes

Selbstverstindlich gibt es noch weitere Routinen zur Ein-
/Ausgabe. Diese sind jedoch nur sehr begrenzt anwendbar. Fir
die meisten Anwendungen reichen die oben aufgefiihrten atler-
dings aus.

Das auszugebende bzw, einzulesende Byte wird im Akku iiber-
geben. Der Akku ist das Universalregister des Prozessors, in dem
fast alle Operationen ablaufen.

Beispiel: Ausgabe eines Textes auf dem Bildschirm.

€000 LDX #$00 ; Zahler auf 00 setzen

€002 LDA $COOE X ; Text ab Adresse $COOE holen

C005 JSR $FFD2  ; Ausgabe auf Bildschirm

CO08 INX ; 23hler erhdhen

CcO09 CPX #$08 ; Schon alle Zeichen geholt ?

COOB BNE $C002 ; Nein, dann nidchstes Zeichen
r

CO0D RTS Rilcksprung von Subroutice

COOE 42 45 49 53 50 49 45 4C Beispiel
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Die Buchstaben sind als ASCII-Code ab Speicheradresse $COOE
abgelegt.

Eingaben werden #hnlich geidst. Soll ein Text fiber die Tastatur
eingegeben und abgespeichert werden, so erscheint der Cursor,
und die Zeichen werden bis zum Driicken der RETURN-Taste

ibernommen.

28hler auf 00 setzen

C002 JSR SFFCF 2eichen von der Tastatur holen
€005 STA S$COOE,.X ; in diesem Fall ab $COQE speichern
CDD8 INX : 2éhler erhohen

C009 CMP #30D geholtes Zeichen auf RETURN testen
CO0B BNE $C002 nein, dann nachtes 2eichen holen
COG0 RYS Ricksprurg von Subroutine

€000 LDX #8300

TR TS

-y my wp owm

Soll ein Zeichen von der Tastatur abgefragt werden, ohne auf
dem Bildschirm zu erscheinen, so mufB3 die folgende Routine
verwendet werden.

CO00 JSR $FFE4  ; Wirkung wie BASIC GET
CO03 CMP #$20 ; vergleiche mit SPACE-Taste
CO05 BNE 3CO00 ; nein, dann wieder ein 2eichen holen

Falls kein Zeichen gedriickt wurde, steht im Akku $00.

Bei der Ausgabe auf dem Bildschirm kann natiirlich von der
Bildschirmsteuerung, wie im BASIC bekannt, Gebrauch gemacht
werden.

Dazu gehéren zum Beispiel die Codes zur Cursorsteuerung oder
zum Ldschen des Bildschirms. Der entsprechende Code wird
dazu in den Akku geladen und an die Ausgaberoutine
iibergeben.
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Beipiel: Bildschirm l&schen

LDA  #$93 : Code zum Bildschirin l8schen (Dez. 147)
JSR  $FFD2 » ausgeben

Speziell zur Bildschirmausgabe gibt es noch einige niitzliche
Routinen, die die Programmierung vereinfachen kénnen.

Die Routine zum Ldschen des Bildschirms kann auch direkt auf-
gerufen werden. (Anstelle des Umwegs iiber die Ausgabe eines
Steuerzeichens)

JSR  S$ES&4 ; Bildschirm loschen
Auch fiir Cursor Home existiert eine eigene Routine.
JSR  $ES66 ; Cursor Home

Besonders interessant ist die Moglichkeit, den Cursor direkt auf
eine bestimmte Bildschirmposition zu setzen. Das folgende Pro-
gramm setzt den Cursor auf die Bildschirmkoordinaten 16,3.

€009 LOX #310 ; ¥-Koordinate festlegen. Hier £10

Cc00Z LDY #303 : X-Koordinate festlegen. Hier $03

C004 cLC ; Carryflag léschen, um Cursor zu setzen
C005 JSR $FFF0  ; Routine zun Setzen und Hoten des Cursors
C008 LDA #$41 ; ASCII-Code fur A

COOA SSR $FF02 ; A auf Bildschirm ausgeben

Das Unterprogramm CURSOR $FFFO0 hat zwei Funktionen.
Bei Aufruf mit geloschtem Carryflag setzt es den Cursor auf die
Zeile und Spalte, die im X- und Y-Register stehen. Das Kuriose
dabei ist, dal die X-Koordinate im Y-Register, und die Y-
Koordinate im X-Register steht. Wird die CURSOR-Routine
dagegen mit gesetztem Carryflag aufgerufen, wird die momen-
tane Cursorpcsition geholt und im X~ und Y-Register iiberge-
ben.
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Zum SchluB noch zwei Routinen, die die Verarbeitung von
Zeichen in Maschinensprache erleichtern. Sie waren vielleicht
schon mit dem Problem konfrontriert, ein Byte (zum Beispiel
$41) auch als HEX-Zahl "41", anstelle des Zeichens "A", auf
dem Bildschirm erscheinen zu lassen. Nur leider gibt der Com-
puter dieses gewiinschte Ergebnis so ohne weiteres nicht aus.

Die folgenden zwei Routinen ermdglichen es, sowohl ein Byte -

wie gerade beschrieben- als HEX-Zahl auszugeben, als auch
zwei ASCII-Werte zu einem Byte zu verkniipfen.

Routine zur Ausgabe eines Bytes:

C002 PHA ; auszugebenden Wert merken
€003 LSR ; vier Bits nach rechts verschieben
C004 LSR ; um HIGH-Nibble zu isolieren
C005 LSR

C006 LSR

C007 JSR $COOF ; umrechnen und ausgeben

COOA PLA ; generkten Wert holen

CO0B JSR $COOF : LOW-Nibble ausgeben

COCE RTS ; Ricksprung ins Hauptprograrm
COOF AND #$0f ; LOW-Nibble isolieren

CO011 CMP #30A ; Yergleiche mit Zahl

€013 cLc

C014 BMI $CO18
C016 ADC #$07
C018 ADC #$30
CO1A JSR $FFD2
CO1D RTS

Ja, dann verzweigen

zu 7 addieren

zu 30 addieren

und ausgeben

Ricksprung vom Unterprogramm

Wird diese Routine angesprungen, so muf} sich das auszugebende
Byte im Akku befinden

Das nichste Programm wartet zweimal auf eine Tasteneingabe
und verbindet die Zeichen zu einem Byte.
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Zeichen von Tastatur holen

Kein Zeichen? Dann erneut holen
Wert speichern

2veites Zeichen holen

Kein Zeichen? Dann erneut holen
zur Ummardlungsroutine
ungewandeltes Zeichen speichern

CO00 JSR SFFE4
C003 BEQ $C000
C005 PHA

C006 ISR SF13E
C009 BEQ $C006
C00B JSR $CO1B
COOE STA $FB

Ma mE w4 mE mp ep wp s g Ma

C010 PLA zuerst geholtes Zeichen nehmen
CO11 JSR s$cOtB und umiandeln

C014 ASL Bits an richtige Stelle schieben
C015 ASL

C016 ASL

CO17 ASL

C018 ORA SFB ; und mit gemerktem Wert verknipfen
CO1A RTS : Ricksprung ins Hauptprogramm
C01B CMP #%$41 ; Buchstabe oder 2ahl?

C01D SEC

CO1E BMI $C022
€020 SBC #$08
C022 SBC #$30
C024 RTS

¥Wenn 2ahl, dann verzweigen
acht abziehen

30 abziehen

Rickkehr vom Unterprogranm

my mE Wy My

Nach Aufruf dieser Routine steht das geholte Byte im Akku.

5.1.2 Ein- und Ausgabe iiber Peripheriegeriite

Auch fiir die Ein- und Ausgabe auf Peripheriegerite stellt das
Betriebssystem die notwendigen Routinen bereit. Dazu soll kurz
auf das Konzept der Ein-/Ausgabe eingegangen werden. Den
Peripheriegeriten wird eine Nummer von 0 bis 15 zugewiesen,
iiber die sie vom Betriebssystem angesprochen werden.

Nummer Gerit

0 Tastatur

1 Kasettenrecorder

2 RS-232 Schnittstelle

3 Bildschirm

4-15 Gerite am seriellen IEC-Bus (Drucker, Floppy)
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Zu dieser Gerite- oder "Primiradresse” kommt noch optional
eine Sekundiradresse, die die Arbeitsweise des Peripheriegerits
bestimmt, sowie ein Datei- oder ’File’-name.

Um nun nicht jedesmal alle Parameter angeben zu miissen, wenn
ein Peripheriegerit angesprochen wird, wird die logische File-
nummer eingefithrt. Zu jeder Filenummer werden einmal mit
OPEN die Primir- und Sekundiradresse sowie ein Filename
zugeordnet. Jeder weitere Bezug geschieht dann iiber die logi-
sche Filenummer.

Vor der ersten Ein- oder Ausgabe ist die Datei zu 6ffnen. Das
kann von BASIC aus mit OPEN geschehen, aber auch in
Maschinensprache, Dazu miissen vorher die Fileparameter gesetzt
werden. Die logische Filenummer muf} in der Adresse $B8 (184)
stehen, die Geridtenummer in Adresse $BA (186), die Sekun-
déradresse in Adresse $B9 (185), die Linge des Filenamens in
$B7 (183) (Null, wenn kein Filename gegeben ist) und die
Adresse des Filenamens in $BB/$BC (187/188). AnschlieBend
wird die OPEN-Routine($FFCO0) aufgerufen.

Zum Ubergeben der Parameter ist es nicht nétig, die Werte
einzeln in die zugehorigen Adressen zu schreiben. Das Betriebs-
system verfiigt iber zwei Routinen, die diese Arbeit iiberneh-
men.

LDA LF ; logische Filerwmmer

LDX GA ; Gerédteadresse

DY SA : Sekundéradresse

ISR SFFBA : Fileparameter (bergeben

LDA 1IN ; Lange des Filenamens

LDX LOw ; LOW-Byte der Adresse des Filenamens
LDY  HIGH ; HIGH-Byte der Adresse

JSR  S$FFBD 1 Filenaneparaneter (bergeben

Soll jetzt die Ausgabe auf die gedffnete Datei erfolgen, so ist
folgende Routine aufzurufen:
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LDX LF ; logische Filenummer
JSR  SFFC9 ; CKUOT, Ausgabe auf Datei legen

Wird jetzt die Routine BSOUT ($FFD2) aufgerufen, so geht die
Ausgabe .anstatt auf den Bildschirm auf das Gerit, dem die
logische Filenummer im X-Register zugeordnet ist.

Ist LF die logische Filenummer des Druckers, so wiirde jetzt
durch Aufruf des obigen Beispielprogramms AUSGABE der
Text auf den Drucker geschrieben. Die Ausgabe geht solange
auf dieses Gerit, bis die Routine CLRCH aufgerufen wird

JSR  $FFCC s CLRCH , Ausgabe auf Bildschirm

Soll die Dateneingabe aus einer Datei geschehen, die sich auf
Band oder auf die Floppy bezieht, kann man das folgender-
mallen erreichen:

LDX LF ; Filenummer des Eingabegerits
JSR SFFC6 ; CHKIN

Jetzt werden durch Aufrufen von BASIN ($FFCF) Daten aus der
gedffneten Datei geholt. Dies geschieht solange, bis mit CLRCH
wieder auf die Standardeingabequelle (Tastatur) umgeschaltet
wird. Die Datei wird dadurch nicht geschlossen. Dies geschieht
erst durch Aufruf der Routine CLOSE.

LDA LF ; logische Filenumner
JSR  SFFC3 ; CLOSE, Datei schliefen

Insbesondere bei Schreiboperationen auf den Kassettenrecorder
oder die Floppy darf die CLOSE-Routine auf keinen Fall ver-
gessen werden.
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5.2 Die Technik der Datenspeicherung - LOAD und SAVE

Zur Daten- und Programmspeicherung stehen lhnen beim Com-
modore 64 grundsitzlich zwei Mdoglichkeiten zur Verfiigung -
Speicherung auf Kassette oder Speicherung auf Diskette. Da sich
die beiden Speichermedien in Maoglichkeiten und Art der
Datenspeicherung sehr unterscheiden, sollen sie getrennt
beschrieben werden.

5.2.1 Datenspeicherung auf Kassette

Die Technik des Kassettenrekorders erlaubt es prinzipiell nur
Daten sequentiell aufzuzeichnen und auch nur in der gleichen
Reihenfolge wieder zu lesen. Einen wahlweisen Zugriff auf
bestimmte Daten ist also nicht mdglich. Man muf} solange lesen,
bis man die gewiinschten Daten erreicht hat. Es lassen sich nur
die Datei komplett lesen, die Anderung vornehmen und dann die
Datei wieder komplett auf Band zuriickschreiben.

Da zur Programmspeicherung nur ein sequentielles Schreiben
und Lesen notwendig ist, bietet sich der Kassettenrekorder als
preiswertes Gerit zur Programmspeicherung an. Als Nachteil
bleibt jedoch die geringe Geschwindigkeit, mit der die Aus-
zeichnung geschieht. Dies ist ein prinzipieller Nachteil, da die
Daten seriell (bitweise) iibertragen und gespeichert werden. Aus
Griinden der Datensicherheit werden die gesamten Daten zwei-
mal hintereinander iibertragen, um Aussetzer (drop outs) durch
fehlerhafte Bandstellen korrigieren zu kénnen.

Sehen wir uns jetzt die Technik der Datenspeicherung auf Kas-
sette etwas genauer an. Sollen Daten auf Band geschrieben wer-
den, so mul} erst einmal festgestellt werden, ob das Band liuft.
Der Computer kann eine gedriickte Taste der Datasette regis-
trieren, indem er Bit 4 des Prozessorports (Adresse $01) abfragt.
Ist dieses Bit der Speicherzelle 1 geldscht, so ist eine Bandtaste
gedriickt. Nachdem der Computer eine gedriickte Taste regis-
triert hat, beginnt er seine Arbeit.
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Zuerst wird ein Ton zur Synchronisation auf das Band geschrie~
ben. AnschlieBend werden die Daten geschrieben.

Bevor die eigentlichen Programmdaten aufgezeichnet werden,
wird ein sogenannter Header geschrieben, der unter anderem
den Datentyp angibt.

Wie bereits gesagt, werden die Daten zweimal auf Band ge-
schrieben. Dies geschieht, um eine h8here Datensicherheit zu
erzielen. Damit diese Prozedur nicht zu lange dauert, werden die
zu schreibenden Daten zuerst in einem Puffer gesammelft, bevor
sie auf Band geschrieben werden. Der Bandpuffer ist 192 Zei-
chen lang und liegt beim Commodore 64 von Adresse $033C bis
$03FB (828 - 1019). Beim Einlesen wird immer ein ganzer Block
gelesen und im Bandpuffer gespeichert von wo aus die Daten
mit INTUT# oder GET# einzeln geholt werden kénnen.

Durch das zweimalige Schreiben der Daten ist der Computer in
der Lage, maximal 31 Fehler pro Block zu korrigieren, sofern
diese Daten im zweiten Block lesbar sind.

Tritt ein Fehler auf, so wird dieser durch setzten des entspre~
chenden Bits im Statusregister angezeigt.

Hier eine Bescheibung der moglichen Fehlerarten:

Bit 2 gesetzt.

Dieser Fehler tritt auf, wenn ein Blockende gefunden wurde,
jedoch noch nicht alle Daten gelesen wurden.

Bit 3 gesetzt:

Zu diesem Fehler kommt es, wenn alle Daten eines Blocks gele-
sen wurden, jedoch kein Blockende erkannt wurde.
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Bit 4 gesetzt:

Bit 4 ist gesetzt, wenn ein Byte nicht korrekt gelesen werden
konnte und dieses Byte im zweiten Block auch fehlerhaft war.

Bit 5 gesetzt:

Bit 5 ist gesetzt, falls die beim Speichern errechnete Priif summe
des Blocks nicht mit der Priifsumme beim Lesen iibereinstimmt,
Die Priifsumme wird gebildet, indem die Daten des Blocks mit
der Exklusive-Oder-Anweisung verkniipft werden.

Sehen wir uns den oben erwihnten Header einmal niher an. Das
Interessanteste am Header ist das erste Byte. Es ist das Kenn-
zeichen fir den Datentyp.

Der Header ist folgendermaflen aufgebaut:

Byte Kennzeichen fir Datentyp

Byte Startadresse, Low Byte

Byte Startadresse, High Byte

Byte Endadresse, Low Byte

. Byte Endadresse, High Byte

6.- 21. Byte Filename, der bei FOUND ausgegeben wird
22.-192. Byte Filename, der nicht ausgegeben wird

Der Datentyp (erstes Byte) hat folgende Bedeutung:

Datentyp 1:

Bei Datentyp I handelt es sich meist um BASIC-Programme. Sie
werden im allgemeinen ab BASIC-Startadresse 30801 (2049)
geladen. Durch Laden einer Sekundiradresse, die ungleich eins
ist, wird das Programm an die Adresse geladen, von der es
gesaved wurde.
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Datentyp 2:

Der Datentyp zwei ist die Kennzeichnung fiir den Anfang eines
Dateiblocks. Nach ihm folgen weder Start- noch Endadresse und
auch kein Programmname. Von Byte 2 bis Byte 192 folgen
Daten, die mit PRINT# geschrieben und mit INPUT# oder
GET# gelesen werden. Es kénnen auch mehrere Blécke von Typ
2 hintereinander stehen, je nach Linge der Datei. Damit der
Computer die Daten dieser Blocke verarbeiten kann, mufB} er
zuvor einen Dateiheader mit Datentyp 4 finden. In diesem Hea-
der findet er auch den Dateinamen.

Datentyp 3:

Wird im Header der Datentyp 3 erkannt, so wird das folgende
Programm, ohne Anderung des Betriebssystems, immer ab der
im Header angegebenen Adresse geladen. Der Headertyp 3 wird
dann benutzt, wenn Maschinenprogramme geladen werden sol-
len, deren Anfangsadresse nicht dem BASIC-Start entspricht.
Dieser Datentyp wird bei Programmen mit AUOTSTART ver-
wendet. Das Angeben einer eigenen Startadresse, was beispiels-
weise zur Unterdriickung eines AUTOSTART fihrt, ist im
Kapitel "Nutzen des ROM-Listings" beschrieben.

Datentyp 5:

Wird im Header der Datentyp 5 erkannt, so sollte die Fehler-
meldung "FILE NOT FOUND ERROR" ausgegeben werden.
Stattdessen erfolgt die Ausgabe der sinnlosen Meldung "DEVYICE
NOT PRESENT ERROR". Die einfache Erkliarung dafir ist, dafl
es sich dabei um einen Fehler im Betriebssystems handelt. Das
Aufbringen einer End of Tape (EOT) Markierung dient dazu,
das Ende aller auf dem Band befindlichen Programme und
Dateien zu markieren, um ein unndtiges weiteres Suchen zu ver-
hindern.

Wird beim Schreiben eines Files, was ein Programm oder eine
Datei sein kann, ein Filename, der aus mehr als 16 Zeichen
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besteht, angegeben, so werden diese "iiberschiissigen" Zeichen
durchaus gespeichert. Der Block hat ja noch 187 Bytes iibrig, die
vom Filenamen belegt werden kdnnen. Diese "uberschiissigen”
Zeichen werden zwar nicht bei der FOUND-Meldung ausgege-
ben, jedoch iiberpriift der Computer beim Finden des Namens
auf diese unsichtbaren Zeichen. Es ist moglich, diese Zeichen
mit der PEEK-Anweisung auszulesen. Von dieser Madglichkeit
wird aber normalerweise kein Gebrauch gemacht.

Die Endadresse des geladenen Programms steht nach dem Laden
in den Adressen $SAE und $AF (174 und 175). $SAE enthilt das
LOW- und $AF das HIGH-Byte.

Welche Befehle werden benutzt, um all diese verschiedenen
Dateitypen auf Band zu schreiben und von Band zu lesen? Im
folgenden eine UUbersicht dariiber:

LADEN

LOAD"NAME",1 ladt Programm ab BASIC-Startadresse.
Programme des Datentyps 3 werden ab-
solut geladen, das heift an die auf Band
aufgezeichnete Adresse.

LOAD"NAME'", 1,1 Programm wird immer absolut geladen

SPEICHERN

SAVE "NAME", speichert als BASIC-Programm ab

SAVE "NAME", 1,1 speichert als Maschinenprogramm ab

SAVE "NAME",1,2 speichert als BASIC-Programm mit zu-
sitzlichem EOT-Block

SAVE "NAME",1,3 speichert als Maschinenprogramm mit
zusitzlichem EOT-Block

Beim Offnen einer Banddatei hat die Sekundiradresse folgende
Bedeutung:
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OPEN 1,1,0, "NAME" 6ffnet Datei zum Lesen

OPEN 1,1,1, "NAME" 6ffnet Datei zum Schreiben

OPEN 1,1,2, "NAME" oOffnet Datei zum Schreiben mit zusitz-
lichem EOT-Block

Der CLOSE-Befehl schlieBt eine Datei wieder. War die Datei
zum Schreiben gedffnet, so wird in den Bandpuffer ein End-
kennzeichen (Nullbyte) und der Puffer auf Band geschrieben.

Daraus wird klar, da3 es unbedingt erforderlich ist, nach dem
Schreiben auf eine Banddatei diese mit CLOSE zu schlieBen, da
sonst die letzten Daten nicht auf Band geschrieben werden und
verlorengehen. Wurde die Sekundiradresse 2 angegeben, wird
zusitzlich noch ein END-of-Tape-Block (EOT) auf Band ge-
schrieben.

Es ist zu beachten, daBl es zu einer Einschrinkung bei der
Dateniibertragung auf Band kommen kann. Normalerweise wer-
den die Daten im ASCII-Format auf Band geschrieben (Buch-
staben, Ziffern und Sonderzeichen). Werden mit PRINT#I,
CHRS$(I) Daten geschrieben, so lassen sich nicht alle mdglichen
Zeichen schreiben. Insbesondere wird CHR$(0) ausgefiltert, da
es vom Betriebssystem als Endkennzeichen verwendet wird.

Auf das Laden und Speichern von Programmen werden wir im
nichsten Abschnitt eingehen.
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KASSETTE :

Pin Signal

A-13 GND

B-2 + 8V

c-3 KASSETTE MOTOR
D-4 KASSETTE READ
E-§ KASSETTE WRITE
F-6 KASSETTE SENSE

A -

Abb 5.2.1

=N
]

3
n
L i

C

Casetten-Port

5.2.2 Datenspeicherung auf Diskette

|
4 P

Alle Einschrinkungen, die bei den Kassettenoperationen be-

schrieben wurden, bestehen bei der

Dateniibertragung auf

Diskette nicht. Eine Diskette ist in einzelne Spuren und Sektoren
unterteilt, auf die wahlweise zugegriffen werden kann. Dadurch
ist es moglich, direkt auf die gewiinschten Daten zuzugreifen,
ohne erst eine Vielzahl anderer Daten iiberlesen zu miissen.

Die Commodore-Floppy 5141, das Diskettenlaufwerk des Cé4,
hat folgende Daten:

35
21
19

Tracks (mit Tricks bis zu 40)
Blécke auf Track 01-17
Blécke auf Track 18-24
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18 Bldcke auf Track 25-30
17  Blocke auf Track 31-35
664 Blocke Speicherkapazitit (ca. 164 KB)

Programme werden folgendermafen gespeichert: Zuerst werden
das LOW-Byte und das HIGH-Byte der Programmadresse iiber-
tragen und unmittelbar danach das Programm selbst. Ein Unter-
schied zwischen BASIC-Programm und Maschinenprogramm
wird beim Abspeichern nicht gemacht. Die Unterscheidung fin-
det nur beim Laden statt.

LOAD "NAME",8 14dt BASIC-Programm. Die Programm-
startadresse wird ignoriert, es wird ab
BASIC-Start  geladen  (normalerweise
$0801).

LOAD "NAME" 8,1 lidt Maschinenprogramm, das Programm
wird ab der beim Speichern angegebenen
Startadresse geladen.

Mit dem folgendem Programm kdnnen sie die auf Diskette ver-

merkte Anfangsadresse feststellen.

10 OPEN 1,8,0, "NAME"
20 GET#1, AS, BS

30 IF AS = "" THEN A$ = CHRS$(0)
40 IF B$ = "" THEN B$ = CHR$(0)
50 PRINT ASC(AS)+256*ASC(BS$)
60 CLOSE 1

Zuerst wird ein File zum Laden gedffnet (Sekundiradesse 0) und
daraufhin die ersten zwei Bytes des Programms von Disk geholt.
Sie bilden die Startadresse, die dezimal ausgegeben wird. Die
Abfrage auf den Leerstring in Zeile 30 und 40 ist deshalb erfor-
derlich, weil der GET-Befehl ein Nullbyte nicht akzeptiert.

Soll ein Maschinenprogramm auf Diskette geschrieben werden,
so kann dies so geschehen:
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10 OPEN 1,8,1, "NAME"
20 PRINT#1, CHRS(AD-INT(AD/256)*256);
30 PRINT#1, CHR$(AD/256);

40 FOR 1=0 TO N -1

SO PRINT#1, CHR$(PEEK(AD+1));

60 CLOSE 1

In Zeile 10 wird ein Programmfile zum Schreiben gedffnet
(Sekundiradesse 0). Daraufhin wird die Startadresse des Pro-
gramms in der Reihenfolge LOW- und HIGH-Byte auf Disk
geschrieben. AnschlieBend werden die Programmdaten geschrie-
ben und im Anschlul daran die Datei wieder geschlossen. Das
SchlieBen der Datei ist sehr wichtig, da ansonsten Daten verloren
gehen kénnen. Die Variable AD enthilt dabei die Startadresse, N
ist die Linge des Programms in Bytes.

Wie kann man nun Programme oder beliebige Speicherbereiche
von Maschinensprache aus abspeichern?

Auch hierzu existieren wieder zwei Betriebssystem-Routinen,
die diese Arbeit iibernehmen.

LOAD $FFDS5
SAVE $FFD8

Die LOAD-Routine wird folgendermaflen benutzt:

Der Akku wird mit Null geladen. Dies ist das Kennzeichen fiir
LOAD. VWird die LOAD-Routine mit I im Akku aufgerufen,
wird VERIFY durchgefiihrt. Die Sekundiradresse entscheidet,
wohin geladen wird. Ist die Sekundiradresse ungleich Null, so
wird an die Adresse geladen, die im Programm gespeichert ist.
Ist die Sekundiradresse gleich null, wird an die Adresse geladen,
die im X- (low) und Y-Register (high) iibergeben wird. Ferner
miissen Geridteadresse und Filename ausgegeben sein. Auch dazu
gibt es ROM-Routinen.

Beispiel: Laden eines Maschinenprogramms von Diskette, mit
dem Namen "NAME", an die Adresse $1000.
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C000 LDX #$08
€002 LDY #8300
C004 JSR SFFBA
CO07 LDA #304
C009 LDX #$1E
COOB LDY #3CO
C000 JSR $FFBD
CO10 LDA #300
€012 LOX #300
c014 Lo #%10
CO16 JSR S$FFDS

Gerdteadresse fur Floppy
Sekurdéradresse 00
Fileparameter setzen

Anzahl der Zeichen des Namens
LOM-Byte der Adresse des Namens
HIGH-Byte der Adresse

Fi lenamenpsrameter setzen

$00 Ftag fur LOAD

LOM-Byte der Programmanfangsadresse
HIGH-Byte der Adresse
LOAD-Routine

ME mE WA M Wa me s mE WMy M mp mE m s

CO19 STX SAE LOoW-Byte der Endadresse speichern
CO1B STY SAF HIGH-Byte der Adresse speichern
CO1D RTS Ricksprung vom Hauptprogramn

CO1E 4E 41 4D 45 00 00 00 00 NAME

Wie aus dem Beispiel ersichtlich, iibergibt die LOAD-Routine
im X- und Y-Register die Endadresse des geladenen Programms.
Um das Programm absolut an die gespeicherten Adressen zu
laden, muf} als Sekundiradresse 01 gew#hlt werden. In diesem
Fall konnten auch die Befehle in den Speicherzellen $C012 bis
$CO015 entfallen.

An dieser Stelle nun der angekiindigte Nachtrag zum Laden
eines Programms von Band. Im nichsten Beispiel soll ein Pro-
gramm vom Band ab Adresse $6000 geladen werden, die mit
abgespeicherte Adresse wird ignoriert, sofern der Datentyp nicht
3 ist. Ist dies der Fall, so ist es nicht ohne weiteres méglich, das
zu ladende Programm auf eine beliebige Adresse zu legen. Wie
dies jedoch dennoch geschehen kann, lesen Sie bitte im Kapitel
6.1 "Nutzung des ROM-Listings" nach.

Gerdteadresse fur Band
Sekundéaradresse 00

Fil eparameter setzen

Anzahl der Zeichen des Namens

€000 LDX #301
€002 LDY #$00
C004 JSR SFFBA
CO07 LDA #304

e me wp e
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C009 LDX #S1E ; LOW-Byte der Adresse des Nemens
C0o08 LOY #$CO ; HIGH-Byte der Adresse

CO0D JSR SFFBD ; Filensmenparaemeter setzen

C010 LOA #300 ; 300 Flag fir LQAD

C012 LDx #300 ; LOW-Byte der Programmanfangsadresse
C014 LDY #$60 ; HIGH-Byte der Adresse

C016 JSR SFFD5 ; LOAD-Routine

CO0t? STX SAE ; LOW-Byte der Endadresse speichern
C01B STY SAF ; HIGH-Byte der Adresse speichern
C010 RTS ; RUcksprung vom Hauptprogramm

CO1E 4E 41 4D 45 00 00 00 00 NAHE

Wie Sie sehen, besteht der einzige Unterschied im Laden von
Programmen von Band oder von Disk in der verdnderten Geri-
teadresse.

Mit einem Maschinensprachemonitor wird das Programm ohne
weitere Angaben immer absolut geladen und gespeichert.

Soll von einem BASIC-Programm aus ein Maschinenprogramm
mit LOAD geladen werden, so ergeben sich einige Schwierig-
keiten. Absolutes Laden 4Bt sich zwar leicht durch Angabe der
Sekundiradresse 1 erreichen. Es besteht jedoch noch ein zweites
Problem. Nach jedem LOAD wird die Endadresse des geladenen
Programms immer gleich der Endadresse des BASIC-Programms
gesetzt, und die Programmausfiihrung beginnt wieder am Pro-
grammanfang. Dies ist fir das Nachladen von BASIC-Program-
men (Overlay) durchaus sinnvoll, macht jedoch beim Laden von
Maschinenprogrammen oder sonstigen Speicherinhalten Pro-
bleme. In einem solchen Fall empfiehlt sich ein kleines Maschi-
nenprogramm wie eines der obigen Beispiele, das z.B. vom
BASIC-Programm aus mit SYS aufgerufen wird. Auch eine
Parameteriibergabe ist moglich, z.B. Filenamen und Geri-
teadresse.

Mit den nun gezeigten Beispielen lassen sich (allerdings mit den
genannten Schwierigkeiten) Maschinenprogramme von BASIC
aus laden.
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10 IF A=1 THEM 40

20 A=1

30 LOAD "NAME™,8,1

40 PRINT " PROGRAMM GELADEN"
50 END

Sollen mehrere Programme hintereinander geladen werden, so ist
das mit dem folgenden BASIC-Programm mdglich.

10 ON A GOTO 30,50,80

30 A=A+

40 LOAD "NANE 1v,8,1

50 PRINT " ERSTE PROGRAMM GELADEN™
60 A=A+1

70 LOAD"NAME 2",8,1

80 PRINT " 2WEITE PROGRAMM GELADEN"
90 END

Abspeichern von Programmen oder beliebigen Speicherbereichen
mit der SAVE-Routine geschieht #&hnlich. Hierzu mufB3 der
SAVE-Routine die Start- und Endadresse mitgeteilt werden.
Auflerdem werden Geriteadresse sowie Linge und Adresse des
Filenamens (beim Abspeichern auf Diskette unbedingt erforder-
lich) benoétigt. Die Startadresse muf3 in der Zeropage an zwei
aufeinanderfolgenden Adressen stehen (LOW- und HIGH-Byte),
im Akku wird ein Zeiger auf diese Adresse iibergeben. Das
LOW-Byte der Endadresse steht im X- und das HIGH-Byte im
Y-Register. Geriteadresse und Filenamenparameter werden wie
bei der LOAD-Routine gesetzt. Wir wollen als Beispiel jetzt den
Speicherbereich von $C000 bis $C200 unter dem Namen
"NAME" auf Diskette speichern und haben die Startadresse des
Programms in $FB/$FC gespeichert.

CO00 LDX #$08 ; Gerdteadresse fur Floppy

C002 LDY #301 ; Sekundaéradresse $01

C004 JSR SFFBA ; Fileparameter Ubergeben

CO07 LDA #304 + Anzabl der Zeichen des Namens
C009 LDX #%$22 ; LOW-Byte der Adresse des Namens
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Wie Sie aus dem Beispiel

@00E LDY &3c0
COOD JSR SFFBD
CO10 LDX #$00
C012 LDY #$CO
C014 STX sf8
€016 STY $FC
CO78 LDA #3FB
COtA LDX #301
Co1C LDY #sC2
CO1E JSR $FFD8
€021 RTS

e me w5 me me sy W

g we wa ma

€022 4E 41 4D 45 00

HIGH-Byte cder Adresse
Filenamenparameter lUbergeben
LOW-Byte der Startadresse
HIGH-Byte der Adresse
LOW-Byte speichern

HIGH-Byte speichern
mitteilen, wo Adresse gespeichert wurde
LOW-Byte der Endadresse + 1
RIGH-Byte der Erdadresse
SAVE-Routine

Ricksprung vom Unterprogramm

00 00 00 NAME

ersehen, wird der Inhalt der

Endadresse nicht mehr abgespeichert, es muf3 deshalb immer die
Endadresse plus eins angegeben werden. Zum Abschlufl wollen
wir noch ein BASIC-Programm ohne Filenamen mit EOT-
Kennzeichen auf Kassette schreiben.

5.3

€000 LDOX #301
€002 LDY #$02
C004 JSR SFFBA
C007 LDA #800
€309 JSR SFFED
COOC LDA #32B
CODE LDX $20
CO0t0 LOY $2E
C012 JSR SFFD8
CG15 RTS

Die ClAs

ME wmE mE mp Wy M WE ma Wy mp

Gerdteadresse fUr Band
Sekundiradresse 02 fur End of Tape
Fileparameter tibergeben

kein Name

Filenamenparameter Gbergeben
Zeiger auf BASIC-Programmstart
LOW-Byte der BASIC-Endadresse
HIGH-Byte der BASIC-Endadresse
SAVE-Routine

Ricksprung vom Unterprogramm

Die CIAs (Complex Interface Adapter) sind zwei sehr leistungs-
fihige Interfacebausteine, deren Leistungsfihigkeit beim C64
jedoch nicht vollkommen ausgenutzt wird. Die CIAs sind die
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Nachfolger der VIAs, die noch im VC20 und in der Floppy 1541
Verwendung gefunden haben.

Bevor wir auf die Arbeitsweise der CIAs eingehen, noch einige
allgemeine Informationen:

Die beiden vollig identischen Bausteine unterscheiden sich
lediglich in ihren Aufgaben und in der Weise, wie sie mit den
iabrigen Elementen des Computers verbunden sind. Der CIA 1
dient hauptsichlich der Tastaturabfrage. Zusitzlich werden von
thm der Joystick, Paddels, Lightpen und Maus verwaltet. Er ist
mit der IRQ-Leitung (Interupt Request) des Computers verbun-
den und belegt den AdreBbereich von $DC00 bis $DCFF. Der
CIA 2 hingegen dient ausschlieBlich der Steuerung von Periphe-
riegeriten. Seine Leitungen sind am Userport herausgefiihrt. Er
ist mit der NMI-Leitung (Nicht Maskierbarer Interupt) des
Computers verbunden und belegt den Speicherbereich von
$DDO00 bis $DDFF.

Der Interrupt der CIA 2 hat deshalb eine hdéhere Prioritit im
Vergleich zur CIA 1. Dies ist auch sinnvoll, da die CIA 2, wie
bereits erwihnt, die zeitkritischen Ein- und Ausgabeoperationen
ausfiihrt.

Die CIAs verfiigen jeweils iiber zwei freiprogrammierbare
Timer, eine unbenutzte Echtzeituhr, und zwei freiprogrammier-
bare 8-Bit-Datenports.

5.4 Die E/A-Ports
5.4.1 Tastaturabfrage

Die CIA’s verfiigen Uber zwei 8-Bit-Datenregister (PRA und
PRB) bei denen jede der Leitungen sowohl als Ein- als auch als
Ausgang gewihlt werden kann. Um dies festzulegen, verfiigen
die CIAs iiber jeweils zwei 8-Bit-Datenrichtungsregister (DDRA
und DDRB). Wenn ein Bit im DDR gesetzt ist (=1), arbeitet das
korrespondierende Bit des PR als Ausgang. Ist das Bit im DDR
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geldscht (=0), so ist das entsprechende Bit des PR als Eingang
definiert. Durch das Auslesen der DDRs erfiéhr man die
Eingangsspannungsbelegungen der PRs.

Die Portleitungen PAO bis PA7 und PB0 bis PB7 des CIA 1 fra-
gen unter anderem, wie aus dem Schaltplan im Anhang ersicht-
lich, die Tastatur ab. Sie bilden eine 8-mal-8-Matrix, die es
ermoglicht, 64 Tasten abzufragen.

Falls Sie die Tasten Ihres C64 einmal gezihlt haben, haben Sie
jedoch festgestellt, daBB dieser 66 Tasten hat. Das ist dadurch zu
erkliren, daB die RESTORE-Taste iiber eine eigene Leitung
verfiigt, die bei einem Tastendruck die RESTORE-Leitung auf
Masse legt und dadurch einen NMI (Nicht Maskierbarer Inter-
rupt) auslgst. Die zweite fehlende Taste ist SHIFT-LOCK. Sie ist
parallel zur linken SHIFT-Taste geschaltet.

Eine Erklirung vorweg: Wenn ein Datenport im Datenrich-
tungsregister auf Eingang geschaltet ist, und dieser nicht belegt
ist, so sind diese Bits im Datenregister auf HIGH geschaltet
(gesetzt). Zum besseren Verstindnis arbeiten Sie bitte mit der
Tabelle am Ende des Kapitels.

Beim CIA 1 sind die Leitungen PAO bis PA7 als Ausgang ge-
schaltet, die Leitungen PBO bis PB7 als Eingang. Fragt die
Interruptroutine des Betriebssystems die Tastatur ab, so legt sie
die Anschliisse des Ports A kurzzeitig auf LOW, die Bits der
Adresse $DC00 (56320) werden geldscht.

Wird eine Taste gedriickt, so wird das Lowsignal des Port A
Gber die Leiterbahn auf das entsprechende Bit des Port B iiber-
tragen.

Die anderen Bits des Port B sind in diesem Fall nicht ange-
schlossen und deshalb, wie bereits erklirt, gesetzt.

Erkennt das Betriebssystem einen vollstindig gesetzten Port B, so
wurde keine Taste gedriickt, und es wird zum Ende der
Tastenabfrage gesprungen.
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Wurde beispielsweise H gedriickt, so wird Bit 5 des Port B
geldscht. Daran kann der Rechner erkennen, daf3 eine der Tasten
F3, S, F, H, K, :, = oder die Commodore-Taste gedriickt sein
muBl. Um festzustellen, welche dieser Tasten gedriickt ist, setzt
der Rechner alle Bits des Port A bis auf das erste auf high und
schiebt die Bits des Port B nacheinander ins Carry-Flag, um zu
tberpritffen, ob sie geloscht sind. Sobald er ein geldschtes Bit
festgestellt hat, holt er sich den entsprechenden Tasten-Code aus
einer der Tabellen ab $EB8i. Aus welcher Tabelle der Tasten-
Code geholt wird, hidngt davon ab, ob SHIFT oder COMMO-
DORE-Taste gleichzeitig betitigt wurden. Waren alle Bits des
Port B gesetzt, wird das niéichste Bit des Port A geléscht und alle
Ubrigen gesetzt. Daraufhin wiederholt sich die Kontrolle des
Port B.

Sind mehrere Tasten gedriickt, so werden entsprechend mehr
Bits des Port B geléscht. Daraus wird ersichtlich, daBB es moglich
ist, mehrere Tasten gleichzeitig abzufragen.

Als erstes nun ein Programm, daB3 es erlaubt, auf eine Taste
oder auf eine Betiitigung des lJoysticks zu warten, ohne daf3 eine
der Routinen zur Tastenabfrage angesprungen werden muBl. Es
ist also moglich, auf einen Tastendruck zu warten, obwohl der
Interrupt, der die Tastatur abfragt, verhindert ist.

€000 LDA #300
€002 STA $DCOO ; Port A auf Low legen
C00S LDA $DCO1 : Port B holen

C008 CMP #3TF ; Taste gedrickt
C00A BEQ $C000 ; Nein, dann wieder zum Anfeng
€c00C RTS ; Riicksprung vom Unterprogramm

Das folgende Programm fragt mehrere Tasten auf einmal ab. Das
Programm springt nur aus der Schleife, falls DEL, W, und die
RUN/STOP-Taste gleichzeitig gedriickt sind.

€000 SEI : Interrupt verhindern
€001 LDA #$00
€003 STA $DCO0 : Port A auf Low setzen
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C006 LDA $0CO1 Port 8 holen

C089 cHp #SFF Yaste gedrickt

CO0B BEQ $C001 Nein, dann wieder von Anfang

CO0b LDX #$00 2ahler auf 300 setzen

COOF LDA #SFE Alle Bits bis auf des erste gesetzt
CO011 PHA Wertespeichern

€012 STA $DCOO
€015 LDA $DCO1
CGi8 CwP $CU2D, X
CO018 BER $C021

an Port A ilibergeben

Wert von Port B holen

Mit Wert aus Tabelle vergleichen
Ja, damn weiter

My mE My WE w4 me %4 I W Ws Mp W wp Ws Me Ny Mo WL ®p me Wi wp

C01D PLA Ansonsten Stapel rikcksetzen
Ca1E CLC und zum

CO1F BCC $COO01 Anfang springen

C021 PLA Gespeicherten Wert holen
C022 INX 28hler erhshen

C023 CPX #308 Rit Endwert vergleichen

C025 BEQ $CO02B Ja, dann zum Ende

€027 SEG Carry setzen

€028 ROL geldschtes Bit um eing verschieben
C029 BNE $CO11 unbedingter Spring

€028 CLI Interrupt wieder ernbglichen
C02C R’TS Ricksprung vom Unterprogramm

CO2D FE FD FF FF FF FF FF 7F; Daten fir die Tasten

Die Bits des Port A werden einzeln, der Reihe nach geldscht
und die dazugehoOrige Bitkombination des Port B iiberprift.
Daraus ergeben sich acht Werte fiir Port B, die ab Adresse
$C02D abgelegt sind.

Wie schon erwihnt, holt sich das Betriebssystem den ASCII Wert
der gedriickten Taste aus einer Tabefle. Zuvor wird jedoch die
soeben gedriickte Taste in einem anderen Code in der Adresse
$CB und eine Kopie davon in der Adresse $CB abgelegt. Dieser
Code entspricht der Stellung des entsprechenden ASCII-Wertes
in der eben erwiihnten Tabelle ($EBS!).

Wenn es auf Geschwindigkeit ankommt, so empfiehlt es sich, die
gedriickte Taste direkt in einer dieser Adressen abzufragen. Die
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entsprechende Tabelle zur Identifizierung der Tasten finden Sie
am Ende dieses Kapitels.

PORT B
PORT A T $DCo

$DCO0 BIT 7 BIT @ BIT § BIT ¢4 BIT J BIT 2 BtT 1 BIT 0

I | I | I ! I
oo T THF BHF 3HF THE 7H - H G How |

SHIFT
BIT 1 —{ INKs [ E ] S ]

)

__4_

BIT 2 — X —T _r—
BIT 3 — V_.UJ_H
BIT 4 — N_O* K

o>

chj}N‘
[

6
-1 8
0

- —
[

)
I

BITSw—iu—@—:— Y —

|

| H
O+ O N} 01 —W

l

e L/ H t H=HarHeowdd 5 H* -

Run | [~ ~
BIT 7 — Ay Q ( : _{SPAC%-— 2 | lctRL | «— |

! —
t

Abb. §.4.1.1: Tastatur-Matrix
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Tabelle der Tastencodes

vaon

$C5 und 3CB

OEZ HEX BED. JIDEZ HEX BED.

DEZ HEX BED DEZ HEX BED.

0 00%f1610°%,

3920

01 %

1711 R

3321

3422

03

+]3523

04

3624

05

3725

06 Fs|

3826

071

3927

083,

.j4028

OO N O bW NN~

09 w|2519 Y

4129

100A A

422A

5&3Aw%_

(J4328

|5938

120dz52&1de

442C "

603Cﬂ"!

130D s [291D =

4520?

6 1:3 Dbvies

14°0E e [301E v

[462E

62 3E Q

15 0FNms{31 1F v

viaz2F .

63 3F &0

| 64 I$40 = keine Taste l

Abb. 5.4.1.2: Tastencodierung
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5.4.2 Joystick

Die Joystickabfrage erledigt der CIA 1. Wie aus dem Schaltplan
gut ersichtlich, werden fiir den Joystickport I die Bits PBQ bis
PB4 und fir Joystickport 2 die Bits PAO bis PA4 der CIA 1
belegt. Uber die Schalter des Joysticks wird Masse, das heif3t ein
Low-Signal, auf die entsprechende Portleitung gelegt.

Es ist selbstverstindlich auch mdglich, mehrere Leitungen auf
low zu legen und dies dort abzufragen, sofern die entsprechen-
den Portleitungen im DDRA als Eingang definiert waren. Da der
Joystickport 1 mit Port B der CIA I verbunden ist, wird auch
verstandlich, dafl beim Betitigen des Joysticks "wunderliche"
Zeichen auf dem Bildschirm erscheinen. Hier nun eine Uber-
sicht iber die Zuordnung der Portleitungen:

Kontrollport | Kontrollport 2

Adresse $DCO01 Adresse $DCO00
oben: Port BO Port AO
unten: Port B1 Port Al
links: Port B2 Port A2
rechts: Port B3 Port A3
Feuer: Port B4 Port A4

Mit dem folgenden BASIC-Programmm kann man den Joystick in
Joystickport 2 abfragen.

10 POKE 56322,224
20 J=PEEK (56320)
30 1F (J AND 1)=0THEN PRINT"OBEN"
40 IF (J AND 2)=0THEN PRINTUNTEN"
SO IF (J AND 4)=0THEN PRINT“LINKS"
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60 IF (J AND 8)=0THEN PRINT"RECHTS"
70 IF (J AND 16)=0THEN PRINT"KNOPF"
80 GOTO 20

In Zeile 10 werden die Leitungen PAQO bis PA4 des PRA als
Eingang geschaltet. Dies geschieht im DDRA, der Register 2 der
CIA 1 ($DCO02) belegt. Daraufhin werden die Daten von Port A
geholt und kontrolliert, welche Bits geloscht wurden.
AnschlieBend wird wieder zur Abfrage gesprungen. Das Pro-
gramm konnen Sie nicht mit der STOP-Taste unterbrechen, da
keine Tastenabfrage mehr moglich ist. Falls Sie das Programm in
Ihr eigenes Programm einbauen wollen, so ist es nicht unbedingt
nétig, auf eine Tastenabfrage zu verzichten. Durch POKE
56322,255 wird die Tastenabfrage wieder ermoglicht. Um die
Joystickabfrage auf Joystickport 1 zu verlegen, brauchen Sie nur
zu jeder Adresse eine 1 zu addieren.

§.4.3 Die Yerwendung von Paddles

An den C64 konnen handelsiibliche Paddles angeschlossen wer-
den. Sie werden einfach in den Controlport 1 auf der rechten
Seite des Gerites eingestopselt. Hinter einem Paddle verbirgt
sich nichts weiter als ein Potentiometer, welches auf die im
Kapitel 4 erliuterte Weise mit dem SID verbunden ist, und eine
Taste, welche auf die Joystickposition LINKS fiir das eine
Paddle und RECHTS fiir das andere Paddle wirkt.

Ein wenig problematisch ist das Verfahren, die Paddlewerte pro-
grammtechnisch auszuwerten, da sich einige Bits zur Paddle-
steuerung und -abfrage die ClAs 1 und 2 mit der Tastatur teilen
miissen.

Probleme bereiten zum einem die Tasten an den Paddles und
zum anderen die Tatsache, dal AnschluBmoglichkeiten fiir zwei
Paddlepaare (also vier Paddles) bestehen, der SID aber nur iiber
zwei Analog/Digital-Wandler verfiigt. Letzteres Problem wird
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dadurch geldst, indem die Paddles iber einen Analogschalter
gefithrt werden.Um diesen zu bedienen, werden zwei weitere
Bits der CIA 1 herangezogen.

Es muB3 also auch hier zur Auswertung der A/D-Wandler die
Tastatur lahmgelegt werden, allerdings nur fir die Zeit des
tatsichlichen Zugriffs, da man sonst mit der Tastatur nicht mehr
arbeiten kdnnte.

Die Lgsung bringt folgendes kleine Maschinenprogramm. Es
wird als DATA-Statements in ein BASIC-Programm eingebun-
den und erlaubt, wie weiter unten gezeigt, den komfortablen
Zugriff auf alle Parameter von vidr angeschlossenen Paddles.

Das Programm ist in einem Bereich angelegt, der vom Betriebs-
system nicht benutzt wird.

Die Riickmeldungen belegen einige Speicherzellen, die nur
wihrend einer Kassettenoperation anderweitig belegt sind.

CFBE SEI ;Tastaturabfrage verhindern
CFBF LDA #$80 Parameter fdr Paddlesatz A
CFC1 JSR SCFEC ;A/0-Werte A1 und A2 holen
CFC4 STX $033C ;und sicherstetlen

CFC7 STY $033D

CFCA LOA $0CO0 ;Tasten A aus CIA 1 holen
CFCO AND #80C ;benctigte Bits filtern
CFCF STA $029F :;usnd sicherstellen

CFO2 LDA #8560 ;Parameter fUr Paddlesatz B
CFD4 JSR S$CFEC ;A/f0-Werte B1 und B2 holen
CFD7 STX $O33E ;und sicherstellen

CFDA STY $O33F

CFOD LDA $DCO1 ;Tasten B aus CIA 2 holen
CFEQ AND #$0C ;bendtigte Bits filtern
CFE2 STA $02A0 ;urd sicherstellen

CFE5 LOA #3FF ;alle Bits Ausgang in CIA 1
CFE7 STA $DCD2 ;um Tastaturabfrage wieder
CFEA CL! ;zu erlauben

CFEB RIS ;Rickkehr ins Basicprogram
CFEC STA 90CO0 ;Paddlesatz auswahlien
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CFEF
CFF2
CFF4
CFF6
CFF7
CFF9
CFFC
CFFF

DEX

RTS

ORA #$CO
STA $0C02
LDX #30

BNE SCFF6
LDX $D419
LDY $041A

;auf Ausgang setzen

;Beruhigung des
;A/D-Eingangs
;A/D 1 holen
;A/D 2 holen

;und entsprechende Bits

;Verzogerungsschleife 2ur

;Ruckkehr ins Haijptprogramm

Hier nun das BASIC-Programm, SchlieBen Sie die Paddles an,
laden und starten Sie das Programm und schauen Sie, was

geschieht,

10

30
40
50

READ A:
AX=830:
AY=831:
BA=672:
BX=828:
BY=829:
BB=830:

8838

100
110
120
130
140
150
160
170

5.4.4 MAUS

POKE M,A: NEXT:
REM Paddle 1 am Controlport
REM Paddle 2 am Contralport
REM Tasten von Paddlepaar A
REM Paddle 1 am Controlport
REM Paddle 2 am Controlport
REM Tasten von Paddlepaar B

SYS 53182: REM Alle Werte holen
PRINT PEEKCAX)" VYPEEK(AY)" "PEEK(BA)" *;
PRINT PEEK(BX)" “PEEK(BY)" “PEEK(BB)
GOTO 140

DATA 120,169, 128,32,236,207,142,60,3,140,61,3,173
DATA 0,220,41,12,141,159,2,169,64,32,236,207,142
DATA 62,3,140,63,3,173,1,220,41,12,141,160,2,169
DATA 255,14%,2,220,88,96,141,0,220,9,192,141,2
DATA 220,162,0,202,208,253,174,25,212,172,26,212,96
FOR M=53182 TO 53247
REM Maschinenprogramm einlesen

1
1

Die Maus ist ein sehr leicht zu bedienendes Eingabeinstrument,
das leider noch kaum zum C64 durchgedrungen ist. Vor kuizem
sind jedoch einige M#use auf den Markt erschienen, die ohne
weiteres an dem C64 anschlieBbar sind.
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Sie belegen die gleichen Anschliisse wie auch der Joystick und
legen den Anschlu fiir die jeweilige Richtung auf Masse. Im
Prinzip ist dies ndmlich ein als Maus "getarnter" Joystick. Durch
das Joystick-kompatible Signal ergibt sich auch umgehend ein
Problem. Es ist nicht mdglich, die Geschwindigkeit, mit der die
Maus bewegt wird, festzustellen. Man kann lediglich mit einem
konstanten Wert fiir die Geschwindigkeit arbeiten.

Doch wie funktioniert eigentlich se eine Maus? Die Bewegung
der in der Maus befindlichen Kugel wird auf zwei Rollen iiber-
tragen. Die eine Rolle iibernimmt die Bewegung in X- und die
andere in Y-Richtung. An jeder der Rollen ist ein Kranz mit
Léchern befestigt. Die Locher lassen einen Lichtstrahl, der auf
einen Fotowiderstand f#llt, ungehindert durch. Durch Drehen
des Kranzes entsteht ein stindiger Wechel zwischen hell und
dunkel. Die Bewegung der Maus wird somit nicht wie beim
Joystick durch das Vorhanden- und Nichtvorhandensein des
Signals, sondern durch das stindig gesendete, sich stlndig
indernde Signal erkannt.

Bei der Maus fiir den C64 werden diese Impulse durch eine
zusitzliche Schaltung in ein Joysticksignal umgewandelt. Diese
Umwandlung ermoglicht es, die Maus einzustépseln und die
Tastatur trotzdem abzufragen.

Das folgende Maschinenprogramm ermdéglicht es, eine Maus, die
nicht speziell fur den C64 entwickelt wurde, abzufagen. In die-
sem Fall ist es die Maus fiir den Atari 520 ST. Aufgrund der
Tatsache, daB3 diese Maus stindig ein Signal an den Port schickt,
ist es nicht méglich, zusitzlich die Tastatur abzufragen. Das ist
jedoch auch der einzige Nachteil. Dafiir bekommen sie eine
"richtige" Maus und keine Joystick-"Imitation".

Das Sprite, das durch die Maus gesteuert wird, mufl3 zusitzlich
zu diesem Maschinenprogramm noch ab Adresse $0340 (832)
abgelegt werden. Im angefiigten BASIC-Lader ist dies bereits
geschehen.
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€000
coo1
coo3
c00é6
€008
cooB
COCE
coto
co13
Co15
co18
cois
CO1A
CO1E
€020
coz2
co24
€026
co29
cozs
CO2E
co31
co33
C036
co37
co3s
co39
C03A
co3c
CO3t
€040
C042
CO044
co47
C049
co4c
CO4F
cos1
€054
c055

SEI
LDA
STA
LDA
STA
STA
LDA
STA
LOX
STX
LDA
PHA
AND
CMP
BEOQ
Loy
STA
CMP
BNE
JSR
CMP
BNE
JSR
PLA
PHA
LSR
LSR
AND
CMP
BEQ
Loy
STA
CMP
BNE
JSR
CNP
BNE
JSR
PLA
AND

#6501
$0015
#$60
$0000
$0001
#3$00
$07F8
#300
$0C02
$0C00

#$03
$F8
$C036
$FB

$FB
$C0CO,Y
$CO2E
$C060
$C0C4, Y
$C036
$C07B

#303
$FC
$C054
$FC

$FC
$C0CO, Y
$C04C
$CO%E
$C0C4, Y
$C054
$C0AB

#3$10

-

-y

¥

-y wE wma wma

Tastaturabfrage verhindern

Sprite eins einschatten
Koordinaten fest.legen

Spritezeiger auf $0340 (832) stellen

Port A auf Eingang stellen

Port lesen

und nerken

erste 2 Bits isolieren (Horizontale)
mit altem Wert vergleichen

ja, dann z2ur nachsten Abfrage
ansonsten alten Wert lesen

und neven Wert speichern

Wert fir entsprechende Bewegung?
nein, andere Bewegung vergleichen
Sprite nach rechts bewegen
entgegengesetzte Bewegung?

nein, dann andere Bewegung

Sprite nach links bewegen
gespeicherten Wert holen

und erneut abspeichern

Bits verschieben, um Bewegung

in vertikaler Richtung abzufragen
Bits isol ieren

mit altem Wert vergleichen

Jja, dann zur nachsten Abfrage
alten Wert holen

und neuen Wert speichern

Wert fur entsprechende Bewegung
nein, dann andere Richtung

Sprite nach unten verschieben

; Wert mit anderer Richtung vergleichen

nein, dann Feuerknopf

Sprite nach oben verschieben
gespeicherten Portwert holen
mit Feuertaste vergleichen
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CO57 BNE
€059 INC
CO5C JMp
CO5F NOP

$C018
$D020
$c018

nein, dann zum Anfang der Abfrage
Wert fur Rahmenfarbe erhdhen
zun Anfang der Abfrage springen

Bewegungsroutinen fiir das Sprite

CO060 PHA
C061 LDA
CO064 CMP
C066 BNE
C068 LDA
CO6B CMP
C06D BCS
CO6F INC
€072 BNE
C074 1DA
€076 STA
CO?9 PLA
CO7A RTS

C0?B PHA
CO7C LDA
CO7F CnP
C081 BNE
c083 LDA
CO086 BNE
c088 LDA
CO8A STA
C08D DEC
C0%90 PLA
C091 RTS
C092 LDA
C095 CMp
€097 BCC
c099 DEC
CO9C BNE

30010
#s01

$CO6F
$0000
#84p

$C079
$0000
$C079
#$01

$0010

$0010
#8301

$C092
$0000
$C080
#300

$0010
$0000

$0000
#3818

$C090
$0000
$C090

CERRL TR T N L T T

My wme ms ma ma mn

Ma mp M4 mp mp wn my ma

Akku retten
Spritetiberlaufregister laden
ist es gesetzt

nein, dann verzweigen
Spritekoordinate laden

mit Maximatwert vergleichen
verzweige, wenn groBer
X-Koordinate erhohen
verzweige, wenn kein Uber lauf

Uberlaufregister setzen
Gespeicherten Wert holen
und 2urlick zun Hauptprogramm

Akku retten

ilberlaufregister laden

Register gesetzt

nein, dann verzweige

Koordinate laden

wenn nicht gleich null, verzweige
ilberlaufregister loschen

X-Koordinate verringern
gespeicherten Akku holen

und zurlck ins Hauptprogramm
Koordinate Laden

Minimalwert

kteiner dann Rucksprung

sonst X-Koordinate verringern
unbedingter Sprung
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CO9E PHA : AKku retten

CO%F LDA $0001
COA2 CMP #$F1

COA%4 BCS $CDA9
COA6 INC $D001

Y-Koordinate laden
Maximalwert

groBer, dann Riicksprung
Koordinate erhhen

- wm om

~

COA9 PLA ; geretteten Akku holen
COAA RTS ; und zurdck ing Hauptprogramm
COAB PHA Akku retten

COAC LDA $DDO1
COAF CMP #3$31

COB1 B8CC $C0BS
€083 DEC $D001

Y-Koordinate laden
Minimalwert

kleiner, dann Rucksprung
sonst Koordinate verringern

mp mp mE ms a4 ma ma

COB6 PLA Akku holen
COB7 RTS Ricksprung ins Hauptprogramm
€c0CO 02 00 03 01 01 03 00 02 ; Daten zur Feststellung

Hier jetzt der BASIC-Lader, in dem das Sprite schon vorhanden

1st.

der Richtung der Maus

10 FOR N=0TO63:READ X:POKE832+N,X:NEXT

20 READ X:SUM=SUM+X:IFX=-1THEN4O

30 POKE49152+Y,X:Y=Y+1:6G0T020

40 IFY<>200THEN PRINTMERROR IN DATA":END

50 SY$S49152

90 REM

91 REM SPRITE DATEN

92 REM

100 DATA 0,0,0,0,0,0,0,0,0,15,224,0,15,192,0,15,128,0,15,192,0, 13,
224,0

101 DATA 8,240,0,0,120,0,0,60,0,0,30,0,0,15,0,0,7,128,0,3,128,0,0,
0,0,0,0

102 DATA 0,0,0,0,0,0,0,0,0,0,0,0,0

197 REM

198 REM PROGRAMM
199 REM
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200 DATA 120,169,1,141,21,208,169,96,141,0,208,141,1,208,169,13,14
1,248,7

207 BATA 162,0,142,2,220,173,0,220,72,41,3,197,251,240,20,164, 251,
133,251

202 DATA 217,192,192,208,3,32,96, 192,217,196,192,208,3,32,123, 192,
104,72,7%

203 DATA 74,41,3,197,252,240,20,164,252,133,252,217,192, 192,208,3,
32,158,192

204 DATA 217,196,192,208,3,32,171,192,104,41,16,208,191,238,32,208
,76,24,192

205 DATA 0,72,173,16,208,201,1,208,7,173,0,208,201,77,176,10,238,0
,208,208

206 DATA 5,169, 1, 141,16,208,104,96,72, 173, 16,208, 201, 1,208, 15,173,
0,208,208

207 DATA 5,169,0,141,16,208,206,0,208, 104,96,173,0,208,201,24,144,
247,206

208 DATA 0,208,208,242,72,173,1,208,201,241,176,3,238,1,208,10%,%6
72,173

209 DATA 1,208,201,49,144,3,206,1,208,104,96,0,0,0,0,0,0,0,0,2,0,3
,1,1,3,0,2,-1
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Control Port 1:

'I—;In 8igral

JOY AD

JOY A1

JOoY A2

JOY A3

PADDLE POTENTIOMETER AY
BUTTON A/LIGHT PEN

+ 8V

QnND

| PADDLE POTENTIOMETER AX

W m N A W -

TO000
QOO0

Control Port 2:

hl
3

Signal

JOY BD

Joy 81

JoY B2

JOY B3

PADDLE POTENTIOMETER BY
BUTTON 8

+5Y

GMND

PAODLE POTENTIOMETER BX

- - U

Abb. 5.4.4: Control Port

5.4.5 Die 65 Maus 1351

Die Maus ist ein sehr leicht zu bedienendes Eingabeinstrument.
Sie belegt die gleichen Anschliisse wie auch der Joystick.

Doch wie funktioniert eigentlich die Maus? Die Bewegung der
in der Maus befindlichen Kugel wird auf zwei Rollen iiber-
tragen. Die eine Rolle iibernimmt die Bewegung in X- und die
andere in Y-Richtung. An jeder der Rollen ist ein Kranz mit
Ld4chern befestigt. Die Lacher lassen einen Lichtstrahl, der auf
einen Fo®owiderstand filit, ungehindert durch. Durch Drehen
des Kranzes entsteht ein stindiger Wechsel zwischen hell und
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dunkel., Die Bewegung der Maus wird somit nicht wie beim
Joystick durch das Vorhanden- und Nichtvorhandensein des
Signals erkannt.

Das folgende Maschinenprogramm ermdéglicht es, die
Commodore-Maus 1351 in Port I, die speziell fiir den C64 ent-
wickelt wurde, abzufragen. Es liegt in $8000, von wo es nach
$C000 kopiert wird. In $C000 liegt das Interrupt-Programm, das
die Maus steuert. Das Mausprogramm erkennt, welches Zeichen
sich unter dem Mauszeiger befindet. Aulerdem lassen sich die
X~ und Y-Koordinaten in den Adressen $037D und $037E
abfragen.

Nachdem das Maschinenprogramm in den Speicher geladen
wurde, kann es mit SYS 32832 gestartet werden. Im BASIC-
Loader ist dies bereits im Programm eingebunden und braucht
nur mit RUN gestartet zu werden.

Nun folgt das Maschinenlisting und der BASIC-Loader:
Sprite Daten

8000 F8 00 00 90 00 OO B8 00
8008 00 nc 00 00 8E 00 00 07
8010 00 00 02 00 00 00 00 00
8018 00 Q0 00 00 00 00 00 B0
8020 00 00 00 00 OO OO 00 00
8028 00 00 00 00 00 00 00 OO
8030 00 00 00 00 00 00 0O 0O
8038 00 00 00 00 00 00 00 00

Programmanfang

8040 LDY §%00 2éhler auf Nutt

8042 LDA $8000,Y Spritedaten

8045 STA $O0ED0,Y nach Puffer 1 kopieren
8048 INY 2dhler erhohen

8049 CPY §340 wenn fertig,

804B BNE $8042 dann weiter
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804D LDA §301 Sprite 1

B04F STA $0015 einschalten

8052 STA $0027 und Farbe setzen
8055 LDA §$64 Sprite

8057 STA $D000  X-Richtung

B05A STA $0001 Y-Richtung

8050 LDA §$00 Uberlaufregister
805F STA $0010 setzen

8062 LOA §%$38 2eiger auf

8084 STA SO7F8  puffer 1

8067 LDY §$00 2éhler auf Null
8069 LDA $807C,Y Interruptroutine nach
806C STA $C000,Y $C000 kopieren
806F INY 2ghter erhohen
8070 CPY §sD1 wenn fertig,

8072 BNE $8069 dann weiter

8074 (BA §$CH wert

8076 STA $0A04  zwischenspeichern
8079 JMP $C000 Sprung zur Interruproutine
807C NoP

8070 NOP

807E NOP

807F NOP

8080 %NOP

8081 Nop

8082 NOP

8083 KoP

8084 NOP

8085 NOP

80346 NOP

8087 NOP

8088 NOP

8089 NOP

808A NOP

8088 NOP

808C NOP

308D NOP

BOBE NOP

80BF SEI Interrupt sperren
8090 LDA §s21 IRQ auf
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8092 STA
8095 LDA
8097 STA
809A PLP
8098 CLI
809C RTS
8090 NOP
809E LDA
80A1 LDY
80A4 JSR
80A7 STY
8DAA CLC
80A8 ADC
B0AE STA
80B1 TXA
8082 ADC
8084 AND
80B6 ECR
8DBY STA
8DBC LDA
80BF LDY
8DC2 JSR
80c5 STY
80C8 SEC
80C9 EOR
8DCB ADC
8DCE STA
80Dt JMP
8004 STY
80D7 STA
800A LDX
800C SEC
800D SBC
BOEQ ANO
80E2 CMP
80E4 BCS
B80E6 LSR
80E7 BEQ
B0E9 LOY
B0EC RTS

$0314
§$CO
$0315

$0419
$COD1
$C058
$con1

$0000
$0000

§$00

§301

$D0010
$D0010
$041A
$C002
$C058
$C0D2

§SFF

$0001
$00D1
$c083
$COD4
$cop3
§$00

$COD4
§S7F
§$40
$80ED

$80FB
$C0D3

sco21

setzen

und

Register holen
Interrupt freigeben
Rucksprung

keine Operation
Mauskoordinate holen

Carry fur Addition léschen
zur alten Position addieren
und speichern

X-Reg. nach Akku

auf

Uberlauf

prufen

urd speichern
Mauskoordinaten holen

Carry fur Addition

Bits undrehen

Zur alten Position addieren
und speichern

RUcksprung

Werte

zwischenspeichern

X-Reg. loschen

Carry flur subtraktion loschen
subtrahieren

Bit 8 ldoschen

wenn werte gleich,

dann verzweige

mal 2

verzweige, wenn kein Uberlauf
alten wert laden

Ricksprung
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B0ED DRA §3C0

80EF CHP SSFF

80F1 BEQ $BOFfB
80F3 SEC

80F4 ROR

80OFS IDX §SFF

80F7 LDY $COD3
BOFA RTS

80FB LDA §$00

80FD RTS

80FE BRK

80FF LDA $0000
8102 sBC §$18

8104 LDX §S$FF

8106 INX

8107 sec §308

8109 8CS $8106
810B TXA

810C sBC §s01

810E STX $03FD
8111 SEC

8112 LDA 30001
8115 SBC §%$32

8117 LDX §SFF

8119 INX

811A. SBC §%08

811C BCS %8119
811E TXA

811F SBC §%01

8121 STX $O03FE
8124 LDA $DO010
8127 CHP §301

8129 BNE $8148
812B LDA $03FD
812E CMP §%10

8130 BEQ $8148
8132 LDA $D3FD
8135 CMP §S1E

8137 BEQ $8148
8139 LDA $03FD

Bits setzen

und vergleichen

verzweige, wenn kein Uberlauf
Carry fur Rechenoperation
Bits verschieben

alte werte

holen

Rucksprimg

Akku t&schen

Ricksprimg

X-Pasition laden
und subtrahieren
wert laden

und erhdhen

sclange subtcrahieren
bis Ubertauf

X-Reg. wiecler nach Akku
subtrahieren

und speichern

Carry setzen
Y-Position laden
und subtrahieren
Wert laden

und erhodhen

salange subtrahieren
bis Uberlauf

X-Reg. nach Akku
subtrahieren

und speichern
Prufen ob

tibertauf

verzweige, wenn ja
Puffer

richtig ?

verzweige, wenn nein
Puffer

richtig ?

verzweige, wenh nein
Puffer
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813C CHMP §S1F richtig ?

813E BEQ $8148 verzweige, wenn nein

8140 LDA $03FD Puffer laden

8143 ADC §%$20 richtig stellen

8145 STA $03FD und speichern

8148 JMP SEA31  Sprung zur Interruptroutine

100 FORI=32768T033100:READA:POKEI, A:NEXT

105 sYs 32832

110 DATA248,0,0,144,0,0,184,0,0,220,0,0,142,0,0,7,0,0

120 DATA2,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0

130 DATA0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0

140 DATAO,0,0,0,0,0,0,0,0,0,160,0, 185,0,128,153,0,14

150 DATA200,192,64,208,245,169,1,141, 21,208,141, 39,208,169,100,141,
0,208

160 DATA141,1,208,169,0,141,16,208, 169,56,141,248,7,160,0,185,124,128
170 DATA153,0, 192,200,192,209, 208,245, 169,192,141,4,10,76,0,192,234,234
180 DATA234,234,234,234,234,234,234,234,234,234,234,234,234,234,234,234,
234,120

190 DATA169,33,141,20,3,169,192,141,21,3,40,88,96,234,173,25,212,172
200 DATA209, 192,32,88,192,140,209,192,24, 109,0,208,141,0,208,138,105,0
210 DATA41,1,77,16,208,141,16,208, 173,26,212,172,210,192,32, 88,192,140
220 DATA210,192,56,73,255,109,1,208,141,1,208,76,131,192,140,212,192,141
230 DATA211,192,162,0,56,237,212,192, 41, 127,201,64,176,7,74,240,18,172
240 DATA211,192,96,9,192,201,255,240, 8,56,106,162,255,17 2,211, 192,96,169
250 DATA0,96,0,173,0,208,233,24,162,255 ,232,233,8, 176,251, 138,233, 1

260 DATA12,253,3,56,173,1,208,233,50,162,255,232,233,8, 176,251, 138,233
270 DATA1,142,254,3,173,16,208,201, 1,208,29,173,253,3,201,29,240,22

280 DATA173,253,3,201,30,240,15,173,253,3,201, 31, 240,8, 173,253,3,105
290 DATA32,141,253,3,76,49,234,0,0

55 Timer

Jede der zwei CIAs verfigt iiber zwei frei programmierbare 16-
Bit-Timer. Diese z#hlen von ihrem gesetzten Wert an bis Null
und l6sen daraufhin einen Interrupt aus. Das Ausldsen eines
solchen Interrupts kann jedoch auch vom Programmierer verhin-
dert werden. Normalerweise wird Timer A von CIA I vom



224 64 Intern

Betriebssystem dazu verwendet, den jede 1/60 Sekunde aufge-
rufenen Systeminterrupt zu steuern. Aus diesem Grunde ist es
ratsam, nur den unbenutzten Timer B fiir eigene Experimente zu
verwenden.

Man stellt den Timer B, indem man den Wert, von dem herun-
tergezihlt werden soll, in die Register 6 und 7 des CIA 1
(Adressen $DC06 und $DCO07) schreibt. Register 6 enthilt das
Low-Byte und Register 7 das High-Byte des Wertes. Fiir Timer
A der CIA 1 sind es die Register 4 und 5 (Adrssen $DC04 und
$DCO05). Jeder der beiden Timer besteht aus einem Vorspeicher
(engl. Latch) und einem Zihler (Counter). Schreibt man einen
Wert in eines dieser Register, so wird er im Latch gespeichert,
Beim Lesen der Register erhilt man den derzeitigen Wert des
Timers. Beide Timer kénnen unabhingig voneinander betrieben
werden. Es besteht jedoch auch die Mdglichkeit, sie zu kombi-
nieren, und dadurch einen 32-Bit-Timer zu erhalten. Dies kann
dann von Vorteil sein, falls lange Verzégerungsschleifen bendtigt
werden.

Zum Einstellen des Arbeitsmodus existieren zwei voneinander
unabhingige Register. Fir Timer A ist dieses Register 14
(Adresse $DCOE) und fir Timer B 15 (Adresse $DCOF). Auf
die Bedeutung der einzelnen Bits dieser Register, die im wesent-
lichen gleich ist, wird jetzt niher eingegangen.

Bit 0: START/STOP

Es ist méglich, durch Léschen dieses Bits die Timer anzuhalten.
Durch Setzen des Bits werden sie wieder gestartet.

Bit 1: PB ON/OF

Ist dieses Bit gesetzt, so wird bei jedem Unterlauf (das heif3t
beim Durchlaufen von Null) des Timers ein Signal an die ent-
sprechende Portleitung ausgegeben. Fiur Timer A ist das PB 6
und fir Timer B PB 7. Ist das Bit gel6scht, so hat ein Unterlauf
des Timers keinen EinfluB auf die Portleitung. Dieses Bit hat
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Prioritit vor dem DDRB. Das bedeutet, da bei gesetztem Bit
die entsprechende Portleitung immer als Ausgang fungiert.

Bit 2: TOGGLE/PULSE

Dieses Bit arbeitet nur im Zusammenhang mit Bit 1 dieses
Registers. Ist es gesetzt, so wird bei jedem Timerunterlauf das
Signal auf Leitung PB6 invertiert. Beim Register 15 ist es Lei-
tung PB7. Es ist also méglich, ein Rechtecksignal auszugeben,
dessen Frequenz durch den entsprechenden Timer festgelegt ist.
Bei gesetztem Bit wird bei jedem Unterlauf auf die entspre-
chende Portleitung ein positives Signal in Linge eines Taktzyk-
lus ausgegeben.

Bit 3: ONE-SHOT/CONTINUOUS

Im One-Shot-Modus (in diesem Fall ist das Bit gesetzt) z#hlt der
Timer von dem im Latch gespeicherten Wert herunter, erzeugt
einen Interrupt, lidt den Timer erneut mit dem gespeicherten
Wert und stoppt daraufhin. Ist das Bit nicht gesetzt (Continuous-
Modus) stoppt der Timer nicht, sondern beginnt erneut den Wert
abzuzihlen.

Bit 4: FORCE LOAD

Wird dieses Bit gesetzt, so wird der Counter des Timers, unab-
hingig davon, ob er gerade liuft oder nicht, mit dem Wert des
Latch geladen.

Die folgenden Bits sind bei Register 14 und 15 unterschiedlich
und werden deshalb einzeln behandelt.

Bit 5 (Register 14): IN MODE

Dises Bit bestimmt die Quelle des Timer-Triggers (Trigger =
Ausloser), also das Signal, das den Timer dazu veranla}t, seinen
Wert um eins zu verringern. Bei gesetztem Bit wird der Trigger
durch positive Signale an der Leitung CNT ausgel6st. Ist das Bit
geldscht, so ist der Systemtakt der Ausldser.
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Bit 5 und 6 (Register 15): IN MODE

Diese Bits erfiillen dieselbe Aufgabe wie in Register 14. Aller-
dings kénnen sie (es sind ja zwei Bits), mehr Quellen angeben.

00=Trigger wird durch Systemtakt ausgeldst.

01=Trigger wird durch positive Signale am Pin CNT ausgelost.
10=Trigger wird durch den Unterlauf von Timer A ausgeldst.
11=Wie 10, jedoch wird Timer A durch das Signal an CNT aus-
geldst

5.6 Echtzeituhr

Jeder CIA verfiigt iiber eine 24 Echtzeituhr, die allerdings vom
Computer nicht benutzt wird. Sie entspricht nicht der Betriebs-
systemuhr TIS$, die tiber den Systeminterrupt gesteuert wird. Im
Gegensatz zur CIA-Uhr ist die TI$-Uhr sehr ungenau. lhre
Abweichung betrigt ca. 1/2-Stunde pro Tag, da sie von der
Hiufigkeit des Interrupts abhingt.

Bei der Uhr des CIA besteht die Mdglichkeit, eine Alarmzeit
festzulegen. Beim Erreichen dieser Zeit, wird ein Interrupt aus-
geldst. Die Uhr ist in vier Register aufgeteilt. Es sind die Regi-
ster 8 bis 11, die folgende Aufgaben haben:

In Register 8 sind die Zehntelsekunden gespeichert, in Register
9 sind es die Sekunden, in Register 10 die Minuten und in
Register 11 die Stunden. Zusitzlich gibt Bit 7 des Registers 11
noch AM oder PM (Vor- oder Nachmittag) an. Die Zahlendar-
stellung in all diesen Registern erfolgt im BCD-Format,
wodurch das Umwandeln durch Maschinenprogramme erleichtert
wird. Nihere Erklirungen zu diesen Format und eine Tabelle
zur Umwandlung der beiden Formate finden Sie am Ende dieses
Abschnitts 5.6.

Die Uhr des CIA ist iiber die Netzfrequenz getaktet und deshalb
recht genau. Es besteht die Mdglichkeit, die Uhr an die jewei-
lige Netzfrequenz anzupassen. Dies kann durch Andern von Bit
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7 des Registers 14 geschehen. Ist es gesetzt, so arbeitet die Uhr
mit der bei uns verwendeten Netzfrequenz von 50 Hertz, anson-
sten sind es 60 Hertz.

Dije Alarmzeit wird in denselben Registern angegeben, die zum
Stellen der Uhr benutzt werden. Der einzige Unterschied besteht
darin, daB beim Stellen der Alarmzeit Bit 7 des Registers 15
gesetzt ist. Beim Erreichen der Alarmzeit wird ein NMI ausge-
16st. Bei einem Lesezugriff erh4lt man immer den Wert des
Counters. Es ist also nicht moglich, die Alarmzeit abzufragen.

Soll die Uhr gestellt oder gelesen weden, miissen ein paar Punkte
beachtet werden. Wenn die Uhr gestellt wird, so ist es ratsam,
das Register, das fiir die Stunden zustindig ist, als erstes zu
beschreiben. Sobald ein Schreibzugriff auf dieses Register
erfolgt, bleibt die Uhr stehen und beginnt erst dann wieder zu
laufen, wenn das Register, das fiir die Zehntelsekunden zustin-
dig ist, beschrieben wurde. Dies ist sicher sinnvoll, denn wer
kann schon eine laufende Uhr auf Zehntelsekunden genau ein-
stellen. Die Uhr stoppt allerdings nicht, wenn ein Zugriff auf
eines der anderen Register erfolgte.

Ahnlich wie beim Stellen verhilt es sich auch beim Lesen der
Uhrzeit. Erfolgt ein Lesezugriff auf das Stundenregister, so wird
die aktuelle Zeit im Latch gespeichert. Die Uhrzeit in den
Registern fndert sich nicht, die Zeit 14uft jedoch intern (im
Latch) weiter. Somit ist es mglich, die genaue Zeit zum Zeit-
punkt des Lesezugriffs zu erhalten. Sobald die Zehntelsekunden
gelesen wurden, wird die gelatchte Zeit wieder in die Register
ibertragen. Wenn nur das Stundenregister gelesen werden soll, so
ist es unerliBlich, die Zehntelsekunden auch zu lesen, damit die
Uhr weiterljuft.

Bevor wir Thnen anhand eines Beispiels zeigen, wie das Stellen
und das Lesen der Uhr geschieht, wird das BCD-Format
genauer erklirt. Wie Sie vielleicht wissen, bietet der 6510-Pro-
zessor die Mdglichkeit, in diesem Format zu rechnen. Dazu muf
lediglich das Dezimalflag des Prozessors im Statusregister mit
dem Befehl SED gesetzt werden.
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Wie der Name Dezimalflag schon sagt, konnen wir jetzt Zahlen
im Dezimalsystem darstellen und mit ihnen rechnen. In diesem
Modus kann man mit einem Byte nur Zaklen von 0 bis 99 dar-
stellen. Ein Byte wird zu diesem Zweck in LOW- und HIGH-
Nibble aufgespalten. Mit jedem der Nibble kann eine Zahl zwi-
schen 0 und 9 dargestellt werden. Jedes Nibble stellt also eine
Ziffer der Dezimalzahl dar. Hier nun eine Tabelle, aus der Sie
die entsprechenden Werte entnehmen kdnnen.

DEZIMAL BCD-FORMAT

0000
0001
0010
0011
0100
0101
o110
0111
1000
1001

DO ~FQA W &HWR=O

Wenn die Zahl 35 im BCD-Format dargestellt werden soll, so
ergibt sich die folgende Bitfolge: 00110101. Es folgen nun zwei
Programme, die es ermdglichen, die Zeit einzustellen und auch
wieder abzurufen,

Zunichst das Programm zum Stellen. Der Wert fiir 1/10sec wird
bei diesem Programm immer auf 0 gesetzt,

10 C=56328: REM Basisadr. der Uhr in CIA 1
20 REM C=56584 fir Uhr in CIA 2

30 POKE C+7,PEEK{C+7)AND127

35 POKE C+6,PEEK(C+6)OR128

40 INPUTYZEIT IM FORMAT HHMMSS EINGEBEH™;AS
50 IF LENCAS)<>6 THEN 40

60 H=VAL(LEFT$(AS,2))
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70 M=VAL(MIDS(AS,3,2)}

80 S=VAL(RIGHTS(AS,2))

90 [F H>23 THEN 40

100 [F H>11 THEN H=H+68

110 POKE C+3,16*INT(H/10)+H-INT(H/10)*10
120 [F M>59 THEN 40

130 POKE C+2,16*INT(M/10)+M-INT(M/10)*10
140 IF S>59 THEN 40

150 POKE C+1,16*INT(S/10)+S-INT(S/10)*10
160 POKE C,0

Das Lesen der Uhrzeit ermdglicht folgendes Programm:

10 C=56328: REM Basisadr., der Uhr in CIA 1

20 PRINT CHRS(147):REM C=56584 fir Uhr in CIA 2

30 H=PEEK(C+3):M=PEEK(C+2):S=PEEK(C+1):T=PEEK(C)

40 FL=1

50 IF H>32 THEN H=H-128:FL=0

60 H=INT(H/16)*10+H-INT(H/16)*16:0N FL GOTD 80

65 IF H=12 THEN 85

70 H=H+12

80 IF H=12 THEN H=0

85 M=INT(M/16)*10+M-INT(M/16)*16

90 S=INT(S/16)*10+S-INT(S/16)*16

100 T$=STRS$(T)

110 H$=STRS(H):IF LEN(HS)=2 THEN H$=" O"+RIGHTS(HS,1)
120 MS=STRS(M):IF LEN(MS)=2 THEN MS=" O"+RIGHTS(MS,1)
130 S$=STRS(S):IF LEN(S$)=2 THEN S$=" 0"+RIGHTS$(SS,1)
140 PRINT CHRS$(19);

150 PRINT RIGHTS(HS,2)":"RIGHTS(MS,2)":"RIGHTS(SS,2)":0";
160 PRINT RIGHTS(TS,1)

170 GOTD 30

Nach Driicken von STOP/RESTORE miissen Sie die Uhrzeit
wieder neu setzen, da das Betriebssystem alle Register auf den
Ausgangswert setzt. Davon ist leider auch das Bit fir die
50/60Hz-Auswahl betroffen. Thre Uhr wiirde stark zuriickblei-
ben.
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5.7 Die Programmierung der RS-232 Schnittstelle

RS-232 ist die Bezeichnung fiir eine Schnittstelle zur seriellen
Dateniibertragung. Auch die europiische Bezeichnung V 24 ist
gebriuchlich. Was bedeutet nun serielle [Ubertragung und wann
wird sie benutzt?

Bei der seriellen Ubertragung werden nicht wie bei der paral-
lelen Schnittstelle jeweils 8 Bits auf verschiedenen Leitungen
gleichzeitig, sondern Bit fiir Bit nacheinander {ibertragen. Daraus
ergeben sich Vor- und Nachteile der verschiedenen Ubertra-
gungsweisen. Die serielle Schnittstelle kommt mit weniger Lei-
tungen aus; auBerdem ist Dateniibertragung iiber eine Telefon-
leitung mdéglich, dafiir geht es jedoch nicht so schnell wie bei
der parallelen Ubertragung, die iiber mehr Leitungen verfiigt.

Das Betriebssystem des Commodore 64 enthilt bereits die kom-
plette Software zur Bedienung einer seriellen RS-232 Schnitt-
stelle. Die Schnittstelle selbst ist als RS-232 Steckmodul er-
hiltlich, das auf den USER-Port gesetzt wird und die erfoder-
liche Pegelumwandlung auf +/- 12 Volt ibernimmt. Dadurch
koénnen Sie mit Threm Commodore 64 auch mit Gerdten mit
serieller Schnittstelle kommunizieren,

Das Betriebssystem hat der RS-232 Schnittstelle die Gerite-
adresse 2 zugeordnet. Wird ein logisches File mit Gerdtenummer
2 ertffnet, so legt das Betriebssystem zwei Puffer zu je 256 Byte
als Ein- und Ausgabepuffer fiir die zu iibertragenden Daten an.

Dieser Pufferbereich liegt normalerweise am Ende des BASIC-
RAMs. Wird die RS-232 Schnittstelle in einem BASIC-Pro-
gramm verwendet, sollte der OPEN-Befeh] zuerst gegeben wer-
den, da dabei alle Variablen geléscht werden. Auch wird nicht
gepriifft, ob noch ausreichend Speicher vorhanden ist. Beim
CLOSE-Befehl wird dieser Puffer wieder freigegeben. Auch
dabei wird in BASIC ein CLR-Befehl ausgefiihrt, so da3 Sie die
Datei erst am Ende Ihres Programms schlieBen sollten. Zu einer
Zeit kann immer nur ein Datenkanal fiir RS-232 offen sein.
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Beim SchlieBen eines RS-232 Datenkanals wird eine eventuell
laufende Ubertragung abgebrochen und die Pufferzeiger zuriick-
gesetzt. Der Befehl

SYS 61604

wartet solange, bis der komplette Pufferinhalt iibertragen ist und
sollte vor dem CLOSE-Befehl benutzt werden (Maschinen-
spracheprogrammierer kénnen JSR $F0A4 benutzen).

Die Parameter fur die Dateniibertragung werden durch ein
Kontrollregister und ein Befehlsregister festgelegt. Diese beiden
Register werden als die ersten beiden Zeichen des 'Filenamens’
iibergeben.

Das Kontrollregister dient zur Definition der Baud-Rate sowie
der Anzahl der zu iubertragenden Daten- und Stopbiss. Die
Baud-Rate bestimmt die Geschwindigkeit der Dateniibertragung
in Bits pro Sekunde, die Stopbits werden nach jedem iiber-
tragenen Datenwort (5-8 Bits) gesandt.

Das Befehlsregister bestimmt Ubertragungsart, Parit4tspriifung
und Art des Handshake.

Beim Kontrollregister bestimmen die untersten 4 Bits die Baud-
Rate nach folgender Tabelle:

Bit 3 2 1 0 dezimal Baud-Rate
0 0 0 0O 0 Anwender-Baud-Rate, s.u.
00 0 1 1 50
00 10 2 S
00 11 3 110
0100 4 134.5
01 0 1 5 150
0% 10 6 300
01 11 7 690
1 000 8 1200
1 00 1% 9 1800
1010 10 2400
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1011 1" 3600 (nicht inplementiert)
1100 12 4800 (nicht implementiert)
1101 13 7200 (nicht implementiert)
1 110 14 9600 (nicht implementiert)
11 11 15 19200 (nicht implementiert)

Sie k&nnen also Baud-Raten zwischen 5Q und 2400 programmie-
ren. Die Anzahl der Datenbits wird durch Bit 5 und 6 bestimmt;

Bit 6 5 dezimal Anzahl der Datenbits
00 0 8 Bits
0 1 32 7 Bits
10 64 6 Bits
11 96 S Bits

Die Anzahl der Stopbits schlieBlich wird durch Bit 7 bestimmt:

Bit 7 dezimal Anzahl der Stophits
0 0 1 Stopbit
1 128 2 Stopbits

Das Befehlsregister ist folgendermafen organisiert:

Bit O dezimal Handshake
0 0 3-Draht-Handshake
1 1 X-Draht-Handshake
Bit & dezimal Ubertragungsart
0 Vol lduplex

1 16 Hatbduplex
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Bit 7 6 S dezimal Paritédtaprdfung

X 0 0 keine Parititsprifung,
kein 8. Datenbit
0 0 1 32 ungerade Paritat
11 1) gerade Paritat
1t 01 160 keine Paritétsprifurg,
8. Datenbit immer 1
11 1 22 keine Paritéitspriafung,

8. Datenbit immer 0

Hier noch eine Bemerkung zum Handshake-Modus: Haben Sie *3
Draht Handshake® gewihlt, so werden die Steuerleitungen CTS
(Clear To Send) und DSR (Data Set Ready) beim Senden und
Empfangen nicht ausgewertet, das heiflt, der Rechner sendet die
Daten z.B. an einen Drucker unabhingig davon, ob der Drucker
die Daten schon verarbeitet hat oder nicht. Wollen Sie dagegen,
daB das angeschlossene Gerit die Mdoglichkeit hat, die Daten-
iibertragung anzuhalten, so miissen Sie X Draht Handshake’
wihlen. Dazu miissen die oben erwihnten Steuerleitungen ver-
drahtet werden und der Drucker natiirlich in der Lage sein,
diese Steuerleitungen iiberhaupt bedienen zu kénnen. Wenn man
dagegen Daten zwischen zwei Rechnern austauscht, kommt man
oft mit dem '3 Draht Handshake® aus. Beachten Sie dazu auch
die Hinweise weiter unten.

Sie wollen nun einen RS-232 Datenkanal mit folgenden Para-
metern ertffnen:

Ubertragungsrate 2400 Baud
7 Bit ASCII Daten

2 Stopbits

keine Parititsprifung

8. Datenbit immer 0
Vollduplex
3-Draht-Handshake

Die OPEN-Anweisung sieht dann so aus:

OPEN 1, 2, 0, CHR$(10+0+128)+CHR$(0+0+224)
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Die Programmierung eigener Baud-Raten

Da die Realisierung der verschiedenen Baud-Raten iiber die
Programmierung der Timer in den CIAs geschieht, kénnen Sie
bei Bedarf andere als die vorgegebenen Baud-Raten verwenden.
Die obere Grenze von 2400 Baud liBt sich dabei jedoch nicht
{iberschreiten, da die softwaremiBige Realisierung der RS 232
Ubertragung dafir nicht schnell genug ist. Die Timer 18sen nach
einer Zeit, die abhingig von der Baud-Rate ist, einen nicht
maskierbaren Interrupt (NMI) aus, wihrend dessen der Empfang
der einzelnen Bits stattfindet. Wollen Sie nun eigene Baud-Raten
verwenden, so kdnnen Sie die entsprechenden Timerwerte als
drittes und viertes Zeichen des Filenamens beim OPEN-Befehl
tibergeben. Die Timerwerte lassen sich nach folgender Formel
aus der Baud-Rate ermitteln:

T = 492662/BAUD - 101

Den erhaltenen Wert miissen wir in Low- und High-Byte zerle-
gen und als drittes und viertes Zeichen des Filenamens iiberge-
ben. Ins Kontrollregister miissen wir anstelle des Kodes fir die
Baud-Rate eine Null setzen (Anwender Baud-Rate), damit das
Betriebssystem weiB3, daB wir eine eigene Baud-Rate verwenden
wollen. Das folgende Beispiel benutzt die gleichen Parameter wie
oben, verwendet jedoch eine Baud-Rate von 1000.

100 BAUD = 1000

110 T = 492662/BAU0 - 101

120 TH = INTCT/256) : TL = T - TH*256

930 OPEN 1,2,0, CHR$(1283+CHR$(224)+CHRS{TL)+CHRS{TH)

Bei eigenen Baud-Raten lassen sich Werte von ca. 8 bis 2400
Baud erreichen.

Das Statusregister beim Verkehr dber die RS-232 Schnittstelle
hat eine andere Bedeutung als in der normalen Daten-
tibertragung. Es 148t sich in BASIC zwar auch iiber die Variable
ST abfragen, wird jedoch bei jedem Lesen geléscht. Soll der
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Statuswert daher fiir mehrere Abfragen benutzt werden, mufl er
erst einer anderen Variablen zugeordnet werden. ST gibt nur den
RS-232 Status wieder, wenn der letzte Datenverkehr iber RS-
232 lief. Von einem Maschinenprogramm 148t sich der Status
jedoch auch ohne Ldschen lesen. Die Bedeutung der einzelnen
Bits des RS-232 Status ist im folgenden beschrieben. Ein
gesetztes Bit bedeutet dabei, dafl die Bedingung eingétreten ist.

Bit  Beschreibung

Parititsfehler

Rahmenfehler

Empfingerpuffer voll
Empféingerpuffer leer

CTS (Clear to send) Signal fehlt
unbenutzt

DSR (Data set ready) Signal fehlt
Break Signal empfangen

NOoOOWVaAaEWwN—D

Geschieht die Programmierung der RS-232 Schnittstelle in
Maschinensprache, so kann man die Ein- und Ausgabepuffer fir
die Dateniibertragung in einen beliebigen Speicherbreich legen.
Die Zeiger auf die Puffer werden beim OPEN-Befehl einmal
gesetzt und kdnnen danach jedoch in einen anderen Speicherbe-
reich gelegt werden. Die entsprechenden Zeiger liegen in der
Zeropage, und zwar zeigt $F7/$F8 auf den Eingabepuffer und
$F9/$FA auf den Ausgabepuffer. Die Programmierung der Ein-
/Ausgabe auf die RS-232 Schnittstelle geschieht genauso wie bei
anderen Ausgabegeriten, als Geriteadresse wird 2 gewihlt. Siehe
dazu das Kapitel iiber Ein-/Ausgabeprogrammierung.

Dazu noch einige Adressen fiir die RS-232 Ein-/Ausgabe

$0293 659 Kontrollwort

$0294 660 Befehlswort

$0295/$0296 661/662 Timerwert fir Baud-Rate

$0297 683 RS-232 Statuswort

$0298 664 AnzashlL der Datenbits, wird bei OPEN berechnet

$0299/3029A 665/666 Timerwert fur Bawd-Rate beim Senden
$0298 667 Schreibzeiger Enpfangspuffer
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$029¢C 668 Lesezeiger Empfangspuffer
$0290 669 Lesezeiger Sendepuffers
$029¢ 670 Schreibzeiger Sendepuffer

Weiterhin werden in der Zero-Page noch einige Adressen als
Arbeitsspeicher wihrend der Dateniibertragung benétigt.
Der physikalische AnschluB3 an die RS-232 Schnittstelle

Als Normstecker fiir die RS-232 Schnittstelle dient ein 25poliger
Cannonstecker, der folgendermafBBen aufgebaut und belegt ist:

1t 2 3 4 5 6 7 8 9 10 11 12 13

16 15 16 17 18 19 20 21 22 23 24 25

Pinbelegung des 25poligen Cannonsteckers

Pin Abk. Richtung Bedeutung

1 GND Protective Ground

2 TXD T Transmited Data

3 RXD N Received Data

& RTS ouT ReQuest To Send

5 CTs N Clear To Senrd

6 DSR N Data Set Ready

7 GND Signal Ground

8 0CcD IN Data Carrier Detected
20 DTR ot Data Terminal Ready
22 R1 IN Ring Indicator

Wollen Sie zwei Rechner untereinander verbinden, so muf3 die
Leitung folgendermaBen aussehen:
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Rechner 1 Rechner 2
Beschreitung Pin Pin Beschreibung
Transmitted Data 2 ~--->3 Received Data
Received Data 3 <==-- 2 Transmitted Data
Ready To Send 4 ---->5 Clear To Send

Clear To Send 5 <--=- 4 Ready To Send

Data Set Ready 6 <--- 20 Data Terminat Ready

Data Terminal Ready 20 ----> 6 Data Set Ready
Ground 7 <--->7 Ground

Die Pfeile geben jeweils die Richtung der Ubertragung an. Bei
dieser Verdrahtung kdnnen Sie den *X-Line-Handshake’ wihlen,
Wenn Sie im 3-Draht-Betrieb arbeiten, so geniigt es, wenn Sie
Pin 2, 3 und 7 wie oben beschrieben verbunden haben. Wollen
Sie z.B. einen Drucker anschlieBen, dessen Ubertra-
gungsparameter Sie nicht kennen, so kann man folgenden Trick
anwenden;

Verbinden Sie wie oben die Pins 2, 3 und 7 und verbinden Sie
an jedem Stecker die Pins 4, 5 und 8 sowie die Pins 6 und 20.
Damit kénnen Sie die meistens Gerite zum Arbeiten veranlassen.
Sie werden jetzt Daten empfangen oder senden kdnnen. Falls die
iibertragenen Daten verstimmelt oder verkehrt ankommen, so
wird die Baud-Rate und/oder die Parity nicht stimmen. Variie-
ren Sie diese Parameter nun so lange, bis die Daten richtig
ibermittelt werden. Durch das KurzschlieBen der Steuerleitun-
gen arbeiten Sie praktisch im 3-Line-Betrieb. Falls Sie die Daten
nicht schnell genug senden oder empfangen kénnen, miissen Sie
evtl. auf Maschinensprache ausweichen.

5.8 DER IEC-BUS

Ganz algemein ist der IEC-Bus eine Schnitstelle zwischen Com-
puter und den Peripheriegeriten. Man unterscheidet zwischen
dem °’groflen’ und den ’seriellen’ 1IEC-Bus. Beim ’groflen’ IEC-
Bus werden die Daten zwischen den Geréiten paralel (alle Bits
auf einmal) ibertragen. Im Gegensatz dazu werden die Daten
beim ’seriellen’ 1IEC-Bus, wie der Name schon sagt seriell (alls
Bits nacheinander) iibertragen. Der ‘’serielle’ kommt aufgrund
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dessen mit finf Leitungen aus, wirend es beim ‘groBen’ 24
Leitungen gibt. Der Unterschied liegt natiirlich nicht nur in der
Anzahl der Leitungen, sondern auch in der Geschwindigkeit des
Datentransfers. Der C64 verfiigt nur iiber den ‘seriellen® IEC-
Bus, und deswegen meinen wir in Zukunft wenn wir vom IEC-
Bus sprechen, den eben genannten.

Doch nun wollen wir uns einmal die Arbeitsweise dieses IEC-
Busses nfiher ansehen.

Ubrigens, wieso wird eigentlich immer von ‘Bus’ geredet und
was hat das mit dem bekannten Nahverkehrsmittel zu tun?

Sie werden es kaum glauben, aber die beiden Dinge haben sehr
viel gemein.

Stellen Sie sich eine lange StraBe mit mehreren Bushaltestellen
vor, Die Haltestellen sollen die an der Leitung angeschlossenen
Gerite sein. Auf dieser Strafle fihrt nun ein richtiger Bus. An
den Haltestellen stoppt er entweder dann, wenn dort Leute ste-
hen, die mitgenommen werden wollen, oder wenn im Bus
befindliche Personen auszusteigen wiinschen. Kurz gesagt ist der
Bus ein Transportmittel, mit dem Leute von einer Haltestelle zu
irgendeiner anderen befdrdert werden. Wo ein- oder ausgestie-
gen wird, bestimmen die Fahrgiste selbst, denn woher sollte der
Busfahrer das wissen. Dieser ist nur fiir den ordnungsgemiflen
Transport und die Einhaltung der Verkehrsregeln zustindig.

Das obige trifft auch ziemlich genau den Sachverhalt beim IEC-
Bus. Der Bus-CONTROLLER ist der Fahrer (von dem es natiir-
lich nur jeweils einen gibt); Haltestellen, bei denen sich der Bus
fiilllt, werden TALKER genannt, und die Stellen, bei denen
Fahrgiste den Bus verlassen, sind die LISTENER.

In der Microcomputertechnik wird also ganz allgemein unter Bus
ein Leitungssystem verstanden, welches in der Regel von einem
Controller gesteuert wird, und an dem mehrere Einheiten
gleichberechtigt angeschlossen sind.
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5.8.1 Begriffsbestimmungen

Damit wir in den folgenden Abschnitten nicht beim Auftauchen
von neuen Begriffen den FluB des Textes durch Erliuterungen
aufhalten miissen, wollen wir Thnen an dieser Stelle die hiufig
verwendeten Bezeichnungen vorstellen und ausfihrlich erkliren.
Die Kenntnis dieser Begriffe lohnt sich auf jeden Fall, da diese
auch in anderweitiger Fachliteratur sehr verbreitet sind.

EOI = End Or Identify

Dies ist ein Signal, das zwei Zwecken dient. Erstens sendet der
TALKER dieses Signal bei der Ubertragung des letzten Daten-
bytes, zweitens benutzt es der CONTROLER in Verbindung mit
ATN, um ein Gerit, welches mit SRQ eine Bedingung verlangt,
zum Senden einer Geriteadresse zu veranlassen.

Hier noch zusitzlich die Belegung der fiinf Leitungen des IEC-
Busses:

1 SRQ = Service ReQuest

Hat ein Gerit irgendeine Aufgabe erledigt und braucht neue
Daten oder hat welche abzugeben, so kann es dem CONTRO-
LER durch dieses Signal mitgeteilt werden. Dieser wird darauf-
hinn einen ldentify-Zyklus (mit EOI und ATN) einleiten, um
festzustellen, um welches Ger4t es sich handelt. Diese Funk-
tionsweise wird beim C64 nicht verwendet.

2 GND = Masse
3 ATN = ATteNtion

Immer, wenn der CONTROLLER einen Befehl iibermitteln will,
aktiviert er diese Leitung. Dadurch soll erreicht werden, daB alle
am Bus angeschlossenen Gerite diesen Befehl mitbekommen, da
ja von vornherein noch nicht feststeht, welches Gerit gemeint
ist. Das stellt sich erst bei Ubermittlung der Geriteadresse her-
aus, weshalb diese auch immer zuerst {ibermittelt wird, damit
sich die anderen Gerite wieder vom Bus ’abhingen’ kdnnen.
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4 CLK = CLOCK

Da die Daten bitseriell iibertragen werden, gibt der TALKER
jedem Bit einen Taktimpuls auf die Leitung CLK mit auf den
Weg, womit die Giiltigkeit der Datenleitung angezeigt wird.

5 DAT A

1st die einzige Datenleitung, #ber die ein Datenbyte mit dem
niedrigstwertigen Bit voran seriell geschoben wird.

6 Reset
Diese Leitung hat fiir die Vorginge auf dem Bus keine Bedeu-

tung. Sie dient lediglich dazu, den an einem beliebigen Gerit
aufgetretenen Resetimpuls weiterzuleiten.

Serielle E { A

Pin |Signal
SRQIN

GND

ATN OUT

CLK IN / OUT
DATA IN / OUT
RESET

oo wn =

Abb 6.8.1.1: Serielle EfA

5.8.2 Geriteadressen

Aus der Tatsache, daf3 alle Gerite gleichberechtigt am IEC-Bus
angeschlossen sind, ergibt sich die Notwendigkeit, ein bestimm-
tes Gerit fiir eine bestimmte Aktion zu selektieren, an der die
anderen Gerite unbeteiligt bleiben sollen.
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Zu diesem Zweck ist jedem Gerit eine "Hausnummer" zugeteilt,
die eben besagte Ger#iteadresse. Diese Adresse enthilt aber nicht
nur die Hausnummer, sondern auch schon die Aktion, die vom
Gerit verlangt wird, nimlich .ob das Ger4t die Daten senden
oder empfangen oder die AKtivititen beenden soll.

Dazu wird das Adressierungsbyte in zwei Hilften geteilt. Das
niederwertige Halbbyte enthilt nur die Adresse (deshalb ein
Bereich von 0-15}, das héherwertige Halbbyee die Aktion (ein
Bereich von 16-240).

Die méglichen Aktionen:

$20 (32) Das Gerit wird als LISTENER adressiert, das
heiBt, es soll Daten empfangen. Dieses Kommando
resultiert z.B. aus einem PRINT#-Befehl in BASIC.

$40 (69) Das Gerit soll TALKER sein, also Daten senden.
Die Ursache dieses Kommandaes kann ein GET#
oder INPUT# sein.

$30 (48) Die Betriebsart LISTEN wird beendet. Das nieder-
wertige Halbbyte ist hierbei immer =15.

$50 (80) Die Betriebsart TALK wird beendet. Auch hierbei
ist der Adressteil =15.

Das vollstindige Adressierungsbyte fir beispielsweise einen
Drucker mit der Hausnummer 4 ist also 32+4=36 ($24).

5.8.3 Sekund#radressen

Sie kennen sicher die Méglichkeit, auf einer Floppy mehrere
Dateien zu eréffnen. Dazu miissen Sie bekanntlich aufler unter-
schiedlichen logischen Filenummern auch jeweils andere
Datenkanile (Sekundiradressen) im OPEN-Befehl angeben, z.B.:
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10 OPEN 1,8,6,"DATEIT™
20 OPEN 2,8,7,"DATEI2"

Die Sekundfradresse dient also dazu, geritespezifische Funktio-
nen auszulésen. Sie hilft im Falle der Floppy, verschiedene
Dateien auseinanderzuhalten, zu welchem Zweck die Sekun-
ddradresse bei jeder Aktion im AnschluB an die Geriteadresse
ibermittelt wird.

Wie Sie sehen, hat die Sekundiradresse also keine generelle
Steuerfunktion auf dem IEC-Bus, sondern eine von Gerit zu
Gerit unterschiedliche Bedeutung. Die fiir die Floppy relevanten
Sekundiradressen wollen wir nachfolgend vorstellen.

Auch hier findet eine Zweiteilung statt, wobei der niederwertige
Teil die eigentliche Sekundiradresse enthilt, die im OPEN-
Befehl angegeben wurde (Bereich 0-15), und der hdherwertige
Teil diejenige Information enthilt, die im Zusammenhang mit
der Sekundiradresse auftritt:

$60 (96 PRINT, INPUT oder GET
SEQ (224) CLOSE
$FO (240) OPEN

Eine Besonderheit stellen die Sekundiradressen 0 und I dar. Die
Floppy interpretiert die 0 als LOAD-Befehl, und die 1 als
SAVE. Deshalb diirfen diese Werte nie in einem OPEN-Befehl
angewendet werden.

Bei den Commodore-Druckern kann iiber die Sekundiradresse
v.a. der Zeichensatz ausgewihlt werden.

5.8.4 Die Systemvariable ST

Die numerische Variable ST gibt dariiber Auskunft, wie eine
Aktion auf dem IEC-Bus ausging. Fiir den Programmierer heif3t
das, daB3 er tunlichst nach jedem PRINT, INPUT oder derglei-
chen diese Variable abfragen sollte, da bei Stérungen auf dem
Bus sonst Daten verlorengehen kdénnten.
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Diese Variable ist vom BASIC aus mit unter der Variablen ST
abzurufen und belegt die Adresse $90 in der Zero-Page, wo Sie
auch die entsprechenden Werte zu den enwprechenden Ereignis-
sen nachschlagen kénnen.

Die Ereignisse werden durch Setzen der entsprechenden Bits
gekennzeichnet. Es ist moglich, daB mehrere Bits gesetzt sind,
weshalb es nétig ist die abzufragenden Bits zu isolieren

100 GET#1,A$:If (ST AND 64) THEN .....

Durch die serielle Ausgabe der Zeichen und durch die wenigen
Leitungen ,die zur Verfiigung stehen, sind alle Abliufe im
Zusammenhang mit der Dateniibertragung sehr zeitkritisch. Da
das Timing genau eingehalten werden muf}, ist es verstéindlich,
daB es bei den anfangs auf den Markt gekommenen Interfaces
von Fremdherstellern oft zu Fehlinterpretationen des Leitungs-
zustands kam. Commodore selbst hatte geringe Schwierigkeiten,
wie man am Drucker VC-1526 sehen konnte.

Die folgenden Ausfithrungen sollen deshalb auch nur der
Beleuchtung des Prinzips dienen. Zur Konstruktion eigener Peri-
pherie sind sie nicht unbedingt geeignet. Sie sollten dazu schon
iber einen gewissen MefBgeritepark verfiigen, mit dem Sie die
Vorginge auf dem seriellen Bus sichtbar machen und daraus mit
Hilfe dieser Beschreibung Ihre Schliisse ziehen kénnen,

5.8,5 Adressierung

Als Beispiel fiir die folgenden Ilustrationen der Vorginge auf
dem IEC-Bus sollen die Basic-Zeilen

10 OPEN 1,8,15
20 PRINT#1,'T"

dienen. Es soll also einfach das Zeichen A auf einem Drucker
mit der Geriiteadresse 8 ausgegeben werden. Ausloser fiir die
Aktionen auf dem Bus ist nur die Zeile 20. Von dem OPEN
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merkt der Drucker noch nichts, da, anders als bei der Floppy,
hiermit kein Dateiname verbunden ist, der iibermittelt werden
mif3te.

I.

Als erstes wird hier ATN HIGH zum Zeichen, daf3 ein
Befehl folgt.

Daraufhin wird die Leitung DATA auf LOW gesetzt um
sofort danach von der Hardware der Floppy auf HIGH
gelegt zu werden. Wird die Leitung nicht auf HIGH ge-
setzt, erfolgt ein "DEVICE NOT PRESENT".

Die Leitung DATA ibernimmt jetzt die Funktion, dem
TALKER zu verstehen zu geben, daB er zur Zeit noch
nicht in der Lage ist ein Zeichen zu empfangen, weil er
beispielsweise mit der Verarbeitung vorheriger Daten be-
schiaftigt ist. Das heilt, daB8, solange die DATA-Leitung
HIGH ist, das Ger#t keine Daten aufnehmen kann. Ist es
soweit, wird DATA=LOW.

Der Computer signalisiert jetzt mit mit CLOCK=I1 das er
bereit ist Daten zu senden.

Als nichstes kommt die Geriteadresse iiber die Leitung
DATA, und zwar ein Bit mit jedem LOW-Impuls auf der
Leitung CLK.

Innerhalb von Ims muB die Floppy jetzt die Leitung
DATA nach HIGH bringen, um zu signalisieren daB} sie
die Daten empfangen hat und verarbeitet.

Sie sehen hier schon, daB DATA drei Aufgaben hat, nimlich zu
signalisieren, wann der Empfinger bereit, ist Daten zu empfan-
gen, die Daten zu schicken und nach Beendigung dieses Vor-
gangs eine Riickmeldung zu ibermitteln. Die DATA-Leitung
wird also sowohl vom TALKER als auch vom LISTENER ver-
wendet.
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5.8.6 Der Datentransfer

Der Datentransfer geschieht analog zu der Adressierung nur mit
dem Unterschied, dal die ATN-Leitung nicht bendtigt wird.
Auf die gleiche Weise folgt der abschlieBende CHRS$(13).

Wo bleibt das Signal EOI?

Das folgt jetzt, womit die Leitung DATA eine vierte Aufgabe
bekommt.

7. Die Vereinbarung sah bis jetzt so aus, dal nach Runter-
setzen der Leitung DATA durch den LISTENER der
TALKER durch CLK=HIGH den Datentransfer einleitete.
Nun bleibt aber CLK linger LOW, was schlicht bedeutet,
daB das zuvor iibertragene Byte das letzte war.

Auch dieser Umstand mufl vom LISTENER mit DATA=HIGH
quittiert werden.

8. Sobald DATA wieder LOW wird, iibertrigt der TALKER
ein Leerbyte (CHR$(0) ab Punkt 16). Danach geht der Bus
in den Ruhezustand.

Die Adressierung erfolgt analog zu Punkt 1-6, wobei das Daten-
byte den Wert $3F (48+15) aufweist, um, wie im Punkt 5.8.2
beschrieben, die Betriebsart LISTEN zu beenden.

Wie Sie sehen, funktioniert es wunderbar. Den gravierenden
Nachteil, den ein serieller Bus systembedingt gegeniiber dem
parallelen hat, nimlich die wesentlich geringere Geschwindig-
keit, wird durch drastisch verkiirzte Wartezeiten (1ms) teilweise
aufgefangen.

Nach diesen Erlduterungen muB3 noch auf die Adressierung der
einzelnen Leitungen hingewiesen werden. Hier mufl man zwi-
schen den Empfangs- und den Sendeleitungen unterscheiden.
Die Leitungen CLK und DATA werden aufgespalten und auf
vier Portleitungen verteilt. Somit existieren die Leitungen CLK-
IN, DATA-IN, CLK-OUT und DATA-OUT. Die Sendeleitun-
gen sind mit Dioden so abgeschirmt, dal kein empfangenes
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Signal ihre Portleitungen beeinflussen kann. Die von ihnen
geschickten Signale werden umgepolt, bevor sie den Empfinger
erreichen (aus LOW wird HIGH und aus HIGH wird LOW). Sie
beeinflussen jedoch auBer den Eingangsleitungen der anderen
Gerite auch noch die des eigenen.

Weil der Firma Commodore der Einbau eines zweiten Umpolers
bei den hereinkommenden Signalen zu teuer gewesen ist, lief
man ihn weg und {berbriickte die somit entstandene Liicke
durch nicht standardgemifBe Software. Die hier erliuterte
Arbeitsweise des IEC-Bus bezieht sich auf den Standart IEC-Bus
und nicht auf den "Kriippel" des C64. Das Rom wurde zum
besserem Verstindnif3 so dokumentiert, wie es dem Standard-Bus
entspricht. Der Programmierer mufBl hier umdenken, da alle
hereinkommenden Signale invertiert sind.

Die folgende Tabelle gibt Thnen diejenigen Bits an, mit denen
Sie die Leitungen beeinflussen oder abfragen kénnen. Alle Lei-
tungen sind am Port A der CIA 2 mit der Adresse $DD00
angeschlossen.

Leitung Eingang Ausgang
DATA Bit 7 Bit 5
CLK Bit 6 Bit 4
ATN Bit 3
34; 5 8 7i 8

%
i

i
1 1

Abb. 6.8.5: Zeitdiagramm
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5.8.7 Die Programmlerung des IEC-Bus

Wie 138t sich die Bedienung des IEC-Bus in Maschinensprache
programmieren? Fiir alle Aufgaben stehen im Betriebssystem
Unterprogramme zur Verfiigung, die in der Sprungtabelle im
obersten ROM-Bereich zusammengefafBit sind. Siehe dazu die
letzte Seite des ROM-Listings. Als Beispiel wollen wir uns anse-
hen, wie wir die Fehlermeldung der Floppy-Disk einlesen kdn-
nen, Schauen wir erst, wie dies in BASIC gemacht wird.

10 OPEN 15,8,15 : REM &ffnen des Fehlerkanels

20 INPUT#15,A8,83,C3,08 : REM Fehleraeldung holen
30 PRINT AS;",";B$;%,";C$;",";D$ : REM und ausgeben
40 CLOSE 15 : REM Kanal schlieBen

In BASIC ist dies wegen des INPUT-Befehls nur im Program-
modus mdglich. Hier ist ein Maschinenprogramm, das die glei-
chen Dienste tut:

C000 A9 08 LDA #8 ; Geriiteadresse der floppy
€c002 85 BA STA $BA

C004 20 B4 FF  JSR SFFB4 ; Talk senden

COD7 A9 6F LDA #15 + 360 ; Sekundaradr. 15 plus 360
Cc009 85 B9 STA $B9

Sekundéaradresse fir Talk
Zeichen von Floppy holen
auf Bildschirm ausgeben

C00B 20 96 FF  JSR S$FF96
COOE 20 A5 FF  JSR SFFAS
CO011 20 D2 FF  JSR SFFD2

at w4 ma wa

Cc014 c9 00 CMP  #$0D ist es carriage return ?
C016 DO F6 BNE $COOE ; nein, weitere Zeichen
CO18 20 RB FF  JSR SFFAB : Untalk serden

CO1A 60 RTS ; fertigzlnt

Hier ein Ladeprogramm in BASIC:

100 FOR I = 49152 1D 49179

110 REAG X : POKE I,X : S=S¢K : NEKT

120 DATA 169, 8,133,186, 32,180,255, 169,111,133,185, 32
130 DATA 150,255, 32,165,255, 32,210,255,201, 13,208,246
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140 DATA 32,171,255, 96
150 [F S © 4169 THEN PRINT “FEHLER IN OATAS 11" : END
160 PRINT “oK Im

Von BASIC aus 148t das Programm sich mit SYS 12*¥4096 auf-
rufen. Mit einem etwas lingeren Maschinenprogramm kann man
auf einfache Weise auch das Inhaltsverzeichnis der Diskette
anzeigen. Man erspart sich auf diese Weise, das Directory mit
LOAD "$".8 als BASIC-Programm zu laden, wobei immer das
jeweilige BASIC-Programm im Speicher verloren geht.

C000 A9 24 LDA #824 ; Dollarzeichen als
Filename

€002 85 FB STA SFB ; speichern

CO04 A9 FB LDA #$FB : Adresse des Filenamens

€006 85 BB STA SBB

€008 A9 00 LDA #8300 ; high Byte

COOA 85 BC STA $8C

c00C A9 01 LDA #301 ; Lange des Filenamens

COOE 85 B7 STA $B7

C010 A9 08 LDA #308 ; Geratenunner der Floppy

C012 85 BA STA $BA

C014 A9 60 LDA #$60 ; Sekundaradresse fUr LOAD

€016 85 89 STA $B9

€018 20 D5 F3 JSR $F3D5 ; File mit Namen erdffnen

CO18 A5 BA LDA SBA

CO1D 20 B4 FF JSR SFFB&4 ; Talk senden

€020 A5 B9 LDA $89

€022 20 96 fF ISR SFF96 ; Sekundadradresse senden

€025 A9 00 LDA  #300

€027 85 90 STA $90 ; Status loschen

€029 A0 03 LDY #$03 ; ersten 3 Byte Uberlesen

C028B 84 FB STY SFB ; als Zahler merken

C02D 20 AS FF JSR  SFFAS ; Byte von Floppy holen

€030 85 FC STA S$FC ; und merken

€032 A4 90 LDY $90 ; Status testen

€034 DO 2F BNE $C065

C036 20 A5 FF JSR  SFFAS 8yte von Floppy holen

-
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€039 A4 90 LOY $90 : Status testen

co038 DO 28 BNE $C065

CO30 A4 FB LOoY $FB : 2ahler holen

CO3F 88 DEY ; urd erniedrigen

€040 DO E9 BNE $C02B

C042 A6 FC LDX SFC Byte zurickholen

C044 20 CD BD JSR $8DCD 16-8it Zehl ausgeben
C047 A9 20 LDA #3820 Zahl der belegten Blocks

C049 20 02 FF JSR $FFD2
CO4C 20 A5 FF JSR $FFAS

Leerzeichen ausgeben
niachstes Byte holen

e e mg ms e wp

CO4F A6 90 LOX $90 Status testen

€051 D0 12 BNE $C065

C053 AA TAX Byte testen

C054 FO 06 BEQ $CO5C Nutl? dann Zeilenende

C056 20 D2 FF JSR  $FFD2
€059 4C 4C CO JMP  $CO4C

sonst ausgeben
und niachstes Zeichen

s ma ms mn

holen
CO05C A9 00 LDA #$00 ; carriage return
COSE 20 D2 FF JSR SFFD2 : ausgeben
C061 A0 02 Loy #$D2 : zwei Bytes flr
Linkadresse
C063 DO C6 BNE $C028B ; weitermachen
C065 20 42 F6 JSR $F642 ; Datei schliefen
C068 60 RTS

Hier wieder das Ladeprogramm:

100 FOR 1 = 49152 TO 49256

110 READ X : POKE I,X : S=S+X : NEXT

120 DATA 169, 36,133,251,169,251,133,187,169, 0,133,188
130 DATA 169, 1,133,183,169, 8,133,186,169, 96,133,185
140 DATA 32,213,243,165,186, 32,180,255,165,185, 32,150
150 DATA 255,169, 0,133,144,160, 3,132,251, 32,165,255
160 DATA 133,252,164,144,208, 47, 32,165,255,164,144,208
170 DATA 40,164,251,136,208,233,166,252, 32,205,189,169
180 DATA 32, 32,210,255, 32,165,255,166,144,208, 18,170
190 DATA 240, 6, 32,210,255, 76, 76,192,169, 13, 32,210
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200 DATA 255,160, 2,208,198, 32, 66,246, 96
210 IF S <> 15343 THEN PRINT "FEHLER IN DATAS !1" : END
220 PRINT "OK 1%

Der Aufruf von BASIC geschieht wieder mit SYS 12*4096. Es
wird dann das Inhaltsverzeichnis der Diskette auf dem Bild-
schirm angezeigt, ohne daB ein gespeichertes BASIC-Programm
verloren geht.

Statt des seriellen IEC-Bus kann es sich vor allem aus
Geschwindigkeitsgriinden lohnen, ein IEC-Bus Modul einzu-
setzen, das auf den Memory Expansion Port gesetzt wird. Sie
kénnen dann simtliche Peripheriegerite der groBen Commodore-
gerite benutzen, wie z.B. die gro3en Diskettendoppellauf werke.

Bei der Programmierung des parallelen IEC-Bus #4ndern sich
lediglich die Adressen der Routinen wie z.B. Ein- und Ausgabe
eines Bytes auf den IEC-Bus oder Senden von TALK oder
LISTEN. Programmieren Sie dagegen Ihre Ein- und Ausgabe auf
den IEC-Bus {iber logische Dateien mit BASIN ($FFCF) und
BSOUT ($FFD2), so sind iiberhaupt keine Anderungen erforder-
lich.

5.9 Das serielle Schieberegister

Der serielle Datenport SDR ist ein synchrones 8-Bit Schiebere-
gister. CRA Bit6 bestimmt Ein- oder Ausgabemodus.

Im Eingabemodus werden die Daten an SP mit der steigenden
Flanke eines an CNT liegenden Signals in ein Schieberegister
iibernommen. Nach 8 CNT-Pulsen wird der Inhalt des Schiebe-
registers nach SDR gebracht und das SP-Bit im ICR gesetzt.

Im Ausgabemodus fungiert Timer A als Baudrate-Generator. Die
Daten aus SDR werden mit der halben Unterlauffrequenz von
Timer A nach SP hinausgeschoben. Die theoretisch hdchste
Baudrate betrigt demnach 1/4 des Systemtaktes.
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Die Ubertragung beginnt, nachdem Daten ins SDR geschrieben
wurden, vorausgesetzt, Timer A liuft und befindet sich im
Continuous-Modus (CRA Bit 0=1 und Bit 3=0).

Er von Timer A abgeleitete Takt erscheint an CNT. Die Daten
aus SDR werden in das Schieberegister geladen und dann mit
jeder fallenden Flanke an CNT aus SP hinausgeschoben. Nach 8
CNT-Pulsen wird der SP-Interrupt erzeugt. Wird jedoch SDR
vor diesem Ereignis mit neuen Daten geladen, so werden diese
nun automatisch ins Schieberegister geladen und hinausgescho-
ben. In diesem Falle erscheint kein Interrupt. Die Daten aus
SDR werden mit dem hdchstwertigen Bit voran hinausgeschoben.
Eingehende Daten sollten dasselbe Format aufweisen.

S§.10 Pinbelegung der CIA

Das Blockschema der CIA 6526 finden Sie auf der nichsten
Seite.

Pinbelegung des 40-poligen Geh#uses:

1 Masse

2-9 {/0-Port A; 8 Bit bidirektional

10-17 1/0-Port B; 8 Bit bidirektional. Die Bits 6+7 kdnnen zur
Anzeige des Unterlaufs der beiden Timer programmiert wer-
den.

18 -PC (Port Control); pur Ausgang; signalisiert die Verfug-
barkeit von Daten am Port B oder an beiden Ports.

19 TOD (Yime Of Day); nur Eingang 50/60 Kz; triggert die
Echtzeituhr.

20 +5V; Betriebsspannung

21 -IRQ(Interrupt Request); nur Ausgang; wird 0 bei liberein-

stimmung eines gesetzten Bits im ICR mit dem Eintreffen
des zugehérigen Ereignigses.

22 R/W(Read/-Write); nur Eingang; O=Ubernahme des Datenbus,
1=Ausgabe auf den Datenbus.
23 -CS (Chip Select); nur Eingang; 0=Datenbus gulltig,

1=Datenbus hochohmig {Tri-State).
24 -FL&G; nur Eingang; Bedeutung wie -PC.
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25

26-33

35-38

3¢

40

02 (Systemtakt 2); nur Eingang; alle Oatenbusaktionen
finden nur bei 02=1 statt.

DB7-DBU(0atenbus); bidirektional; Schnittstelle zum Pro-
Zessor.

-RES(Reset); nur Eingang; D=Ricksetzen der CIA in den
Grundzustand.

RS3-RSO0(Register Select); nur Eingang; dient zur Auswahl
eines der 16 Register der CIA; nur giltig mit -CS=0.
SP(Serial Port); bidirektiaonal; dient als Ein-/ Ausgang
des Schieberegisters.

CNT(Count); bidirektional; €in-/ Ausgang des
Schieberegistertakts oder Triggereingang fur die (nter-
valitiner,
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GND [ 1 S~ 40[]cNT
PAO []2 39 lspP
PA1 []3 3g[_] RSO
PA2 |4 37 _1Rs1
PA3 [is 36 RS2
PA4 [ s 3s[ JRsa
PAS [z 34 1RES
PA8 [ 1s 33 tpBo
PA7 ]9 32/ 1DB1
PBO {10 MOS 6526 31[ 1 DB2
PBY 11 30f 1DB3
PB2 [ |12 29f |DB4
PB3 [ |13 28| | DBS
PB4 [ |14 27 1DBS
PB5 [ ]15 261 DB7
PB6 [ |16 25 1 P2 IN
PB7 7 24 1 FLAG
PC [ |18 23f | cs
TOoD [} 9 22[ 3R /W
vce []20 21[1i1RQ

Abb. 6.10: Der 6626

S5.11 Der User-Port

Mit dem User-Port bietet der C64 eine Schnittstelle, die zur
Steuerung, der Name sagt es, anwenderspezifischer Peri-
pheriegerite dient.

Das wiren im einfachsten Falle iiber Treibertransistoren ange-
schlossene Lampen, das kénnte aber auch ein Drucker mit 8-
Bit-Parallelschnittstelle (Centronics) sein, den Sie vielleicht
zufillig besitzen und gerne am C64 betreiben wiirden.
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Der User-Port besteht im wesentlichen aus einem 8-Bit-Port
und diversen Steuerleitungen, die im folgenden niher vorgestellt
werden:

GND

+5v ;mit max. 100mA belastbar

-RESET ;mit der gleichnamigen Prozessorleitung verbunden

CNT1 ;verbunden mit CNT von CIA 1

SP1 ;mit SP von CIA 1 verbunden

CNT2  ;Leitung CNT von CIA 2

SP2 ;verbunden mit SP von CIA 2

-PC2 ;Handshake-Ausgang von CIA 2

ATN OUT;Steuerleitung des seriellen IEC-Bus, stammt
von PA3 der CIA 2

0 9V AC ;Wechselspannung; mit max. 100 mA belastbar.

O O NONWV s W =

11 ;Gegenpol zu oben
12 ;GND
A ;GND

B  -FLAG2 ;Handshake-Eingang von CIA 2

C-L PBO-PB7;1/0-Lines von CIA 2

M PA2 ;170-Line von CIA 2. Diese Leitung ersetzt den von
den anderen CBMs bekannten CB2 der VIA 6522.z

N GND

Einige der oben aufgefiithrten Leitungen haben im C64 bereits
fest zugeordnete Funktionen. Hierzu und auch zur Handhabung
der CIAs lesen Sie sich bitte Kapitel 5 ab Punkt 5.3 durch.

Wollen Sie an den User-Port Gerite anschlieBen, die eigentlich
zum Anschiu an den User-Port des VC-20 oder CBM 8032
vorgesehen sind, so ist das prinzipiell nur bei den Geriten mog-
lich, die zu ithrem Betrieb ausschlieBlich die Pins A-N, 1 und 12
benétigen.
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USER—-PORT :

Pin Signal

GND
+ 5V
RESET
CNT1
SP1
CNT2
EPZ
PC2
ATN IN
9 VAC
9 VAC
GND
GND
FLAG2
PBO
PB1
PB2
FPB2
PB4
PBS
PBS
PB7
PA2
GND

- S A WRNDO D WA -

[ ]

ZZrEx-ITMTMQoO®R>

Abb 5.11.1: User-Port

Auf jeden Fall miissen Sie die programmtechnisch unter-
schiedliche Handhabung der Pins B und M beachten.

Sollten Sie eigene Projekte am User-Port anschlieBen wollen, so
beachten Sie bitte, um eine Beschidigung des Rechners zu ver-
meiden, unbedingt folgendes:

Bei Verwendung des User-Port als Eingang darf die Eingangs-
spannung nur im Bereich 0-5 Volt liegen. Eine Spannung im
Bereich 0-0,6 Volt wird beim Auslesen des Datenports als 0



256 64 Intern

interpretiert, eine solche von 1,6-5 Volt als 1. Der Bereich von
0,7 bis 1,5 Volt ist indifferent, d.h. er kann zufillig als 0 oder 1
erkannt werden.

Bei Verwendung als Ausgang beachten Sie bitte, daB die Aus-
ginge nur eine Belastung eines TTL-Eingangs aushalten. Sie
kénnten also keinesfalls eine Leuchtdiode direkt anschlieB3en,
was langfristig zur Zerstérung der CIA fithren wiirde. Es emp-
fiehlt sich immer eine Pufferstufe, wie auch in unserem Bei-
spiel.

Vermeiden Sie unbedingt, ein auf Ausgabe programmiertes Port-
bit mit einer Fremdspannung von auflen zu beaufschlagen, was
zur unmittelbaren Zerstdrung fithrt. Uberlegen Sie sich daher
gut, welchen Wert Sie in das Datenrichtungsregister laden, damit
Sie nicht versehentlich ein fiir die Eingabe vorgesehenes Bit auf
Ausgabe programmieren.

Wenn Sie die Stromversorgung fiir lhr Projekt dem User-Port
entnehmen wollen, beachten Sie bitte, daB Sie die beiden zur
Verfiigung stehenden Spannungen nicht mit mehr als je 100mA
belasten. Bei leichten Ubertretungen wird zunichst der Kasset-
tenrecorder streiken, danach verabschiedet sich die Sicherung im
Innern des C64 und evtl. auch die Primérsicherung im Trafoge-
hiuse. Zerstért wird dabei jedoch nichts weiter.

5.12 Registerbeschreibung der CIA

REG 0 PRA (Port Register A)
Zugriff: READ/WRITEzpg65
Bit 0-7 Dieses Register entspricht dem Zustand der
Pins PAO-7.

REG 1 PRB (Port Register B)
Zugriff: READ/WRITE
Bit 0-7 Dieses Register entspricht dem Zustand der
Pins PBO-7.
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REG 2

REG 3

REG 4

REG 5

REG 6

REG 7

DDRA

Zugriff:

Bit 0-7

DDRB

Zugriff:

Bit 0-7

TA LO

Zugriff:

Bit 0-7

Zugriff:

Bit 0-7

TA HI

Zugriff:

Bit 0-7

Zugriff:

Bit 0-7

TB LO

TB HI

(Datenrichtung Register A)

READ/WRITE

Diese Bits bestimmen die Datenrichtung der
korrespondierenden Datenbits des Ports A.
0=Eingang, 1=Ausgang.

(Datenrichtung Register B)

READ/WRITE

Diese Bits bestimmen die Datenrichtung der
entsprechenden Datenbits des Ports B.
0=Eingang, I=Ausgang.

(Timer A LO-Byte)

READ

Dieses Register gibt den augenblicklichen
Zustand des niederwertigen Bytes von Ti-
mer A wieder.

WRITE

In dieses Register wird das niederwertige
Byte des Werts geladen, von dem der Timer
auf null zihlen soll.

(Timer A HI-Byte)

READ

Dieses Register gibt den augenblicklichen
Zustand des héherwertigen Bytes von Timer
A wieder.

WRITE

In dieses Register wird das hdherwertige
Byte Werts geladen, von dem der Timer auf
null zéhlen soll.

(Timer B LO-Byte)
Zugriff und Belegung entspricht REG 4.

(Timer B HI-Byte)
Zugriff und Belegung entspricht REG 3.
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REG 8 TOD I0
Zugriff:
Bit 0-3

Bit 4-7
Zugriff:
Bit 0-3
Bit 4-7
Zugriff:
Bit 0-3

Bit 4-7

REG 9
Zugriff:
Bit 0-3
Bit 4-6
Bit 7

REG 10
Zugriff:
Bit 0-3
Bit 4-6
Bit 7

REG 11
Zugriff:
Bit 0-3
Bit 4
Bit 5-6
Bit 7

REG 12
Zugriff:
Bit 0-7

TOD SEC

(Uhr 1/10 sec)

READ

Zehntelsekunden der Echtzeituhr im BCD-
Format.

Immer 0.

WRITE und CRB Bit 7=0

Zehntelsekunden im BCD-Format.

Miissen O sein.

WRITE und CRB Bit 7=1

Vorwahl der Zehntelsekunden der Alarmzeit
im BCD-Format.

Miissen O sein.

(Uhr sec)

READ

Einersekunden der Uhr im BCD-Format.
Zehnersekunden der Uhr im BCD-Format.
Immer 0.

Weitere Zugriffsarten analog zu REG 8.

TOD MIN
READ
Einerminuten der Uhr im BCD-Format.
Zehnerminuten der Uhr im BCD-Format.
Immer 0.

Weitere Zugriffsarten analog zu REG 8.

(Uhr min)

TOD HR
READ
Einerstunden der Uhr im BCD-Format.
Zehnerstunde der Uhr.

Immer 0.

O=vormittags(AM), I=nachmittags(PM).
Weitere Zugriffsarten analog zu REG 8.

(Uhr Std)

SDR (Serial Data Register)
READ/WRITE

Aus diesem Register werden die Daten bit-
weise zum Pin SP hinausgeschoben, bzw,
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REG 13
Zugriff:
Bit 0
Bit 1
Bit 2

Bit 3

Bit 4

Bit 5-6
Bit 7
Achtung:

Zugriff:

Bit 7

REG 14
Zugriff:
Bit 0
Bit 1

Bit 2

Bit 3

vom Pin SP in dieses Register hineingescho-
ben.

ICR (Interrupt Control Register)

READ (INT DATA)

I=Unterlauf Timer A.

I=Unterlauf Timer B.

I=Gleichheit von Uhrzeit und gewihlter
Alarmzeit.

I=SDR voll/leer (abhingig von der Be-
triebsart),

I=Signal am Pin FLAG aufgetreten.

Immer 0.

Ubereinstimmung mindestens eines Bits von
INT MASK und INT DATA aufgetreten.
Beim Lesen dieses Registers werden alle
Bits geldscht.

WRITE (INT MASK)

Bedeutung der Bits wie oben, ausgenommen
Bit 7

I=jedes 1-Bit setzt das korrespondierende
Masken-Bit. Die anderen bleiben unberiihrt.
O=jedes I-Bit l6scht das korrespondierende
Masken-Bit. Die anderen bleiben unberiihrt.

CRA (Control Register A)
READ/WRITE

I=Timer A Start, 0=Stop

I=Unterlauf von Timer A wird an Pin PB6
signalisiert.

I=jeder Unterlauf von Timer A kippt PB6
in die jeweils andere Lage, O=jeder Unter-
lauf von Timer A erzeugt an PB6 einen HI-
Puls mit der Linge eines Systemtakts.
I=Timer A zihlt nur einmal vom Aus-
gangswert auf null und hilt dann an,
0=Timer A zihlt fortlaufend vom Aus-
gangswert auf null.
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Bit 4

Bit 5

Bit 6
Bit 7

REG 15

Zugriff:

Bit 0-4

Bit 5-6

Bit 7

l1=unbedingtes Laden eines neuen Startwer-
tes in Timer A. Dieses Bit fungiert als
Strobe. Es mu3 bei jedem unbedingten La-
den neu gesetzt werden.

Dieses Bit bestimmt die Quelle des Timer-
Triggers. 1=Timer z3hlt steigende CNT-
Flanken, O=Timer z#hlt Systemtaktpulse.
1=SP ist Ausgang, 0=SP ist Eingang.
I=Echtzeituhr-Trigger betrigt S0Hz,
0=Trigger betrigt 60 Hz.

CRB (Control Register B)
READ/WRITE

Diese Bits haben die gleiche Bedeutung wie
in REGI4, allerdings bezogen auf Timer B
und Pin PB7.

Diese Bits bestimmen die Quelle des Trig-
gers fir Timer B. 00=Timer z4hlt Sys-
temtakte, 01=Timer z3ihlt steigende CNT-
Flanken, 1I0=Timer B z3hlt Unterliufe von
Timer A, 1I=Timer B zihlt Unterliufe von
Timer A, wenn CNT=] ist.

I=Alarm setzen, 0=Uhrzeit setzen.
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6. Das ROM-Listing

6.1 Nutzung des ROM-Listings

Ein Vorteil der Assemblerprogrammierung ist es, daBl der
Anwender auf die Routinen im BASIC-ROM und im Be-
triebssystem zuriickgreifen kann. Das Benutzen dieser Routinen
erspart viel Arbeit und ist auBerdem noch platzsparend. Hiufig
macht man sich unnétig viele Gedanken iiber ein programm-
spezifisches Problem und rauft sich am Ende die Haare, wenn es
dann doch nicht tadellos funktioniert, obwohl im Betriebssystem
eine entsprechende Routine schon vorhanden ist.

Wir wollen Thnen an dieser Stelle anhand von einigen Beispielen
demonstrieren, wie man diese Routinen am besten nutzt und was
dabei zu beachten ist. Eine Zusammenfassung der wichtigsten
Routinen finden Sie in Kapitel 6.2

Ein Problem, das sich hiufig stellt, ist das Verschieben von
Speicherbereichen. Dieses Problem kann zwar durch Ver-
schachtelung mehrerer Schleifen geldst werden, viel eleganter
und vor allem ginstiger ist es jedoch, die fertige Routine im
BASIC-ROM zu verwenden. Diese Routine wird intern zum
Beispiel benutzt, wenn eine neue BASIC-Zeile eingefiigt wurde
und alle Variablen verschoben werden miissen. Sie steht im
ROM ab der Adresse $A3BF (41919). Vor dem Einsprung miis-
sen jedoch einige Bedingungen erfiillt werden: Der alte Block-
anfang sowie das alte und neue Blockende miissen in bestimmten
Adressen in der Zeropage abgelegt werden. Eine Anwendung
dieser Routine, in der der Bereich von $1000 bis $1500 in den
Bereich $2000 verschoben werden soll, kénnte folgendermaBen
gestaltet werden:

LbX #$00 ; alter Blockanfang (LOW-Byte)
LDY #$10 ; alter Blockanfang (HIGH-Byte)
STX $SF ; abspeichern

STY $60 ; abspeichern

LDX #$01 ; altes Blockende (LOW-Byte +1)
LDY #815 ; altes Blockende (High-Byte)
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STX $5A ; abspeichern

STY $58 ; abspeichern

LDX #$01 : neues Blockende (Low-Byte + 1)
LDY #$15 : heues Blockende (High-Byte)
STX $58 ; abspeichern

STY $59 ; abspeichern

JSR SA3BF ; Verschieberoutine anspringen
RTS ; RUcksprung

Wie Sie sehen, ist diese Methode recht einfach und auch relativ
kurz. Poked man die Werte in die Zeropage, so findet die Rou-
tine auch im BASIC Verwendung, wenn man sie mit SYS 41919
aufruft.

Eine weitere niitzliche Routine beginnt ab $ES0A (58634). Sie
kann benutzt werden, um die Cursorposition abzurufen oder
diese zu verdndern. Bei gesetztem Carry-Flag wird die aktuelle
Position des Cursors geholt. Die Zeile wird in das X-Register
und die Spalte in das Y-Register iibertragen. Ist das Carry-Flag
hingegen geldscht, wird der Cursor mit den Werten aus den bei-
den Registern neu positioniert. Auf den ersten Blick scheint die
Routine fiir BASIC nicht verwendbar, doch hier zeigt sich wie-
der, dal die Nutzung des ROM-Listings auch etwas Eigeninitia-
tive voraussetzt. Wenn man die einzelnen Routinen der
Hauptroutine selbstindig aufruft und das bewihrte Hilfsmittel
Poke hinzuzieht, 148t sich die Routine auch aus dem BASIC
heraus benutzen. Es empfiehlt sich also immer, die bendtigten
Routinen vorher sorgfiltig durchzuarbeiten und sich mit ihnen
vertraut zu machen.

Die Nutzung des ROM-Listings beschrinkt sich aber nicht nur
auf die fertigen Routinen. Es ist durchaus mdglich, diese Routi-
nen zu verindern, um sie seinen Wiinschen anzupassen oder auch
um sie zu verbessern. Da sich das ROM aber nicht verindern
148t, muB man es vorher in einen RAM-Bereich kopieren. Hier
bietet sich das RAM an, das sozusagen parallel unter dem ROM
liegt. Die hierzu bendgigte Kopierroutine sieht etwas absurd aus,
da zum Beispiel
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POKE 49000, PEEK (49000)

auf den ersten Blick keinen Sinn hat. Dieser Befehl bewirkt
aber, daB3 der Inhalt dieser Speicherzelle aus dem ROM gelesen
und an die gleiche Stelle in das RAM geschrieben wird. Nach
dem Kopiervorgang mufl dem Prozessor noch mitgeteilt werden,
dafl sich das gesamte ROM nun im RAM befindet. Zu dem
Kopiervorgang lesen Sie sich bitte auch das Kapitel iiber die
Speicheraufteilung durch, da Sie dort noch weitere, wichtige
Informationen bekommen.

Nun kdénnen Sie alle gewiinschten Verinderungen am ROM vor-
nehmen. Wie wire es zum Beispiel mit einer neuen Laderoutine,
die einen Autostart unterdriickt ? Da ein Autostart nur dann
erfolgen kann, wenn bestimmte Vektoren beim Laden iiber-
schrieben werden, wie in Kapitel 1 erwihnt, 148t er sich einfach
unterdriicken, indem man das Programm in einen anderen
Speicherbereich ladt. Hier st6Bt man auf Schwierigkeiten, wenn
es sich um ein Kassettenprogramm handelt, das mit der
Sekundiradresse 3 abgespeichert wurde, da dieses wie in Kapitel
4 erwihnt immer in den Orginalbereich geladen wird.

Da das Betriebssystem wihrend des Ladens auf die Sekundir-
adresse abfragt, ist es uns mdoglich, die Abfrage an dieser Stelle
so zu modifizieren, dal das Programm trotzdem an die von uns
angegebene Adresse geladen wird. Sehen wir uns dazu die ent-
sprechenden Adressen der Routine an:

$F568 CPX #303 : Uberpriifung auf Sekundiradresse 3
$F56A BNE $FS49 : wenn nicht 3, dann verzweige

Das ist die Stelle, an der wir eingreifen kénnen, indem wir die
Verzweigung so ab#indern, daBB bei Sekundiradresse 3 so ver-
fahren wird wie bei Sekundiradresse 1, wir also angeben koén-
nen, in welchen Bereich geladen werden soll. So sihe die Ver-
zweigung nach der Anderung aus:

$FS6A BEQ 3F579 ; Verzweigung wie bei Sekundéradresse 1
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Auch andere Anderungen kénnen nach demselben Muster vorge-
nommen werden, wie zum Beispiel die Anderung der Repeat-
funktion bei der Tastaturabfrage, oder das Einbringen eigener,
deutscher Fehlermeldungen. Hier sind lhrer Kreativitit keine
Grenzen gesetzt.

6.2  Verzeichnis der wichtigsten ROM-Routinen

Im folgenden sind die wichtigsten Routinen des BASIC-ROMs
und des Betriebssystems zusammengefaft:

Adresse  Funktion

$A3BF Speicherinhalte verschieben

$AL37 Fehlermeldung ausgeben, Fehlerruammer muB
im X-Register stehen

$A4L80 Eingabewarteschleife

$AS60 Eingabe einer Zeile per Tastatur

$A613 Speicheradresse einer Prograrmzeile berechnen

SAGLL BASIC-Befehl NEW

$SA660 BASIC-Befehl CLR

SAGBE CHRGET-2eiger auf Anfang des BASIC-
Speichers stellen

$A69C BASIC-Befehl LIST

SATE1 BASIC-Befehl ausfihren

$AB24 String ausgeben, Ausgabegerat ist in
$9A festgelegt

SAB3F Ausgabe eines Leerzeichens

$AB42 Ausgabe Cursor rechts

$ABLT Ausgabe eines ASCII-2eichens, Akku muB
ASCII-Wert enthalten

SADSE Beliebigen Ausdruck holen, ist $14 (Typflag) = 0,
dann numerisch, ist $14 = FF, dann String

SAEF7 Prift auf Klamwmer zu *)»

SAEFA Prdft auf Klammer auf ("

SAEFD Prift auf Komma

$B113 Prift auf Buchstabe

$B395 16-Bit-Interzahl in A/Y-Reg. nach FlieBkommazahl

$B7EB Holt eine 16-Bit-Interzahl und einen 8-Bit-Wert
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$8850

$8853
$B867
$B86A
$8A28
SBA2B

$860F
$8612
$88A2

$BBC7
$BBCA
$8BD4

SBBFC
$8C0C
$8C28

$BCSB

sacos
$BCF3
$BDCD
$800D

S8F71
$8F78
$BF78

$E10C
$E112
$E124
$E156
$E165
$E168
$E18C
$EIC7

FAC = KONSTANTE - FAC , Akku und Y-Register
2zeigen auf KONSTANTE (Low- und High-Byte)
FAC = ARG - FAC

FAC = KONSTANTE (A/Y) ¢ FAC
FAC = ARG + FAC
FAC = KONSTANTE (A/Y) * FAC

FAC = ARG * FAC

F lieBkosmazahl nach ARG bringen, Zeiger auf
Z2ahl in Akku und Y-Register

FAC = KONSTANTE (A/Y) / FAC

FAC = ARG / FAC

FlieRkonmazahl nach FAC bringen, Zeiger auf
Zahl in Akku und Y-Register

FAC nach Akku #4 Ubertragen

FAC nach Akku #3 Ubertragen

FAC nach variable uUbertragen, Zeiger auf
Zietadresse in Akku und Y-Register

ARG nach FAC iibertragen

FAC nach ARG ubertragen

Vorzeichen von FAC holen, Zero- und Carry-
Flag werden beeinfluBt

Vergleich KONSTANTE (A/Y) mit FAC , Flags
werden beeinfluRt

Umwandlung FlieBkomna nach Integer im FAC
Umwandlung ASC!! nach F!ieBkomma

Positive Integerzahl aus Akku und X-Reg. ausgeben
Umwandtung FAC nach ASCI[-Format, ASCII-Werte
werden ab $D100 abgelest

SQR, zieht Quadratwurzel sus der 23hl im FAC
FAC = ARG ~ KONSTARTE (A/Y)

FAC = ARG " FAC

ASCII-2eichen ausgeben , Wert muB im Akku stehen
ASCII-2eichen holen (Eingabegerdt wihlbar)
Zeichen aus Tastaturpuffer in Akku holen
SAVE-Routine

VERIFY-Routine

LOAD-Routine

OPEN-Befehl

CLaose-Befehl
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$EDSL Paraneter fir LOAD und SAVE holen

$E219 Parameter fir OPEN und CLOSE holen

$E264 C0S, berechnet den Cosinuswert im FAC

SE268 SIN, berechnet den Sinuswert im FAC

SE2B4 TAN, berechnet den Tangenswert im FAC

S$ES0A Cursor setzen/holen, wenn Carry-Flag =0, denn
Cursor setzen, sonst Cursor holen ( X-Register =
2eile, Y-Register = Spalte)

$ES18 Bitdschirmreset wird durchgefihrt

$ES44 CLR, Bscht den Bildschirm und setzt Cursor HOME

SES66 HOME, bringt den Cursor in die linke obere
Ecke des Bildschirms

$E56C berechnet die Curserposition

$ESA0 Videocontroller initialisieren, ladt den Video-
control ler mit den Standardwerten

$ESB4 holt ein Zeichen aus dew Tastaturpuffer

$ESCA wartet auf Tastatureingabe

SEBEA 8ildschirnr scrollen, schiebt Bildschirm
um eine Zeile nach cben

SESFF léscht eine Bildschirmzeite

SEA1C setzt ein Zeichen mit Farbe auf dem Bildschirm
(Bildschirmcode im Akku, Farbe in X)

$FF81 Video-Reset

$FF84 CIAs initialisieren

SFF87 RAM loschen/testen

SFFBA I/D initielisieren

SFF8D I/D Vektoren initialisieren

$FF90 Setzt Flag fur Ausgabe von Systemmaldung
SFF93 schickt Sekwediradresse nach einem LISTEN-Befehl
auf den 1kC-Bus

SFF96 schickt Sekurndéradresse nach einem TALK-Befeh!
auf den IEC-Bus
SFF99 holt bei gesetzem Carry-Flag die héchste RAM-

Adresse nach X urxd Y, bei geldschtem Carry-
fFlag wird die Adresse von X und Y gesetzt.
S$FF9C dieselbe Funktion wie $FF99, jedoch fur den
RAM-Anfang
SFFOF fragt die Tastatur ab
SFFA2 setzt das Time-out-Flag fdr den IEC-Bus
SFFAS holt ein Byte vom IEC-Bug in den Akku
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$SFFA8
$FFAB
SFFAE
$FFB1
SFFB4
$FFB7
$FFBA

SFFBD

$FFCO
$FFC3

$FFC6

$FFC9

$FFEC

$FFCF
$FFD2
$FFD5
$FFD8
$FFDB
S$FFDE
SFFE1
SFFE4
SFFE7

SFFEA

SFFED

gibt ein Byte aus dem Akku an den IEC-Bus aus
sendet UNTALK-Befehl auf den IEC-Bus
sendet )KLISTEN-BefehlL auf den IEC-Bus
sendet LISTEN-Befehl euf den IEC-Bus

sendet TALK-Befehl zum IEC-Bus

holt das Statuswort in den Akku

setzt die Fileparameter, Akku muB logische
Filenummer enthalten, X = Geratenummer und
Y = Sekundaradresse

setzt Parameter des Filenamens, Akku mu8
Lénge des Kamens enthalten, X und Y enthalten
die Adresse des Filenamens( Low- und High-Byte)
OPEN-Befehl, 8ffnet logische Datei
CLOSE-Befehl, schlieBt logische Datei,
Akku muB Logische Filerwmmer enthalten
CHKIN setzt folgende Eingabe auf logische
Datei, die in X ibergeben wird.

Die lagische Datei muR vorher miit der
OPEN-Routine gedffnet werden.

CKOUT setzt folgende Ausgabe auf logische
Datei, dia in X Ubergeben wird.

Die logische Datei muB vorher mit der
OPEN-Routine gedffnet werden.

CLRCH setzt die Ein- und Ausgabe wieder
auf Standard (rastatur/8ildschirm)

BASIN Eingabe, holt ein Zeichen in den Akku
BSOUT Ausgabe, gibt 2Zeichen im Akku aus
LOAD, lédt Programm in den Speicher

SAVE, speichert Programm ab

setzt die laufende Zeit neu

holt die lauferda Zeit

fragt die STOP-Taste ab

GET, holt ein Zeichen in den Akku

CLALL, setzt alle Ein-/Ausgabekanéale
zuriick, die Dateien werden jedoch

nicht geschlossen

erhbht die laufende Zeit um eine
sechzigstel Sekizde

SCREEN holt die Anzahl der 2eilen und

und Spalten des Bildschirms
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$FFFO bej galdschtem Carsy-Fleg wird der Cursor

euf die Position X/Y geset2t, bei gesetztem

Carry-Flag wird die Cursorposition nach X/Y

geholt (X-Reg = Zeile, Y-Reg = Spalte)
$FFF3 holt die Startadresse des 1/0-Bausteins

6.3  Alphabetisches Verzeichnis der ROM-Routinen

Abfrage auf gedrickte Bandtaste $F82E
Adresse eines Arrayelements berechnen $B30E
Adressen der Basic-Befehle (minus 1) $AQ0C
Adressen der Basic-Funktionen $A052
Adressen der Fehlerneldungen $A328
AdreBzeiger erhshen $FCDB
Anfangswert fur RND-Funktion SE3BA
Arbeitsspeicher initialisieren $FD50
Arrayelement suchen $82E9
Arrayvariable anlegen $8261
Ausgabe der 2eilenrwmmer bei Fehlermelcking $8DC2
Ausggbe eines Fragezeichens $AB4S
Ausgabe eines Leerzeichens $AB3B
Ausgabe in RS 232 Puffer $FO14
ARG = Konstanate (A/Y) $BA8BC
ARG nach FAC QObertragen $BBFC
ASC{I-Code nach Bildschirmcode wandeln $E691
Bar fiir Lesen vorbereijten $FBE2
Bandheader nach Namen suchen SF7EA
Bandpiffer auf Band schreiben $F864
Bandpufferzeiger erhshen $F80D
Basic CKOUT-Routine SELAD
Basic Xsltstart SE3%%
Basic NMI-Einsprung SE378
Basic-Befehl CLOSE SEIC7
Basic-Befehl CLR $AGSE
Basic-Befeht CMD $AABS
Basic-Befehl COMT $4857
Basic-Befehl DATA SASF8
Basic-Befehl DEF $B3B3
Basic-Befehl DIM $8081
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Basic-Befehl END
Basic-Befehl FOR
Basic-Befehl GET
Basic-Befehl GOSUB
Basic-Befehl GOTO
Basic-Befehl IF
Basic-Befehl INPUT
Basic-Befehl INPUT#
Basic-Befehl LET
Basic-Befehl LIST
Basic-Befehl LOAD
Basic-Befehl NEW
Basic-Befehl NEXT
Basic-Befehl ON
Basic-Befehl ON
Basic-Befehl OPEN
Basic-Befehl POKE
Basic-Befehl PRINT
Basic-Befehl PRINT#
Basic-Befehl READ
Basic-Befehl REM
Basic-Befehl RESTORE
Basic-Befehl RETURN
Basic-Befehl RUN
Basic-Befehl SAVE
Basic-Befehl STOP
Basic-Befehl SYS
Basic-Befehl VERIFY
Basic-Befehl WAIT
Basic-Befehlsworte
Basic-Fehlermeldungen
Basic-Funktion ABS
Basic-Funktion ASC
Basic-Funktion ATN
Basic-Funktion CHRS
Basic-Funktion COS
Basic-Funktion EXP
Basic-Funktion ¥N
Basic-Funktion FRE
Basic-Funktion INT

$A831
$AT42
$AB7B
$A883
$ABAD
$A928
SABBF
SABAS
SA9AS
$A69C
$E168
$A642
SAD1D
$A94B
$A94B
$E1BE
$8824
SAAAD
SAA80
$AC06
$A938
SA81D
$A8D2
SA871
$E156
$A82F
$E12A
$E165
$8820
$AO9E
$A19E
$8C58
$8788
$SE30E
$B6EC
$E264
$BFED
$B3F4
$B37D
$BCCC
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Basic-Funktion LEFT$
Basic-Funktion LEN
Basic-Funktion LOG
Basic-Funktion MID$
Basic-Funktion PEEK
Basic-Funktion POS
Basic-Funktion RIGHTS
Basic-Funktion RND
Basic-Funktion SGN
Basic-Funktion SIN
Basic-Funktion SQR
Basic-Funktion STR$
Basic-Funktion TAN
Basic-Funktion VAL

Basic-Code in Klartext wandeln

Basic-Operator AND
Basic-Operator NOT
Basic-Operator OR
Basic-Raoutine BASIN
Basic-Routine BSOUT
Basic-Routine CHKIN
Basic-Routine CKOUT
Basic-Routine GETIN
Basic-Statement ausfUhren
Basic-Vektoren laden
Basisadresse der CIAs holen
Betriebssystem-Meldungen
Bildschirm léschen
Bildschirm scrollen
Bitdschirm-Reset
Bildschirmformat holen
Bildschirmzeile ldschen
Bit auf Band schreiben
Bitweise Multiplikation

Bit2ahler fur serielle Ausgabe setzen

Block vom Bard lesen
Blockverschiebe-Routine

Byte auf seriellen Bus ausgeben
Byte auf seriellen Bus ausgeben

Byte vom seriellen Bus holen

$8700
$877C
$BYEA
$8737
$B80D
$B39E
$B72C
S$E097
$BC39
$E268
$BF71
$B465
$E2B4
$B7AD
SAT17
$AFE9
$AED4
SAFES
$E112
$E10C
$E1IE
$E118
$E124
$ATED
$E4S3
$ES00
$SE4SF
$E544
SESEA
$ES18
$ES505
$SEQFF
$FBAG
$BA59
$FB97
$F841
$A3B8
$ED40
$EDDD
SEE13
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Byte vom Band holen SF199
Byte von RS 232 holen $F1B3
Bytewert nach X holen, GETBYY $B798
BASIN-Routine $F157
BSOUT-Routine $FICA
Cursor setzen/holen $ES0A
Cursor Home $ESGE
Cursorposition berechnen $ES4C
CHKIN-Routine $F208
CKOUT -Routine $F250
CLALL-Routine $F32F
CLOSE-Routine $F291
CLRCH-Routine $F333
Datenbits fur RS 232 berechnen SEF4LA
Dimensionierte Variable holen $81D1
Division FAC = ARG / FAC $8B12
Division FAC = Konstante (A/Y) / FAC $BBOF
Einflgen einer fortsetzungszeile $EP65
Eingabe einer Zeile SASED
Eingabe-Warteschleife $A480
Fehlerbehandlung bei Eingabe $ABLD
Fehlermeldung ausgeben $A4L3T
Fehlermeldung des Betriebssystems $F6FB
Fileperameter setzen $F31F
Flag fur Systemmelckngen setzen $FE18
FlieBkommakonstante -32768 $B1AS
FlieBkommakonstante 0.5 $BF11
FlieBkommakonstante 10 $BAF9
FAC = FAC* 10 $BAE2
FAC = FAC + 0.5 $B84%
FAC = FAC / 10 $BAFE
FAC = Konstante (A/Y) $BBA2
FAC nach Akku#3 Ubertragen $BBCA
FAC nach Akku#é4 Gbertragen $88C7
FAC nach ARG ubertragen $8c0OC
FAC nach ASCII wandeln und nach $100 $BDDD
FAC nach Variable ubertragen $BBDD
FN-Syntax prufen $B83E1
FRESTR $BEAS

FRMEVL Ruswerten efnes beliebigen Ausdrucies $AC9E
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FRMNUJM Ausdruck holen urd auf rumerisch priafen
Garbege Collection

GETADR und GETBYT, 16- und 8-8it-Wert holen
GETADR, FAC in positive 16-8Bit-Zahl wandeln
GETIN-Routire

Hardware und I/0-Vektoren setzen/holen
Header auf Band schreiben

Hierarchiekodes der Basic-Operatoren
Hilfsroutine fur Arrayberechnung
Hintergrundfarbe setzen
Interpreterschleife

Interruptroutine

Interruptroutine fur Band lesen
Interruptroutine fur Band schreiben
IRQ-Einsprung

IRQ-Vektor setzen

IRQ-Vektoren

Kernal Sprungtabelle

Konstante Pi

Konstanten f{r ATN

Konstanten f{ir EXP

Konstanten fir FlieBkomma nach ASCII
Konstanten fdr Flie8koims nach ASCII
Konstanten fir LOG

Konstanten fur RND

Konstenten fur SIN und COS

Konstanten fiir Unwandlung TI nach TI$
Kopie der CHRGET-Routine

Listen senden

Logische Filenummer suchen

Loschen und Einflgen von Programuzeilen
LOAD-Routine

Mantisse von FAC invertieren

Meldungen des Betriebssystems

Meldungen des Betriebssystems ausgeben
Meldungen des Interpreters

Minus FAC = ARG - FAC

Minss FAC = Konstante €5/¢2 - FAC
Multiplikation FAC = ARG * FAC
Multiplikation FAC = Konstante (A/Y) * FAC

SFHCD,

SADBA
$8526
$B7EB
$87F7
$F13E
$FD15
SF76A
$AD80
$834C
$E4DA
$SATAE
$SEA31
$F92C
SFCO6A
$FF48
$FCB8
$FD98
$FF81
$AEAD
SE33E
$6FBF
$BF16
$80B3
$B98C
$EO8D
$E2ED
$BF3A
$E3A2
$EDOC
$F30F
SAL9C
S$F4OE
$B947
$F08D
$F12B
$A364
$8853
$B850
$BA2B
$BA28
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MSB fUr Zeilenanfinge neu berechnen $E6BS
Nichste 2eile suchen $A909
Néchstes Element eines Ausdrucks holen SAEB3
Nichstes Statement suchen $A9CS
NMI-Einsprung $FEL3
NMI-Routine fir RS 232 $FED6
Obergrenze RAM setzen/holen $FE2S
OPEN-Routine $F34A
Parameter fUr aktives file setzen $FEOO
Parameter fir Filenamen setzen $FDF9
Parameter f(ir LOAD und SAVE holen $SE1DS
Parameter fUr OPEN holen $E219
Platz fur String reservieren $B4F4
Plus FAC = ARG + FAC $BBGA
Plus FAC = Konstante (A/Y) + FAC $8867
Polynomberechrng 1 $E043
Polynomberechnung 2 $£059
Positive Integerzahl in A/X ausgeben $60CD
Potenzierung FAC = ARG hoch FAC $BF7B
Potenzierung FAC = ARG hoch Konstante (A/Y) $BF78
Progranm vom Band laden $FB4A
Programvheader vom Band lesen $F72C
Progremmzeiger auf Basic-Start $AGSE
Programmeile einfugen $SALED
Programmzeile ldschen SALAT
Programmzeilen neu binden $A533
Priifung auf numerisch $ADSD
Prifung auf Auto-Start-RCM $FD02
Prdfung auf Buchstabe $B113
Priifung auf Erreichen der Endadresse $FCD1
Prifung ausf Klammer auf SAEFA
Prifurg auf Klammer zu SAEF7
Prifung auf Komma $AEFD
Prifung auf Platz im Speicher $A3FB
Prifung auf Shift, CTRL, Commodore $EB48
Prdfung auf Steuerzeichen SEC44L
Prifung auf Stop-Teste $AB2C
Prafung auf String $ADBF
Prifug auf Systemvariable SAF14

Prifung auf (bereinstimmung mit laufendem Zeichen $AEFD
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Rechtsverschieben eines Registers
Rekordermotor ausschalten
Reset-Routine

RAM fir BASIC initialisieren

ROM-Modul Identifizierung

RS 232 Ausgabe

RS 232 Ausgabe

RS 232 CHXIN

RS 232 GET

Schafft Platz im Speicher
Sekunddradresse nach Listen senden
Sekundidradresse nach Talk senden
Stapelsuch-Routine

Startadresse des Bandpuffers holen
Startadresse einer Programmzeile berechnen
Status holen

Stoptaste abfragen

String ausgeben

String holen, 2eiger nach A/Y

String in reservierten Bereich Ubertragen
Stringparameter holen

Stringparameter vom Stack holen
Stringvergleich

Stringverkniipfung

Stringverwaltung, FRESTR

Stringzeiger berechnen

SAVE-Routine

Tabelle der BASIC-Vektoren

Tabelle der Farbkodes

Tabelle der Kardware- und 1/0-Vektoren

Tabelle der LSB der Bitdschirszeilen-Anfénge

Talk senden

Tastatur Dekodiertabelle 1
Tastatur Dekodiertabelle 2
Tastatur Dekodiertabelle 3
Tastatur Dekodiertabelle &
Tastaturabfrage

Term in Klammern holan
Test auf Direkt-Modus
Test suf Nochkonma

$8983
$FCCA
$FCE2
$E3BF
$FD10
SEEBB
$F208
$F04D
$F0B6
$ALQ8
S$EDBY
$EDC7
$A3BE
$F7D0
$A613
SFEO7
$FOED
$ABIE
$B487
$B67A
$B782
$B761
$BOZE
$B53D
$B6A3
$B475
$F50D
SEL4T
SE8DA
$FD30
SECFQ
$EDO9
SEB81
$EBC2
$ECO3
$SEC78
$SEAB7
SAEF S
$B3A6
$ECSS
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Test auf Stop-Taste $F800
Time erhdhen $F698B
Time holen $FGOD
Time setzen $FOEL
Timeout-Flag fUr seriellen Bus setzen $FE21

Timerkonstanten fuUr RS 232 Baud Rate, NTSC-Version $FEC2
Timerkonstanten fur RS 232 Baud Rate, PAL-Version SE4LEC

Umwandlung einer Zeile in Interpreterkode $A579
Umwandlung ASCII nach FlieBkomnaformat $8CF3
Unwandlung FlieRkomme nach Integer $B1B2
Umwandlung FlieSkomma nach Integer $BCYB
Unlisten senden $EDFE
Untalk senden $EDEF
Untergrenze RAM setzen/holen $FE34
Variable antegen $B110
Variable holen $AF28
Variabie holen $8038
vergleich $8016
Vergleich Konstante (A/Y) mit FAC $BCSB
Videocontroller initialisieren SESAD
Vorzeichen von FAC holen $BC2B
Warten auf Bandtaste $F817
Warten auf Bandtaste fur Schreiben $F838
Warten auf Camnodore-faste SE4ED
Warteschleife fUr Tastatureingabe $ESCA
Wertzuweisung an normelen String $AA2C
Wertzuweisung INTEGER $A9CSL
Wertzuweisung REAL $A906
Wertzuweisung String $AGD9
Zeichen auf Bildschirm ausgeben $SET16
Zeichen auf 2iffer priifen SARTD
Zeichan aus Tastaturpuffer holen $ESBS
Zeichen und Farbe auf Bildschirm setzen $EAIC
Zeichen vom Bildschirm holen $E632
Zeiger auf erstes Arrayelement berechnen $£B194
Zeiger auf Farb-RAM berechnen $EA24
Zeiger auf Tastaturdekocdiertabellen $EB79
Zeile nach aben schieben $E9CH
Zeilennsmer holen und in Adressfarmst wandeln $A96B

Zeit holen $AF84
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6.4 Die Belegung der Zeropage

Hexadresse Dezimal

Belegung

00

o1

02

03-85

0

5-6

Datenrichtungsregister fir Prozessor-
Port
Bit 0 - 6; 0= Eingang 1= Ausgang

Im Prozessorport kann man sngeben,
welche Speicherbereiche ein- oder
eusgeschaltet werden.
Bitbeschreibung:

Bit 0 1 = BASIC-ROM, 0= RAM

Bit 1 1 = KERNAL-ROM, 0= RAM

Bit2 1 =1/0 0= Zeichensatz

Bit 3 = Datenausgabe von Datasette

Bit 4 0 = Taste bei Datasette gedrickt
¥ = nicht gedrixckt

Bit 5 1 = Motor an, 0= Motor aus

Die Bits 6 und 7 sind unbenutzt und
immer 0

unbenutzt

Vektor fOr Umsandlwy won FlieBkamma
nach Fest

VYon diesen Adressen aus beginnt der
Interpreter, eine Gleitkommazahl in
eine ganze 2ahl umzuwandeln, Der
Vektor deutet auf die Adresse $B1AA.

vektor fGr Uswandlung von Fest nach
FlieBkomma

Diese Routine verwandelt eine ganze
Zahl in eine FlieBkonmszahl. Der
Zeiger steht auf $B391.
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07

0A

08

oc

10

1"

12

Suchzeichen

Die Speicherzelle $07 wird oft von
BASIC-Programmen als Suchzeiger fiur
Texteingaben verwendet.

Hochkomwa-Flag

Wiérend der Umwandlung von
BASIC-Befehlen in Tokens wird die
Speicherzelle $08 als 2wischenspeicher
fOr BASIC-Texteingaben verwendet.

Speicher fUr Spalte beim TAB-Befehl
Nach der Ausfihrung von TAB oder SPC
wird die Cursorposition in der

Speicherzelle 9 zwischengespeichert.

0= LOAD, 1= Verify, Flag des Interpre-
ters

Weil die Routine von LDAD und VERIFY
identisch ist, wird ein Flag bendtigt,
um zu unterscheiden, ob ein LOAD oder
ein VERIFY-Vorgang ausgefihrt worden
ist.

2Zeiger im Eingabepuffer, Anzahl der
Dimensionen

Die Speicherzelle $0B wird dazu
verwerdet, die Anzahl der Dimensionen
zu berechnen. AuBerdem wird noch die
Lénge der Tokenzeile hier angegeben.

Ftag fUr DIM

Diese Speicherzelle wird benutzt, um
festzustellen, ob die Variable ein
Array oder schon eine dimensionierte
Variable ist.
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oD

OE

OF

10

1

12

13

13

14

15

16

17

18

19

Typflag $00= numerisch, $FF= String
Das Flag zeigt dem BASIC-Interpreter
an, ob es sich um 2ahlenwerte oder um
einen String handelt.

$80= Interger, $00= Real

Werwy eine Gleitkomnazahl auftritt,
steht in der Speicherzetle $00, bei
einer ganzen 2ahl eine $80.

Hochkommaflag bei LIST

Duch diese Speicherzelle wird beim
LIST-Befehl duch ein Hochkonma
erkannt, ob eine Textkette folgt.
2usétzlich wird in dieser
Speicherzelle markiert, ob eine
Garbage Collection durchgefihrt
werden muB oder nicht.

Flag fur FN

Hier wird angezeigt, ob es sich um eine
Array-Variable oder um eine mit DEF FN
definierte Variable handelt.

$00= INPUT, $40= GET, $98= READ

Diese Speicherzelle gibt an, in welche
Routine der BASIC-Interpreter
verzweigen soll.

Vorzeichen bei ATN

Die Speicherzelle $12 wird von den
trigonometrischen Funktionen zur
Bestimming des Vorzeichens verwendet.
2usétzlich dient die Speicherzelle $12
als Vergleichsoperator fur
Vergleichsoperationen.

aktives I/0-Gerat $00= Direkteingabe
Die Speicherzelle $13 wird als 2eiger
fir die Peripheriegerate wie Tastatur,
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14-15

16

17-18

19-21

22-25

26-2A

20-21

23-24

25-33

34-37

38-42

Datasette, RS232, User-Port,
Bildschirm, Drucker und Floppy
veruendet.

Integer-Adresse 2.8. Zeilennummer
In dieser Speicherzelle werden die
Zei lennunmern von den Befehlen wie
ON..GOTO, GOTO, GOSUB, ON..GOSUB
und der Zeilenausgabe beim
LIST-Befehl gespeichert.

2eiger auf Stringsteck

Die Speicherzelle $16 zeigt auf den
néchsten freien Speicherplatz im
stringstack.

Zeiger auf zuletzt verwandeten String
Der Inhalt dieser beiden Bytes zeigt
auf den zulet2t verwendeten
Speicherplatz,

Stringstack

Die Angaben im Stringstack enthalten
die Stringlange sowie die Anfangs-
und Endadressen des vorherigen
Strings.

2eiger fir diverse Zwecke

Diese Speicherzellen benutzt der
Interpreter, um verschiedene
2uischenergebnisse zu speichern.

Register flr Funktionsauswertund und
Arithmetik

Diese Speicherzellen werden vom
BASIC-Interpreter auch zum Speichern
von Zwischenergebnissen bei der
Hultiplikation und Division benutzt.
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28-2C 43-44 Zeiger auf BASIC-Programm Anfang
Der Anfangsbereich des BASIC ist in
Low- und Highbyte angegeben. Man kamn
durch die beiden Bytes den BASIC-Start
abfragen oder verardern.

2D-2E 45-46 Zeiger auf BASIC-Progremmende
Dieser Zeiger teilt dem Interpreter
das BASIC-Ende mit, damit die
variablen hinter dem Programn abgelegt
werden kinnen.

2F-30 47-48 Zeiger auf Start der Arrays
Das LOW- und HIGH-Byte der Adressen
geben dem BASIC-lnterpreter die
Information, ab welcher Speicherzelle
die Arrays eines BASIC-Programms
gespeichert sind.

31-32 48-50 Zeiger auf Ende der Datenfelder
Diese beiden Speicherzetlen zeigen auf
das Ende der Arrays. 2u beachten ist,
daB die Zeichenketten rickwarts
gespeichert werden.

33-34 51-52 Zeiger auf Stringgrenze
Der Inhalt dieser Speicherzellen
2eigt auf das Ende des Textspeichers,
der aber noch zugleich das obere Ende
des frei verfligbaren RAM-Bereichs
anzeigt.

35-36 53-54 Hilfszeiger fGr Strings
In diesen Zelten wird die Adresse der
Zeichenkette verzeichnet, die als
letzte von Routinen zur
Stringmanipulation abgespeichert
worden ist.
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37-38

39-3a

38-3C

3D-3€

3F-40

41-42

43-44

55-56

57-58

59-60

63-64

65-66

67-68

2eiger auf BASIC-RAM-Ende

Dieser Zeiger gibt dem Interpreter an,
welches die hochste von BASIC
verwendbare Speicheradresse ist.

augenbl ickliche BASIC-Zeilennummer
In diesen Speicherzellen wird die
2Zeilennummer verzeichnet, welche
gerade ausgefihrt wird.

Zeilennumwer flr CONT

Falls eine Unterbrechung des
Programmablaufs duch den Befehl STOP
oder Uber die STOP-Taste erfolgt,
wird in den Speicheradressen $38-$3C
die Zeilennummer gespeichert, die
gerade abgearbeitet wurde.

2Zeiger auf nidchstes Statement fUr CONT
Sobald eine neue BASIC-Zeile
verarbeitet wird, holt sich das
Betriebssystem die aktuelle
Zeilennumwner und speichert diese dann
in $30-$3E als LOM- und HIGH-Byte ab.

augenblickliche 2eil erwwsmmer fur DATA
Diese beiden Speicherzellen enthalten
die Zeilennummer einer DATA-Zeile, die
gerade vom READ-Befehl ausgelesen
wird,

2eiger fir ndchstes DATA-Element
Hier ist die Adresse aufgeflhrt, ab
welcher der READ-Befehl nach der
néchsten DATA-2eile sucht.

2eiger auf Herkunft der Eingabe
Der Zeiger zeigt auf die jeweilige
Adresse in diesem Eingabe-

puf ferspeicher.
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45-44 69-70 Variabl enname
Falls wihrend des Ablaufs eines
Progremms eine Variable auftaucht
wird deren Name hier zwischen-
gespeichert.

47-48 71-72 Variablenedresse
In diesen Speicherzellen wird der
Zeiger auf den Variablenwert
abgelegt.

49-4A 73-T4 Zeiger auf Variablenelement
Die Adresse einer Schleifenvariable
wird zundchst hier gespeichert,
bevor sie in den Stack gebracht wird.

4B-4C 75-76 Zwischenspeicher fur Programmzeiger
Diese Speicherzellen dienen als
Zwischenspeicher fir mathematische
Operationen. AuBerdem werden die
Speicherzel len auch noch vom
READ-Befehl als Zwischenspeicher
verwendet.

&D 77 Maske fur Vergleichsoperationen
Dieser Zeiger wird von mathematischen
Routinen als Vergleichsoperator
verwendet, daB heiBt um festzustellen,
ob ein Wert kleiner, gleich oder
grdBer ist.

4E-4F 78-79 Zeiger fur FN
In $4E-$4F ist die Adresse angegeben,
wo die Variablen und ihr Wert abgelegt
sind.

50-53 80-83 stringdescriptor
In diesen Speicherzellen wird unter
anderem die Schrittweite fGr Garbage
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54

55-56

57-58

5C-60

61-65

67

85-86

87-91

92-96

97-101

102

103

104

Collection und andere wichtige
Informationen fiir den Interpreter
festgelegt.

Konstante $4C JMP flr Funktionen
Hier ist die Konstante fir JMP ($4C)
festgelegt.

Sprungvektor fiir Funktionen
In $55-356 werden die Sprungvektoren
flir die Funktionen angegeben.

Register fir Arithmetik, Akku #3
Die Register werden fir die
Zwischenspeicherung von
Polynomauswertungen (TAN) bendtigt.

Register fiir Arithmetik, Akku #4,
siehe oben

FlieBkomnaakku #1, FAC

Diese Register werden fiir die
Berechnung von FlieBkommazahlen
verwerdet.

Vorzeichen von FAC

Der Zeiger gibt an, ob der Wert, der
im FAC steht, positiv oder negativ
ist.

2ahler flr Polynomsuswertung
Diese Speicherzelle dient als 2&hler
fir die Polynomauswertung.

Rundungsbyte fiir FAC

Hier wird angegeben, ob der Wert, der
im FAC steht, auf- oder abgerindet
werden soll.
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69-60 105-109 FlieBkommaakku#2, ARG
Diese Register werden fir die
Berechnung von FlieBkommazahlen
verwendet.

&E 110 Vorzeichen von ARG
Hier wird angegeben, ob der Wert, der
im ARG steht, positiv oder negativ ist.

6F m Vergleichsbyte der Vorzeichen von FAC
und ARG
Diese Speicherzelle gibt dem
Interpreter an, ob die Vorzeichen der
beiden Akkus Gbereinstimmen.

71-72 113-114 2eiger fir Polynomauswertung
Hier ist in LOW- und HIGH-Byte
angegeben, was ausgewertet werden

soll.

73-8A 115-138 CHRGET-Routine
Diese Routine holt ein Zeichen aus dem
BASIC-Text.

7A-78 122-123 Programmzeiger

In diesen Speicherzellen wird in LOW-
und HIGH-Byte die Anfangsadresse des
als néchstes auszufihrenden Befehls
im BASIC-RAM angegeben.

7C-8A 124-138 Unbenut2t

8B-8F 139-143 letzter RND-Wert
In diesen Registern wird der letzte
RND-Wert im FlieRkommaformat abgelegt.

90 144 Statuswort ST
In dieser Speicherzelle, die auch mit
der BASIC-Variable ST identisch ist,
sind die Fehlerneldungen der Datasette
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91

92

93

%

145

146

167

148

und der Floppy verzeichnet:

Datasette:

Bit 0 = Unbenutzt

Bit 1 = Unbenutzt

Bit 2 = Kurzer Block

Bit 3 = Langer Block

Bit 4 = Lesefehler

Bit 5 = Prifsumenfehler

Bit 6 = File-Ende

Bit 7 = Band-Ende

Floppy:

Bit 0 = Fehler beim Schreiben
Bit 1 = Fehler beim Lesen
Bit 2 = Unbenutzt

Bit 3 = Unbenutzt

Bit 4 = Unbenutzt

Bit 5 = Unbenutzt

Bit 6 = Daten-Erxle

Bit 7 = DEVICE NOT PRESENT ERROR

Flag flr STOP-Taste

In dieser Speicherzelle wird vermerkt,
ob die Stoptaste gedrickt worden ist
oder nicht.

2eitkonstante fir Band

Dieses Register hat die Aufgabe, kleine
Unterschiede bei der Aufnahme-
geschwindigkeit auszugleichen.

Flag fur LOAD $00, oder fir VERIFY $01
Dieses Flag dient dem Betriebssystem
dazu, um 2u unterscheiden, ob eine
LOAD oder eine VERIFY Operation
erfolgt.

Flag bei IEC-Ausgabe
Diese Adresse setzt bei Floppy und
Drucker den YLISTEN" 2ustand.
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97

98

9A

149

150

151

152

153

154

Ausgabepuffer fir lEC-Bus

Hier wird das 2eichen abgelegt,
welches lber den seriellen Port zur
Floppy oder zum Drucker geschickt
werden soll, sobald die Adresse $94
Bereitschaft zeigt.

Flag fiir EOT vom Bard empfangen
In $96 werden die Daten
zWischengespeichert, die vom Band
gelesen werden.

Zwischenspeicher fiir Register
Beim Lesen von Band wird hier das
X-Register zwischengespeichert,

Anzahl der offenen Files

In dieser Speicherzelle wird
festgehalten, wie viele Files gleich-
zeitig geoffnet sird.

aktives Eingabegerat

In dieser Speicherzelle wird
festgehalten, welches Gerat zur
Eingabe verwendet werden soll.
Die Numern sird folgendermaBen
festgelegt:

0 Tastatur

1 Datasette

2 RS232 und User-Port

3 Bi ldschirm

4-5 Drucker

8-11 = Laufwerke

aktives Ausgabegerat

Diese Speicherzelle ist mit der
vorherigen zu vergleichen, nur steht
hier die Nummer des Geréts, liber das
die Ausgabe erfolgt.
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98 155
9C 156
90 157
9E 158
9F 159
AO-A2 160-162
A3 163

Paritét fur Band

Uber diese Speicherzelle findet eine
Parity-Prufung (Quersumnenbi ldung)
statt. Dies dient dazu, um Lese- und
Schreibfehler zu vermeiden,

Flag fiir Byte empfangen

Hier wird festgelegt, ob das gelesene
Byte die Quersumne richtig gebildet
hat oder nicht.

Flag fiir Direktmcdus $80, Programm $00

In dieser Speicherzelle wird
angegeben, welche Fehtermeldungen
zugelassen werden und weltche nicht.
$00 unterdrickt alle Fehlermeldungen,
$80 kommt dem normalen Eingabemoadus
gleich und 3CO laBt alle Fehler-
meldungen zu. Diese Zustdnde kdnnen
alle kinsttich erzeugt werden.

Bandpass 1 Checksumme

Diese Speicherzelle wird zur
Oberprifung von Bytes bei Kassetten-
operationen benutzt.

Bandpass 2 Fehlerkorrektur

Hier werden die Fehler korrrigiert,
die bei Kassettenoperationen auf-
getreten sind.

Time

In diesen Speicherzellen wird die
Uhrzeit Uber die Interruptroutine
erhdht.

Bitzdhler fir serielle Ausgabe
Dieses Register wird als Zwischen-
speicher von Ein-/Ausgaberoutinen
benutzt.
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A5

A7-AB

AC-AD

AE-AF

B80-81

164

165

166

167-171

172-173

174175

176-177

2éhler flr Band
siehe oben

2ahler fur Band schreiben
Diese Speicherzelle wird als Zihler
des Synchron-Bits verwendet.

Zeiger in Bandpuffer

Dieses Register wird als Zéhler
benutzt, welcher angibt, wie viele
Bytes aus dem Bandpuffer gelesen
oder in den Bandpuffer geschrieben
worden sind.

Arbeitsspeicher flir Ein-/Ausgabe
Diese Register werden haufig von
Kassettenoperationen und der RS-232
Schnittstelle als 2wischenspeicher
benutzt.

Zeiger fur Bandpuffer und Scrolling
Diese Speicherzellen dienen in erster
Linie als Zeiger auf die Adresse, ab
welcher ein Programm geladen oder
gespeichert werden soll. Zweitens
dienen sie auch als Zwischenspeicher
wihrend des Scrollings des Video-RAM
und beim £infigen zuséatzlicher Zeilen.

Zeiger auf Progranmmende bei LOAD/SAVE
Ahnlich wie $AC-$AD funktionieren
diese beiden Speicherzellen. Sie
Zeigen immer auf das Byte, das gerade
gelesen oder gespeichert wurde.

Der Wert in den Speicherzellen wird
benutzt, um die Zeitkonstante beim
Lesen von Band einzustellen.
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82-83

85

B7

B8

89

B8-BC

178-179 Zeiger auf Bandpuffer

180

181

182

183

184

185

186

187-188

Diese beiden Speicherzellen zeigen auf
den Bandpuffer ($033C)

Bitzéhler fir Band
Hier wird die Anzahl der Ubertragenden
Bits gezéhlt.

néchstes Bit fUr RS-232

Diese Speicherzelle enthélt immer das
néchste Bit, das bei RS-232 Opera-
tionen Ubertragen werden soll.

Puffer fur auszugebendes Byte
Dieses Register wird als Ausgabe-
zwischenspeicher benutzt.

Linge des Filenamens

In dieser Speicherzelle wird
angegeben, aus wie vielen Zeichen der
Filename besteht.

logische Filenummer
In dieser Speicherzelle wird die
logische Filemsmer verzeichnet.

Sekundéradresse
Hier steht die jeweilige Sekundir-
adresse.

Geréitenummer

Entsprechend ist auch in dieser
Speicherzelle die Gerétenumer zu
finden.

Zeiger auf Filenemen

In diesen Speicherzellen steht ein
Zeiger, der in LOW- und HIGH-Byte-
Darstellung auf den Filensmen zeigt.
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8D 189 Arbeitsspeicher serielle Ein-/Ausgabe
Hier wird von den RS-232-Routinen ein
PrOfbyte abgelegt (Parity-Priifung).

BE 190 Passzdhler fir Band
In dieser Speicherzelle ist angegeben,
Wwie viele Blockteile von Band gelesen
oder euf Band geschrieben werden
sollen.

BF 191 Puffer fir serielle Ausgabe
Beim Laden eines Programms von Band
wird diese Speicherzelle dazu benutzt,
um die einzelnen Bits zu einesn Byte
zusammenzusetzen.

co 192 Flag fur Bandmotor
Der Motor der Datasette kann nur
eingeschaltet werden, wenn die
Speicherzelle ungleich Null ist.

ct-c2 193-194 Startadresse fir Ein-/Ausgabe
In diesen Registern ist in LOW- und
HIGH-Byte-Darstellung angegeben, ab
welcher Adresse ein Programm geladen
oder gespeichert wird,

C3-C4 195-196 Endadresse fiir Ein-/Ausgabe
Hier steht in LOW- und HIGH-Byte der
Zeiger auf den Tape-Header im
Bandpuffer.

c5 197 Numier der gedriickten Taste
Hier wird die Nunmer der gedrickten
Taste gespeichert (64= keine Taste).

cé 198 Anzahl der gedriickten Tasten
Hier steht die jeweilige Anzahl der
Zeichen, die im Tastaturpuffer
gespeichert sind.
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c7 199 Flag flr RVS-Modus
Diese Speicherzelle gibt an, ob die
auszugebenden Zeichen revers oder
normel dargestellt werden sollen
(0= normal, 1= revers).

c8 200 2eilenende fUr Eingabe
Dieses Register enthilt die Position
des letzen Zeichens in einer 2eile.

c9 201 Cursorzeile fur Eingabe
Diese Speicherzelle dient dazu, um die
Zeile des letzten eingegebenen Zeich-
ens festzustetlen.

CA 202 Cursorspelte fir Eingabe
Diese Speicherzelle dient dazu, um die
Spolte des letzten eingegebenen
2eichens festzustellen.

ce 203 gedrUckte Taste
Mier steht der jeweilige Code der
gedruckten Taste. (64= keine Taste).

cC 204 Flag fur Cursor
Der Cursor wird ausgeschaltet, wenn
in dieser Speicherzelle ein groBerer
Wert als Null steht.

co 205 2éhler fir Cursor blinken
Diese Speicherzelle dient als Zéhler
fiir die Cursor-Blinkphase. Wenn der
Wert 20 in dieser Speicherzelle
abgezdhlt ist, wird der Cursor einge-
schaltet.
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CE

CF

D1-D2

03

04

DS

D6

206

207

209-210

rA

212

213

214

Zeichen unter dem Cursor

Hier ist jeweils der Bildschirncode
eines Zeichens angegeben, das sich
gerade unter ded Cursor befindet.

Flag fOr Cursor

In diesem Register wird festgehalten,
in welcher Blink-Phase sich der Cursor
gerede befindet.

Flag fGr Eingabe wvon Tastatur oder
Bildschirm

Hier wird die Lénge der zu
Ubertragenden Zeichen gespeichert,

2eiger auf Start der Bildschirmzeile
In diesen Speicherzellen wird in LOM-
und #iGH-Byte-Darstellung angezeigt,
Wo sich im Video-RAM die Zefle be-
findet, auf der der Cursor gerade
steht.

Cursorspalte
Hier wird die Spaltenposition des
Cursors festgehalten.

Flag fir Hochkommamodus

Falls in dieser Speicherzelle eine
Null steht, dann befirdet sich der
Computer im Hochkommamodus. Ardere
Werte bewirken den Normalnwdus.

Lénge der Bijldschirmzeile

Der Inhal t dieser Speicherzelle
entscheidet, ob eine neue Zeile
angefangen werden muB oder nicht.

Eursorzeile
Hier wird die Zeilenposition dee
Cursors festgehalten.
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D7

D8

D9-F2

F3-F4

F5-F6

F7-F8

F9-FA

OOFF~010A

215

216

217-242

243-244

245-246

247-248

249-250

255-266

Speicher fOr ASCII-Tasten-Code

Bevor ein Zeichen in den
Tastaturpitffer gebracht wird, wird es
vorher hier zwischengespeichert.

Anzahl der Inserts
fier wird die Anzahl der Inserts
festgelegt.

MSB der Bildschirmzeilenanfiange
Alle 25 Speicherzellen enthalten
Informationen Uber die Zeilen des

‘Bildschirms,

Zeiger in Farb-RAM

Diese Speicherzellen zeigen auf die
Stelle im Farb-RAM, an der der Cursor
auf der Zeile steht.

Zeiger auf Tastatur-Dekodiertabelle
Diese Speicherzellen zeigen auf die
Tastatur-Dekodiertabelle.

Zeiger auf RS-232 Eingabepuffer
Diese Register zeigen auf die
Anfangsadresse des Eingabepuffers.

Zeiger auf RS-232 Ausgabepuffer
Diese Register zeigen auf die
Anfangsadresse des Ausgabepuffers.

Puffer fUr Umwardlung FlieRkowmma nach
ASCII

Diese Register werden fUr die
2wischenspeicherung von FlieBkoma-
zahlen benutzt.
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0100-013E

013F-01FF

0200-0258

0259-0262

0263-026C

256-318 Speicher fdr Korrektur bei Bandeingabe

256-511

512-600

601-610

611-620

Beim Laden von Band werden hier die
Daten zwischengespeichert, aus denen
das Betriebssystem erkennen kann,
welche Bytes fehlerhaft gind.

Prozessorstack

Der Stack ist generell ein
2wischenspeicher, in dem der Pro-
grammierer Daten ablegen kann. AuBer-
dem wird er vom Prozessor dazu
benutzt, bei einem Interrupt oder
einem Unterprogrammaufruf die
Adresse, von der aus verzweigt wurde,
zwischenzuspeichern. Dies geschieht in
der Reihenfolge HIGH- und LOW-Byte.
Die Daten werden im Stack von der
Adresse $O1FF 2ur Adresse S0100 hin
abgelegt. Bei einem BREAK wird zu-
sédtzlich der Prozessorstatus im Stack
abgelegt.

BASIC-Eingabepuffer

Nach der Eingabe eines Befehls oder
einer Programmzeile werden diese
Daten in diesen Bereich zwischen-
gespeichert, um dann wieder weiter-
verarbeitet zu werden.

Tabelle der logischen Filenumern

In dieser Tabelle werden die logischen
Filerwswmern der Reihe nach, von 1-10,
eingetragen. Beim SchlieBen einer
Datei werden diese Eintrage wieder
entfernt.

Tabelle der Geratemsmmern

Diese Tabelle entspricht $0259-$0262,
rur mit dem Unterschied, dag hier die
Geréteadressen vermerkt werden.,
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0260-0276

0277-0280

0281-0282

0283-0284

0285

0286

621-630

631-640

641-642

643-644

645

646

Tabelle der Sekumdéradressen

Diese Tabelle entspricht $0259-80262,
nur mit dem Unterschied, daB hier die
Sekunddradressen vermerkt werden.

Tastaturpuffer

Hier werden die Tastencodes zwischen-
gespeichert, die nicht sofort vom
Betriebssystem weiterverarbeitet
werden konnen.

Start des BASIC-RAM

Nach einem Reset oder einem Kaltstart
wird dieser 2eiger auf den nachsten
freien Speicherplatz gesetzt.

Ende des BASIC-RAM

Dieser Zeiger wird nach einem Reset
oder einem Kaltstart auf den letzten
verflgbaren freien RAM-Speicherplatz
gesetzt.

Timeout-Flag fur seriellen IEC-Bus
Alle 2dhler in dieser Speicherzelle,
die groBer als 128 sind, bedeuten, daR
ein Gerat angeschlossen ist. Die
kleineren Werte bedeuten das
Gegenteil.

augenblickliche Farbe

Hier wird die augenbl ickl iche
2eichenfarbe festgelegt:

0 = schwarz

1 = weiB

2 = rot

3 = lila

4 = purpur
5 = gran
6 = blau



296

64 Intern

0287

0288

0289

026A

0288

647

648

649

650

651

= gelb

= orange
braun
hellrot
dmkelgrau
mittelgrau
hel tgrin
hellblau
hellgrau

0 00w

10
n
12
13
14
15

Farbe unter dem Cursor

In dieser Speicherzelle merkt sich das
Betriebssystem, welche Farbe gerade
unter dem Cursor steht.

HIGK-Byte Video-RAM

Dieses HIGH-Byte gibt dem Betriebssystem an,
ab welcher Adresse das Video-RAM 2u finden
ist.

Lénge des Tastaturpuffers

Dieses Register gibt an, wie viele
Speicherzellien des Tastaturpuffers
belegt werden sollen.

Flag fur Repeatfunktion fur alle
Tasten
In dieser Speicherzelle wird dem
Betriebssystem angegeben, welche Tasten
eine Repeat-Funktion haben und welche
nicht:

0 = nur Cursor-,Insert/Delete- und

Leertaste

6
128

keine Taste
alle Tasten

Zéhler fUr Repeatgeschwindigkeit
Diese Speicherzelle dient als zéhler,
die die Repeat-Geschwindigkeit
festlegt.
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028c

028¢

028F-0290

0291

0292

652

653

&54

655-656

657

658

2éhler fr Repeatverzdgerung

Hier wird angegeben, wie lange eine
Taste gedrickt sein muB, bis die
Repeat-Funktion einsetzt.

Flag fOr SHIFT, Commodore und CTRL
In diesem Register stehen die
Tastencodes der Steuertasten:

1 = SHIFT

2 = Comwodare

SHIFT und Commodore

CTRL

SHIFT und CTRL

= Commodore und CTRL

= SHIFT, Commodore und CTRL

PR SV NN
[

SHIFT-Flag
Hier steht die zuletzt gedriickte
Steuertaste.

2eiger fUr Tastatur-Dekodierung

Hier steht ein Zeiger, der suf die
Betriebssystemroutine fir die Tastatur-
Dekodierung zeigt.

Flag fur SHIFT/Commodore gesperrt
falls in der Speicherzelle eine 128
steht, wird eine Umschaltung mit
SHIFT/Cammodose verriegelt. Bei einer
0 wird die Unschaltung zugelassen.

Flag fur $c¢rollen
Wenn in dieser Speicherzelle eine 0
steht, setzt der Scroll-Vorgang ein.
Bei einem gréBeren Wert setzt dieser
vVorgang nicht ein.
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0293

0294

0295-0296

659

660

661-662

RS-232 Kontrollwert

Hier wird die Ubertragungs-
geschwindigkeit der RS-232 Schnitt-
stelle festgelegt:

Bits 0-3 steuern die Ubertragungs-

geschwindigkeit:

Bitmuster Wert Baudrate
0000 0 50 Baud
0001 1 50 Baud
0010 2 s Baud
0011 3 110 Baud
0100 4 134.5 Baud
0101 5 150 Baud
0110 6 300 Baud
01N 7 600 Baud
1000 8 1200 Baud
1001 9 1800 Baud
1010 10 2400 Baud

Bit 4 nicht belegt
Die Bits 5 und 6 steuern die Linge
der Ubertragung:

Bitmustes Wert Ldnge

00 0 8-Bit

01 32 7-8Bit

10 64 6-Bit

1" 96 5-Bit

Bit 7 gibt die Anzahl der STOP-Bits an:
Bitmuster Wert Anzahl

0 0 1-STOP-Bit

1 128 2-STOP-Bits

RS-232 Befehlswort
Die einzelnen Bits steuern das
'Handshake' -Protokoll.

8it-Timing

Die Moglichkeit, eine freiwdhlbare
Ubertragungsgeschwindikeit einzu-
stellen, wurde vorgesehen, aber nicht
eingebaut.
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0297

0298

0299-029A

0298

663

665-666

667

RS-232 Status

Hier werden die Fehlermeldungen der
RS-232 Schnittstelle angezeigt:

Bit Wert Bedeutung

0 1 Fehler bei Parity-Prifung

1 2 Fehler in der Bitfolge

2 4 Uberlauf des Eingabepuffers
3 8 Eingabepuffer ist leer

4 16 das CTS-Signal fehlt

5 32 nicht belegt

6 &4 Das DSR-Signal fehlt

7 128 Die Ubertragung ist unter-

brochen

Anzahl der Datenbits fur RS-232
Diese Speicherzelle wird verwerdet,
un die Wortlange festzustellen.

RS-232 Baud-Rate

Die Ubertragungsrate errechnet sich

aus der Systemfrequenz (985.25) KHz
dividiert duch die Baudrate.

Dieser Wert steht in LOW- und
HIGH-Byte-Darstellung in den beiden
Speicherzellen. Er wird vom Betriebssystem
abgerufen.

Zeiger fur empfangenes Byte RS-232
Wenn man den Inhalt der Speicherzelte
mit dem Wert in $F7-SF8 addiert,
erhdlt man die Adresse des zuletzt im
Eingabepuffer eingegebenen Bytes.

2eiger auf Input von RS-232

Wenn man den Inhalt der Speicherzelle
mit dem Wert in SF7-SF8 addiert,
erhdlt man die Adresse des ersten im
Eingabepuffer eingegeberien Bytes.
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02%0 669 Zeiger auf zu (lbertragendes Byte
RS-232
Wenn man den Irhalt der Speicherzelle
mit dem Wert in SF9-SFA addiert,
erhélt man die Adresse des ersten im
Ausgabepuffer eingegebenen Bytes.

029E 670 Zeiger auf Ausgabe auf RS-232
Wenn man den Inhalt der Speicherzelle
mit dem Wert in SF9-SFA addiert,
erhiélt man die Adresse des zuletzt im
Ausgabepuffer eingegebenen Bytes.

029F-02A0 671-672 Speicher fUr IRQ wahrend Bandbetrieb
Bei Kassettenoperationen wird hier in
LON- und HIGH-Byte-Darstellung der
vektor flir die Interruptroutine
gespeichert.

02A% 673 CIA 2 NMI-flag
Diese Speicherzelle erhélt den Wert
des Interruptsteuerregisters, das die
RS-232 Schnittstelle steuert.

02A2 674 CIA 1 Timer A
Bei Bandroutinen wird hier das
HIGH-Byte von Timer A zwischen-
gespeichert.

02A3 675 CIA 1 Interruptflag
Bei Bandroutinen wird in dieser
Speicherzelle festgelegt, welche IRQs
freigegeben sind und welche nicht.

02A4 676 CIA 1 Flag flr Timer A
Hier wird bei Berdroutinen angegeben,
ob Timer A lauft oder nicht. Wenn hier
eine 800 steht, ist der Timer
freigegeben, andernfells ist er
gesperrt.
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Bildschirmzeile

Flag flUr PAL- (1) o, NTSC- Version (0)
Hier steht ein Wert, der angibt, ob es
sich um eine PAL- oder eine NTSC-
Version handelt.

Sprite 11

$E38B Vektor flr
$A483 Vektor fur
$A5S7C Vektor fur

BASIC-Warmstart
Eingabe einer 2eile
Umvardlung in Inter-

02A5 677
02A6 678
02C0-02FE  704-766
0300-0301  768-769
0302-0303  770-771
0304-0305 772-773
0306-0307  774-775
0308-0309 776-777
030A-0308  778-779
030C 780
0300 781

030E 782
0310 783
0311-0312  785-786
0314-0315  788-789
0316-0317  790-791
0318-0319  792-793
031A-0318  794-795
031c-0310  796-797
031E-031F  798-799
0320-0321  800-801
0322-0323  802-803
0324-0325  804-805
0326-0327 806-807
0328-0329 808-809
032A-0328 810-811
0328-032c 812-813
032E-032F 814-815
0330-0331 816-817
0332-0333 818-819
033C-03FB  828-1019
0340-037E  832-894

pretercode

$A71A Vektor fur
text (LIST)

$A7TEL Vektor fir BASIC-Befehlsadresse
holen

$AE8S6 Vektor fur Ausdruck auswerten
Akku fir SYS-Befehl

X-REG fir SYS-Befeh!

Y-REG fur SYS-Befehl

Status-Register fiur SYS-Befehl

$B8248 USR-Vektor

$EA31 IROG-Vektor

$FE66 BRK-Vektor

$FE4L7 NMI-Vektor

$F34A OPEN-Vektor

$F291 CLOSE-Vektor

$F20E CHKIN-Vektor

$F250 CKOUT-Vektor

$F333 CLRCH-Vektor

$F157 INPUT-Vektor

$FICA OUTPUT-Vektor

$F6ED STOP-Vektor

$F13E GET-Vektor

$F32F CLALL-Vektor

$FE66 Warmstart-Vektor

$F4AS LOAD-Vektor

$F5ED SAVE-Vektor

Bandpuffer
Sprite 13

Umvandlurg in Klar-
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0380-03BE  896-958 Sprite 14
03CO0-03FE  960-1022 Sprite 15

6.5 Die Speicheraufteilung des C64

Um die Speicherkonfiguration des C64 zu verindern, existieren
die Bits 0, T und 2 der Speicherzelle $01, dem sogenannten
Prozessorport. Zusitzlich gibt es noch zwei Leitungen, GAME
und EXROM, die am Expansionsport ausgefithrt sind. Wenn
man diese Leitungen auf Masse legt, werden externe Speicher-
bereiche, zum Beispiel Module, eingeblendet. Mit den Bits des
Prozessorports 148t sich lediglich die Verteilung von RAM und
ROM im Speicher festlegen.

Den Zustand, den die jeweiligen Bits fiir die einzelnen Spei-
cheraufteilungen haben miissen, entnehmen Sie bitte den nach-
folgenden Bildern. Hierbei entsprechen die Bits des Prozessor-
ports den folgenden Bezeichnungen:

Bit 1 = LORAM (LR)
Bit 2 = HIRAM (HR)
Bit 3 = CHAREN (CR)
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SPEICHER -
AUFTEILUN
AUS DER S
DES VIC
FFFF
Eooo| BANK 3
b00d
C00¢
BANK 2
A000
CHAR ROM
8000
BANK 1
BANK 0
" CHAR ROM
1000
0000

Abb.6.8.1.1: 8peicherauf

/O - BEREICH
O 1
FOO
L /O 0
E00
= CIA 2
$DD 00!
CIA 1
$DCO00
FARB - RAM
$D800
SID - CHIP
$D400
VIDEO - CONT.
$D000
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LR=1 HA=1 LR=0 HR=1 LR=1 MR=0 LR=0 HR=0
QA=1 EX=1 GA=1EX=X GA=1EX=X GA=1 EX=X

FFFF ™ K T
KERNAL ROM KERNAL ROM | RAM

€000 5

4K |

0000 “ o 4K 10

cooo| 4K RAM 4K RAM 4K RAM
8K
BASIC ROM

A000

8660 84K RAM

40K RAM 48K RAM 48K RAM

0000
LR=1 HR=1 LR=1 HR=1 LR=0 HR=1 LR=X HR=X
GA=1EX=0 QA=0 EX=0 GA =0 EX=0 GA=0 EX=0

FFFF 8K 8K 8K 8K ROM
KERNAL ROM KERNAL ROM KERNAL ROM CARTRIDGE

E000 :

K VO 4K 11O 4K o 4K 11O

A 4K RAM 4K RAM 4K RAM

C000 —

8K 8K ROM 12K RAM
BASIC ROM 16K ROM CARTRIDGE
A000 8K oM | CARTRIDGE
CARTAIDGE 3K RAM 8K ROM
B8ASIC EXPA CARTRIDGE
8000
32K RAM 32K RAM 32K RAM 28 K RAM
b 4K RAM
0000
LR=LORAM HR=HIRAM
GA=GAME EX=EXROM

Abb. 6.5.1.2: Speicharanfteilung
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6.5 Commodore 64 ROM-Listing

ARRRRRANNAAARAR AR AN AARRRR RN,

A000 94 E3 Start-Vektor SE394
A002 7B E3 NMI-Vektor $E378

ARRRRRAAARRNARAAAAAARRRRR RN,

ADD4 43 42 4D 42 41 53 49 43 'cbmbasic’

ARRRRRRRRRAR AR R AR RANNRRNRNAY Adressen der BASIC-Befehle -1
Interpreterkode Adresse Befehl

A0OC 30 A8 380 $A831 END
AOCE 41 A7 $81 $AT42  FOR
A010 10 AD $82 $SAD1E  NEXT
A012 F7 A8 $83 $SABF8 DATA
A014 AL AB $84 $ABAS  INPUT#
A016 BE AB $85 $ABBF  INPUT
A018 80 BO $86 $8081 DIM
AO1A 05 AC $87 $AC06  READ
ADIC A4 A9 $88 $A9AS  LET
AO1TF 9F A8 $89 $ABA0  GOTO
A020 70 A8 $8A $A87t  RUN
A022 27 A9 $88 $A928 IF
A024 1C A8 $8C $A81D  RESTORE
A026 82 A8 $8D $A883  GOSUB
A028 D1 A8 $8E $ABD2  RETURN
AO2A 3A A9 $8F $A93B  REM
AO2C 2E A8 $90 $A82F  STOP
AO2F 4A A9 $91 $A94B  ON
A030 2C B8 $92 $B82D  WAIT
A032 67 E1 $93 $E168  LOAD
A034 55 E1 $94 $E156  SAVE
A036 64 E1 $95 $E165  VERIFY
A038 B2 B3 $96 $838B3  DEF
AO3A 23 B8 $97 $8824  POKE
AO3C 7F AA $98 $AAB0  PRINT#
AO3E 9F AA $99 $SAAAO0  PRINT
A040 56 A8 $9A $AB57  CONT

AD42 9B A6 $98 $A69C  LIST
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A044 5D A6
A046 85 AA
A048 2% E1
AOLA BD E?
A04C C6 ET
AOLE 7A AB
A050 41 A6

$9C
$50
$9E
$SF
$AD
$A1
$A2

$AS5E
$AASS
$SE12A
SE18E
SEIC7
$AB7B
$A642

CLR
CMD
SYS
(Lg2]
CiO0SE
GET
NEW

CReEr PRt EakRkRRRERR Rt wnttt Adressen der BASIC-Funktionen

A052 39 BC
A054 cC BC
A056 58 BC
A058 10 03
AO5A 70 B3
AD5C 9E B3
AOSE 71 BF
A060 97 EO
A062 EA 89
A064 ED BF
A06S 64 E2
AO068 68 E2
AQ6A B4 E2
RO6C OE E3
AQO4E 00 BB
A070 7C B7
AD72 65 BG4
AO74 AD B7
AQ76 88 B7
AO78 EC B6
AO7A 00 B7
AO7C 2C B7
AO7E 37 B7

$84
$B5
$86
$87
$88
$89
$BA
$BB
$8C

‘38D

$BE
$BF
$c0
o1
$C2
$C3
$C4
$C5
$C8
$C7
sc8
sco
$CA

$8C39
$BCCC
$BC58
$0310
$837D
$B39€E
$BF71
$E097
$B9EA
$BFED
$E264
$E26B
$E284
SE30E
$8800
$877C
$B465
$87AD
$8788
$B6€C
$8700
$B72C
$B737

SGN
INT
ABS
USR
FRE
POS
SQR
RND
LOG
EXP
cos
SIN
TAN
ATN
PEEK
LER
STRS
VAL
ASC
CHR$
LEFTS
RIGHTS
MIDS

Rk kb ik kb bk ek kkkkkk | jerachiecodes und

A0B0 79 69 B8
A083 79 52 B8
A0BS 78 2A BA
A08% 78 11 BB
ADAC 7F 7A BF

Adressen-1 der Operatoren

$79,
$79,
$78,
$78,
$7F,

$BB6A
$B853
$BAZB
$8B12
$BF78

Addition
Subtraktion
Multiplikation
Division
Potenzierung
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AOBF 50 E8 AF
A092 46 ES AF
A095 7D B3 BF
AD98 5A D3 AE
A098 64 15 BO

$50,
$46,
$70,
$S5A,
$64,

SAFE9
S$AFES
$BFB4
SAED4
$8016

AND

OR
vorzeichenswechsel
NOT

Vergleich

REAARAAAAAAAAAAARAAAAAAAAAAA* GASIC-Befehlsworte

AO9E 45
AOAOD C4
AOA8 44
A0BO 54
A0BB 49

4E

46 4F
41 54
A3 49
CD 52

D2
c
4E
45

4E 45
49 4LE
50 55
41 C4

AOCO D4
AOCB 49
A0DO C5
A0O08 54
AOEO 54
AOE8 D4
AOFO C5 56
AOFB 45 C6
A100 49 4E
A108 D4 43
A110 D4 43
A118 59 D3
A120 4F 53
A128 D7 54
A130 CE 53
A138 CE 4E
A140 AB AD
A148 4F D2
A150 49 4E
A158 D2 46
A160 51 D2
A168 45 58
A170 CE 54
A178 45 45
A180 52 A4
A188 43 48
A190 A4 52
A198 49 44

47
Cé
47
55
4F
4C

4F
52
4F
52
00
4F
45
50
54
4F
4c
4F
cs
41
50
4F
AA
BE
D4

54
45
53
CE
4F
41
52
4F
A3
4E
D2 43
50 45
47 45
42 AB
43 AB
D4 53
AF DE
8D BC
41 42
52 C5 50
52 4E C4
DO 43 4F
41 CE 4
C8 4C 45
56 41 CC
52 A4 4C
49 47 48
A4 47 CF

CF
53
55
52
CE
Cé4
49
48
50
D4

52
54
c2
45
57
53
46
cs
52
4c
4D
CE
04
54
54
54
41
53
03
4F
4c
03
54
CE
41
45
54
00

58
50
04
4c
55
4F
52
co
41
41
D9
50
49
49
c4
43
4E
CF
48
45
4E

D4
55
44
45
CE
52
45
53
49
56
44
52
4E
53
53
4C
45
46
45
D0
Cé4

47 CE

55
D3
4F
53
CE
53
53
46
Ab

53
53
c7
49
50
54
c3
54
40

end
for
data
input
read

next
input#
dim
let

goto
if
gosub
rem stop
on wait
loead save
verify def
poke print#
print
cont
clr
open
get
tab(
spc({ then
not stop
- ® /"

run
restore
return

list
emd
close
new
to

sys

and
or <=> sgn
int abs
fre pos
rnd log
exp cos
tan atn
len str$
val asc
chrs$ left$
right$ mid$
go

sqr

sin
peek
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RhkARARRRRRRRRARARARARRRARA2% BAS[C-Fehlermeldungen

A19E 54 4F 1 too meny files
AJAQ 4F 20 40 41 4E 59 20 46

ATAB 49 4C 45 D3 46 49 4C 45 2 file open

A1BO 20 4F 50 45 CE 46 49 4C 3 file not open
A1BB 45 20 4E 4F 54 20 4F 50

AICO 45 CE 46 49 4C 45 20 4E 4 file not found
A1CB 4F 54 20 46 4F 55 4E C4 5 device not present
AID0 44 45 56 49 43 45 20 4E

AID8 4F 54 20 50 52 45 53 45

A1ED 4E D& 4E 4F 54 20 49 4E 6 not input file
A1E8 50 55 54 20 46 49 4C C5

A1F0 4E 4F 54 20 4F 55 54 50 7 not output file
ATFB 55 54 20 46 49 4C €S 4D

A200 49 53 53 49 4E 47 20 46 8 missing filename
A208 49 4C 45 20 4E 41 4D C5

A210 49 4C 4C 45 47 4% 4C 20 9 illegal device maber
A218 44 45 56 49 43 45 20 4E

A220 55 40 42 45 D2 4E 45 58 10 next without for
A228B 54 20 57 49 54 48 4F 55

A230 54 20 46 4F D2 53 59 4E 11 syntax

A238 54 41 DB 52 45 54 55 52 12 return without gosub
A240 4E 20 57 49 54 4B 4F 55

A248 54 20 47 4F 53 55 C2 4F 13 out of data

A250 55 54 20 4F 46 20 44 641

A258 54 C1 49 4C 4C 45 47 41 14 illegal qiantity
A260 4C 20 51 55 41 4E 54 49

A268 54 D9 4F 56 45 52 46 4C 15 overflow

A270 4F D7 4F 55 54 20 4F 46 16 out of memory
A278 20 4D 45 4D 4F 52 D9 55 17 undef'd statement
A2B0 4E 44 45 46 27 44 20 53

A288 54 41 54 45 4D 45 4E D4

A290 42 41 44 20 53 55 42 53 18 bad subscript
A298 43 52 49 50 D4 52 45 44 19 redim'd array
A2AD 49 4D 27 44 20 41 52 52

A2AB 41 D9 44 49 56 49 53 49 20 division by zero
A2BO 4F 4E 20 42 59 20 5A 45

A288 52 CF 49 4C 4C 45 47 41 21 il legal direct
A2CO0 4C 20 44 49 52 45 43 D4
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A2C8 54 59 50 45 20 4D 49 53
A200 4D 41 54 43 C8 53 54 52
A208 49 4E 47 20 54 4F 4F 20
A2ED 4C 4F 4E C7 46 49 4C 45
A2E8 20 44 41 54 C1 46 4F 52
A2FQ 4D 55 4C 41 20 54 4F 4F
A2F8 20 43 4F 4D 50 4C 45 08
A300 43 41 4E 27 54 20 43 4F
A308 4E 54 49 4E 55 C5 55 4E
A310 44 45 46 27 44 20 46 55
A318 4E 43 54 49 4F CE 56 45
A320 52 49 46 D9 4C 4F 41 cé

22 type mismatch
23 string too long

24 file data
25 formula too conplex
26 can't continue

27 undef'd function

28 verify
29 load

kkkkkAkREAEARARARARARRRRRARR2* Adressen der Fehlermeldungen

A328 9E A1 AC A1 85 A1 C2 Al
A330 DO A1 E2 A1 FO A1 FF A1
A338 10 A2 25 A2 35 A2 3B A2
A340 4F A2 SA A2 6A A2 72 A2
A348 7F A2 90 A2 9D A2 AA A2
A350 BA A2 C8 A2 D5 A2 E4 A2
A358 ED A2 00 A3 OE A3 1E A3
A360 24 A3 83 A3

RARRARRARARRARRRRARRARRRAAARR Meldungen des Interpreters

A344 00 4F 4B 0D

A368 00 20 20 45 52 52 4F 52
A370 00 20 49 4E 20 00 0D OA
A378 52 45 41 44 59 2E OD OA
A380 00 00 OA 42 52 45 41 4B
A388 00 AO

oK
ERROR
IN
READY.
BREAK

RRRkkkRAAAEEERERRRARRRRRRRRA* Stapelsuch-Routine fUr

FOR-NEXT- und GOSUB-Befehl

Einsprung von $A808, $A749, $AD2B

A38A BA TSX Stapelzeiger in X-Register
A38B E8 INX 4 mal erhdhen

A38C E8 INX (ndchsten zwei Rlcksprung-
A380 E8 INX adressen, Interpreter und
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A38E E8 KX

A38F BD 01 01 LDA $0101,X
A392 C9 81 CMP #381
A394 DO 21 BNE SA38B7
A396 A5 4A LDA S4A
A398 DO OA BNE $A3A4
A39A BD 02 01 LDA $0102,X
A39% 85 49 STA $49
A39F BD 03 01 LDA $0103,x
A3A2 85 4A STA $4A
A3A4 DD 03 01 CMP $0103,X
A3A7 DO O7 BNE SA3BO
A3A9 A5 49 LDA $49
A3AB DD 02 01 CMP $0102,X
A3AE FO O7 BEQ SA3B7
A3B0 8A TXA

A381 18 CLC

A382 69 12 ADC #%12
A3B4 AA TAX

A3B5 DO D8 BNE SA38F
A3B7 60 RTS

ARARARERAAAAAAAAAAAAAAAAATIEY

Einsprung von $A749, $B15D

A3B8 20 08 A4  JSR SA4D8
A3BB 85 31 STA $31
A3BD 84 32 STY $32

Einsprung von $B628

A3BF 38 SEC
A3CO A5 5A LDA $5A
A3C2  ES 5F SBC S5F
A3C4 85 22 STA 822
A3C6 A8 TAY
A3C7 A5 5B LDA $58
A3C9 E5 6D SBC 360
A3CB  AA TAX

Routine, Ubergehen)
nichstes Byte holen

Ist es FOR-Code ?

Nein: dann RTS
Variablenzeiger holen
keine Variable (NEXT):$A3A4
Variablenzeiger aus

Stapel nach $49/4A
(variablenzeiger)

holen

Mit 2eiger im Stapel vergl.
ungleich: néchste Schleife
Zeiger wieder holen

Mit Zeiger im Stapel vergl.
Gleich: Schleife gefunden,RTS
Suchzeiger in Akku

Carry flr Addition léschen
Suchzeiger um 18 erhdhen
und wieder zurlck ins X-Rg.
néchste Schleife prifen
Ricksprung

Block-Verschiebe-Routine

pruft auf Platz im Speicher
Ende des Arraybereichs
als Beginn fir freien Platz

Carry loschen (Subtraktion)
Startadresse von Endad. des
Bereichs abziehen (LOW)
Ergebnis (=Liénge) speichern
Gleiches System fur HIGH:
Altes Blockende (HIGH) und
davon alter Blockanfang sub
Lange nach X bringen
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A3CC E8 INX

A3CD 98 TYA

A3CE F0 23 BEQ SA3F3
A300 A5 5A LDA $5A
A3D2 38 SEC

A3D3 ES 22 SBC 822
A3DS 85 5A STA $5A
A307 8D 03 BCS SA30C
A309 C6 SB DEC $58
A3DB 38 SEC

A30C A5 58 LDA $58
A30E E5 22 SBC $22
A3EO0 85 58 STA $58
A3E2 B8O 08 BCS SA3EC
A3E4 C6 59 DEC $59
A3E6 90 04 BCC SA3EC
A3E8 B1 5A LDA ($5A),Y
A3EA 91 58 STA (8$58),Y
A3EC 88 DEY

A3ED DO F9 BNE SA3E8
A3EF Bl 5A LDA (S5A),Y
A3F1 9158 STA (358),Y
A3F3 C6 5B DEC $5B
A3F5 C6 59 DEC $59
A3F7 CA 0EX

A3F8 DO f2 BNE SA3EC
A3FA 60 RTS

Lad e daa gt d iyl

Einsprung von $A885 ,SADAE

A3FB DA ASL

A3FC 69 3E ADC #$3E
A3FE B0 35 BCS $A435
A400 85 22 STA $22
A402 BA TSX

AL03  E4 22 CPX $22

Ist ein Rest ( Ldnge nicht
256 Bytes)?

Nein: dann nur ganze Blocke
Alte Endadresse (LOW) und
davon Lange des Restab-
schnitts subtrahieren ergibt
Adresse des

Restabschnitts

Berechnung fir HIGH umgehen
Dasselbe System fiir HIGH
Carry setzen (Subtraktion)
Alte Endadresse (HIGH) und
davon Lange des Rests sub-
trahieren ergibt neue Adresse
Unbedingter Sprung zur
Kopierroutine fir ganze
Blocke

Kopierroutine fur Rest-
abschni tt

Zihler vermirdern

Alles? wenn nicht: weiter
Kopierroutine flr ganze
Blocke

Adresszdhler vermindern
Adresszédhler vermindern
2ahler vermindern

Alles? Wenn nicht: weiter
sonst RiUcksprung

Prufung auf Platz im Stapel

Akku muB die halbe 2ahl an
erforderlichem Platz haben
gibt 'OUT OF MEMORY'®

Wert merken

Ist Stapelzeiger kleiner
(2 * Akku + 62)?
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A405 90 26 BCC $A435 \emn ja, dann OUT OF MEMORY
ALO7 &0 RTS Ricksprung

AARARRRRAAR R AR ARRARARRERANA S S(:hafft Platz im SPQicher

Einsprung von SA388, $B264, $B2B9, $E426

A408 C4 34 cPY $34 fur Zeileneinfiigung

A4GOA 90 28 BCC $A434 und Variablen

A4GC DO 04 BNE $A412 A/Y = Adresse, bis zu der
ALOE 5 33 CMp $33 Platz bendtigt wird.
A410 90 22 BCC $A434 Kleiner als Stringzeiger
A412 48 PHA Akku zwischenspeichern
AL13 A2 09 LDX #$09 2&hler setzen

A4Y5 98 TYA Y-Register auf

AL16 48 PNA Stapel retten

A417  B5 57 LDA $57,X Ab $57 zwischenspeichern
AG19  CA DEX Zihler vermindern

A41A 10 FA BPL $A416 Alle? sonst weiter

A41C 20 26 B5 JSR $B526 Garbage Collection

AGLIF A2 F7 DX #3F7 2éhler setzen, um

AG21 68 PLA Akku, Y-Register und ardere
A422 95 61 STA $61,X Register zuriickholen
AL24  E8 INX 28hler vermindern

A425 30 FA BMI $A421 Fertig? Nein, dann weiter
AL27 68 PLA Y-Register von Stapel
A428 A8 TAY zurickholen

AG29 68 PLA Akku holen

AL2A  C4 34 CPY $34 Ist jetzt geniigend Platz?
A42C 90 06 BCC $A434  Ja, dann Riicksprung

A42E DO 05 BNE $A435 kein Platz, dann Fehler-
A43D 5 33 CMP $33  meldung * out of memory '
A432 80 01 BCS $A435  ausgeben

AL34 60 RTS Riicksprung

Einsprung von $8308

A435 A2 10 LDX #810 Fehlernummer 'out of memory’



Das ROM-Listing

313

AERARARARRRARANRANARARANANANAS

Fehlereinsprung

Einsprung von $A573, $SABS5F, SABE5, $AB6S, $AD32, $ADSB
SAFOA, SB24A, SB3BO, $B4D2, $B65A, $B980, SBBBC, SE109

SE19E
A4L37 6C 00 03 JMP ($0300)

RARAARARRARAARANRARRARANAAANR

Einsprung von SE3BE

AL3A  BA TXA

AL38  OA ASL

A43C AN TAX

A43D BD 26 A3 LDA $A326,X
ALLD 85 22 STA $22
A442  BD 27 A3 LDA SA327.,X
ALLS 85 3 STA $23
A447 20 CC FF  JSR SFFCC
AGGA A9 00 LDA #$00
As4C 85 13 STA $13
ALLE 20 D7 AA  JSR SAAD7
A451 20 45 AB  JSR $AB4S
A454  AO 00 LoY #300
A4S56  B1 22 LDA ($22),Y
A458 48 PHA

A459 29 TF AND #STF
A45B 20 47 AB  JSR SAB47
ALSE  C8 INY

A4GSF 68 PLA

ROSO 10 F4 BPL $A456
A462 20 TA A6 JSR SAGTA
ALG5 A9 69 LDA #$69
A4L67  AD A3 LDY #3A3
Einsprung von $A85%

AG&9 20 1E AB  JSR SABIE
AL6C AL 3A LDY $3A

2um BASIC-Warmstart (SE38B)

Fehlermeldung ausgeben

Fehlernummer im X-Register
Akku * 2

Akku als Zeiger nach X
und Adresse der
Fehlernummer aus Tabel le
holen und

abspeichern

170 Kanéle zuriicksetzen
und Eingabekanal auf
Tastatur setzen

(CR) und (LF) ausgeben
'?' ausgeben

Zeiger setzen
Fehlermeldimgstext holen
Akku retten

Bit 7 léschen und
Fehlermeldung ausgeben
28hler vermindern

Akku zurickholen

Fertig? Nein, dann weiter
BASIC-Zeiger initialisieren
Zeiger A/Y auf Error-
meldung stellen

String ausgeben
Auf Prograsmodus
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A4GE C8 INY
A46F  FO 03 BEQ $A474
A471 20 C2 BD JSR $BDC2

Efnsprung von $E391

AL74 A9 76 LDA #3876
AL76  AD A3 LDY #8A3
A478 20 1E AB  JSR SABIE
AR A9 80 LDA #380
A4TD 20 90 FF  JSR SFF90

P e e a e o oo Ll Ll L d

Einspriang von $A530

AGB0 6C 02 03  JHMP (SO302)

Einsprung von $A480

A4B3 20 60 A5  JSR $AS8D
ALB6 86 TA STX $7A
A48 B4 7B STY $78
A48A 20 73 00  JSR $0073
ALEBD  AA TAX

A4LBE  FO FO BEQ $A480
A490 A2 FF LDX #SFF
A492 86 3A STX $3A
A494 90 06 BCC $A4LSC
A496 20 79 AS  JSR $AS79
A499  4C E1 AT JNP $ATE]
D T
AGC 20 6B A9  JUSR $A968
A4OF 20 79 A5  JUSR $AS79
A4A2 BS OB STY $0B
AGAL 20 13 A6 JSR $A613
AGA7 90 44 BCC $A4ED

(prog/direkt) prifen
Direkt: dann ausgeben
“in Zei lgwermer' susgeben

2eiger auf Ready-Modus
setzen und

String ausgeben

dert fGr Direktoodus laden
und Flag setzen

Eingabe-Warteschleife

JHP SALB3

BASIC-Zeile nach
Eingabepuffer

CHRGET Zeiger auf

E ingebepuf fer

néchstes 2eichen holen
Puffer leer?

Ja: denn weiter warten
Wert fir

Kennzeichen fGr 0irektmodus
Ziffer? als Zeile einflgen
BASIC-Zeile in Code watndeln
Befehl ausfihren

Léschen und Einflgen von
Programmzei len

2eilenr. nach Adressformst
BASIC-2eile in Code wandeln
2eiger in Eingsbepuffer
2eilenadresse berechnen
Vorhanden? Ja: loschen
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HRARAAANA AN AR AR ARANRRANE Programwmzeile tdschen

ALA9
A4LAB
AGAD
ALAF
A4BY
A4B3
A4B5
A4B7
A4B9
A4BA
A4BC
A4BD
A4BF
A4CT
A4C3
ALCS
ALC7
A4CY
A4LCB
A4CC
A4CD
A4LCF
A4D1
A4D2
A4LD4
A4LD5
A4LD7
A4D8
A4DA
A4DC
A4DE
A4LDF
A4ET
A4E3
A4LES
ALE6
ALES

AO
81
85
A5
85
AS
85
AS
88
F1
18
65
85
85
AS
69
85
£S5
AA
38
AS
ES
A8
80
E8
c6
18
65
90
€6
18
B
91
c8
00
E6
E6

01
5F
23
20
22
60
25
5F

5F

2D
20
24
2E
FF
2E
60

5F

03

25

22
03
23

22
r3

F9
23
25

LDY #$01
LDA ($5F),Y
STA $23
LDA $2D

STA $22

LDA $60

STA $25

LDA $5F

DEY

SBC ($5F),Y
cLe

ADC $20

STA $20

STA $26

LDA $2E
ADC HSFF
STA $2E

SBC $60
TAX

SEC

LDA $5F

SBC $20

TAY

BCS $ALD7
INX

DEC $25

cLe

ADC $22

BCC $A4DF
DEC $23

cLc

LDA ($22),Y
STA ($24),Y
INY

BNE $AGDF
INC $23

INC $25

Zeiger setzen

Startadresse der nachsten
Zeile (RIGH) setzen
variablenanfangszeiger

(LOM) setzen

Startadresse der zu
loschenden 2eite (HIGH)
Startadresse der zu
loschenden 2eile (LOW)
Startadresse der néchsten
2eile (LOW)
Variablenanfangszeiger (LOW)
ergibt neuen Variablenan-
fangszeiger (LOW)

Gleiches System fur
HIGH-Byte des Variablenan-
fangszeigers

minus Startadresse der zu
léscherlen Zeile (LOW) ergibt
die zu verschiebenden Bldcke
Startedresse (LOW) minus
Variablenanfangszeiger (LOW)
ergibt Lidnge des Restabschn.
GroBer als 2557 Nein: $A4D7
2ahler fur Blécke erhdhen
Transportzeiger vermindern
Carry todschen

Anfangszeiger (LOW)
Verminderung Uberspringen
Zeiger um 1 vermindern
Carry l&schen
Verschiebeschleife

Wert abspeichern

2éhter um 1 erhdhen

Block fertig? Nein: weiter
1.AdreBzeiger erhshen (LOW)
2.Adrenzeiger erhohen (LOW)
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ALEA CA DEX Blockzahler um 1 vermindern
A4EB DO F2 BME $A4DF Alle Blocke? Nein: weiter
RERRRRRRRRARARRR AR RRRE SRR progrmeile einfﬁgen
A4ED 20 59 A6  JSR $A659 CLR-Befehl
A4F0 20 33 A5  JSR $AS33 Programmzeilen neu binden
A4F3 AD 00 02 LDA $0200 2eichen im Puffer ?

A4F6 FO 88 BEQ $A480 nein, dann zur Warteschleife
A4F8 18 cLc Carry Léschen
A4F9  AS 2» A $20 Variablenanfangszeiger (LOW}

ALFB 85 57 STA $5A als Endadresse (Quelibereich)
A4LFD 65 DB ADC $OB + Lénge der 2eile als End-
A4FF 85 58 STA $58 adresse des 2ielbereichs LOW
ASO1 A4 2E LDY $2E variablenanfangszeiger als
AS03 84 5B STY $5B Endadr. des Quellbereichs LOW
AS0S 90 01 BCC $A508 Kein Ubertrag? dann $AS08
AS07 c8 INY Obertrag addieren
ASD8 84 59 STY $59 Als Endadresse

des Zielbereichs
ASO0A 20 B8 A3  JSR $A3B8 BASIC-Zeilen verschieben
AS00 A5 14 LDA $14 2eilennumrer aus
ASOF A4 15 LDY $15 $14/15 vor
AST1 8D FE 01 STA SO1FE BASIC-Eingabepuffer setzen
AS14 8C FF GY STY SO1FF  ¢ab $0200)

AS17 A5 31 LDA $31 Neuer Varjablen-

AS19 A4 32 LDY $32 endzeiger
A518 85 20 STA $2D als 2eiger auf Programm-
AS1D0 84 2E STY $2€ ende speichern
AS1F  AG DB LOY $08 Zeilenlénge holen
AS21 88 DEY und um 1 vermindern
A522 B9 F€ 01 LDA $O1FC,Y 2eile aus Einpabepisifer
A525 91 SF STA ($5F),Y ins Programm kopieren
A527 8B DEY Schon alle Zeichen?

AS28 10 F8 BPL $A522 Nein: dann weiterkopieren

Einsprung von $E1B2

AS2A 20 5% A6 JSR $A659
AS2D 20 33 A5  JSR $A533
AS30  4C 80 A4  JUMP $A480

LT1R-Befehl
Programmzeilen neu binden
zur Eingabe-Warteschleife
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ARRAARRARAARRARRRAARRAARRARWY

BASIC-Zeilen neu binden

Einsprung von $A4F0, $AS52D, $E1B8

AS33 A5 28 LDA 328
AS535 A4 2C LDY s2C
AS537 85 22 STA 822
AS39 84 23 STY 823
AS38 18 CLc

AS3C A0 01 LDY #$01
AS3E 81 22 LDA ($22),Y
A540 FO 10 BEQ $ASSF
A542 AO 04 LDY #$04
AS44  C8 INY

AS545 81 22 LDA ($22),Y
AS547 DO FB BNE $A544
AS49 C8 INY

AS4A 98 TYA

A54B 65 22 ADC $22
AS4D  AA TAX

AS4E  AO 00 LDY #$00
AS50 91 22 STA ($22),Y
AS52 A5 23 LDA $23
AS54 69 00 ADC #$00
AS556 C8 INY

AS57 91 22 STA ($22),Y
AS59 86 22 STX $22
AS5B 85 23 STA $23
~AS50 90 DD BCC $AS53C
AS5F 60 RTS

ARRAARRAARRAARRAARARRRAR R AR

Einsprung von $A483, $AC03

AS60
A562

A2 00
20 12 E1

LDX #$00
JSR SE112

2eiger auf BASIC-Programm-

start holen und

und als Suchzeiger nach
$22/23 speichern

Carry léschen

2eiger laden

Zeilenadresse holen

=D? Ja: dann RTS

Zeiger auf erstes BASIC-
zeichen setzen

2eichen holen

=0? (2eilenende) nein: weiter
2eilenldnge nach

Akku schieben

+ 2eiger auf aktuelle Zeile
(LOW) ins X-Register

Zeiger laden

Akku als Adr.zeiger (LOW)
2eiger auf aktuelle

2eile (HIGH)

Ubertrag addieren

2éhler um 1 erhchen
Adresszeiger (HIGH) speichern
Startadresse der néchsten
Zeile abspeichern

2un 2eilenanfang
Ricksprung

Eingabe einer 2eile

Zeiger setzen
ein 2eichen holen
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A565 C9 00 CMP #$00
A567 FO 0D BEQ SA576
A569 90 00 02 STA $0200,X
AS6C E8 INX

AS6D  EO0 59 CPX #$59
AS6F 90 F1 BCC $A562
A571 A2 17 LDX #$17
A573 4C 37 A4 JUMP SAL37
A576 4C CA AR UMP SAACA

P22 PP AR NI T A T g d

Einsprung von $A496, SAGYF
A579 6C 04 03  JMP ($0304)
Einsprung von $AS579

AS7C A6 7A LDX $7A
AS7E A0 04 LDY #$04
AS80 84 OF STY SOF
A582 8D 00 02 LDA $0200,X
A585 10 07 BPL SASSE
AS587 C9 FF CMP #SFF
A589  FO 3E BEQ SASCY
AS88 E8 INX

AS8C 00 F4 BNE SA582
AS8E €9 20 CMP #320
A590 FO 37 BEQ SASC9
A592 85 08 STA $08
A594 C9 22 CMP #$22
A596 FO 56 BEQ SASEE
A598 24 OF BIT SOF
AS9A 70 20 BVS SASC9
AS59C C9 3F CMP #8$3F
AS9€ 00 04 BNE SA5A4
ASA0 A9 99 LDA #$99
ASA2 DO 25 BNE SASC9
A5A4 C9 30 CMP #$30

RETURN-Taste ?

ja, dann Eingabe beenden
2eichen nech Eingabepuffer
2eiger um 1 erhéhen

89. Zeichen ?

nein, weitere Zeichen holen
Numeer fir 'string too long'
Fehlermeldung ausgeben
Puffer mit 80 abschlieBen, CR

Umwandlung einer 2eile in den
Interpreter-Code

JMP $AS7C

2eiger setzen, erstes Zeichen
Wert fir codierte 2eile
Ftag fur Hochkomma

2eichen aus Puffer holen
kein BASIC-Code ? kleiner 128
Code fur Pi ?

Ja: dann speichern

2eiger erhohen

niéchstes Zeichen Uberprifen
' ' Leerzeichen?

Ja: dann speichern

in Hochkomma-Flag speichern
'41 Hochkomma?

Ja: dann speichern
Uberprift auf Bit 6
gesetzt: ASCII speichern
'?2' Fragezeichen?

Nein: dann weiter prifen
PRINT-Code fir ? laden

und abspeichern

Kleiner $30 ? (Code fur 0)



Das ROM-Listing

319

ASA6
ASA8
ASAA
ASAC
ASAE
A5B0
A5B2

A5BS5
A586
ASB7
A5B8
A5BB
ASBC
ASBF
A5C1
A5C3
ASCS
ASC7
A5C9
ASCA
ASCB
ASCE
AS5D1
ASD3
A5D4
A5D6
ASDB
A5DA
A5SDC
ASDE
ASOF
ASE1
ASE3
ASES
ASE8
ASEA
ASEC
ASEE
ASEF

90 04
¢9 3¢
90 1D
84 7
AD 00
84 08

86 7a
CA

c8

E8

80 00 02

F9 9€ AO
FO F5
c9 80
DO 30
05 08
A 71
E8

c8

99 FB 01
89 FB 01
FO 36
38

E9 3A
f0 04
€9 49
00 02
85 OF

€9 55
00 9F
85 08
BD 00 02
FO DF
c5 o2
FO o8

99 FB 01

BCC SASAC
CMP #83C
BCC $ASCY
STY s71

LDY #$00
STY $08
DEY

STX $7A
0124

INY

INX

LDA $0200,X
SEC

SBC $AO9E,Y
BEQ $ASB6
CHP #3880
BNE SASFS
0RA 308

LOY $71

INX

INY

STA SO1FB,Y
LDA SO1FB,Y
BEQ $AS09
SEC

SBC #$3A
BEQ $AS5SDC
CMP 849
BHE $&5DE
STA SOF

SEC

SBC #$55
BNE $A582
STA $08

LDA $0200, X
BEQ $A5CO
CMP $08

BEQ SASCY
INY

Ja: dann $ASAC

Mit $3C vergleichen
wenn groBer, dann $ASC9
Zeiger zwischenspeichern
Zéhler fur Tokentabelle
initfalisieren

2eiger auf Eingabepuffer
2uwigchenspeichern

X- und Y-Register

um 1 erhdhen

Zeichen aus Puffer laden
Carry fér Subtr. léschen

Zeichen mit Befehlswort vergleichen

Gefunden? Ja: nachstes 2eich.
mit $80 (128) vergleichen
Befeh|l nicht gefunden: $ASF5
BASIC-Code gleich 2dhler +880
Zeiger auf cod. Zeile holen

2eiger erhdhen

BASIC-Code speichern

und Statusregister setzen

=0 (Erxle): dann fertig
Carry setzen (Subtraktion)
':' Tremnzeichen?

Ja: darmn $ASDC

DATA-Code ?

Nein: Speichern dberspringen
nach Hochkomma-Flag speichern
Carry setzen

REM-Code ?

Nein: zum Schleifenanfang

0 in Hochkomnma-Flag
ndchstesg Zeichen holen

=0 (Ende)? Ja: dann $ASCY
Als ASCII speichern?

Nein: dann $A5C9

Zeiger erhohen

STA $01FB,Y Code abspeichern
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ASF2 EB INX Zeiger erhdhen

ASF3 DO FO BNE SASE5 2um Schleifenanfang

ASF5 A6 7A LBX S7A 2eiger wieder auf Eingabep.
ASF7 E6 OB INC SOB Suchzdhler erhohen

ASF9 C8 INY 2&hler erhshen

ASFA B9 9D A0 LDA SA09D,Y nichsten Befehl suchen

ASFD 10 FA BPL SASF9 Gefunden? Nein: weitersuchen
ASFF B9 9€ A0  LDA SAO9E,Y Ende der Tabel le?

A602 DO B4 BNE $ASB8 Nein: dann weiter

A604 BD 00 02 epA $0200,% nichstes Zeichen holen

AS07 10 BE BPL $A5C7 kieiner $80? Ja: $ASC7

AG09 99 FD 01 SYA SD1FD,Y im Eingabepuffer speichern
A60C C6 7B DEC $78 CHRGET-2eiger zurlicksetzen
AGOE A9 FF LDA #SFF 2eiger auf Eingabepuffer -1
A610 85 7A STA S7A setzen (LOW)

A612 60 RTS Riicksprung

CF @ ARk Rkt de et et ek

Einsprung von SA4A4, SAGA7

A613
£615

A5 2B
A8 2C

LOA $28
Lox s2¢

Einaprung von $ABCO

A617 A0 O1 LDY #$01
A619 85 SF STA $5F
A61B 86 60 STX $60
A6D 81 SF LDA ($SF),Y
A61F  FO 1F BEQ SA640
A621 8 INY

A622 8 INY

A623 A5 15 LDA $15
A625 D1 SF CMP ($5F),Y
A&27 90 18 BCC $AL41
A629 70 O3 BEQ $AGE
A62B 88 DEY

A62C DO 09 BNE SA637

Startadresse einer
Programzeile berechnen

2eiger auf BASIC-
Progranostart ladan

2édhler setzen
BASIC-Programmstart als
2eiger nach $5F/60Q
Link-Adresse holen {KIGH)
gleich null: dann Ende
24ahler 2 mal erhdhen ( LOW-
Byte Ubergehen)

gesuchte Zeilennumwner (HIGH)
mit aktueller vergleichen
kleiner: dann nicht gefuxden
gleich: Nummer LOW priofen
2ahler um 1 vermindern
unbedingter Sprung
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A5

D1
90
FO

81

81
80
18
60

14

S5F

oc

0A

SF

5F
D7

LDA $16
DEY

CMP (S$5F),Y
BCC $A641
BEQ $A641
DEY

LDA ($5F),Y
TAX

DEY

LDA ($5F),Y
BCS $A617
cLC

RTS

AANAANAANAARANAANAAATVERNEAWY

AS642 DO
Einsprung
AGLL A9
A646 AB
A6LT 9N
A6L9 C8
AGLA
A6LC A5
AGLE 18
AG64F 69
A651 85
A653 A5
A65S 69
A6S7 85
Einsprung
A659 20
A65C A9

gesuchte Zeilervwsmmer (LOW)
Zeiger um 1 vermindern
Zeilennummer LOW vergleichen
kleiner: Zeile nicht gefunden
oder gleich: C=1 und RTS
Y-Register auf 1 setzen
Adresse der néchsten Zeile
in das X-Register laden
Register vermindern (auf 0)
Link-Adresse holen (LOW)
wWeiter suchen

Carry léschen

Rucksprung

BASIC-Befehl NEW
Kein Trennzeichen: SYNTAX
ERROR

Nullcode laden

und als 2aéhler ins Y-Reg.
Nullcode an Progremmanfang
2éhler erhdhen

noch einen Nullcode dahinter
2eiger auf Programmst. (LOW)
Carry ldschen

Programmstart + 2 ergibt
neuen Variablenstart (LOW)
2eiger auf Programmst. (HIGH)
+ Ubertrag ergibt neuen
Variablenstart (HIGH)

CHRGET, Routine neu setzen

FD BNE $A641

von SE&444

00 LDA #$00
TAY

2B STA ($2B),Y
INY

28 STA ($28B),Y

2B LDA $2B
cLC

02 ADC #302

20 STA $20

2C LDA $2C

00 ADC #300

2E STA $2E

von SALED, $AS2A, $A87A

8E A6  JSR SAGSE

00 LDA #300

2ero-Flag fur CLR = 1 setzen
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ARAARAARARAA AR AT AAAAAAAAN

BNE $A68D

AGSE

00 20

Eirgprung von $A87D

A660

20 E7 FF

JSR SFFE7

Einsprung von $E101

AG63
AGES
AGST
A669
Ab6R
A660
AG6F
A6T1
A6T3
AGTS

A5 37
A4 38
85 33
84 34
AS 20
Ab 2E
85 2F
84 30
85 31
84 32

LDA $37
LDY $38
STA $33
STY $34
LOA $20
LOY $2€
STA $2F
STY $30
STA $31
STY $32

Einsprung von SE1BB

k677

20 10 R8

JSk $481D

Einsprung von $A462, $£382

AGTA
A67C
A6TE
AG6TF
A680
A681
A683
AGB4
A685
A686
AS8T
A689

19
16

EH&8D

9A
48
98
48
A5 00
85 3E

LDX #$19
STX $16

PLA

TAY

PLA

LDX #$FA
XS

PHA

TYA

PHA

LOA #8080
STA $3E

BASIC-Befehl CLR
Kein Tremnzeichen: SYNTAX
ERROR

alle 1/0 Kendle zuricksetzen

2eiger auf BASIC-RAM-Ende
C(LOW/HIGH) taden
String-Stert auf BASIC-
RAM-Ende setzen

2Zeiger auf Variablen-
stert laden

und in Array-Anfangs-
zeiger setzen

und in 2eiger auf Array-
Ende speichern

RESTORE-Befehl

Wert laden und String-
Descriptor-Index zuriicksetzen
2 Bytes vom Stapel in das
¥-Registesr und den

Akku holen

Wert laden und damit
Stapelzeiger initialisieren
2 Bytes aus dem Y-Register
und dem Akku wieder auf
den Stapel schieben

vert laden und danit

CONT sperren
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A688 85 10
A6BD 60

STA $10
RTS

(2222222232323 2323222322220 0)

Einsprung von $A659, SE1BS

AGBE 18 CLC

AGBF A5 2B LDA $28B
A691 69 FF ADC #$FF
AG93 85 7A STA $7A
A695 AS 2C LDA $2C
A697 69 FF ADC #SFF
AG99 85 7B STA $78
A698 60 RTS

(2232232222222 3223222820400

A69C 90 06 BCC $A6AL
AG9€  FO 04 BEQ $A6AL
A6A0 C9 AB CMP #$AB
A6A2 DO E9 BNE $A68D
A6AL 20 6B A9  JUSR $A96B
A6A7 20 13 A6  JUSR $A613
AGAA 20 79 00  JSR $0079
A6AD  FO OC BEQ $A6BB
AGAF  C9 AB CMP #3AB
A6B1 DO 8E BNE $A641
A6B3 20 73 00 JSR $0073
A6B6 20 6B A9  JSR $SA96B
A6B9 DO 86 BNE $A641
A6BB 68 PLA

A6BC &8 PLA

A6BD AS 14 LDA $14
A6BF 05 15 ORA $15
A6C1 DO 06 BNE $A6CY
A6C3 A9 FF LDA #SFF
A6CS 85 14 STA $14
A6C7 85 15 STA $15
A6C9 A0 01 LDY #3501

und in FN-Flag speichern
Rucksprung

Programmzeiger auf
BASIC-Start

Carry loschen (Addition)
Zeiger auf Programmnstart (LOW)
minus 1 ergibt

neuen CHRGET-Zeiger (LOW)
Programmstart (HIGH)

minus 1 ergibt

CHRGET-2eiger (HIGH)
Rlcksprung

BASIC Befehl LIST

2iffer ? (Zeilenmmmer)

nur LIST ?

Code fir '-'?

anderer Code, dann SYNTAX ERR
2eilennummer holen
Startadresse berechnen

CHRGOT letztes 2eichen holen
keine Zeilennumver

Code fur '-'?

nein: SYNTAX ERROR

CHRGET néchstes 2eichen holen
Zeilennummer holen

kein Trennzeichen: SYNTAX ERR
2 Bytes von Stapel holen
(Rucksprungadresse ibergehen)
zweite Zei lennummer laden
gleich null ?

Nein: $A6CY

Wert laden und

ZwWeite Zeilennumner Maximal-
wert $FFFF (65535)

Zeiger setzen
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A6CB 84 OF STY $OF und Quote-Modus abschal ten
A6CD B1 SF LDA ($5F),Y Linkadresse HIGH holen
A6CF  FO 43 BEQ $A714 Ja: dann fertig
A6D1 20 2C AB  JSR $A82C prift auf Stop-Taste
A6D4 20 D7 AA  JSR SAAD7  'CR' ausgeben, neue 2eile
A6D7 C8 INY 2eiger erhdhen
A6D8 B1 SF LDA ($5F),Y Zeilenadresse holen (LOM)
A6DA AA TAX und in das X-Reg. schieben
A6DB C8 INY 2eiger erhdhen
A6DC  B1 5F LDA ($5F),Y Zeilenadresse holen (HIGH)
A6DE CS 15 CMP $15 mit Endmuowner vergleichen
AGE0 DO 04 BNE SAGE6  Gleich? Nein: SAGE6
AG6E2 E4 14 CPX $14 LOW-Nummer vergleichen
AGE4  FD 02 BEQ $A6E8 Gleich? Ja: SAGES
A6ES BD 2C BCS $A714  GroRer: dann fertig
AGE8 B4 49 STY $49 Y-Reg. 2wischenspeichern
AGEA 20 CD BD JSR $BDCD Zeilennnumwner ausgeben
ASED A9 20 LDA #320 ' ¢ Leerzeichen
AGEF AL 49 LOY $49 Y-Reg. wiederholen
A6F1 29 7F AND #$T7F Bit 7 loschen
AG6F3 20 47 AB  JSR $AB4?7  Zeichen ausgeben
A6F6  C9 22 CMP #$22 " Hochkomma ?

AG6F8 DO 06 BNE $A700 Nein: $A700

A6FA  AS OF LDA $OF Hochkomms-Flag laden,
A6FC 49 FF EOR #SFF wmdrehen (NOT)

AG6FE 85 OF STA $OF und wieder abspeichern

A700 C8 INY Zeilenende nach 255 Zeichen ?
A701 FO 11 BEQ $A714 Nein: denn aufhdren
A703 B1 SF LDA ($5F),Y 2eichen holen
A705 00 10 BNE $A717 kein 2eilenende, dann listen
A707 A8 TAY Akku als 2eiger nach Y
A708 B1 5F LDA ($5F),Y Startadresse der nachsten
A70A AA TAX 2eile holen (LOW) und nach X
A70B C8 INY 2eiger erhohen
A70C B1 5F LDA ($5F),Y Adresse der 2eile (HIGH)
A70E 85 SF STX $5F als 2eiger merken
A710 85 60 STA $60 (speichern nach $5F/60) und
A712 00 BS BNE $A6C9 weitermachen
A716 4C BS E3  JMP $E386  2um BASIC-Warmstart
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RkRARRRAERERERER LR ARERERRL
A717 6C 06 03 JMP (30306)

Einsprung von $A717

A71A 10 D7 BPL AGF3
A71C  C9 FF CMP #SFF
A7IE  FO D3 BEQ A6F3
AT20 24 OF BIT OF
AT22 30 CF BMI AG6F3
A724 38 SEC

A725 E9 TF SBC #$7F
A727 AA TAX

A728 84 49 STY $49
AT2A  AO FF LDY #$FF
A72C CA DEX

A720 0 08 BEQ $A737
A72F C8 INY

A730 B9 9€ A0 LDA SAO9E,Y
A733 10 FA BPL $A72F
A735 30 F5 BMI $A72C
A737 C8 INY

A738 B9 9 A0  LDA SAO9E,Y
A738 30 B2 BMI SAGEF
A73D 20 47 AB  JSR $AB47
A740 DO F5 BNE $A737

Rkkkkkhkhkhkhhbhkrhbhkrhtrrhthrit

A742 A9 80 LDA #380
A744 85 10 STA $10
A746 20 A5 A9  JSR SA9AS
A749 20 BA A3 JSR $A3BA
AT4C DO 05 BNE $A753
AT4E  BA TXA

A74F 69 OF ADC #3$0F
ATS1  AA TAX

A752 9A XS

A753 68 PLA

A75% 68 PLA

BASIC-Code in Klartext
umiandlen
JMP SAT71A

kein Interpretercode:ausgeben
Code flr Pi?

Ja: so ausgeben
Hochkommarodus ?

dann Zeichen so ausgeben
Carry setzen (Subtraktion)
0Offset abziehen

Code nach X

Zeichenzeiger merken

Zeiger auf Befehlstabelle
erstes Befehlswort?

Ja: ausgeben

Zeiger erhohen

Offset fur X-tes Befehlswort
alle Zeichen bis zum letzen
Uberlesen (Bit 7 gesetzt)
Zeiger erhoéhen

Befehlswort aus Tabelle holen
letzter Buchstabe: fertig
Zeichen ausgeben

nachsten Buchstaben ausgeben
BASIC-Befehl FOR

tert laden und

integer sperren

LET, setzt FOR-Variable
sucht offene FOR-NEXT-Schlei.
nicht gefunden: $A753

X-Reg. nach Akku
Stapelzeiger erhdohen

Akku zuruck nach X-Reg, und
in den Stapelzeiger
RUcksprungadresse vom Stapel
holen (LOW und HIGH)
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A7TSS A9 09 LDA #$09 Wert fir Prdfung laden

A757 20 FB A3  JSR $A3FB  pruft auf Platz im Stapel
A75A 20 06 A9 JSR $A906 sucht nichstes BAS.-Statement
A7SD 18 CLC Carry loschen (Addition)
A7TSE 98 TYA CHRGET-2eiger und Offset
A7TS5F 65 7A ADC $7A = Startadresse der Schleife
A761 48 PHA auf Stapel speichern

AT62 A5 7B LDA $78 HIGH-Byte holen und

A764 69 00 ADC #300 Ubertrag addieren und

A766 48 PHA auf den Stapel legen

AT67 AS 3A LDA $3A Aktuelle

A769 48 PHA 2eilennummer laden und auf
AT6A  AS 39 LDA $39 den Stapel schieben

A7T6C 48 PHA (LOW und HIGH-Byte)

AT6D A9 AL LDA #%$AL 1TO' - Code

AT6F 20 FF AE  JSR SAEFF  prift auf Code

A772 20 8D AD  JSR $ADBD prift ob numerische Variable
A775 20 8A AD  JSR $ADBA numerischer Ausdruck nach FAC
A778 A5 66 LDA $66 Vorzeichenbyte von FAC holen
AT?7A 09 7F ORA #STF Bit 0 bis 6 setzen

A77C 25 62 AND $62 mit $62 angleichen

ATTE 85 62 STA 362 und abspeichern

A780 A9 8B LDA #$8B Rucksprungadresse laden

A782 AO A7 LDY #SA7 (LOW und HIGH)

AT84 85 22 STA $22 und zuwischenspeichern

A7BS6 84 23 STY $23 (LOW und HIGH)

A788 4C 43 AE  JMP SAE43  Schlei fenendwert auf Stapel
A788 A9 BC LDA #$BC Zeiger auf Konstante 1 setzen
A780 AO B9 LDY #$89 (Ersatzwert fir STEP)

A7T8F 20 A2 BB  JSR $BBA2 als Default-STEP-Wert in FAC
A792 20 79 00 JSR %0079 CHRGOT: letztes 2eichen holen
AT95 C9 A9 CMP #SA9 'STEP' - Code?

AT97 DO 06 BNE SA79F kein STEP-Wert: $A79F

AT99 20 73 00 JSR %0073 CHRGET nichstes 2eichen holen
A79C 20 8A AD  JSR $ADBA numerischer Ausdruck nach FAC
A79F 20 2B BC  JSR $BC28B  holt Vorzeichenbyte

ATA2 20 38 AE  JSR $AE38 Vorz. und STEP-Wert auf Stack
ATAS AS 4A LDA $4A Zeiger auf Variablenwert
ATA7 48 PHA (LOW) auf den Stapel

ATA8 AS 49 LDA $49 Zeiger (HIGH)
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A7AA 48 PHA auf den Stapel
A7AB A9 81 LDA #$81 und FOR-Code
A7AD 48 PHA auf den Stapel legen

LAl adadad i i ddadadaddddd) Interpreterschleife

Einsprung von $SA7EA, $A89p, SAD75

ATAE 20 2C AB  JSR $A82C pruft auf Stop-Taste

A7B1 A5 7A LOA $7A CHRGET Zeiger (LOW und HIGH)
A7B3 A4 7B LOY $78 laden

A7B5 CO 02 CPY #$02 Direkt-Modus?

A7B7 EA NOP No OPeration

A7B8 FO 04 BEQ $A7BE ja: SA7BE

A7BA 85 3D STA $3D als 2eiger fir CONT

A78C 84 3E STY S3E merken

A7BE A0 00 LDY #$00 2eiger setzen

A7CO0 B1 7a LDA ($7A),Y laufendes 2eichen helen
A7C2 DO 43 BNE $ABO7 nicht 2eilenende?

A7C4 A0 02 LOY #302 2eiger neu setzen

A7C6 Bt 7A LDA ($7A),Y Programmende?

A7C8 18 cLC Ftag fUr END setzen
A7C9 DO 03 BNE SA7CE  Kein Progremmende: $A7CE
A7CB  4C 4B AB  JMP SAB4B  ja: dann END ausflhren
A7CE C8 INY 2eiger erhdhen

A7CF Bl 7A LOA ($7A),Y laufende Zeilennumner
A701 85 39 STA $39 (Low) nach $39

A703 C8 INY 2eiger auf niachstes Byte
A7D4 Bl 7A LOA ($7A),Y laufende Zeilennumner
A7D6 85 3A STA $3A (HIGH) nach $3A

A7D8 98 TYA 2eiger nach Akku

A7TD9 65 7A ADC $7A Programnzeiger auf

A7DB 85 7A STA S7A Programnzeile setzen
A70D 90 02 BCC SA7E1 C=0: Erhdhung umgehen
ATOF  E6 7B INC $7B Programmzeiger (HIGH) erhdhen

Einsprung von S$A499

A7E1 6C 08 03  JNP ($0308) JMP $A7E4 Statement ausflihren
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Einsprung von SA7E1

A7E4 20 73 00  JSR $0073
ATE7 20 ED A7  JUSR SATED
ATEA  4C AE A7  JUMP SATAE

Le A a A2 A2 a2 adddaddddddddd)d)

Einsprung von SA7E7, $A948

A7ED  FO 3cC BEQ $A828

Einsprung von $A95C

ATEF E9 80 SBC #$80
A7TF1 90 1 BCC $A804
A7F3 €9 23 CMP #$23
A7TFS BO 17 8CS $SAS0E
A7F7  OA ASL

ATF8 A8 TAY

ATF9 89 0D A0  LDA $AQ0D,Y
ATFC 48 PHA

A7FD B9 OC A0  LDA $A0OC,Y
ABOD 48 PHA

ABOT 4C 73 00 JMP $0073
AB04  4C AS A9 JMP SA9AS
33222222222 dddiddddddddddd]
ABO7 €9 3A CMP #$3A
A809 FO D6 BEQ S$A7E!
ABOB 4C 08 AF  JMP SAF08
A3 222222222 ddddddddddddddd]
ABOE C9 4B CMP #$4B
A81D DO F9 BNE $A30B
A812 20 73 00 JSR $0073
A815 A9 A4 LDA #$A4
A817 20 FF AE  JSR SAEFF
ABIA  4C AD A3 JMP SABAD

CHRGET néchstes Zeichen holen
Statement ausfihren
zurick zur Interpreterschlei.

BASIC-Statement ausfihren

2eilenende, dann fertig

Token?

nein: damn zum LET-Befehl
NEW?

Funktions-Token oder GO TO
BASIC-Befehl, Code mal 2
als 2eiger ins Y-Reg.
Befehlsadresse (LOW und
HIGH) aus Tabelle

holen und als
Ricksprungadresse auf Stapel
Zeichen und Befehl ausfihren
zum LET-Befehl

':' ist es Doppelpunkt?
ja: SATE1
sonst 'SYNTAX ERROR'

prift auf 'GO' 'TO' Code
'GO' (minus $80)

nein: 'SYNTAX ERROR'
ndchstes 2eichen holen
ITOI

prift auf Code

zum GOTO-Befehl
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L e et i i i bt d

Einsprung von $A677

A81D 38 SEC

ABIE A5 28 LDA $28
A820 E9 01 SBC #301
AB22 A4 2C LDY $2C
A824 BO 01 BCS $A827
A826 88 DEY

Einsprung von $SACE7

A827 85 41 STA $41
A829 84 42 STY $42
AB2B 60 RTS

SRR T e I R e ek R Rk

Einsprung von $A601, $ATAE

A82C 20 E1 FF  JSR SFFE1

L i i et L

A82F B0 01 BCS $AB32
Ladd s d s add il addaaddssddsg)
A831 18 cLe

A832 DO 3C BNE $AB70
A834 AS 7A LDA $7A
AB36 A4 7B LDY $78
AB38 A6 3A LDX $3A
AB3A  E8 INX

A838  FO OC BEQ $A849
AB3D 85 3D STA $3D
AS3F 84 3E STY $3E
A841  AS 39 LDA $39
AB43 A4 3A LOY $3A
AB4S 85 3B STA $38
AB4T 84 3C STY $3C

BASIC-Befehl RESTORE

Carry setzen (Subtraktion)
Programmstartzeiger (LOW)
laden und davon 1 abziehen
und HIGH-Byte holen

LOW-Byte -1

als DATA-Zeiger
abspeichern
Réicksprung

prift auf Stop-Taste

Stop-Taste abfragen

BASIC-Befehl STOP
C=1: Flag fur STOP

BASIC-Befehl END

C=0 Flag fir END

RUN/STOP nicht gedriickt: RTS
Programmzeiger laden

(LOW und HIGH-Byte)
Direkt-Modus?
(Zeilenmuamer -1)

ja: SA849

als Zeiger fur CONT setzen
(LOW und HIGH)

Numner der laufenden 2eile
holen (LOW und HIGH)

urd als Zeilennummer fur
CONT merken
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ABL9 68 PLA Rucksprungadresse
AB4LA 68 PLA vom Stapel entfernen

Einsprung von $A7CB

AB4B A9 81 LDA #$81
AB4D AD A3 LOY #$A3
AB4F 90 03 BCC $A854
AB51  4C 69 A4 JMP $AL69
AB54  4C 86 E3  JMP SE386

WRRAANANAAAN AR AR AN AR oA

A857 DO 17 BNE $A870
A859 A2 1A LDX #31A
A85B A4 3E LDY $3E
A850 00 03 BNE $A862
A85F  4C 37 A4 JMP SAL37
AB62 A5 30 LDA $30
ABS4 85 7A STA $7A
AB86 84 7B STY $78
AB68 A5 3B LDA $3B
ABSA A4 3C LDY $3C
AB6C 85 39 STA $39
ABG6E 84 3A STY $3A
A870 60 RTS

WRNRN AR AR ANARANNEA AN AR ANAN

A871 08 PHP

A872 A9 00 LDA #300
AB74 20 90 FF  JSR $FF9D
A877 28 PLP

A878 DO 03 BNE $A87D
ABTA  4C S9 A6 JMP $A659
AB7D 20 60 A6  JSR $A660
A880 4C 97 A8 JMP $A897

LA 222 AL T S A T A d A

A883 A9 03 LDA #8303
A885 20 FB A3  JSR $A3FB

Zeiger auf Startadresse
BREAK setzen

END Flag?

nein: 'BREAK IN XXX' ausgeben
Zum BASIC-Warmstart

BASIC-Befehl CONT

Kein Trennzeichen: SYNTAX ERR
Fehternr. fur 'CAN'T CONTINUE
CONT gesperrt?

nein: $A862

Fehlermeldung ausgeben
CONT-2eiger (LOW) laden

und CONT-Zeiger als Programm-
zeiger abspeichern

und

Zeilennurmer wieder

setzen

(LOW- und HIGH-Byte)
RUcksprung

BASIC-Befehl RUN
Statusregister retten

Wert laden und

Flag fir Programmodus setzen
Statusregister zuruckholen
weitere 2eichen (Zeilennr.)?
Programmzeiger setzen, CLR

CLR-Befehl
GOTO-Befehl

BASIC-Befehl GOSUB
Wert fur Prifung
pruft auf Platz im Stapel
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AB88
ABBA
AB88
ABED
ABBE
A890
A8
AB93
AB94
AB96

A5
48
A5
48
A9
48

78

7A

3A

39

&

LDA
PHA
LDA
PHA
LDA
PHA
LDA
PHA
LDA
PHA

Einsprung von SA880

AB97
A89A
AB9D

RkRkRkRARARAAARARARARREAEARL

20
20
4C

79

AD A8
AE A7

00

JSR
JSR
JMP

78

S7A

$3A

$39

#$80

$0079
SABAD
SA7AE

Programmzeiger (LOM-

und HIGH-Byte) laden

wnd auf den

Stapel retten
Zeitennusmmer laden (HIGH)
und auf den Stapel legen
Zei lennummer LOW laden
und auf den Stapel legen
'GOSUB'-Code laden

und auf den Stapel legen

CHRGOT: letztes 2eichen holen
GOTO-Befehl
zur Interpreterschleife

BASIC-Befehl GOTO

Einsprung von SAB1A, SAB9A, SA945

ABAO
ABA3
ABA6
ABA7
ABA9
ABAB
ABAD
ABAF
A881
ABB2
A883
A885
A8B7
A889
A8BA
A88C
ABSE
ABCO
ABC3

20 6B A9
20 09 A9

38
A5
ES
A5
E5
80
98
38
65
A6
90
E8
80
AS
A6
20
90

39
14
3A
15
08

7A

07

28

2c

7
1€

A6

JSR
JSR
SEC
LDA
SBC
LDA
SBC
BCS
TYA
SEC
ADC
LDX
8CC
INX
8CS
LDA
LDX
JSR
8cC

SA968
SA909

$39
$14
$3A
$15
SA88C

S7A
$78
SABCO

SABCO
$28
$2C
SA617
SABE3

Zei lecvwsrmer nach $14/815
néchsten 2eilenanfang suchen
Carry téschen (Subtraktion)
aktuelle 2eilennummer (LOW)
kleiner als laufende Zeile?
aktuelle 2eilennummer (HIGH)
kteiner als laufende Zeile?
nein: $A8BC

Differenz in Akku

Carry setzen (Addition)
Programmzeiger addieren
sucht ab laufender 2eile
unbedingter

Sprung

zu SA8CO

sucht ab Programstart

sucht Progranmzeile
nicht gefunden: 'undef'd st.!
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ASCS
ASC7
ABC9
ABCB
ABCD
ABCF
A8D1

Ll il e addd

ASER
ABEC
ABED
ABEF
ABFD
ABF2
ABF3
ABF5
ABF6

ARRATERRRERRRERRRRERRk ek EhE

AS SF
E9 01
85 7A
AS 60
E9 00
85 78
60

00 FD
A9 FF
85 4A

20 8A A3
9A

c9 8

FO 0B
A2 OC
2C

A2 N
4C 37 A4
4C 08 AF

68
68
85 39
68
85 3A
68
85 7A
68
85 78

LDA $5F
SBC #$01
STA $7A
LDA $60
SBC #300
STA $78
RTS

BNE $A801
LDA #S$FF
STA $4A
JSR $A3BA
TXS

CMP #3230
BEQ $A8tB
LDX #$0C
.BYTE $2C
LDX #$02
JMP $AL37
JMP SAFO8

PLA
PLA
STA $39
PLA
STA $3A
PLA
STA $7A
PLA
STA $78

Einsprung von SABE7, $B3DB

A8F8

20 06 A9

JSR SA906

von der Startadresse (Zeile)
eins subtrahieren und als
Programmzeiger (LOW)
HIGH-Byte der Zeile laden
Ubertrag beriicksichtigen
und als Programmzeiger
Rlcksprung

BASIC-Befehl RETURN

Kein Trennzeichen: SYNTAX ERR
Wert laden und
FOR-NEXT-ZEIGER neu setzen
GOSUB-Datensatz suchen

IGOSUB ' - Code?
Jja: $ABES
Nr fir 'return without gosub'

Nr fir 'undef'd statement!’
Fehlermeldung ausgeben
'syntax error' ausgeben

GOSUB-Code vom Stapel holen
Zeil ermwswmer (LOW) wieder-
holen und abspeichern

Zei lerwvwswer (HIGH) holen
und abspeichern
Programmzeiger (LOW) wieder-
holen und abspeichern
Programmzeiger (HIGH) holen
abspeichern

BASIC-Befehl DATA

nachstes Statement suchen
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Einsprumg von $ABF6, $SACD1

A8FB 98 TYA

ABFC 18 CLC

ABFD 65 7A ADC $7A
ABFF 85 7A STA S7A
A901 90 02 BCC $A905
A903 E6 7B INC 378
A905 60 RTS

2222222222321 d 2223337

Offset

Carry loschen (Addition)
Programmzeiger addieren
und wieder abspeichern
Verminderung ubergehen
Progranmzeiger vermindern
Riicksprung

Offset des nichsten
Trennzeichens finden

Einsprung von SA7SA, $A8F8, $ABF3, $ACB8

A906 A2 3A LOX #$3A
A908 2C

Einsprung von $SABA3, SA93B

A909 A2 00 LDX #$00
A90B 856 07 STX $07
A90D AO 00 LDY #$00
A90F 84 08 STy $08
A911 A5 08 LDA $08
A913 A6 07 LDX $07
A915 85 07 STA $07
A917 86 08 STX $08
A919 B1 7A LDA (S7A),Y
A91B  FO E8 BEQ $A905
A910 C5 08 CMp $08
A91F  FO E4 BEQ $A905
A921 C8 INY

A922 (€9 22 CMP #822
A924 DO F3 BNE $A919
A926 FO E9 BEQ $A911

2232232223333 3 3333222322312

A928 20 9E AD  JSR SADSE
A92B 20 79 00  JSR $0079

.BYTE $2C

':' Doppelpunkt

$0 2Zeilenende
als Suchzeichen
2ahler
initialisieren
Speicherzelle $7
gesuchtes 2eichen
mit $8
vertauschen
2eichen holen
Zeilenende, dann fertig
= Suchzeichen?
ja: SA905

2eiger erhdhen
1t Hochkomma?
nein: $A919

sonst $7 und 38 vertauschen

BASIC-Befeht IF
FRMEVL Ausdruck berechnen
CHRGOT letztes 2eichen
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A92E C9 89 CMP 2889 'GOTO! -Code?

A930 FO 05 BEQ $A937 ja: $A937

A932 A9 A7 LDA #8A7 'THEN' -Code

A934 20 FF AE  JSR SAEFF  priift auf Code

A937 AS 61 LDA $61 Ergebnis des IF-Ausdrucks
A939 DO 05 BNE $A940 Ausdruck wahr?

E 2 2222222222222 2243333322221 BAslc.sefehl REN

A938 20 09 A9 JSR $A909 nein, Zeilenanfang suchen
A93E FO BB BEQ $ABFB  Programmz. auf niéchste Zeile
A940 20 79 00 JSR $0079 CHRGOT: letztes Zeichen holen
A943 BO 03 BCS $A948 keine 2iffer?

A945S 4C AO A8  UMP $A8A0  zuwm GOTO-Befehl

A948 4C ED A7 JUMP SA7ED Befeht dekodieren, ausfihren
RERRRRRRRRRRRRRRRRAARARRRARY BASIC.Bethl 0"

AO4B 20 9E B7Z  JSR $B79E Byte-Wert {0 bis 255) holen
AQYE 48 PHA Code merken

A94LF co 8 CMP #380 'GOSUB '-Code?

A951 FO 04 BEQ $A957  ja: $A9S7

A953 C9 89 CMP #389 'GOTO" -Code?

A95S DO 91 BNE $A8E8 neins dann 'SYNTAX ERROR'
A957 C6 65 DEC $65 Zahler vermirdern

A959 DO 04 BNE $A9SF noch nicht null?

A958 68 PLA ja: Code zurickholen

A95C 4C EF A7 JWMP SATEF und Befehl ausfihren

A9SF 20 73 00 JISR $0073 CHRGET nidchstes Zeichen holen
A962 20 6B A9 JSkR SA96B Zeilerwwsmer holen

AD65 €9 2C CMP #82C ', Komma?

A967 FO EE BEQ $A957 ja: dann weiter

A969 68 PLA kein Sprung: Code zurtickholen
A96A 60 RTS RUcksprung
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LAl adadaddddd il ddadadaddddd)

Zeilennuwmwner nach $14/$15

Einsprung von $A49C, SAGA4, SAGB6, ABAD, $A962

A96B A2
A96D 86
A96F 86
Einsprung
A971 BO
A973 E9
A975 85
A977 A5
A979 85
A978 9
A97D BO
A97F A5
A981 D0A
A982 26
A984 DA
A985 26
A987 65
A989 85
A98B A5
A98D 65
A98F 85
A991 06
A993 26
A995 A5
A997 65
A999 85
A998 90
A990 E6
A99F 20
A9A2 4C

00 LDX #$00
14 STX $14
15 STX $15
von $A9A2

F7 BCS SA96A
2F SBC #$2F
07 STA $07
15 LDA $15
22 STA $22
19 CMP ¥$19
D4 BCS $A953
14 LDA $14

ASL
22 ROL $22
ASL

22 ROL $22
14 ADC $14
14 STA $14
22 LDA $22
15 ADC $15
15 STA $15
14 ASL $14
15 ROL $15
14 LDA $14
07 ADC $07
14 STA $14
02 BCC $A99F
15 INC $15
73 00 JSR $0073
71 A9 JUMP $SA9T1

Wert laden und
Vorsetzen
(fir Zeilennumer gleich 0)

keine 2iffer, dann fertig
'0'-1 abziehen, gibt Hexwert
merken

HIGH-Byte holen
zwischenspeichern

Z2ahl bereits gréBer 6400?
dann 'SYNTAX ERROR'

Zahl * 10 (= *2*2+Zahl*2)
Wert und Zwischenwert je
2 mal um 1 Bit nach

links rollen

(entspricht 2 * 2)

ptus ursprunglicher Wert
und abspeichern
Zwischenwert zu

zweitem Wert addieren
und wieder abspeichern
Speicherzelle $14 und

$15 verdoppeln

Wert wieder laden

und Einerziffer addieren
wieder speichern

Carry gesetzt? (Ubertrag)
{i’bertrag addieren

CHRGET néchstes Zeichen holen
und weiter machen
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REkAEEREEAEEEAERATEER LR R ALY

Einsprung von $A746, SAB04

A9A5 20 8B BO JSR $8088
A9A8 85 49 STA $49
A9AA 84 4A STY $4A
AGAC A9 B2 (D& #3982
A9AE 20 FF AE  JSR SAEFF
A981 AS OE LDA $OE
A8 48 PHA

A9B4 A5 0D LDA $0D
A9B6 48 PHA

A987 20 9E AD  JSR SADSE
A9BA &8 PLA

A9BB 2A ROL A
A9BC 20 90 AD  JSR $AD90
A98F 00 18 BNE $A9D9
A9T1 68 PLA

Einsprung von SAC8E

A9C2 10 12 BPL $A9D6

ARRRRARRRRRAARRRRAAARER A AL

A9C4 20 1B BC  JSR $BC1B
A9C7 20 BF B1 JSR $B1BF
ASCA A0 00 LDY #$00
A9CC AS 64 LBA $64
A9CE 91 49 STA 1$49),Y
A9D0 C8 INY

ASD1 A5 65 LDA 365
ASD3 91 49 STA ($49),Y
A9DS 60 RTS

RRRAEARRRRER A AR R AR AR RRRERL

A9D6 4C DO BB  JMP $BBDO

BASIC-Befehl LET

sucht Variable hinter LET
und Variablenadresse
merken (LOW- und HIGH-Byte)
=t o cOde

priift auf Code
Integer-Flag

auf Stapel retten

und Typ-Flag
{String/mumerisch) retten
FRMEVL: Ausdruck holen
Typ-Flag wiederholen

und Bit 7 ins Carry schieben
auf richtigen Typ prifen
String? ja: SASDS
integer-flag zurickhiolen

INTEGER? ja: $AP06

wertzuweisung INTEGER
FAC runden

und nach INTEGER wandlen
Zeiger setzen

HIGH-Byte holen und

Wert in Variable bringen
2eiger erhdhen

LOW-Byte holen und

Wert in Variable bringen
Rucksprung

Wertzuweisung REAL
FAC nach Variable bringen
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WEEARANAAAAAAAANENRNRNARRNAN

AD? 68 PLA

Einsprurg von $AC83

ASDA A6 4A LDY $4A
AS0C CO BF CPY #$BF
ASOE DO 4C BHE $AA2C
A9EC 20 A6 B6 ISR SB6AS
A9€E3 (9 06 CMP #$06
A%ES DO 30 BNE $AA24
A9E7  AD 00 LDY #300
ASE9 84 61 STY $61
A9EB B4 66 STY 866
A9ED 84 71 STY $71
A9EF 20 1D AA  JSR SAATD
A9F2 20 E2 BA  JSR $BAE2
A9F5 B4 T INC 871
A9F7 &4 T LOY $71
A9F9 20 10 AA  JSR SAAID
A9FC 20 OC BC  JSR $BCOC
ASFF  AA TAX

AAOO0  FO 05 BEQ $AAQ7
AAO2  E8 INX

AAO3  8A TXA

AAO% 20 ED BA  JSR S$BAED
AO7 A4 T1 Loy $71
AADY  C8 INY

RAOA  CO 06 oPY #386
AAOC DO DF BHE $A9ED
AAOE 20 E2 BA  JSR $BAE2
AA11 20 9B BC  JSR $BC98
AATL A6 64 LDX $54
A6 A4 63 LOY 363
AA18 A5 65 LDA $65
AAIA  4C DB FF  JMP SFFDB

Wertzuweisung String
Akku vom Stapel holen

Varisblenadresse (HIGH) holen
ist Varisble TI$?

nein: $AA2C

FRESTR

stringlénge gleich 6

nein: !illegel quantity'
Wert holen

und dainit FAC
initialisieren

(Akku, Vorzeichen urd Zeiger)
prdft niachstes 2. auf 2iffer
FAC = FAC * 10
Stellenzahler erhthen

und ing Y-Reg. bringen
prdft ndchstes 2. auf 2iffer
FAC nach ARG kopieren

FAC gleich 07

ja: SAAO7

Exponent von FAC erhdhen
(FAC *2) und in den Akku
FAC = FAC + ARG
Stellenzahler

erhéhen

schon 6 Stellen?

nein: néchstes Zeichen

FAC = FAC * 10

FAC rechtsbiindig machen
Werte fir

eingegebene Uhrzeit

holen und

Time cetzen
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Einsprung von $A9EF, SA9F9

ARID BT 22 LDA ($22),Y
AAIF 20 B0 00 JS® $0080
AR22 90 03 BCC $AA27
AA24  4C 4B B2  UMP $B248
AA27  E9 2F SBC #$2F
AA29 4C TE 8D JMP $BD7E

ERRARRRRRERERRRERERERRRRRGE R

AA2C  AO 02 LDY #$02
AR2E Bl &4 LDA ($64),Y
AA3Q  C5 34 CHP $34
AA32 90 17 BCC $SAA4B
AA34 DO 07 BNE $AA30
AA36 88 DEY

AR37 Bl 64 LDA (3$64),Y
AA39?  C5 33 CMNP $33
AA3E 90 OE BCC $AA4B
AA3D A4 65 LDY $65
AA3SF  C&4 2E CPY $2E
ARGl 90 08 BCC $AA4B
AA43 DO 00 BNE $AA52
AALS  AS 64 LDA 364
AALT C5 2D CMP $2D
AA4L9  BO 07 BCS $AAS2
AA4B A5 64 LDA $64
ARGD A4 65 LDY $65
AALE  4C 68 AA  JHP SAAGS
AA52 AO 00 LDY #300
AAS4 BT 64 LDA ($64),Y
AA56 20 75 B4  JSR $B4TS
AAS9 A5 S50 LDA $50
ASE A4 51 LBY $51
AASD 85 6F STA S6F
AMSF 84 70 STY $70
AR61 20 7A B6  JSR $B67A

2Zeichen auf Ziffer prifen

Zeichen holen (aus String)
auf Ziffer prifen

Ziffer: SAA2T

sonst: 'illegal quantity®
von ASCII nach HEX umiandeln
in FAC und ARG Ubertragen

wertzuweisung an normaien
String

2eiger setzen

Stringadresse HIGH mit
Stringanfangsadr. verglteichen
kleiner: String im Programm
groBer: SAAID

2eiger vermindern
Stringadresse (LOW) holen
und vergleichen

kleiner: String im Progremm
Zeiger auf Stringdescriptor
mit Variablenstart vergl.
kteiner: $SAA4B

groBer: $AAS2
stringdiscriptorzeiger (LOW)
mit Varieblenstart vergt.
groBer: $AAS2

2eiger in Akku und Y-Reg.
auf Stringdescriptor setzen
bis SAAGB Uberspringen
2eiger setzen

Lange des Strings holen
pruft Platz, setzt Stringz.
Zeiger auf Stringdescriptor
holen {LOW- und HIEH-Byte)
und

speichern

String in Bereich Ubertragen
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AAGS
AASE

A9 61
AO 00

LDA
LoY

Einsprung von $AAef

AASB
AAGA
AAGC
AAGF
AAT1
AAT3
AA7S
AAT6
AA78
AA7A
AA7B
AATD
AATF

RARRARRARRARRARARERRRRR AR kAL

AABO
AAB3

kkkkkkkhkkkhkhkrbrbhrdhkhkrt®

85 50
84 51
20 DB B6
A0 00
81 S0
91 49
c8

81 50
91 49
c8

81 50
91 49
60

20 86 AA
4C BS A8

STA
STY
JSR
LOY

LDA ($50),Y
STA ($49),Y

INY

LDA ($50),Y
STA ($49),Y

INY

LDA ($50),Y
STA ($49),Y

RTS

JSR
JMP

Einsprung von $AA80

AABS
ARBY
AA8B
AABD
AASO
A9
AA93
AA96
AAS7
AADA
AASD

20 9€ B7
FO 05
A9 2C
20 FF AE
08

86 13
20 18 E1
28

4C AD AA
20 21 AB
20 79 00

JSR
BEQ
LDA
JSR
PHP
STX
JSR
PLP
JMP
JSR
JSR

#361
#$00

$50
$51
$B6DB
#$00

$AABS
$ABBS

$B79E
$AA90

SAEFF

$13
$E118

SAAAD
$AB21
$0079

Werte laden
und damit

stringdiscriptor
neu setzen
Descriptor téschen
Zeiger setzen

Lénge des Descriptors holen

und abspeichern
2eiger erhdhen
Adresse (LOW) holen
und speichern
2eiger erhdhen

und Adresse (RIGH)
in Variable bringen
Riicksprung

BASIC-Befehl PRINT#

CMD-Befehl
und CLRCH

BASIC-Befehl CMD

holt Byte-Ausdruck
Trennzeichen: $AA90
',', Wert laden
pruft auf Konme
Statusregister merken

Nr. des Ausgabegerits merken
CKOUT, Ausgabegeridt setzen
Statusregister wiederholen

Zum PRINT-Befehl
String drucken

CHRGOT

letztes Zeichen
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Fehdrikk Wk ko kb ket BACIC-Befehl PRINT

Einsprung von $AA97

AAAQ

FO

Einsprung von $AB16

AAAZ  FO
AAAG  C9
AMAS  FO
AAAB  C9
AAAA 18
AAAB  FO
AAD C9
AAAF FQ
AAB1  C9
&A83 FQ
AABS 20
AAB8 24
AABA 30
AABC 20
AABF 20
AAC2 20
AACS 20
AAC8 DO
Einsprung
AACA A9
AACC 9D
AACF A2
AAD1 AO
AAD3 A5
ADS D0
Einsprung
AAD7 A%

AAD9 20 47 AB

35 BEQ
43 BER
A3 CMP
50 BEQ
A6 CMP
CLC
48 BEQ
2c CmP
37 BEQ
38 CMP
SE BEG
9 AD JSR
0D BIT
DE BMI
DD BD JSR
87 B4 JSR
21 AB  JSR
38 AB JSR
D3 BNE
von $A576
00 LDA
00 02 STA
FF LDX
01 LDY
13 LDA
10 BNE

$AAD7

SAAE7
#8A3
SAAF8
#3A6

$AAF8
#%2c
SAAES
#$38
$4B13
SADJE
$00
SAA9A
$BDDD
$8487
$AB21
$AB38B
$AAYD

#3800
$0200, X
HSFF
#301
$13
SAAE7

von SALLE, SALD4

o0

LDA
JSR

#30D
$AB4GT7

Tremnzeichen: SAAD7

Tremnz. (TAB, SPC); R7TS
ITAB(' -Code?

Ja: SAAF8

'SPC(* -Code?

Flag fOr SPC setzen
SPC=Code: $AAF8

','=Coda? (Komma)

ja: SAAES8

1;1-Code? (Semikolon)

ja: nachstes 2eichen, weiter
FRMEVL: Term holen

Typflag

String?

FAC in ASCII-String wandeln
Stringparameter holen

String drucken

Cursor right bzw. Leerzeichen
weiter machan

Eingabepuffer

init $0 abschlieBen

Zeiger auf

Eingabepuffer ab $0200 setzen
Nuwmer des Ausgabegerits
Tastatur? nein: RTS

ICR* carriage return
ausgeben
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AADC
AADE
AAEO
AAE2

246 13
10 05
A9 OA
20 47 AB

BIT $13

BPL SAAES
LDA #$0A
JSR $AB4T

Einsprung von $AB35

AAES
AAE7

AAEB
AAE9

AAF2
AAF4
AAF6

WRARAAAAAE TN NN TR AR TRAR

AAF8
AAF9
AAFA
AAFD
AAFF
ABO2
ABO4
ABO6
ABO7
ABO9
ABOA
ABOC
ABOE
ABOF
AB10
AB11
AB13
AB16

49 FF
60

38

20 FO FF
98

38

E9 OA
80 FC
49 FF
69 01

DO 16

08

38

20 FO FF
84 09
20 98 B7

00 59

90 05

DO 06
20 73 00
4C A2 AA

EOR #SFF
RTS

SEC
JSR S$FFFO
TYA
SEC
SBC #SOA
BCS SAAEE
EOR HSFF
ADC #801
BNE $ABOE

PHP

SEC

JSR SFFFO
STY $09
JSR $8B798
CMP #8$29
BNE $ABSF
PLP

BCC $ABOF
TXA

SBC $09
BCC $AB13
TAX

INX

DEX

BNE $AB19
JSR $0073
JMP SAAA2

logische Filenummer
kleiner 128?

'LF' line feed
ausgeben

NOT
Rucksprung

Zehner-Tabulator mit Komma
Cursorposition holen
Spalte ins Y-Reg.

Cerry setzen (Subtr.)

10 ebziehen

nicht negetiv?
invertieren

+1 (Zweierkomplement)
unbedirgter Spring

TAB( (C=1) und SPC( (C=0)
Flags merken

Carry setzen

Cursorposition hoten

und Spalte merken

Byte-Wert holen

')! Klemner zu?

nein: 'SYNTAX ERROR'

Flags wiederherstellen

zu SPC(

TAB-Wert in Akku

mit Cursorspelte vergleichen
kteiner Cursor-Position: RTS
Schritte bis zum Tebuletor
aus Zahler initialisieren
um 1 vermindern

=0? nein: Cursor right
nichstes Zeichen holen

und weitermachen
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AB19 20 38 AB  JSR $AB3B Curgor right bzw. Leerzeichen
ABIC DO F2 BNE SAB10 zum Schleifenenfang

LR IFVIVRRRRADARDILLDLIRDDRD Stri ng wsgem

Einsprung von $A469, SA4LTB, SABGF, SACFS, SBDDA, SE191
SE42D, SE441, $FBSB

ABIE 20 87 B4 JSR $B4B7 Stringparameter holen
Einsprung von SAA9A, AAC2, SABCB

AB21 20 A6 B6  JSR $B6AS  FRESTR

AB24 AA TAX stringlénge
AB25 A0 00 LDY #$00 2eiger f(r Stringausgabe
AB27 EB8 INX erhdhen

Einsprung von $AB38

AB28 CA DEX vermindern

AB29 FD BC BEQ SAAE7 String zu Ende?

AB28 B1 22 LDA ($22),Y 2eichen des Strings
AB2D 20 47 AB  JSR SAB47  ausgeben

AB30 C8 INY Zeiger erhdhen

AB3Y C9 0D CNP #$00 CR' carriage return?
AB33 DO F3 BNE $AB28 nein: weiter

AB35 20 ES AA  JSR SAAES Fehler | Test auf LF-Ausgabe

AB38 4C 28 AB  JMP SAB28 und weitermachen

AEARRAN TN RAR AR AR AR TR rdrd Ausgau eines Leerzeichens
bzw. Cursor right

Einsprung von $AACS, $AB19, SACO0

AB3B A5 13 LDA $13 Ausgabe in File?

AB3D FD 03 BEQ $AB42 Bildschirm: dann Cursor right
AB3F A9 20 LDA #%20 ' ' Leerzeichencode laden
AB4T 2C -8YTE $2C

ABL2 A9 D LDA #81D Gigsor vight Code laden

AB4L  2C .BYTE s2C
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Einsprung von $A451, SABFD, SAC47

AB4S A9 3F LDA #83F

'?' Fragezeichencode laden

Einsprung von $A4SB, SAGF3, SA73D, SAAD9, SAAE2, SAB2D

AB47 20 OC E1  JSR SEI0C
AB4AA 29 FF AND #SFF
AB4C 60 RTS

Frdrde i i dodedodeiedodr dededoiobioionk R ok ek ok ok

Einsprung von SAC9A

AB4D A5 11 LDA $11

AB4F  FD 11 BEQ $AB62
AB51 30 04 BM! SAB57
AB53  AD FF LDY #$FF
AB55 DO 04 BNE $ABSB

TEERAREEEEA ARy TR EE TSy

AB57 A5 3F LDA $3F
AB59 A4 40 LDY $40

b i bl it bttt

AB5B 85 39 STA $39
ABSD 84 3A STY $3A
ABSF  4C 08 AF  JNP SAFDB
D L L L L L D T DT RN
AB62 A5 13 LDA $13
AB64 FO 05 BEQ $AB6B
ABS6S A2 18 LDX #318
ABS68  4C 37 AL UMP SA4L37
AB6B A9 DC LDA #$0C
AB&D  AD AD LDY #SAD
AB6F 20 1E AB  JSR SABIE
AB72 A5 3D LDA $3D
AB74 A4 3E LDY S$3E
AB76 85 7A STA $7A

Code ausgeben
Flags setzen
Ricksprung

Fehlerbehandlung bei Eingabe

Ftag fur INPUT / GET / READ
INPUT: $AB62

READ: S$ABS7

GET:

unbedingter Sprung

Fehler bei READ
DATA-Zeilennummer
holen (LOW- und HIGH-Byte)

Fehler bei GET
gleiche Zeilennummer
des Fehlers

'SYNTAX ERROR®

Fehler bei INPUT

Nuwner des Eingabegerits
Tastatur: 'REDO FROM START®
Nummer €Ur 'FILE DATA®
Fehlermeldung ausgeben
Zeiger in Akku und Y-Reg.
auf '"?REDO FROM START!
String ausgeben

Werte holen und
Programmzeiger
zuriicksetzen



344

64 Intern

AB78
AB7A

WREFER A XA A TR R AT G RR Skt

AB78
ABTE
AB8O
AB82
AB8S
ABas
ABBA
ABSD
ABBF
AB92
AB94
AB%S
AB98
ABS8
ABSD
ABAO
ABA2
ABA4

AR ARRRRRRRR AT ERANAAN W okdd

84 78
60

20 A6 B3
c9 23
00 10

20 73 00
20 9E B7
A9 2C
20 FF AE
86 13

20 1E E1
A2 01

A0 02
A9 00
6D 0f 02
A9 40

20 OF AC
A6 13

00 13
60

ABAS 20 9€ B7
ABA8 A9 2C
ABAA 20 FF AE
ABAD 86 13
ABAF 20 fE E1
ABB2 20 CE AB
Einsprung

ABBS A5 13
ABB7 20 CC FF
ABBA A2 00
ABBC 86 13
ABBE 60

STY $78
RTS

JSR $B3A6
CNP #823
BNE $AB92
JSR $0073
JSR $879€
LOA #$2C
JSR SAEFF
S$TX $13
JSR $E11E
LDX #8$01
LDY #802
LOA #$00
STA 90201
LDA #840
JSR $ACOF
LDX $13
BNE $ABB7
RTS

JSR $B79E
LDA #s$2C
JSR SAEFF
STX $13
JSR SE1IE
JSR $ABCE

von $AA83, SABE4

LDA $13
JSR $FFCC
LDX #$00
STX $13
RTS

auf INPUT-Befehl
Riicksprung

BASIC-Befehl GET

Testet auf Direkt-Modus

folgt '#'?

nein: $A892

CHRGET néichstes Zeichen holen
Byte-Wert holen

T, ¢ Kommd

priuft auf Code

Filerwswmer

CHKIN, Eingabe vorbereiten
Zeiger auf

Pufferende = $201 ein Zeichen
Wert (aden und

Puffer mit SO abschliegen
GET-Flag

Wertzuweisung an Variable
Eingabegeriat

nicht Tastatur, dann CLRCH
Ricksprung

BASIC-Befehl INPUT#

holt Byte-Wert

',* Code fUr Komms

pruft auf Komme
Eingabegerit

CHKIN, Eingebe vorbereiten
INPUT ohne Dialogstring

Eingabeger&dt im Akku

setzt Eingabegerédt zurick
Wert laden und

Eingabegeriit wieder Tastatur
Ricksprung
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L R e Lt

e e e ol o e e e 7R ok e e e e e e e

ABBF €9
ABC1 DO
ABC3 20
ABC6 A9
ABC8 20
ABCB 20
Einsprung
ABCE 20
ABD1 A9
ABD3 8D
ABDS 20
ABD9 A5
ABDB FO
ABDD 20
ABEO 29
ABE2 FO
ABE4 20
ABE7  4C
ABEA AD
ABED DO
ABEF A5
ABF1 DO
ABF3 20
ABF6  4C
Einsprung
ABF9 A5
ABFB DO
ABFO 20
ACOO 20
ACO3  4C
ACO6 A6
ACO8 A4

#$22
$ABCE
SAEBD
#$38
SAEFF
$AB21

$B3A6
#s2C
$SO1FF
$SABF9
$13
SABEA
$FFB7
#%02
SABEA
$SABB5
SABF8

$0200
$ACOD
$13

$ABDS
$A906
SASBFB

$13

$ACO3
$AB4S
$AB3B
$A560

$41

22 CMP
0B BNE
BD AE JSR
38 LDA
FF AE  JSR
21 AB  JSR
von $ABB2
A6 B3  JSR
2c LDA
FF 01 STA
F9 AB  JSR
13 LDA
00 BEQ
B7 FF  JSR
02 AND
06 BEQ
B5 AB  JSR
F8 A8 JMP
00 02 LDA
1E BNE
13 LDA
E3 BNE
06 A9  JSR
FB A8  JUMP
von SABD6, SAC4A
13 LDA
06 BNE
45 AB JSR
38 AB JSR
60 A5 JMP
41 Lox
42 LDy

$42

BASIC-Befehl INPUT
"n+ Hochkomma?
nein: $ABDE
Diatogstring holen
';' Semikolon

prift auf Code
String ausgeben

prift auf Direkt-Modus

','  Komms

an Pufferstart

Fragezeichen ausgeben

Numner des Eingabegeréts
Tastatur? ja: S$ABEA

Status holen

Bit 1 isolieren (Tineout R.)
Time-out?

ja: CLRCH,Tastatur aktivieren
néchstes Statement ausfihren

erstes 2eichen holen

Ende?

ja: Eingabegerat

nicht Tastatur: $AB06

offset (Statement) suchen
Programmzeiger auf Statement

Eingabegerat holen

nicht Tastatur: $AC03
'?' ausgeben

' | Leerzeichen ausgeben
Eingabezeile holen

BASIC-Befehl READ
DATA-Zeiger nach
$41/42 holen
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ACOA A% 98
ACOC 2C
ACOD A% 00

LDA #398
.BYTE $2C

oA

Einsprung von $AB%D

ACOF
ACN
AC13

85
86
84

1"
43
44

STA
STX
STY

Einsprung von $ACB5

AC15
AC18
ACl1A
ACIC
AClE
AC20
AC22
AC24
AC26
AC28
AC2A
AC2C
AC2F
ACH
AC33
AC35
AC38
AC38
AC3D
AC3F
AC4
AC43
AC45
AC47
AC4A
ACAD
ACAF

20
85
84
AS
A
85
84
A6
A4
86
84
20
00
24
50
20
80
A2
AD
DO
30
AS
0o
20
20
86
84

88
49
4A
7A
78
4B
4c
43
44
7a
78
2
20
1
oc
2
00
FF
01
oc
7
13
03
45
F9
7a
7B

80

E1
02

AB
AB

JSR
STA
STY
LOA
Loy
STA
STY
LDX
LbY
STX
STY
JSR
8NE
BIT
BVC
JSR
STA
LoX
Loy
BRE
BMI
LDA
BNE
JSR
JSR
STX
STY

#300

$11
$43
$44

$B08B
$49
$4A
$7A
$78
$4B
$4C
$43
44
$7A
$78
$0079
$ACS1
$1
$SAC4H1
SE124
$0200
#SFF
#601
$SACLD
$ACB8
$13
SAC4A
$AB45
$ABF9
$7A
$78

READ -F lag

Flagwert laden

und INPUT-Zeiger setzen
INPUT-Zeiger auf
Eingabrequel le setzen

sucht variable
Variablenadresse

speichern

LOW- und HIGH-Byte des
Prograspzeigers

in $48/84C
zwischenspeichern
INPUT-Zeiger

(LOW und HIGH)

als Programmzeiger
abspeichern

£RREO0T (otztes Zeichan holen
Endzeichen? nein: $AC51
Eingabeflag

kein GET: $AC4t

GETIN

Zeichen in Puffer schreiben
2eiger auf

Puffer setzen

unbedingter Sprung

READ: $ACB8

Eingabegerét holen

nicht Tastatur: $AC4A
Fragezeichen eusgeben
2weites Fragezeichen ausgeben
Programmzeiger setzen

(LOW und HIGH)
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Einsprung von SACDC

AC51 20
ACS54 24
AC56 10
AC58 24
AC5A 50
AC5C EB
ACS5SD 86
AC5F A9
AC61 85
AC63 FO
AC65 85
AC67 9
AC69 FO
AC6B A9
AC60 85
AC6F A9
AC71 18
AC72 85
AC74 A5
AC76 A4
AC78 69
AC7A 90
AC7C C8
ACD 20
ACB0 20
AC83 20
ACBS  4C
AC89 20
ACBC A5
AC8E 20
Einsprung
AC91 20
AC94 FO
AC96 C9
AC98 FO
AC9A  4C

73 00 JSR
00 BIT
3 BPL
1" BIT
09 BVC
INX
7A STX
00 LDA
07 STA
oc BEQ
07 STA
22 CMP
o7 BEQ
3A LDA
07 STA
2C LDA
CcLC
08 STA
7A LDA
78 Loy
00 ADC
01 BCC
INY
8D B4 JSR
E2 B7 JSR
DA A9  JSR
91 AC  JMP
F3 BC JSR
OE LDA
C2 A9 JSR
von $AC86
79 00 JSR
o7 BEQ
2C CMP
03 BEQ
4D AB  JMP

$0073
$00
$SAC89
$1
$AC65

$7A
#300
$07
SAC71
$07
#822
SAC72
A$3A
$07
#s2c

$08
S7A
$78
#300
$AC7D

$B48D
$B7E2
SAYDA
$SAC91
$BCF3
$0E

$A9C2

$0079
SACSD
#%2C

SACSD
$AB4D

CHRGET niéchstes Zeichen holen
Typ-Flag

kein String: $AC89
Eingabeflag

kein GET: SAC65
Progremmzeiger erhéhen

und neu setzen ($0200)

Wert laden und
Trennzeichen setzen
unbedingter Sprung

néchstes Zeichen

111t Hochkomma?

ja: SAC72

':' Doppelpunktcode laden
und abspeichern

',' Kommacode (Endzeichen
fir Stringibertragung)
abspeichern

Programmzeiger laden

(LOW und HIGH)

und Ubertrag addieren

C = 0: SAC7D

bei *"*' um 1 erhohen

String ubernehmen
Programmzeiger hinter String
String an Variable zuweisen
weiter machen

Ziffernstring in FAC holen
INTEGER/REAL-Flag

FAC an rumerische Variable

CHRGOT: letztes 2eichen holen
Ende?

',' Code?

ja: SAC9D

zur Fehlerbehandlung
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AC%D
ACYF
ACA1
ACA3
ACAS
ACA7
ACA9
ACAB
ACAD
ACBD
ACB2
ACB5
ACB8
ACBB
ACBC
ACBD
ACBfF
ACCH
ACC2
ACC4
ACC6
ACC7
ACC9
ACCB
ACCC
ACCE
ACCF
ACD1
ACD4
ACO7
ACD8
ACDA
ACDC
ACDF
ACE1
ACE3
ACES
ACE7
ACEA
ACEC

AS
M
85

AS
A4
85

20
FO
20
4C
20
c8

00

c8
81
FO
c8
81
85
c8
81
c8
85
20
20

EQ
00
4C
AS
A4
A6
10
4C
AQ
81

7A
78
43
44
4B
4C
7A
78
79 00

FD AE
15 AC
06 A9

12

7A

7A
3F

7A

40
FB A8
79 00

DC
51 AC
43
44
1"
03
27 A8
00
43

LDA $7A

LDY $78

STA $43

STY $44
LDA $4B
LDY $4C

STA S7A

STY $78

JSR $0079
BEQ SACDF
JSR SAEFD
JMP SAC15
JSR $A906
INY

TAX

BNE $ACD1
LDX #$00
INY

LDA ($7A),Y
BEQ $AD32
INY

LDA ($7A),Y
STA S3F

INY

LDA ($7A),Y
INY

STA $40

JSR SASFB
JSR $0079
TAX

CPX £383
BNE $ACB8
JMP SACS1
LDA $43

LDY $44

LDX $11

BPL SACEA
JMP $A8B27
LDY #300
LDA ($43),Y

Programmzeiger

hoten und

in DATA-Zeiger
abspeichern
urspringliche
Prograwmzeiger

wieder zurickholen

und speichern

CHRGOT: letztes Zeichen holen
Trennzeichen: $SACDF
CKCOM: prift auf Komma
weiter

nichstes Statement suchen
offset erhohen
2eilenende?

rein: $ACD1

'0UT OF DATA' Code
Zeiger erhohen
Programmerde?

ja: 'OUT OF DATA', X = 0
2eiger erhohen
Zeilennummer (LOW) holen
und abspeichern

2eiger erhdhen
Zeilenummer (HIGH)
2eiger erhohen
2eilennummer speichern
Programmz. auf Statement
CHRGOT letztes Zeichen holen
und ins X-Reg.

'DATA' Code?

nein: weitersuchen

Daten Lesen

LOW- und HIGH-Byte des
Input-Zeigers
Eingabe-Flag

kein DATA: SACEA
DATA-Zeiger setzen
Zeiger setzen

néchstes Zeichen holen
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ACEE
ACFO
ACF2
ACF4
ACF6
ACF8
ACFB

ACFC
ADO4
ADOC
AD14
AD1C

whddd b d b d bbb

FO 0B BEQ SACFB  Endzeichen: SACFB

AS 13 LOA $13 €ingabe Ober Tastatur?
D0 07 BNE SACFB nein: SACFB

A9 FC LDA #$FC Zeiger auf

A0 AC LOY #SAC 7extra ignored' setzen
4C 1E AB  JMP SABIE String ausgeben

60 RTS Rlicksprung

3F 45 58 54 52 41 20 49 ‘'?extra ignored’

47 4E 4F 52 45 44 00 00

3F 52 45 44 4F 20 46 52 'redo from start'
4F 20 53 54 41 52 54 00

00

AD1D DO
AD20 AO
AD22 FO
Einsprung
AD24 20
AD27 85
AD29 84
AD2B 20
AD2E  FO
AD3I0D A2
AD32 4&C
AD3S  9A
AD36 6A
AD37 18
AD38 69
AD3A 48
AD3B 69
AD3D 85
AD3F 68
AD4O0  AO
AD42 20
AD4S  BA
AD46  BD

04 BNE
00 LoY
03 BEQ
von $AD87
88 BD JSR
49 STA
4A STY
8A A3 JUSR
05 BEQ
0A LDX
37 M JMP
TXS
TXA
cLC
04 ADC
PHA
06 ADC
24 STA
PLA
01 LDY
A2 BB JSR
TSX

$AD24
#300
$AD27

$8088
$49
$4A
SA38A
$AD35
#$0A
SAL37

#$04

#306
$24

#8301
$8BA2

BASIC-Befeht NEXT
folgt Variablenname? ja:3AD24
Variablenzeiger = 0
unbedingter Sprung

sucht Variable

Adresse der

Variablen speichern

sucht FOR-NEXT-Schleife
gefunden: $AD35

Numner fiir 'next without for'
Fehlermeldung ausgeben
X-Reg. retten

X-Register nach Akku

Carry léschen (Addition)
Zeiger auf Exponenten des
STEP-Wert + 4 und retten
2eiger auf Exponent des TO-
Wert und retten

Akku wieder vom Stapel holen
2eiger fir Konstante setzen
Variable vom Stapel nach FAC
Stapel zeiger als Zeiger h.

09 01 LDA 3$0109,X Vorzeichenbyte holen und
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AD49
AD4B
AD4O
AD4F
AD52
ADS5
ADS7
ADSA
AD5B
AD5SC
ADSF
ADS1?
AD&4
AD6S
AD69
AD6B
ADGE
AD70
ADT3
AD75
AD78
AD79
AD7B
AD7C
AD7D
AD80
AD82
AD84
AD87

85
AS
A4
20
20
AO

20
BA
38
FD

FD
BD

66
49
4A
67
D0
01
5D

09
17
OF

85 3¢

BD
85
8D
85
BD
85

10
3A
12
7A
1
78

4C AE

8A
69
AA
9A
20
c9
00
20
20

1

79
2C
F1
3
24

88
BB

BC

01
01
01
01
01

A7

00
AD

STA
LDA
LoY
JSR
JSR
LDY
JSR
TSX
SEC
SBC
BEQ
LOA
STA
LDA
STA
LDA
STA
LDA
STA
Jup
TXA
ADC
TAX
s
JSR
CMP
BNE
JSR
JSR

$49
$4A
$8867
$8800
#301
$BC50

$0109,X
$AD78
$010F,X
$39
$0110,X
$3A
$0112,X
$7A
$0111, X
$78
SATAE

#311

$0079
#82C

$AD75
$0073
$AD24

WANARRRRRRRAR R AR ANAN AR RN ANR

flr FAC speichern
Variablenadresse flr
FOR-NEXT holen

addiert STEP-Wert zu FAC

FAC nach variable bringen
Zeiger auf Konstante setzen
FAC mit Schleifenendwert vergleichen
Stapelzeiger als Zeiger h,
Carry setzen (Subtraktion)
Stapelwert groBer?

ja: Schleife verlassen
Zeilennumer des Schleifen-
anfangs holen (LOW- und
RIGK-Byte) und als aktuelle
BASIC-Zeilennumner speichern
Schleifenanfang holen (LOW-
und HIGH-Byte) und

als neuen Programmzeiger
abspeichern

zur Interpreterschleife
Zeiger in Akku holen

{Werte der Schleife aus
Stapel entfernen)

neuen Stapelzeiger setzen
CHRGOT tetztes Zeichen holen
',' Konma?

nein: dann fertig

CHRGET néchstes Zeichen holen
néchste NEXT-Variable

FRMNUM Ausdruck holen und
auf numerisch prifen

Einsprung von SA775, $A79C, $B438, $B79E, B7EB, SE12A

ADBA

20 9€ AD

JSR

SADYE

FRMEVL Term holen
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teeeeeerrrrrrrrrrssdidbdser  prift guf Numerisch

Einsprung von $A772, SAOF6, SAE61, SAFE3, B188, $B3C3
$B3F1, $B400, $B46S

ADBD 18 CLC Flag fur Test auf numerisch
ADSE 24 .BYTE $24

R 2 d 222421221224 22 222222222232 pruft auf string
Einsprung von $SAFBA, $8646, $B6A3
ADSBF 38 SEC Flag fir Test auf String

Einsprung von $SA9BC, $B016

AD9O 24 0D BIT $00 Typflag testen

AD92 30 03 BMI SAD97 gesetzt: $SAD97

AD94 80 03 BCS SAD99 C=1: 'TYPE MISMATCH!

AD9S 60 RTS Riucksprung

AD97 BO FD BCS $AD96 C=1: RTS

AD99 A2 16 LDX #$16 Nummer far 'TYPE MISMATCH

AD98 4C 37 A4 JUMP SA4L37 Fehlermeldung ausgeben

ettt dddddddddddddenatdddd  FRMEVL auswerten eines

beliebigen Ausdrucks

Einsprung von $A928, SA9B7, SAABS5, SAD8A, SAEF4, SAFB4
$8185, SE257

AD9E A6 7A LOX $7A Programmzeiger (LOM) = 0?
ADAO DO 02 BNE $SADA4 ja: HIGH-B. nicht vermindern
ADA2 C6 7B OEC $78B HIGH-Byte vermindern

ADA4 C6 7A OEC $7A LOW-Byte vermindern

ADA6 A2 00 LOX #$00 Prioritdtswert laden

ADAB 24 .BYTE $24
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Einsprung von $AE2D

ADAS
ADAA
ADAB
ADAC
ADAE
ADB1
ADB4
ADB6

48
6A
48
A9

01

20 FB A3
20 83 AE

A9
85

00
4D

PHA
TXA
PHA
LDA
JSR
JSR
LDA
STA

Einsprung von $B677

ADB8

20 79 00

JSR

Einsprung von $ADD4

ADBB
ADBC
ADBE
ADCO
ADC2
ADC4
ADCS
ADC7
ADC9
ADC8
ADCD
ADCF
ADO1
ADD4
ADD7
ADD%
ADOB
ADDD
ADOF
ADE1
ADE3
ADES
ADEB

38
E9
90
c9
B0
c9
2A
49
45
c5
90
85
20
4C
A6
D0
B0
69
90
65
D0
4C
69

01
40
40
61
40
6]
BB
40
2c
78
07
77
oD
03
30
FF

00
AD

B6

SEC
SBC
BCC
CHP
BCS

#301
$A3FB
$AE83
#300
$40

$0079

#381
$ADD7
#3$03
$ADD7

CHP #$01

ROL
EOR
EOR
CMP
8CcC
STA
JSR
JMP
LDX
BNE
BCS
ADC
BCC
ADC
BNE
JMP
ADC

#3501
$4D
$4D
$AE30
$40
$0073
SADBB
$4D
$SAEO7
$AES8
#307
$AES8
$00
$SADE8
$863D
#SFF

Operatormaske retten
Prioritétswert in Akku
achieben und retten

2 Bytes

prift auf Platz im Stapel
Néchstes Element holen

Wert laden und

Maske fiir Vergleichsoperator

CHRGOY letztes Zeichen holen

Carry setzen (Subtraktion)
$B1 von Operatorcode subtr.
C=0: $ADD7

mit $3 vergleichen

=3: $ADD7

Maske fir kleiner

gleich und gréger

fir Bits 0,1 und 2

in $4D erstellen

(Wenn Codes von 177

bis 179 folgen)

CHRGET niéchstes Zeichen holen
nlichstes 2Zeichen auswerten
Operatormaske holen

gleich 0? nein: $AEO7

Code groBer oder gleich 180?
Code kleiner 170?

ja: SAE58

Stringaddition?

nein: Verkettung umgehen
Stringverkettung

Code-$AA (wiederherstellen)
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ADEA 85
ADEC 0A
ADED 65
ADEF A8
ADF0 68
ADF1 D9
ADF4  BO
ADF6 20
ADF9 48
Einsprung
ADFA 20
ADFD 68
ADFE A4
AEOO 10
AEO2 AA
AEO3 FO
AEOS DO
AEO7 46
AEO? 6A
AEOA 2A
AEOB A6
AECD DO
AEOF Cb
AEt1  C6h
AE13  AO
AE15 85
AE17 DO
AE19 D9
AE1C BO
AE1E 90

22 STA
ASL
22 ADC
TAY
PLA
80 A0 CMP
67 BCS
80 AO JSR
PHA
von S$AF11
20 AE JSR
PLA
48 Loy
17 BPL
TAX
56 BEQ
SF BNE
00 LSR
TXA
ROL
7A LOX
02 BNE
78 DEC
7A DEC
18 LDY
4D STA
07 BNE
80 A0 CMP
48 BCS
D9 BCC

Einsprung von SADFA

AE20
AE23
AE24
AE27
AE28

B9
48
B9
48
20

82 A0

81 A0

33 AE

LDA
PHA
LDA
PKA
JSR

$22

$22

$A080,Y
$AESD
$AD8D

$AE20

$48B
SAE19

$SAESB
$AE6S
300

S7A
SAEN
$78

S7A
#318
$4D
$ADFO
$A080,Y
SAE6S
$ADF9

$A082,Y

$A081,Y

$AE33

und speichern

verdoppeln

+ Wert (alao mal 3)

als 2eiger ins Y-Register
bisheriger Prioritétswert
mit Priorititsw. vergleichen
groder: $SAESD

pruft auf numerisch
Prioritidtswert retten

Operatoradr., und Operarden r,

Operator?

ja: SAE19

weitere Operation?

nein: RTS

ARG vom Stapel holen
Stringflag léschen
Operatormaske nach

links schieben
Progremmzeiger holen (LOW)
=0: HIGH-Byte vermindern
HIGH-Byte vermindern
LOM-Byte vermindern
Offset des Hierarchieflags
Flag setzen

unbedingter Sprung

mit Hierarchieflag vergl.
groser: SAE66

sonst weiter

Operationsadresse (HIGH)
auf Stapel retten
Operationsadresse (LOW)

auf Stapel retten
Operanden auf Stapel retten
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AE28 AS 4D LDA $4D Operatormaske laden
AE2D 4C A9 AD JUMP SADA9 zum Schleifenanfang
AE30 4C 08 AF JMP SAF08 gibt 'SYNTAX ERROR'

Einsprung von SAE28

AE33
AE3S

AS 66
BE 80 A0

LDA $66

LDX $A080,Y

Einsprung von S$A7A2

AE38 A8 TAY

AE39 68 PLA

AE3A 85 22 STA $22
AE3C E6 22 INC $22
AE3E 68 PLA

AE3F 85 23 STA $23
AE4L1 98 TYA

AE42 48 PHA
Einsprung von $A788

AE43 20 1B BC  JSR sBCiB
AE46 A5 65 LDA $65
AE48 48 PHA

AE49 AS LDA $64
AE4B 48 PHA

AE4C A5 63 LDA $63
AE4E PHA

AE4F A5 62 LDA $62
AE51 PHA

AE52 A5 61 LDA $6%
AE54 48 PHA

AES5 6C 22 00 JMP ($0022)
AES8 AO FF LDY #$FF
AE5A 63 PLA

AE58 FO0 23 BEQ $AEBO
AESD C9 64 CMP #8564
AESF FD 03 BEQ SAE64
AE61 20 8D AD  JSR $ADSD

vorzeichen von FAC
Hierarchieflag

Vorzeichen ins Y-Reg.
Rucksprungadresse holen
und merken
Rucksprungadresse erhdhen
néchstes Adressbyte holen
und speichern

Vorzeichen wieder in Akku
und auf Stapel legen

FAC runden

FAC auf Stapel legen
1. Byte retten
2.Byte holen

und retten

3. Byte holen

und retten

4.Byte holen

und retten

5.8yte holen

und retten

Sprung auf Operation
Flagwert fur Operator
Prioritatsflag retten
=07 ja: SAE8BO

=$647

ja: SAEG4

pruft auf numerisch
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AE6L
AE66
AE67
AE68
AE6A
AE6B
AESD
AE6E
AE70
AET1
AET3
AE74
AETS
AE77
AET9
AE7A
AE7C
AETE
AEB0
AE82

L2222 At i a2 et it dd il

84
68
4A
85
68
85
68
85
68
85
68
85
68
85
68
85
45
85
A5
60

Einsprung
AE83 6C
Einsprung
AEBS A9
AE8B8 85
AEBA 20
AESBD B8O
AE8BF  4C
AE92 20
AE95 90
AE97  4C
AE9A co
AE9C DO

4B

6B

6C

66
6F
61

von $SAOB1, $B643
OA 03 JMP (SO30A)
von SAE83

00 LDA #300
00 STA 300
73 00 JSR $0073
03 BCS SAE92
F3 BC  JMP SBCF3
13 B1  JSR $B113
03 BCC SAE9A
28 AF  JMP SAF28
FF CMP #$FF
OF BNE SAEAD

STY $48B
PLA
LSR
STA $12
PLA
STA $69
PLA
STA $6A
PLA
STA $68
PLA
STA $6C
PLA
STA $6D
PLA
STA S6E
EOR $66
STA $6F
LDA $61
RTS

Flag far Operator

Akku vom Stapel holen
halbieren

und abspeichern

ARG von Stapel holen

1. Byte speichern

2. Byte holen

und speichern

3. Byte holen

und speichern

4. Byte holen

und speichern

5. Byte holen

und speichern

6. Byte (Vorzeichen holen
und speichern

Vorzeichen von ARG und FAC
verkndpfen und speichern
Exponentbyte von FAC laden
Rdcksprung

Niachstes Element eines
Ausdrucks holen

JHP SAEBS

Wert laden und damit

Typflag auf nurerisch setzen
CHRGET néchstes 2eichen holen

Ziffer? nein: SAE92
Variable nach FAC holen
Buchstabe?

nein: JMP umgehen
Variable holen
BASIC-Code fdr Pi?
nein: SAEAD



356 64 Intern
AE9E A9 A8 LDA #SA3 Zeiger auf Konstante Pi
AEAD AD AE LDY #SAE (LOW und HIGH-Byte)

AEA2 20 A2 BB  JSR $BBA2 Konstante in FAC holen
AEAS 4C 73 00 JMP S0073 CHRGET néchstes Zeichen holen
RRRRRAARRRIVRRRRRAARRAARARRR

AEA8 82 49 OF DA A1 Konstante Pi 3.14159265
RRRRRARRRRRRRRRRRRRRRARRRRRN

AEAD C9 2E CNP #82E '.' Dezimalpunkt?

AEAF FO DE BEQ SAESF ja: SAESF

AEB1 C9 AB CMP ¥3AB 112

AEB3  FO 58 BEQ $AFOD  zum Vorzeichenwechsel
AEB5 C9 AA CMP #SAA 1412

AEB7 FO D1 BEQ $AEBA ja: SAe8A

AEB? C9 2 P #322 nhp

AEBB DO OF BNE $AECC nein: SAECC

AEBD A5 7A LDA $7A LOW- und HIGH-Byte des
AEBF A4 7B LDY $78 Progranmzeigers holen
AEC1 69 00 ADC #$00 und Ubertrag addieren
AEC3 90 01 BCC SAEC6 C=0: SAEC6
AECS C8 INY HIGH-Byte erhdhen
AEC6 20 87 B4  JSR %8487 String Ubertragen
AEC9 4C E2 B7 JMP $B7€2 Programmz. auf Stringende +1
AECC C9 A8 CMP #$A8 INOT! -Code?

AECE 00 13 BNE $AEE3 nein: SAEE3

AEDO A0 18 LDY #3$18 Offset des H.Flags in Tabelle
AED2 DO 3B BNE $AFOF  unbedingter Sprung
AARAIRRAARAhhhh R hhh ik idd BAS'C-Befehl NOT

AED4 20 BF B1 JSR $B1BF FAC nach INTEGER wandeln
AED7 A5 65 LDA $65 HIGH-Byte holen

AED9 49 FF EOR #$FF alle Bits umdrehen

AEDB A8 TAY und ins Y-Reg.

AEDC AS 64 LDA $64 LOw-Byte holen

AEDE 49 FF EOR #SFF alle Bits invertieren
AEE0O 4C 91 B3 JMP $B391 nach FlieBkomma wandeln
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LA ddaddddd s 212l Tl ey

AEE3 C9 AS CMP #$AS
AEES DO 03 BNE SAEEA
AEE7  4C F4 B3  JMP $B3F4

HERRAAAAAAAAAAAAAAAAARRRANNY

AEEA C9 B4 CMP #8B4
AEEC 90 03 BCC SAEF1
AEEE  4C A7 AF  JMP SAFA7

ARARARAERENENAAAAAAAEAENRANY

Einsprung von $B3FD

AEF1 20 FA AE  JSR SAEFA
AEF4 20 9 AD  JSR SADYE

TR R R AR R R R AR R R R AR R A A A Ak

'FN'-Code?
nein: SAEEA
FN ausfiihren

ISGN'-Code
kleiner (keine Stringfunkt.)?
holt String ,ersten Parameter

holt Term in Ktamnern

pruft auf Klammer auf
FRMEVL holt Term

pruft suf Zeichen im B.-Text

Einsprung von $820B, $B3C6, $B741

AEF7 A9 29 LDA #$29
AEF9 2C .BYTE s2C
Einsprung von SAEF1, SAFB1,
AEFA A9 28 LDA #328
AEFC 2C .BYTE $2C

Einsprung von SACBZ2, SAFB7,
AEFD A9 2C LDA #32C

Einsprung von $SA76F, SA817,
SABAA, $ABC8, $83CB, $B3E3

AEFF  AO 00 LOY #$00

AFO1 D1 7A CMP (S7A),
AFO3 DO 03 8NE SAF08
AFO5 4C 73 00 JMP 30073

)" Klammer zu

$83B9

(' Klamwer auf

$B07E, $8742, B7F1, SE20E

', ' Komma

$A934, SADAE, SAABD, ABBA

Zeiger setzen

Y mit laufendem Zeichen verg!.
keine Obereinstimmu\g?
CHRGET nachstes Zeichen holen



358

64 Intern

Einsprung von $AB0B, SABEB, $ABSF, $AE30, $BO9C, $B138

$B446, $E216

AFOB8 A2 0B LDX #$0B
AFOA  4C 37 A4 UMP SAL37
AFOD AD 15 LOY #3815
AFOF 68 PLA
AF10 68 PLA
AF11  4C FA AD  JMP SADFA

LA A A ddd A ddd A dd dad gl g ddd)

Einsprung von SAF3B, SAF&E

AF14 38 SEC
AF15 A5 64 LDA $64
AF17 E9 00 SBC #$00
AF19 A5 65 LDA $65
AF1B  E9 AD SBC #$A0
AFID 90 08 BCC $AF27
AFIF A9 A2 LDA #3A2
AfF21 €5 64 SBC $64
AF23 A9 E3 LDA #3€3
AfF25 E5 65 SBC $65
AF27 60 RTS

WARRAAAAAAAAARAAAAAAA AT AR

Einsprung von SAE97

AF28 20 8B BO JSR $B08B
AF2B 85 64 STA $64
AF2D 84 65 STY $65
AF2F A6 45 LDX $45
AF31 A4 46 LDY $46
AF33 A5 00 LDA 300
AF35 FD 26 BEQ SAF5D

Nummer fur *'SYNTAX ERROR'
Fehlermeldung ausgeben

Offset Hierachie-Code fiir V2W
nichsten 2 Bytes vom

Stapel entfernen

Zur Auswertung

priift auf Variable
innerhalb des BASICs

Carry setzen {Subtr.)
Descriptor hoten

liegt Descriptor ($64/365)
zwischen SA000 und SE32A?

ja: damn C=1, sonst RTS

1. Wert laden

1. Descriptorbyte abziehen
2. MWert laden

und Descriptorwert abziehen
Rucksprung

Variable holen

Variabte suchen

Zeiger auf variable
bzw. Stringdescriptor
als

Variablennhame speichern
Typflag holen
mumerisch?
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AF37 A9 00 LDA #$00
AF39 85 70 STA $70
AF3B 20 14 AF  JSR SAF14
AF3E 90 1C BCC SAFSC
AF40  EO 54 CPX #854
AF42 00 18 BNE SAFSC
AF44 €O C9 CPY #$C9
AF46 DO 14 BNE SAF5C
AF4B 20 B4 AF  JSR SAF84
AF4B B4 SE STY S$5E
AF4D 88 DEY

AF4E B4 71 STY $71
AF50  AQ 06 LDY #$06
AF52 B4 5D STY $5D
AF54  AO 24 LOY #$2
AFS6 20 68 BE  JSR SBEGB
AF59  4C 6F B4 JMP $B4LGF
AFSC 60 RTS

AFSD 24 OE BIT SOE
AFSF 10 0D BPL SAF6E
AR RAARRN AR RRRRR ARk kkkkd
AF61  AO 00 LDY #$00
AF63  B1 64 LDA ($64),Y
AF65 AR TAX

AF66  CB INY

AF67  B1 64 LDA ($64),Y
AF69  AB TAY

AF6A  8A XA

AF6B  4C 91 B3 JMP $B391
E2 2222232122232 2322322382232 1
AFGE 20 14 AF  JSR $AF14
AF71 90 20 BCC SAFAD
AFT3  EO 54 CPX #$54
AF7S DO 1B BNE SAF92
AFTT €O 49 CPY #849
AF79 DO 25 BNE SAFAQ
AF78 20 B4 AF  JSR SAFB4

Wert laden und

in Rundungsbyte fir FAC
Descriptor im Interpreter?
nein

T'? (von T1$)

nein: SAF5C

'1$'? (von T1$)

nein: SAF5C

Zeit nach FAC holen

Flag fur Exponentialdarst. =0
vermindern (=SFF)

Zeiger flr Stringstartadresse
Lange 6 fur TIS

speichern

Zeiger auf Stellenwert
erzeugt String T1$

bringt String in Str.bereich
RUcksprung

INTEGER/ REAL Flag
REAL? ja: SAF6E

Integervariable holen
Zeiger setzen

Intgerzahl holen (1. Byte)
ins X-Reg.

Zeiger erhdhen

2. Byte holen

ins Y-Register

1. Byte in Akku holen

und nach FlieBkomma wandeln

REAL-Variable holen
Descriptor im Interpreter?
nein

'T1? (von TI)

nein: $AF92

'"1'? (von TI)

nein: $AFAQ

TIME in FAC holen
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AF7E 98 TYA Akku =0 setzen

AF7F A2 AD LDX #$A0 Exponentbyte fur FAC

AF81 4C 4F BC JMP SBC4F  FAC linksbiindig machen

LAl adadad i i ddadadaddddd)

Einsprung von SAF48, SAF7B

AFB4 20 DE FF  JSR SFFDE
AF87 86 64 STX $64
AF89 B4 63 STY $63
AF8B 85 65 STA $65
AF80 A0 00 LDY #$00
AF8F B4 62 STY $62
AF91 60 RTS

AF92 EO 53 CPX #$53
AF94 DO 0A BNE SAFAO
AF96 CO 54 CPY #$54
AF98 DO 06 BNE SAFAQ
AF9A 20 B7 FF  JSR SFFB7
AF9D 4C 3C BC  JMP $8C3C
L e )
AFAD A5 64 LOA $64
AFA2 A4 65 LOY $65
AFA4L  4C A2 BB UMP $BBA2

2222222 22 22 22 22 22 0t bt dd d

Einsprung von SAEEE

AFA7  OA ASL
AFAB 48 PHA
AFA9  AA TAX
AFAA 20 73 00 JSR $0073
AFAD EO 8F CPX #8$8F
AFAF 90 20 BCC SAFD1

2eit holen

TIME holen

1. Byte nach FAC

2. Byte nach FAC

3. Byte nach FAC
Wert Laden (0) und
als 4. Byte nach FAC
Ricksprung

1807

nein: SAFAQ

T2

nein: SAFAD

Status holen

Byte in FlieBkommaeformat

REAL-Variable holen
LOW- und HIGH-Byte der
Variablenadresse
variable in FAC holen

Funktionsberechnung

Funktionscode mal 2

auf den Stapel retten
und ins X-Register
CHRGET néchstes Zeichen
numerische Funktion?
ja: SAFD1
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AAARAAN AN AN NARNANANAANANANAAAY

AFB1 20 FA AE  JSR SAEFA
AFBG 20 SE AD  JSR SADYPE
AFB7 20 FD AE  JSR SAEFD
AFBA 20 8F AD  JSR $ADSF
AFBD 68 PLA

AFBE AA TAX

AFBF A5 65 LDA $65
AFC1 48 PHA

AFC2 A5 64 LDA $64
AFC4 48 PHA

AfCS 8A TXA

AFC6 48 PHA

AFC7 20 9E B7  JSR $87T9€
AFCA 68 PLA

AFCB  R3 TaY

AFCC  8A TXA

AFCD 48 PHA

AFCE  4C D6 AF  JMP SAFD6

AAAAT TR AR AT AT ERNRARRRRRRR

AFD1 20 F1 AE  JSR SAEF?
AFO4 68 PLA
AFD5 A8 TAY

Einsprung von $AFCE

AFD6 B9 EA 9F  LDA S9FEA,Y
AFD9 8555 STA $55
AFOB B9 E8 9F LDA $9FEB,¥
AFDE 85 56 STA $56
AFEO 20 54 00 JSR $0054
AFE3  4C 80 AD  JMP SAD8D

ety e e e e e Ay e e dr ke e e deke e ke ok ok ok ok ok ol ok

AFE6 AO FF LDY #3FF
AFES 2€ -BYTE $2C

Stringfunktion, String und
ersten Psrameter

prifft auf Klawer auf

FRMEVL holen beliebigen Term
prift suf Komma

prift auf String
Funktionstoken lefts, r$, m¥
Akku nach X holen

Adresse des
stringdescriptors

holen und auf den Stapel
retten (LOM und HIGH)

Akku wiederholen

Token auf den Stapel retten
holt Byte-Wert (2. Parameter)
Token zuridckholen

und ins Y-Reg.

2. Bytewert in den Akku laden
und auf den Stapel retten
Routine ausfihren

numerische Funktion auswerten
holt Term in Xtammern
BASIC-Code fir Funktion halen
und als Zeiger ins Y-Reg.

Vektor flir Funktionsbe-
rechrasg holen und speichern
2.Byte holen

und speichern

Funk tion ausfihren

prift auf numerisch

BASIC-Befehl
Flag fir OR

OR
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LA d A 22222 2 22 2 22l dddd])

AFE9
AFEB
AFED
AFFO
AFF2
AFF4
AFF6
AFF8
AFFA
AFFC
AFFF
8002
BOO4
B00G
BOO8
BOOA
BOOB
8000
BOOF
BO11
BO13

ARRRRARRRRARRNNAARRN A ARR AR AR

8016
B019
B01B
BO1D
BO1F
8021
8023
8025
B027
B02A
8028

LAl adad i dd il ddadadadaddd)

BO2E
8030
8032

AC
84
20
AS
4S
85
AS
45
85
20
20
AS
45
25
45
A8
AS
45
25
45

00
0B
BF
64
0B
07
65
OB
08
FC
BF
65
08
08
08

64
o8
07
0B

81

BB
B1

4C 91 B3

20 90 Ap

80
AS
09
25

13
6E
7F
éa

85 6A
A9 69

AO

00

20 5B 8C

AR

4C 61 BO

A9
85

00
an

CT6 4D

LDY #$00
STY $0B
JSR $BI1BF
LDA $64
EOR $0B
STA $07
LBA 365
ECR $0B
STA 308
JSR $BBFC
JSR $B1BF
LDA $65
EOR $0B
AND $08
EOR $0B
TAY

LDA $64
EOR 308
AND 307
EOR $0B
JMP $B391

JSR SAD90
BCS $BO2E
LDA $6E
ORA #$7F
ARD $6A
STA S6A
LDA #$69
LDY #$00
JSR $BC5B
TAX

JMP $B061

LDA #300
STA 290
DEC $3D

BASIC-Befehl AND

Flag fur AND

Flag setzen

FAC nach INTEGER wandeln
eraten Wert holen

mit Flag verkmnipfen

und speichern

Zweiten Wert hoten

mit Flag verknipfen

und speichern

ARG nach FAC

FAC nach Integer
zweites Byte holen

mit Flag verkniipfen
logische AND-Verkn(pfung
mit Flag verknipfen

ins Y-Reg. retten
erstes Byte holen

ait Flag verknipfen
logische AND-Verkniipfung
mit Flag verknipfen

wieder in Fl ieBkomma wandeln

Vergleich

prift auf identischen Typ
String: dann weiter

Wert holen

ARG in Speicherformat
wande{n und

wieder abspeichern
Adresse von ARG

(LOW- und HIGH-Byte)
Vergleich ARG mit FAC

Ergebnis in FAC holen

Stringvergleich
wert laden und damit
Stringflag laschen
Operatormaske - 1
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BO34 20 A6 B6  JSR $B6A6  FRESTR

BO37 B85 61 STA $61 Stringlénge holen

B0O39 86 62 STX $62 LOW- und HIGH-Byte der
B03B 84 63 STY $63 Stringadresse speichern
BO3D A5 6C LDA $6C LoW- und HIGH-Byte des
BO3F A4 & LDY $60 Zeigers auf zweiten String
BO41 20 AA JSR $B6AA  FRESTR

BO44 86 6C STX $6C Adresse des

BO46 84 6D STY $60 2. Strings

BO4B AA TAX Lange des 2.Strings merken
BO49 38 SEC Carry setzen (Subtraktion)
BO4A ES5 61 SBC 361 Léngen vergleichen

BO4C FO 0B BEQ $B056 gleich: $B056

BO4E A9 01 LDA #$01 Wert fdr: 1.String idnger
BOS50 90 04 BCC $B056 2.String kirzer

B052 A6 61 LOX $61 Lénge des 1.Strings

BO54 A9 FF LDA #$FF Wert fur: 1.String kurzer
B0OS6 B85 66 STA 366 Flag fiur gleichen String,
BOSB AO FF LDY #$FF wenn beide Strings identisch aber
BOSA EB INX ungleich lang sind

BOSB C8 INY Zeiger erhdhen

BOSC CA DEX Stringerde?

BOSD DO 07 BNE $B0&6 nein: weiter

BOSF A6 66 LDX 366 Vorzeichenbyte holen
Einsprung von $B028

B061 30 OF BMi $B072 negativ: $BO72

B063 1B cLC Carry léschen

BO64 90 OC BCC $8072 unbedingter Sprung

BO66 B1 6C LDA ($6C),Y Vergleich der Strings

B068 D1 62 CMP ($62),Y zeichenweise

BO6A  FO EF BEQ $B05B gleiche 2eichen: weiter
BO6C A2 FF LDX #SFF Wert laden

BO6E BO 02 BCS $8072 und Vergleich beerden
BO70 A2 01 LDX #$01 Wert laden

BO72 E8 INX und um 1 erhdhen

BO73 8A TXA Wert in den Akku

BO74 2A ROL linksverschieben, Bit 1, 2=$1
BO75 25 12 AND $12 mit Vorzeichen verknipfen
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8077 FO 02 BEQ $8078 =0: %8078

BO79 A9 FF LDA #SFF

807B 4C 3C BC JMP $8BC3C £rgebnis nach FAC holen

BOTE 20 FD AE  JSR SAEFD  CHKCOM prift auf Komma
2322324232223 22232 22322222133 BASIC-Befehl DI"

8081 AA TAX nachstes Zeichen

8082 20 90 BO JSR $B090 Variable dimensionieren

8085 20 79 00 JSR $0079 CHRGOT letztes Zeichen holen
BO88 00 F& BNE $BO7E nicht Ende: zur nachsten Var.
BOBA 60 RTS RUcksprung

AkRRERREERERRREERANRRRRRRRRR

Variable holen

Einsprung von $SA9A5, $AC15, $AD24, $AF28, $B3CO

A2 00
20 79 00

8088
B08D

LOX #$00
JSR $0079

Einsprung von $8082

B090 86 OC STX $0C
Einsprung von $B3EA

B092 85 45 STA $45
BO94 20 79 00 JSR $0079
BO97 20 13 B!  JSR $B113
B809A 80 03 BCS $BO9F
BO9C  4C 08 AF  JMP SAF08
B809F A2 00 LDX #$00
B80A1 86 0D STX $0D
BOA3 86 CE STX SOE
BOA5 20 73 00 JSR $0073
B0A8 90 05 BCC $BOAF
BOAA 20 13 B1 JSR $B8113
BOAD 90 0B 8CC $BOBA
BOAF  AA TAX

80B0 20 73 00 JSR $0073

Flag far nicht dimensionieren
CHRGOT letztes Zeichen holen

DIM-Flag setzen

Variabl enname

CHRGOT tetztes Zeichen holen
praft auf Buchstabe

ja: SBOYF

'SYNTAX ERROR'

Wert laden und damit
Stringflag loschen
Integerflag loschen

CHRGET néchstes Zeichen holen
2iffer?

prift auf Buchstabe

nein: $B0BA

2Weiter Buchstabe des Names
CHRGET nachstes Zeichen holen
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B0B3
B0BS
B0B8
BOBA
BOBC
BOBE
BOCO
BOC2
BOC4
BOC6
BOC8
BOCA
BOCC
BOCE
B0DO
BOD2
BOD4
BODS
BOD7
BOD8
BODB
BODD
BDDE
BOEO
BOE2
BOE4
BOE7
BOE9
BOEB
BOED
BOEF
BOF1
BOF3
BOF5
BOF7
BOF9
BOfB

BOFD
BOFF

20
B0
c9
DO
A9
85
DO
c9
DO
A5
D0
A9
85
05
85

s

05
EY
DD
4C
AO
84
A5
A6

85
E4
D0
c5
FO
A5

D1
DO

FB
13
F6
2
06
FF
00
10
25
13
10
00
80
OE
45
45

46

10
28
03
01
0o

20
2E
60
5F
30
04
2F
22
45

5F
08

B1

00

B1

BCC $80BO
JSR $B113
BCS $B0BO
CMP #324
BNE $B0C4
LDA #S$FF
STA $00
BNE $B004
CMP #8325
BNE $8008B
LOA $1D
BNE $B0%C
LDA #380
STA $SOE
ORA $45
STA $45
TXA

ORA #£80
TAX

JSR $0D73
STX $46
SEC

ORA 310
SBC #%28
BNE $BOE7
JMP $B1D1
LDY #3800
STY $10
LDA $2D
LDX $2E
STX $60
STA $5F
CPX $30
BNE $BOFB
CMP $2F
BEQ $B11D
LDA $45

CMP ($5F),Y
BNE $B1D9

Ziffer?

priift auf Buchstabe

ja: weitere 2eichen Uberlesen
'$' Code?

nein: $B0C4

Wert laden und

Stringflag setzen

Sprung

'%' Code?

nein: $80DB

Integer erlatbt?

nein: 'SYNTAX ERROR!

Wert fir Integer laden

und Integerflag setzen

Bit 7 im 1.Zeichen setzen und
speichern (Bit7=1: Integer)

X nach Akku speichern

Bit 7 im 2.8uchstaben setzen
X-Reg. zurickhalen

CHRGET néchstes Zeichen holen
zweiten Buchstaben speichern
Feldvariabten ertaubt?

wenn nicht, Bit7 setzen
'{'-Wert abziehen

nicht Klamner auf?
dimensionierte Variable holen
Wert laden und

FN-Flag = 0 setzen

Zeiger auf Variablenanfang
holen (LOW und HIGH)

und zum

Suchen merken

Suchzeiger = Variablenanfang
nein: $BOFB

Ende der Variablen erreicht?
ja: nicht gefunden, anlegen
ersten Buchstahen des Namens

mit Tabelle vergleichen
nein: weitersuchen
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B101  AS 46 LDA $46 Zweiten Buchstaben

B103 C8 INY Zeiger erhdhen

B104 01 5F CMP (SSF),Y vergleichen

B106 FO 70 BEQ $B185 gleich: gefunden

8108 88 DEY Zeiger vermindern

B109 18 cLC Carry setzen (Addition)
B10A A5 5F LDA $5F Zeiger um 7

B10C 69 07 ADC #807 erhohen (2+5 Byte REAL Var.)
B10E 90 E1 BCC $BOF1  (Lénge eines V.-Eintrags)
B110 E8 INX Ubertrag addieren

B111 00 DC BNE $BOEF weiter suchen

LAl addddd ddadadddddalddddd]d) pruft auf Bmhstﬂbe

Einsprung von SAE92, $B097, $BOAA, $B0B5

B113 C9 41 CMP #$41 'A'-Code? (Buchstabencode)
B115 90 05 BCC $B11IC nein: $BH1C sonst C = 0
B117 E9 5B SBC #$5B 12041

B119 38 SEC jas dann C = 1

B11A E9 A5 SBC #$A5 nefn: denn C = 0

B11C 60 RTS Rucksprung

R dddda i s il gsdssy g variable anlegen

B110 68 PLA

BT1E 48 PHA Aufrufadresse prifen
BiiF C9 2A CMP #$2A Aufruf von FRMEVL?
B121 DO 05 BNE $B12B nein: dann neu anlegen
Bi23 A9 13 LDA #$13 Zeiger auf Konstante 0
8125 AO BF LDY #$BF (LOW und HIGH)

B127 60 RTS Rilkcksprung

B128 A5 45 LDA $45 Low- und HIGH-Byte
B12A A4 46 LDY $46 des Variablennames
B12C €9 54 CMP #$54 'T'-Code?

B812E 00 0B BNE $B13B nein: $B138

B130 co c9 CPY #$C9 '1$'-Code?

8132 FO EF BEQ $B123  ja: TIS

8134 CO 49 CPY #349 '1'-Code?

B136 DO 03 BNE $B13B  nein: $B138

B138 4C 08 AF  JMP SAFO8  'SYNTAX ERROR'
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8138
8130
B13F
8141
8143
8145
B147
8149
8148
B14D
B4F
B151
B153
8154
B156
8158
8159
8158
8150
B160
8162
8164
8165
8167
B169
B16B
8160
B16F
B170
B172
8174
8176
8177
B179
B17A
817c
B17D
B17F
B180
B182

c®
00
co
FO
AS
.11
85
84
AS

sRAX

69

& 38

20
AS
a4
c8
85
B4
AO

91
c8
AS
91
A9

91
c8
91
c8
1
c8
91
c8

53
04
54
F5
2F
30
SF
60
31
32
5A
58

07
01

58
59
B8 A3
58
5¢

2F
30
00

45
SF

SF

00

SF

SF

SF

SF

CHP #$53
BNE $8143
CPY #3854
BEQ $B138
LDA $2F

Ltby 830

STA SSF

STY $60
LDA $31

LDY $32
STA 854
STY $58
cLC

ADC #$07
BCC $8159
INY

STA $58

STY 359

JSR $A3B8
LDA $58
LDY %59

INY

STA S2F

STY $30

LDY #$00
LDA %45

STA ($5F),Y
INY

LDA $46

STA (S5F),Y
LDA #$00
INY

STA ($5F),Y
INY

STA ($SSF),Y
INY

STA ($5F),Y
INY

STA ($5F),Y
INY

‘S -Code?

nein: $B8143

'T!-Code?

ST, denn 'SYNTAX ERROR'
LOW- und HIGH-Byte des
Zeigers auf Arraytabelle
Lladen und

merken

LOW- und HIGH-Byte des
Zeigers auf Erde der
Arraytabelle

merken

Cerry fir Addition setzen
um 7 verschieben fir Anlage
einer neuen Variablen
Ubertrag addieren

LOM- und HIGH-Byte des
neuen 8lockerdes speichern
Block verschieben

Werte

wiederholen

und damit

2eiger auf Arraytabelle
neu setzen

2Zeiger setzen

erster Buchstabe des Mamens
und speichern

2eiger erhohen,

zZweiten Buchstaben holen
und abspeichern

Nullwert iaden

Zeiger erhohen

nichsten 5 Werte

der Variable auf 0 setzen
2. Byte speichern

Zeiger erhohen

3. Byte speichern

2eiger erhdhen

4. Byte speichern

2eiger erhdhen
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B183 91 5F

B185 A5 5F LDA $5F
B187 18 CLC

B188 69 02 ADC #8302
B18A A4 60 LDY $60
B18C 90 01 BCC $B18F
B18E C8 INY

B18F 85 47 STA $47
B191 84 48 STY $48
8193 60 RTS

ARAARIXAARAAARAIATA T AR A ATIN

Einsprung von $B253, $B261

B194 A5 0B LDA $0B
B196 O0A ASL

B197 69 05 ADC #$05
B199 65 SF ADC $5F
B198 A4 60 LDY $60
B190 90 01 BCC $B1AD
B19F C8 INY

B1A0 8 58 STA $58
B1A2 84 59 STY $59
B1A4 60 RTS

e e e eI e e oo e ol e o e o e e e

B'AS 90 80 00 00 00

Li ittt 22 22 2 22 1L 2

B1AA 20 BF B1  JSR $B1BF
B1AD A5 64 LDA $64
B1AF A4 65 LDY $65
B1B1 60 RTS

ARRRKRRARRRRARARRARATERRAS kY

STA ($5F),Y 5. Byte speichern

2eiger auf Variablenwert
Carry toschen (Addition)
zwei fur Namen addieren
in Zeiger auf Variable

2eiger auf erstes Byte
als Variablenzeiger
nach $47/48 speichern
Rucksprung

berechnet 2eiger auf erstes
Arrayetement

Anzahl der Dimensionen
mal 2

plus 5

2u $5F und

$60 addieren

Erhdhung unrgehen
Ubertrag addieren
Ergebnis-Zeiger nach
$58/59 speichern
Rucksprung

Konstante -32768
Umwandlung FAC nach Integer
FAC nach Integer wandeln
LOW-Byte

HIGH-Byte

Rucksprung

Ausdruck holen und
nach Integer
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Einsprung von $B1E3

B1B2 2073 00 JSR $0073
B185 20 9E AD  JSR SADSE
Einsprung von $B7A1

8188 20 8D AD JSR $A0BD
B1BB A5 66 LDA 386
B180 30 0D BMI S$BICC
Einsprung

B1BF A5 61 LDA $61
B1C1 €9 90 CMP #$90
B81Cc3 90 09 BCC $SBICE
BIC5 A9 AS LDA #$A5
B1C7 A0 B1 LDY #$B%
B1C9 20 58 BC  JSR $BC5B
BicC DO 7A BNE $B24B
BICE 4C 98 BC JMP SBC9B

FhRRAAAARRAA AR hhhhiiddhid I

Einsprung von $BOE4

B1IDt A5 OC LDA $OC
B1D3 05 OE DRA SOE
BID5 48 PHA

BID6 A5 00 LDA $0D
BiIDB 4B PHA

B1ID9 AD 00 LOY #$00
81IDB 98 TYA
BIDC 4B PHA

B1DD A5 46 LDA $46
B1DF 4B PHA

B1EO A5 45 LOA $45
BIE2 4B PHA

B1E3 20 B2 81 JSR $B1B2
BIE6 68 PLA

CHRGET néchstes Zeichen holen
FRMEVL, Ausdruck auswerten

priift auf numerisch
Vorzeichen?
negativ: dann 'ILLEGAL QUANT'

von $A9C7, SAED4, SAFEO, SAFFF, SB1AA

Exponent

Betrag grdBer 3276B?

nein: $BICE

Zeiger auf

Konstante -3276B setzen
Vergleich FAC mit Konstante
ungleich: *ILLEGAL QUANT!
wandel t FlieBkomma in Integer

dimensionierte Variable holen

DIM Flag

Integer Flag

auf Stapel retten

String Flag

auf Stapel retten

Anzahl der Indizes

in Akku und

auf Stapel retten

2. Buchstabe des Variablenn.
und retten

1. Buchstabe der Variablenn.
retten

Index holen und nach Integer
die zwei
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BIE7
B1E9
B1EA
81EC
81ED
81EE
B1EF
81f2
B1F3
B1F6
B1F7
B1F9
B1FC
BTFE
8201
8202
B205
B207
8209
B208
B20E
B20F
821
8212
8214
8216
8218
821A
821c
821E
8220
8222
8224
8226
8228
822A
822c
8220
822F
8231

85

85

A8
BA
BD
48
BD
48
AS

8385838

c9
FO
84
20

85

85
29
85
A6
AS

85
c5
00
E4
FO
AO
81
c8
€S
D0
AS

45

46

02 01

01 01

02 01
65
D1 01

79 00
2C
D2
08
F7 AE

0o

OE
7F
oc
2F
30
SF
60
32
04
31
39
00
5F

45
06
46

STA
PLA
STA
PLA
TAY
TSX
LDA
PHA
LDA
PHA
LDA
STA
LDA
STA
INY
JSR
CMP
BEQ
STY
JSR
PLA
STA
PLA
STA
AND
STA
LDX
LDA
STX
STA
CMP
8NE
CPX
8EQ
Loy
LDA
INY
CMP
8NE
LDA

$45

$46

$0102,X

$0101,X

$64
$0102,X
$65
$0101,X

$0079
#%2C
$81D8
$08
SAEF7

$00

$SOE
#S7F
$0C
$2F
$30
$5F
$60
$32
$8228
$31
$8261
#300
($5F),Y

$45
$8237
$46

Bytes des

variablennamens zurilckholen
und wieder abspeichern
Anzehl der Indizes

holen und ins Y-Reg.

Stapelzeiger als 2eiger setzen

Variablenflags

aus dem Stapel kopieren
und oben auf den

Stapel legen

anstelle der

Variablenflags

Index LOW und HIGH in

den Stapel kopieren

Anzahl der Irdizes erhdhen
CHRGOT tetztes Zeichen holen
1,' Komma?

ja: dann nachsten Index
Anzahl der Indizes speichern
pruft auf Klsmmer zu

Flags vom

Stapel

zurlckholen

und abspeichern

Integerflag herstellen

und abspeichern

LOW- und HIGK-8yte des
Zeigers auf Arraytabelle
holen und

2eiger merken

Ende erreicht?

nein: weiter

mit Tabellenende vergleichen
ja: nicht gefunden, anlegen
Zeiger setzen

Namen aus Tabelle holen
Zeiger erhdhen

mit ges. Namen vergleichen
ungleich: $8237

Vergleich mit
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B233 D1 5F CMP ($5F),Y zweitem Buchstaben

B235 FD 16 BEQ $B24D gefunden: $B24D

B237 8 INY Z2eiger erhohen

B238 B1 5F LDA ($5F),Y Suchzeiger zur

B23A 18 cLC Feldlinge

B23B 65 5F ADC S5F Addieren

B23D AA TAX ergibt Zeiger auf

B23E C8 INY néchstes Array

B23F B1 5F LDA ($5F),Y gleiches System

B241 65 60 ADC $60 mit zweitem Byte

B243 90 07 B8CC $B21C und weiter suchen

Einsprung von $8308

B245 A2 12 LDX #$12 Nummer fir 'bed subscript'

B247 2C .BYTE $2C

Einsprung von $AA24, $B798, $BYF1

B248 A2 OE LDX #$0E Nummer fur 'illegal quanti.'

B24A  4C 37 A4 JMP SA4L37  Fehlermeldung ausgeben

B24D A2 13 LOX #8$13 Nummer fir 'redim'd array!

B24F A5 OC LDA $0C DIM-Flag null?

B251 DO F? BNE $B24A nein: dann Fehlermeldung

B253 20 94 B1  JSR $B194 2eiger auf 1.Arrayelement

B256 A5 0B LDA $0B 2ahl der gefundenen Dimensio.

B258 A0 04 LDY #804 Zeiger setzen

B25A D1 5F CMP ($5F),Y mit Dimensionen des Arrays
vergleichen

B25C D00 E7 BNE $B245 ungleich: ‘'bad subscript'

B25E 4C EA B2 JMP $B2EA  sucht gewinschtes Element

CEERRRARANNANARRRRRRRNRRRRRNNANN Arrayva riable Enlegen

B261 20 94 B1 JSR $B194 Lénge des Arraykopfs

B264 20 08 A4  JSR $A408 prift auf gentgend Ptatz

B267 A0 00 LDY #$00 Zeiger fur Polynom-

B269 84 72 STY 872 auswertung neu setzen

B26B A2 05 LDX #$05 Wert flir Variablenlange(REAL)

B260 A5 45 LDA $45 erster Buchstabe des Namens
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B26F
B271
8273
B274
B275
B277
B279
B278
B27¢C
827D
B27F
8281
8282
8283
8284
8286
8288
828A
828C
828¢
B28F
8290
8292
8293
B294
B296
8297
B299
829A
8298
B290
B2A0
B2A2
B2A4
B2A6
B2A8
B2AA
B2AC
B2AE
B280

91
10
CA
c8
AS
91

8&&L L5

288

A2
A9
24
50

18

&2 9

c8
9N
ca

gy82e

Ab
cé
DO
65
BO
8s
A8

5F
01

46
5F
02

7
0B

5F
08
00
oc

01

00

5F

5F
4C
I4)

22
08
DC
59
5D
59

B3

STA
BPL
DEX
INY
LDA
STA
BPL
DEX
DEX
STX
LDA
INY
INY
INY
STA
LDX
LDA
BIT
BVC
PLA
CLC
ADC
TAX
PLA
ADC
INY
STA
INY
TXA
STA
JSR
STX
STA
Loy
DEC
BNE
ADC
BCS
STA
TAY

($5F),Y
$8274

$46
($5F),Y
$827D

$71
$0B

($5F),Y
#$08
#300
$0C
$8296

#$01

#300

($5F),Y

($5F),Y
$B34C
71

$72

$22

$08
$8286
$59
$8308
$59

in Arraytabelle

kein Integer?

bei Integerzaht

Bytes vermindern

zweiter Buchstabe

in Tabelle schreiben

kein String oder Integer?
entglltige

Variablenlinge herstellen
und speichern (2, 3 oder 5)
Anzahl der Dimensionen holen
Zeiger

um 3

erhchen

im Arrayheader speichern
11, Defaultwert fir
Dimensionierung

Aufruf durch DIM-Befehl?
nein: $B296

Dimension vom Stapel holen
Carry loschen (Addition)
eins addieren

und ins X-Reg.

2.Mert holen

Obertrag addieren

Zeiger erhihen

uwd speichern

Zeiger erhdhen

1.Wert wieder in den Akku
und ebenfalls speichern

Platz fir Dimensionen berech.

LOW- und HIGH-Byte des
Variablenende-Zeigers merken
2eiger auf Arrayheader
weitere Dimensionen?

ja: $B8286 (Schleifenbeginn)
Feldldnge plus Startadresse
Oberlauf: 'OUT OF MEMORY'
Wert wieder speichern

und ins Y-Reg. bringen
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B2B1 8A TXA

B2B2 65 58 ADC $58
B2B4 90 03 BCC $B2B9
B2B6 C8 INY

B2B7 FO 52 BEQ $B308B
B2B9 20 08 A4  JSR $A408
B2BC 85 31 STA $31
B2BE 84 32 STY $32
B2CG A9 00 LDA #$00
B2C2 E6 T2 INC $72
B2C4 A4 TN LDY $71
B2C6 FO 05 BEQ $B2CD
B2c8 88 DEY

B2C9 91 58 STA ($58),Y
B2CB DO F8 BNE $B2C8
B2CO C6 59 DEC $59
B2CF C6 72 DEC $72
B201 DO F5 BNE $B2C8
B203 E6 59 INC $59
B205 38 SEC

B206 A5 31 LDA $31
B208 E5 5F SBC $5F
B20A AD 02 LDY #8302
B20C 91 5F STA ($5F),Y
B2DE A5 32 LDA $32
B2ED C8 INY

B2E1 E5 60 SBC $60
B2E3 91 5F STA (8$5F),Y
B2E5 A5 OC LDA $0C
B2E7 DO 62 BNE $B34B
AARARARRARRARRRARAAARRAARRRRAR
B2E9 C8 INY

Einsprung von $B25E

B2EA Bl 5F LDA (S$5F),Y
B2EC 85 0B STA $08B
B2EE A9 00 LDA #$00
B2F0 85 71 STA $71

Variablenendzeiger in Akku
2.2eichen addieren
Uberlauf: Platz priifen
Endzdresse erhohen
Uberlauf: 'OUT OF MEMORY?
pruft auf Speicherptatz
2eiger auf Ende

der Arraytabelle setzen
Array mit Nullen filillen

1.Schlei fenende?
ja: $B2CD

2eiger vermindern
Nullwert setzen
fertig: $B2C8

Carry setzen (Subtr.)
Zeiger auf Feldende

- Zeiger auf Arrayheader
2eiger setzen
Arrayldnge LOW

Zeiger auf Feldende
2eiger erhchen

- Zeiger auf Arrayheader
Arrayldnge HIGH

Aufruf vom DIM-Befehl?
ja: RTS

Arrayelement suchen
2eiger erhdhen

Zahl der Dimensionen
speichern

Nullwert laden und
Zeiger auf Polynom-
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B2F2 85 72 STA $72
B2F4 C8 INY

BAF5 68 PLA

B2F6 AA TAX

B2F7 85 64 STA $64
B2F9 68 PLA

B2FA 85 65 STA $65
B2FC D1 5F CMP (SSF),Y
B2FE 90 DE BCC SB3OE
B300 DO 06 BNE $B308
B302 8 INY

B303 8A XA

B304 D1 5F CMP ($5F),Y
B306 90 07 BCC $B30F
B308 4C 45 B2  JMP $B245
B30B 4C 35 A4 JMP SA43S

L2222 22222222221 2222 44224434323

B30E C8 INY

B30OF A5 72 LDA $72
B311 05 71 ORA $71
B313 18 CLC

B314 FO OA BEG $B320
B316 20 4C B3  JSR $B34C
B319 8A TXA

B31A 65 64 ADC $64
B31C AA TAX

B31D 98 TYA

B31EE A4 22 LDY $22
B320 65 65 ADC $55
B322 8 7 STX $71
B324 C6 0B DEC $DB
B326 DD CA BNE $B2F2
8328 85 72 STA $72
B32A A2 05 LDX #805
B32C A5 45 LDA $45
B32E 10 01 BPL $8331
B330 CA DEX

B331 A5 46 LDA $46

auswertung Lloschen

Zeiger erhothen

1. Indexwert vom Stapel
holen und ins X-Reg. bringen
Wert speichern

2. Indexwert holen

und speichern

mit Wert im Array vergleichen
kleiner?

groBer: 'bad subscript’
2eiger erhohen

1.Wert zurickhoten

LOW-Byte vergleichen
kleiner: dann weiter

‘bad subscript’

'out of memory'

Berechnung der Adresse

eines Arrayelements

2eiger erhohen

2eiger auf Polynomausw.(HIGH)
Zeiger auf Polynoniausw.(LOW)
Carry loschen

Multiplikation umgehen
Multiplikation
(X/Y)=($71/72)*({$5F/60),Y)

Akku zuruck ins X-Reg.

Z2eiger in Arrayheader

Anzahl der Dimensionen
mit nachstem Index weiter

Variabtenldnge (5, REAL)
erster Buchstabe des Namens
Integer? nein: $B331

Lange vermindern

zweiter Buchstabe des Namens



Das ROM-Listing

375

8333 110 02 BPL $B337
B335 CA DEX

B336 CA DEX

B337 86 28 STX $28
B339 A9 00 LDA #$00
8338 20 55 B3  JSR 38355
B33E 8A TXA

B33F 65 58 ADC $58
8341 85 47 STA $47
0343 o8 TYA

B344 65 59 ADC $5¢9
B346 85 48 STA $48
B348 A8 TAY

B349 AS 47 LDA $47
8348 60 RTS

A e ke e e s ek e e e e e el sk skl e s e e o

Einsprung von $B290, $B316

B34C 84 22 STY $22
B34E B1 5F LDA ($5F),Y
8350 85 28 STA $28
B352 88 DEY

B353 81 5F LDA ($5F),Y
Einsprung von $8338

B355 85 29 STA $29
8352 A9 10 LDA 2810
B35¢ B85 5D STA $5D
B358 A2 00 LDX #$00
B350 AC 00 LDY #$00
B35F 8A TXA

8360 0A ASL

8361 AA TAX

B362 98 TYA

B363 2A ROL A
8364 A8 TAY

fLP? Ja: 38337

Lénge 2 mal

vermindern

Lange der Variablen 2,3 oder3
Wert laden und demit
offset im Array berachnen
2ur Adresse des ersten
Elements addieren

ergibt Variablenadresse
2.Byte in Akku holen
addieren, ergibt

HIGH-Byte der Adresse

ins Y-Reg. bringen und
1.Byte wieder in Akku holen
Réicksprung

Hilfsroutine fir
Arrayberechnung

Register merken
1.Wert holen

urd abspeichern
Zeiger vermindern
2.Wert holen

und abspeichern

Wert laden und damit
Verschiebezshler setzen

LOW- und HIGH-Byte des Er-
gebnisregisters auf 0 setzen
LOWw-Byte in Akku holen und
um 1 Bit nach links schieben
Byte zuriick ins X-Reg.
HIGH-Byte in den Akku holen,
um 1 Bit nach links schieben
und zurtickbringen
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8365 BO A4 BCS $B30B (lberlauf: 'out of memory’
B367 06 71 ASL $71 néchstes Bit aus

B3&9 26 72 ROL $72 $71/72 herausholen

B368 90 0B BCC $8378 =07 ja: Addition umgehen
8360 18 cLc Carry setzen (Addition)
B36E 8A TXA LOM-Byte holen

B36F 65 28 ADC $28 1.Wert addieren

B371 AA TAX LOW-Byte zurlckbringen
B372 98 TYA HIGH-Byte holen

B373 65 29 ADC $29 2.Mert addieren

B37S A8 TAY HIGH-Byte zurickholen
8376 80 93 BCS $830B llberlauf: ‘out of memory!
B3I78 C6 50 DEC $5D niichstes Bit holen

B37A D0 E3 BNE $B35F alle 16 Bits? nein: weiter
B37C 60 RTS Rlcksprung
RRRRRRRRRRRRRRA AR BASIC.Funkt’m FRE

B37D A5 00 LDA $0D Typflag

B37F FO 03 BEO $B384 kein String

B381 20 A6 B6 JSR SB6A6  FRESTR

8384 20 26 BS JSR $B526 Garbage Collection

B387 38 SEC Carry setzen (Subtr.)
8388 A5 33 LDA $33 Stringanfang (LOW)

B38A B 31 SBC $31 - Variablenende (LOW)
B38C A8 TAY ergibt freien Speicher
838D A5 3% LDA $34 Stringanfarg (HIGH)

B38F E5 32 SBC $32 - Variablenerde (HIGH)
Einsprung von SAEEO, SAF6B, $B013

B391 A2 00 LDX #$00 Wert laden und

B393 86 00 STX $0D Flag auf numerisch setzen
B395 B5 62 STA $62 LOWw- und HIGH-Byte des
B397 84 63 STY $63 Ergebiisses merken

B399 A2 90 LDX #$90 und nach

B398 4C 44 BC  JMP $BC44  FlieBkomma wandlen
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SETEETRTTEE YRR TeRRvReteRte  BASIC-Funktion PQS

B39 38 SEC
B39F 20 FO FF  JSR $FFFO

C=1 Cursorposition holen
Cursorposition holen

Einsprung von $877F, $B795, $B821

LDA #3$00 2=1
BEQ $8391 unbedingter Sprung

B3A2 A9 00
B3a4 FO EB

TrErErE TR TR e e e e evetieveey Tegt auf Direkt-Modus

Einsprung von $AB78, $ABCE, $B3B6

B3A6 A6 3A LDX $3A Flag laden (Direktm. = SFF)
B3A8 E8 INX testen

B3A9 DO AD BNE $B34B nein: dann RTS

B3AB A2 15 LDX #$15 Nummer fur 'illegal direct®
83AD 2C .BYTE $2C

B3AE A2 18 LDX #3$18B Nuamwer fir ‘undef'd function'
B3B0O 4C 37 A4 JUMP $A4L37 Fehlermeldung ausgeben

LALAL AT 2R IR A T DA AL Aol A a4

BASIC-Befehl DEF FN

B3B3 20 E1 B3  JSR $B3E1 prift FN-Syntax

B3B6 20 A6 B3  JSR $B3A6 testet auf Direkt-Modus
B389 20 FA AE  JSR SAEFA pruft auf 'Klammer auf’
B3BC A9 80 LDA #$80 Wert laden

B3BE 85 10 STA $10 sperrt INTEGER-Variable
B3CO 20 838 BO JSR $B08B  sucht variable

B3C3 20 8D AD  JSR $AD8D prift auf numerisch
B3C6 20 F7 AE  JUSR $AEF7 prift auf 'Klammer zu'
B3C? A9 B2 LDA #$B2 1=+ BASIC-Code

B3CB 20 FF AE  JSR SAEFF  prift auf '=!

B3CE 4B PKA erstes Zeichen auf Stapel
B3CF A5 48 LDA $48 LOW- und HIGH-Byte der
B301 48 PHA FN-Variablen-Adresse
B302 A5 47 LDA $47 auf den Stapel

B304 48 PHA legen

B305 A5 78 LDA $78B LOW- und HiGH-Byte
B3D7 48 PHA des Programmzeigers
B83D8 A5 7A LDA $7A auf den Stapel
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B3DA 48 PHA legen
B308 20 F8 AB  JSR SA8F8 Progremmzeiger auf Statement
B3DE 4C 4F B4 JMP $B44F  FN-Variable vom Stapel holen

RRRRRRRRRAAARRRRRRAARERRAAARR Or(jft FN-Syntax

Einsprung von $83B3, $B3F4

B3E1 A9 AS LDA #SA5 FN-Code

B3E3 20 FF AE  JSR SAEFF  priUft auf FN-Code

B3e6 09 80 ORA #380 Wert Laden

B3E8 85 10 STA $10 sperrt INTEGER-Variable
B3EA 20 92 80 JSR $B092 sucht Variable

B3ED 85 4E STA SAE LOW- und HIGH-Byte

B3EF B84 4F STY $4F FN-Variablenzeiger setzen

B3F1 4C 8D AD  JMP SADBD priift auf numerisch

ARRRRXRRRRRARRRR AR AREE AR d BASIC-Funkt ion FN

Einsprung von SAEE?

B3F4 20 E1 B3  JSR $B83E1  priUft FN-Syntax

B3F7 A5 4F LDA $4F LOW- 1nd HIGH-Byte des
B3F9? 48 PHA FN-Variablenzeigers
B3FA AS 4E LDA S4E auf den Stapel

B3FC 48 PHA legen

B3FD 20 F1 AE  JSR SAEF1 holt Term in Klamwmern
B400 20 8D AD JSR $AD8D pruft auf mumerisch

B403 68 PLA LOM- und HIGH-Byte

B404 85 4E STA S4E des

B406 68 PLA FN-Variablenzeigers wieder-
B407 85 4F STA $4F holen und speichern

B409 A0 02 LDY #$D2 Zeiger setzen

B40B B1 4E LDA (S$4E),Y Zeiger (LOW) auf FN-Variable
B40D 85 47 STA $47 in Variablenadresszeiger
B4OF AA TAX und ins X-Reg.

B410 C8 INY Zeiger erhdhen

B411  B1 4E LDA (S4E),Y Zeiger (HIGH) laden

8413 FO 99 BEQ $B3AE  gibt 'undef'd function'
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B415
B417
8418
B4TA
8418
B4iC
B41E

8423
B42S
B426
B428
B429
B42B
B42D
B42E
B430
B432
8434
B435
8437
8438
8438
843C
B43E
B43F
B441
B444
8444

8449
B44A
B44C
B44D

85 48
c8
B1 47

10 FA
A4 48
20 D4

AS 7A
48

B1 4E
85 7A
c8

B1 4E
85 78
AS 48

AS 47
48
20 8A

85 4E

85 4F
20 79
FO 03
4C 08

68
85 7A
68
85 78

AD

00

AF

STA $48
INY

LDA ($47),Y
PHA

DEY

BPL $B418
LDY $48
JSR #8BD4
LDA& $78

PHA

LDA $7A

PHA

LDA ($4E),Y
STA $7A

INY

LDA (S4E),Y
STA $78
1DA $48
PHA

LDA $47
PHA

JSR $ADBA
PLA

STA $4E

PLA

STA $4F

JSR $0079
BEQ $B449
JNP $AFOS

PLA
STA $7A
PLA
STA $78

Einsprung von $B30E

B44F
8451
B452

A0 00
68
91 4E

LDY #$00
PLA
STA (S4E), Y

in variablenadresse

Zeiger erhdhen
FN-Variablenwert holen

und auf Stapel retten
Zeiger vermindern

fertig? nein: nachster Wert

FAC in FN-Variable iibertragen
Programnzeiger (LOW}

auf Stapel

Programnzeiger (NIGH)

auf Stapel

LOW un) HIGH-Byte

des

Programnzeigers auf
FN-Ausdruck

speichern

2eiger auf FN-Variabla
hoten uxd

auf den Stepel

retten

numeris¢hen Ausdruck holen
LOW- und HIGH-Byte

des Zeigers auf FN-
Variable vom Stapel holen
und in FN-2eiger speichern
CHRGOT letztes Zeichen holen
keine weiteren 2eichen?
gibt ‘SYNTAX ERRGR?

LOW- und HIGH-Byte
des
Programmzeigers
2urlickholen

Zeiger setzen
FN-Variable vom Stapel
2urtickholen
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B454 68 PLA
B455 C8 INY
B456 91 4E STA (S4E),Y
B458 68 PLA
B459 C8 INY
B45A 91 4E STA (S4E),Y
B45C 68 PLA
8450 C8 INY
B4SE 91 4E STA ($4E),Y
8460 68 PLA
B461 C8 INY
B462 91 4E STA ($4E),Y
8464 60 RTS

RERERERRERERER T w b R e e e e T o

B465 20 80 AD  JSR $SAD8D
B468 A0 00 LDY #$00
B46A 20 DF BO  JSR $BDDF
B46D 68 PLA
B46E 68 PLA

Einsprung von SAF59

B46F A9 FF LDA #$FF
B471 AO 00 LDY #$00
B473 FO0 12 BEQ $8487

Ladad 4324222244442 2223244447

und abspeichern

Zeiger erhdhen

2.Wert abspeichern
3.Wert vom Stapel holen
2eiger erhdhen

und abspeichern

4.Wert vom Stapel holen
2eiger erhoéhen

und abspeichern

S.Wert vom Stapel holen
2eiger erhdhen

und abspeichern
Rucksprung

BASIC-Funktion STRS
prift auf numerisch

Wert laden und

FAC nach ASCII umsandeln
Ricksprungadresse vom
Stapel entfernen

LOW-Byte
Startadresse des Strings=$SFF

Stringzeiger berechnen

Einsprung von $AA56, $B4CD, $B65D

B475 A6 64 LOX $64
B477 AL 65 LDY $65
B479 86 50 STX $50
B478 8 51 STY $51

Einsprung von SB6F3, $B70F

20 F4 B4
86 62

B47D
8480

JSR $B4F4
STX $62

2eiger in
$64/65 in
Zeiger auf Stringdescriptor
speichern

Platz fUr String, Lange in A
Adresse LOW
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B4B2 84 63 STY $63 Adresse HIGH
B484 85 61 STA 361 Lénge
B486 60 RTS

WRRANRAATAAAANAANAAAAAATAANA string holen. zeiger In A/Y

Einsprung von $SAABF, SAB1E, SAEC6

B487 A2 22 LOX #$22 ‘Ui .Code
B489 86 07 STX $07 nach Suchzeichen
B48B 86 08 STX $08 und Hochkommaflag

Einsprung von $AC7D

BA80 85 6F STA $6F Startadresse des Strings
B4BF 84 70 STY $70 nach $6F/70

B491 85 62 STA $62 und $62/63

B493 B4 63 STY $63 speicherh

B495S  AO FF LDY #$FF Zeiger setzen

B497 8 INY Zeiger erhdhen

B498 Bl 6F LDA ($6F),Y ndchstes 2eichen des Strings
B49A FO OC BEQ $B4A8  Endekerinzeichen?

B49C C5 07 CMP $07 Suchzeichan?

B49E FO 04 BEQ $B4AL  ja: SBLAS

B4AO0 C5 08 CMP $08 = 2eichen in Hochkommaflag
B4A2 DO F3 BNE $B497 nein: $B497

B4AL C9 22 CMP #$22 "' -Code?

B4AS6 FO O1 BEQ $B4A9  ja: $BLA9

B4AB 18 cLC Carry léschen (Addition)
B4A9 84 61 STY $61 Lange des Str. speichern und
B4AB 98 TYA in Akku holen

B4AC 65 6F ADC $6F und zur Startadresse addieren
B4AE 85 71 STA $71 ergibt Endadresse LOW + 1
B4BO A6 70 LDX $70 {Jbertrag

B4B2 90 01 BCC $84B5 Addition umgehen

B4B4L EB INX {lbertrag addieren

B4BS 86 72 STX $72 Endadresse HIGH + 1

B4B7 A5 70 LDA $70 Startadresse HIGH

B4B9 FO 04 BEQ $B4BF  null?

B4BB C9 02 CMP #8$02 zwei?
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nein: $B4CA

Lénge fn Akku
Stringzeiger berechnen
LOW- urd HIGH-Byte der
Startadresse holen

String in Bereich kopieren

Stringzeiger in
Descriptorstapel bringen

Stringdescriptor-2eiger
Stringstapel voll?

nein: $B4D5

Nr fOr *formula too complex'
Fehlermeldung ausgeben
Stringlange holen und
Stringstapel speichern

LOW- und HIGH-Byte der
Adresse holen

und in

Stringstepel bringen

Nul lwert laden

und 2eiger

jetzt auf Descriptor setzen
2eiger flUr Polyncmauswertung
Register vermindern
Stringflag setzen SFF

Index des letzten
Stringdescriptors

un drei erhthen

und als

neuen Index merken

B4BD DO OB BNE $B4CA
B4BF 98 TYA

B4CO 20 75 B4  JSR $B47S
B4C3 A6 6F LDX $6F
B4C5 A4 70 LDY $70
B4C7 20 88 B6 JSR $B688
ek Wik ek ke ke kW Wk ke
Einsprung von $B674, $B6FD, $B729
B4CA A6 16 LDX $16
B4CC EO 22 CPX #$22
B4CE DO 05 BNE $B4DS
B4DO A2 19 LDX #$19
B4D2 4C 37 A4 JMP $AL37
B4D5 A5 61 LDA $61
B4D7 95 00 STA $00,X
B4D9 A5 62 LDA $62
B4DB 95 01 STA $01,X
B4DD AS 63 LDA $63
B4DF 95 02 STA $02,X
B4E1 A0 00 LOY #$D0
B4E3 86 64 STX $64
B4E5 84 65 STY $65
B4E7 84 70 STY $70
B4E9 88 DEY

B4LEA 84 0D STY $0D
BLEC 86 17 STX $17
B4EE E8 INX

B4EF E8 INX

B4FO E8 INX

B4F1 86 16 STX $16
B4F3 60 RTS

Rlcksprung
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AhE S RRrE RS AR AR ARk ARk kAR RRR Plat2 flUr String reservieren,

Einsprung
B4F4 46
B4F6 48
B4F7 49
B4F9 38
B4FA 65
B4FC A4
B4FE BO
B500 88
B501 Cé4
B503 90
B505 DO
B507 €5
8509 90
8508 85
B50D 84
B50F 85
B511 84
B513 AA
B514 68
B515 60
B516 A2
B518 A5
B51A 30
B51C 20
B51F A9
B521 85
B523 48
B524 DO

von $847D
OF LSR
PHA
FF EOR
SEC
33 ADC
34 Loy
01 BCS
DEY
32 CPY
1" BCC
04 BNE
n CMP
0B BCC
33 STA
34 STY
35 STA
36 STY
TAX
PLA
RTS
10 Lox
OF LDA
B6 BMI
26 B5 JUSR
80 LDA
OF STA
PLA
00 BNE

$OF

#SFF

$33
$34
$8501

$32
$8516
$8508
$31
$B516
$33
$34
$35
$36

#310
$SDF
$84D2
$8526
#$80
SOF

$B4F6

Lénge in A

Flag fUr Garbege Collection
zuriicksetzen

Stringlange

Alle Bits undrehen

mit KIGH-Byte des
Stringanfangs-2eigers addieren
LOM-Byte ins Y-Reg,

Carry gesetzt ? dann weiter
ansonsten LOW-Byte erniedrigen
Zu wenig Platz, dann

Garbage Collection durchfuhren
alles ok ?

Ende der Arrays, dann

Garbage Collect durchfihren
ansonsten

alle

2eiger

nev

setzen

Sstringlinge zurlckholen
Réicksprung

Nummer fir *'OUT OF MEMORY!
Flag fur Garbage Collection
durchgeflUhrt? *'OUT OF MEMORY!
Garbage Collection
Flag setzen
und speichern
Stringlénge
String nochmals einbauen
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i ad 2422442242223 4 2444242427 Garb.ge collection

Einsprung von $A41C, $B3B4, $BSIC

BS26 a6 37 LDX $37 LOW-Byte Basic-RAM-2eiger
B528 AS 38 LDA $38 MIGH-Byte Basic-RAM-2eiger

Einsprung von $B63A

BS2A 86 33 STX $33 in Stringzeiger

B852C 85 34 STA $34 speichern

B52E AD 00 LOY #$00 LOM- und HIGH-Byte

BS30 84 4F STY $4F der FN 2eiger

B532 84 4E STY $4E auf Nutl setzen

B534 A5 31 LDA $31 LOW- und HIGH-Byte der

B536 A6 32 LDX $32 Array-2eiger laden

B538 B85 SF STA $SF und in die Arithmetikregister
853A 86 60 STX $60 speichern

B53C A9 19 LDA #319 Startadresse

BS53E A2 00 LDX #$00 der Descriptorentabelie
BS40 85 22 STA $22 als Suchzeiger nach

BS42 86 23 STX $23 $22 und $23 bringen

BS44 €5 16 CMP $16 identisch mit String-2eiger?
B546 FO 05 BEQ $B54D wenn ja, dann weiter

B548 20 €7 BS JSR $B5C7 Stringposition feststellen
B54B FO F7 BEQ $8544 unbedingter Sprung

BS4D A9 07 LDA #$07 Schrittweite fir die Suche
B54F 85 53 STA $53 in Variablentabelle

BS51 A5 20 LOA $20 Tebelienzeiger

BS553 A6 2E LOX $2E laden

B555 85 22 STA $22 und als Suchzeiger nach
B557 86 23 STX $23 $22 und $23 bringen

B559 €4 30 CPX $30 Am Ende der Tabelle angelangt
B558 DO 04 BNE $B561 wenn nicht, dann 2u $B561
BSS50 C5 2F CMP $2F ansonsten Sprung zur

BSS5F FO 05 BEQ $8566 Array-Behandlung

B561 20 BD B5 JSR $B5BD Stringposition feststellen
B564 FO F3 BEQ $8559 unbedingter Sprung

B566 85 58 STA $58 2eiger in die

BS68 86 59 STX $59 Array-Tabelle speichern
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B56A
B56C
B56E
B570
B572
B574
B576
B578
B57A
857D
B57F
B581
8583
B585
B586
8587
8589
B58A
8588
858D
B58F
B591
B592
B594
B596
8598
B599
8598
B59C
B59E
B59F
B5A1
B5A3
B5A4
B5A6
B5A8
B5AA
B5AC
B5AE
8580

A9
85
A5
A6
E4
00
c5
D0
4C
85
86
AO
B1

c8
B1
08
c8
B1
65
85
c8
B1
65
85
28
10
8a
30
c8
B1
AO
0A
69
65
85
90
E6
A6
E4

03
53
58

32
07
31
03
06
22
23
00
22

22

22
58
58

22
59
59

D3

00

22
00

05
22
22
02
23
23
59

LDA #$03
STA $53
LDA $58
LOX $59
CPX $32

BNE $B57D
CNP $31

BNE $B57D
JWP $B606
STA $22
STX $23

LOY #$00
LOA ($22),Y
TAX

INY

LDA ($22),Y
PHP

INY

LDA ($22),Y
ADC $58
STA $58

INY

LDA ($22),Y
ADC $59
STA $59
PLP

BPL $B5GE
TXA

BMI $BS6E
INY

LDA ($22),Y
LOY #300
ASL A

ADC #$05
ADC $22
STA $22
BCC SBSAE
INC $23

LDX $23
CPX $59

Schrittweite fUr Suche
innerhalb des Arrays festlegen
Am Ende

der

Arraytabelle angelangt, dann
Sprung 2u $B57D

Vergleich mit HIGH-Byte
Sprug 2u $B57D

ansonsten Transfer

2eiger auf Array-Header
stellen

Z2dhler auf Null setzen
Variablervyame erstes Zeichen
ins X-Reg ubertragen

28hler erhdhen
Variablenname zweites 2eichen
Statusregister retten

Zahler etrhohen

Die Lange

des Arrays

2u

Zeiger

auf

Arraytabelle

addieren

Statusregister wiederholen
keine Stringvariable ?

dann weitersuchen
Stringvariable, nein, weiter
2&8hter erhdhen
Dimensionenanzahl holen
2éhler wieder Null

mal 2

plus 5

zum Zeiger addieren

und speichern

wenn ungleich, dann zu SB5AE
Zeiger erhthen

und in Array schieben

auf nichstes Feld vergleichen
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BSB2 DO 04 BNE $B5B8
BSB4 C5 S8 CHP $58

BSB6 FQ BA BEQ $8572
B588 20 C7 BS JSR $BSL?
BSBB FO F3 BEQ $B580

AARREEARRRREREREERREE G R Rk TR *

Einsprung von $B561

858D B1 22 LDA ($223,Y
B5BF 30 35 BMI $B5F6
BSC1 c8 INY

B5C2 B1 22 LDA ($22),Y
BSC4 10 30 BPL $BS5F6
B5C6 8 INY

Einsprung von $8548, $B5B8

B5C7 B1 22 LDA (3$22),Y
B5C9 FD 28 BEQ $BSF6
85CB 8 INY

B5CC B1 22 LOA ($22),Y
BSCE AA TAX

BSCF C8 INY

BSDO B1 22 LDA (322),Y
BSD2 C5 34 CMP $34
B504 90 06 8CC $B50C
BS06 DO 1E BNE $B5F6
8508 E4 33 CPX £33
8S0A 80 1& BCS $85F6
BSDC CS 60 CMP $60
BSDE 90 16 BCC $BSF6
BSEO DO 04 BNE $BSE6
BS€2 E4 SF CPX $5F
BSE4 90 10 BCC $BSF6
BSE6 86 SF STX $5F
BSE8 &85 60 STA S60
BSEA AS 22 LDA $22
BSEC A6 23 LDx $23

wenn ungleich, dann zu $B588
wenn gleich, dann

zu $B572

Stringposition feststellen
unbedingter Sprung

prift Besaitigungsmoglichkeit

Yariablenname erstes Zeichen
Integer o. Funktion ?

2ahler erhihen

Variabl erwsame zweites 2eichen
wenn Real, dann $85F6

2&hler erhohen

hoit Stringténge

wernn Stringlénge=0,dann $B5F6
2&hler erhdhen

holt Startadresse des Strings
schiebt ins X-Reg
2éhler erhohen

holt Sringzeiger
Vergleich mit $34

wenn gleich, dann $B5DC
wenn gréser, dann $B5F6
mit $33 vergleichen
w=ry gleich, dann $BSF6
Vergleich mit $60

wehn gleich, dann $B5F6
wenn groBer, dann $B5E6
Vergleich mit $5F

wenn gleich, dann $BS5F6
Startadresse des
Sgrings speichern
Stringdescriptor

laden
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BSEE 85 4E STA $4E
B5F0 86 4F STX $4F
BSF2 A5 53 LOA $53
BSF4 85 55 STA $55
B5F6 A5 53 LOA $53
B5F8 18 CLC

B5F9 65 22 ADC $22
B5FB 85 22 STA $22
B5FD 90 02 BCC $8601
BSFF €6 23 INC $23
B601 A6 23 LDX $23
B603 A0 00 LDY #300
8605 60 RTS

A2 2222422 ddddd Rl adll]dd ]
Einsprung von $B57A

B606  AS 4F LOA S4F
B60B 0S5 4E ORA $4E
B6DA  FO FS BEQ $8601
B6OC A5 55 LDA $55
B60E 29 04 ANO #3$04
B610 4A LSR A
B611 A8 TAY

B612 8555 STA 855
B614 B1 4E LOA (S4E),Y
B616 65 SF ADC S5F
B618 85 5A STA $5A
B61A A5 60 LOA $60
B61C 69 00 ADC #300
B61E 85 S8 STA $58
B620 AS 33 LOA $33
B622 A6 34 LOX $34
B624 85 58 STA $58
B626 86 59 STX $59
B628 20 BF A3  JSR SA3BF
B62B A4 55 LDY $55
B620 C8 INY

B62E AS 58 LOA $58

und

speichern
Tabellen Schrittweite laden
und speichern
und zum
Suchzeiger
addieren

und wieder
speichern

2ei ger erhdhen
und laden
2ahler loschen
Rlcksprung

Strings zusammenfligen

String zwischen Tabellenende
und dem oberen RAM-Bereich
gefurden ? nein, dann RTS
Arraysuchlauf, dann $55=03
ansonsten $55=07

wenn Einzelvariable, dann
Y-Reg =2 und 0 bei Array
Wert sichern

Stringldnge holen

Zum LOW-Byte der Stringanfangs-
adresse Add., =Endadresse +1
auf gleiche

Weise das

KIGH-Byte berechnen
2ielbereich

fur den

Transfer

holen

Strings verschieben
LOW-Byte

der

Anfangsadresse in
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B630 91 4E STA ($4E),Y
B632 AA TAX

8633 E6 59 INC $59
B635 A5 59 LDA $59
B637 (€8 INY

B638 91 4E STA ($4E),Y
B63A 4C 2A B5  JMP $BS2A

L3223 222222 2232t adllad gl

Einsprung von SADES

B63D A5 65 LDA $65
B63F 48 PHA

B640 AS 64 LDA $64
B642 48 PHA

B643 20 83 AE  JSR $AES3
B646 20 8F AD  JSR $ADSF
B&L9 68 PLA

B64A 85 6F STA $6F
B64C 68 PLA

864D 85 70 STA $70
B64F A0 00 LDY #$00
8651 B1 6F LDA ($6F),Y
B653 18 CLC

B654 71 64 ADC ($64),Y
8656 90 05 BCC $B650
8658 A2 17 LDX #$17
B6SA  4C 37 AL NP SAL37
B65D 20 75 B4  JSR $B47S
B660 20 7A B6  JSR $B67A
8663 A5 50 LDA $50
B66S A4 51 Loy $51
B667 20 AA B6  USR $B6AA
B66A 20 BC B6  JSR $868C
B&6D A5 6F LDA $&6F
B66F A4 70 LDY $70
B671 20 AA BS  JSR $BOAA

Descriptor speichern
HIGH-Byte
der Anfangsadresse

in

Descriptor

bringen

nicht alles ?, damn weiter

Stringyerknupfung '+'

HIGH-Byte des Descriptors vom
ersten String auf Stack
LOw-Byte

in Stack

zweiten String holen

priuft auf Stringvariable
Descriptorzeiger des ersten
Strings wiederholen

und

speichern

2ahler auf Null

Lénge des ersten Strings
plus Linge

des zweiten Strings

kleiner als 256

Numrer fir 'STRING TOO LONG!
Fehlermeldung ausgeben
Platz fir verknupften String
ersten String (bertragen
2eiger auf

zweiten Stringdescriptor
FRESTR

2. String an 1. anhdéingen
Descriptorzeiger des
zweiten Strings

FRESTR
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B674
8677

20 CA B4
4C B8 AD

JSR $B4CA
JMP SADB8

LA A ddddddadaddddddadddldl sl

Einsprung von $AA61, $B660

B67A A0 0D LDY #300
B67C B1 6F LDA ($6F),Y
B67E 48 PHA

B67F C8 INY

B680 B1 6F LDA ($6F),Y
B682 AA TAX

B683 8 INY

B684 B1 6F LDA ($6F),Y
B6B6 A8 TAY

B687 68 PLA
Einsprung von $B4C7

B6B8 86 22 STX $22
B6BA 84 23 STY $23
Einsprung von $B66A, $B726
B68C A8 TAY

B6B0 FO OA BEQ $B699
B68F 48 PHA

B690 BB DEY

B691 B1 22 LDA ($22),Y
B693 91 35 STA ($35),Y
B695 98 TYA

B696 DO FB BNE $B690
B698 68 PLA

B699 18 cLc

BSFA 65 35 ADC $35
B69C 85 35 STA $35
B69E 90 02 BCC $B6A2
B6A0 €6 36 INC $36
B6A2 60 RTS

Descriptor in Stringstack
2urlck 2ur Formelauswertiing

String in reserv. Bereich

2ahler auf Null

Stringlénge holen

und merken

2dhler erhdhen

LOW-Byte der Stringadresse
ins X-Reg

2éhler erhdhen

HIGH-Byte der Stringadresse
ins Y-Reg und

Stack

2eiger auf
String speichern

Lange null ?
dann fertig
wieder in Stack
2ahler erniedrigen
String

in den
Stringbereich
ubertragen

Den

2eiger

um

die
stringlénge
erhdhen
Rickspruing
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wkkktdkktdkkd ket kernktrrerr Stringverwaltung FRESTR

Einsprung von $B782, SE25A
B6A3 20 8F AD JSR SADBF praft auf Stringvariable
Einsprung von $ASED, SAB21, $B034, $B381

B6A6 AS 64 LDA $64 2eiger auf
B86AB A4 65 LDY $65 Stringdescriptor

Einsprung von $B041, $B667, $B671, $B8716

B6AA 85 22 STA $22 nach

B6AC 84 23 STY $23 $22 und $23 bringen

B6AE 20 08 86 JSR $B6DB  Descriptor vom Stringstack
B681 08 PHP Statusregister retten

B6B2 AO 00 LDY #$00 2ahler auf Null

B6B4 B1 22 LDA ($22),Y Stringlédnge holen

B6B6 48 PHA und in Stack schieben

86B7 8 INY 2éhler erhdhen

B6B8 81 22 LDA ($22),Y LOW-8yte der Anfangsadresse
B6BA AA TAX ins X-Reg schieben

B6BB  C8 INY 2ahler erhdhen

B6BC 81 22 LDA ($22),Y HIGH-Byte der Anfangsadresse
B&BE A8 TAY ins Y-Reg schieben

B6BF 68 PLA Stringldnge wieder aus Stack
86C0 28 PLP Statusreg. wieder aus Stack
B6C1 0O 13 BNE 38606 Neustring=Altstring nein? RTS
B6C3 C4 34 CPY $34 Stringadresse identisch mit
B6CS DO OF BNE $86D6 Zeiger auf Stringende?

B6CT E4 33 CPX $33 nein, dann

B6C9 DO OB BNE $86D6 zu $B&D6

B&CB 48 PHA String-Anfangszeiger

B6CC 18 cLc auf Linge

BSCO 65 33 ADC $33 des

B6CF 85 33 STA $33 Strings

B6D1 90 02 BCC $B6D5 hinaufsetzen

B6D3 E6 34 INC $34 Stringlinge
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B6DS 68 PLA
B6D6 86 22 STX $22
B6D8 84 23 STY $23
B6DA 60 RTS

KRR RARARRARRAARRARRARRARRARRARRY

Einsprung von S$SAA6C, SBOAE

B&DB C4 18 CPY 318
8600 DO OC BNE $B6EB
BSOF C5 17 WP $17
B6E1 DO 08 BNE $B6EB
86€3 85 16 STA 816
B6ES E9 03 SBC #$03
B6E7 85 17 STA 817
B4E9 A0 00 LDY #400
B6EB 60 RTS

RRRRRRRRRRRRRRRRRRRRRR KA AR

B6EC 20 A1 B7  JSR $B7A1

B6EF  8A TXA

B6F0 48 PHA

86F1 A9 01 LDA #8$01
B6F3 20 7D B4  JSR $B47D
B6F6 68 PLA

B6F7 AO 00 LDY #$00
B6F9 91 62 STA ($62),Y
B6FB 68 PLA

B6FC 68 PLA

B6FD 4C CA B4  JMP $B4CA

e AR i e R N e dededrdededrdeind e kok

B700 20 61 B7  JSR $B761
B703 D1 50 CMP ($50),Y

B705 98 TYA

holen

LOW-Byte der Startadresse
HIGH-Byte der Startadresse
Ricksprung

Stringzeiger aus
Descriptorstack entfernen

Zeiger auf Stringdescriptor

identisch mit $18, nicht? RTS

identisch mit 17

wenn nicht, dann RTS
Zeiger nach $16 speichern
Von Adresse $17

3 abziehen

Zéhler auf Null
Rucksprung

BASIC-Funktion CHRS

holt Byte-Wert (0 bis 255)
Kode in Akku

Akkuirhalt in Stack

Lange des Strings gleich 1
Platz fur String freimechen
ASC!1-Kode zuriuckholen
Zéhler auf Null

als Stringzeichen speichern
Ricksprungadresse aus

Stack entfernen

Descriptor in Stringstack

BASIC-Funktion LEFT$
Stringadresse & Lénge
aus Stack holen

Lénge mit LEFT$-Parameter
verglteichen
LEFTS-Parameter
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Einsprung von $B734

B706
B708
B70A
B70B
B70C
B70D
B7OE
870F

B712
B714
B716
B719
B71A
B718
B71C
B71D
B71F
B721
B723
B725
B726

B729

90 04

B1 50

AA

98

43

8A

48

20 7 B4

A5 50
AL 51

20 AA BS
68

A8

68

18

65 22

85 22
90 02
E6 23
98

20 8C B6

4C CA B4

BCC $B70C
LDA ($50),Y
TAX

TYA

PHA

TXA

PHA

JSR $B47D

LDA $50
LDY $51
JSR $B6AA
PLA

TAY

PLA

CLC

ADC $22
STA $22
BCC $B725
INC $23
TYA

JSR $B6BC

JMP $B4CA

b d A 22 2 2 22 L2 DA e 22 2 2 2

B72C
B72F
8730
B732

B734

20 61 B7
18

F1 50
49 FF

4C 06 B7

JSR $8761
CLC

SBC ($50),Y
EOR #SFF

JMP $B706

AARAAANRAAAAAAAAAAAAAARRAAAAN

B737
B739

A9 FF
85 65

LDA #SFF
STA $65

kleirer als Stringlénge ?
Stringldnge holen

und ins X-Reg schieben
Stringlénge und
Parameter fur LEFTS

jn Stack

schieben

Platz fur neuen String
reservieren

2eiger auf Stringdescriptor
leden

FRESTR

Lénge des neuen Strings aus
Stack holen und ins X-Reg
alte

Stringadresse
entsprechend

erhdhen

urnd speichern

HIGH-Byte erhohen

neue Stringlange holen
neuen String in
Stringbereich Ubertragen
Descriptor in Stringstack
bringen

BASIC-Funktion RIGHTS
Stringparemeter und Lange
vom Stack holen

von Stringlange

abziehen

Nuwner des ersten Elements
im alten String

weiter wie LEFTS

BASIC-Funktion MIDS
Ersatzwert fUr den zweiten
2ahlenparameter
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8738
B73E
8740

B742
8745

B748

B748

B74D
B74E
874F
8750
8751
B753

B755
8757
B75%
B758
875D

B75F

b d a2 422242222322 22 242222441 stringparameter mmerischer Wert

20
co
f0

20
20

20
FO
CA
8A
48
18

A2
F1

BO
49
c5
90
AS

BO

79
29
06

FD

61

48

00
50

86
FF
65
B1
65

AD

00

AE
87

B7

JSR
CMP
BEQ

JSR
JSR

JSR

BEQ

DEX
TXA
PHA
cLe
LDX
SBC

BCS
EOR
CMP
BCC
LDA

BCS

$0079
#$29
$8748

$AEFD
$B79E

$B761

$8798

#$00
($50),Y

$870D
#3FF
$65
$B70E
$65

$B70E

CHRGOT letztes 2eichen holen
') Kleswmmer zu

wenn ja, dann kein zweiter
Parameter, weiter bei $8748
pruft auf Komms

holt Byte-Wert des zweiten
Parameters

Stringperameter und
Startposition holen

1. Parameter null, *'TLLEGAL
QUANTITY!

erste Elementposition
innerhalb

des alten Strings

im Stack ablegen

28hler setzen

alte Stringlénge kleiner als
erster Parameter ?

wenn ja, dann zu LEFT$S
Berechnen der neuen Lange
wenn kleiner als zweiter
Parameter, dann zu LEFT $
Zweitparameter als ‘'rechte!
Stringbegrenzung
unbedingter Sprung

vom Stack holen

Einsprung von $8700, $872C, $B748

B761
B764
8765
B766
8767
8769
B76A
B768

20 F7 AE

68
A8
68
85
68
68
68

55

JSR
PLA
TAY
PLA
STA
PLA
PLA
PLA

$SAEF7

$55

prift auf Klammer zu
LOw-Byte der
Aufrufadresse merken
HIGH-Byte der
Aufrufadresse merken
LOW-und HIGH-Byte der
Aufrufadresse merken
1. Parameter holen
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B76C AA TAX
B760 68 PLA
B76E 85 50 STA $50
B770 68 PLA
B771 85 51 STA $51
B773 A5 55 LDA $55
B775 48 PHA
8776 98 TYA
8777 4B PHA
B778 AO 00 LDY #300
B77A B8A TXA
B778 60 RTS

WRARANAAAAAAAAAAAAAAARRERAA N

B77C 20 82 B7  JSR $B782
B77F 4C A2 B3  JMP $B3A2

LA A A A a2 ddddddd dddddd ) gl )]

und ins X-Reg

LOW- und HIGH-Byte
des

stringdescriptors
nach

$51 und $52 speichern
Aufrufa&resse

wieder auf

Stack

2iéhler auf Null
Lénge, zweiter Parameter
Ricksprung

BASIC-Funktion LEN
FRESTR, Stringlénge holen
Byte-Wert nach
FlieBkommaformat wandeln

Stringparameter holen

Einsprung von $B77C, $B78B, $B7AD

B782 20 A3 B6 JUSR $BG6A3
B785 A2 00 LDX #$00
8787 86 0D STX $0D
8789 A8 TAY

8784 60 RTS

(T2 2222222223 223222324 222 ddlddd

8788 20 82 87 JSR 38782
B78t FO 08 BEQ $8798
8790 A0 00 LDY #$00
8792 81 22 LDA ($22),Y
879% A8 TAY

B795 4C A2 B3  JUMP $B3A2
B798 4C 48 B2  JUMP $B248

FRESTR, String holen, L&nge
in A

Typeflag

auf numerisch setzen

Lénge in Y

Rlcksprung

BASIC-Funktion ASC
String holen, Zeiger in
$22/%23, Lidnge in Y
Léange gleich null,
VILLEGAL QUANTITY!
2éhler auf Null

erstes Zeichen holen
ASCII-Kode

nach FlieBkomma wandeln
'ILLEGAL QUANTITY!
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PTT3 22222 2 2222 2 9322212222172 2]

Einsprung von $AAFF

W98 20 73 00 JSR $0073

holt Byte-Wert nach X

CHRGET néchstes Zeichen holen

tinsprung von $A94V, $AA86, $AB8S5, $ABAS, SAFC7, $B745,
$B7F4, $E203, $E221

W79E 20 8A AD  JSR $AD8BA

Einsprung von $B6EC

87A1 20 B8 B1  JSR $B1B8
B7A4 A6 64 LDX $64
B7A6 DO FO BNE $B798
B7A3 A6 65 LDX $65
B7AA  4C 79 00 JMP $0079

KRR RARRARRARARRARARRRRRARRARRAR

B7AD 20 82 B7  JSR $B782

8780 00 03 BNE $B785
B7B2 4C F7 B8 JMP $BS8F7
B785 A6 7A LDX $7A
B787 A4 7B LDY $7B
8789 86 7 STX $71
B78B 84 72 STY $72
8780 A6 22 LDX $22
B7BF 86 7A STX $7A
87c1 18 CLc

B7C2 65 22 ADC $22
B7C4 85 24 STA $24
B7C6 A6 23 LDX $23
B7C8 8678 STX $78
B7CA 90 01 BCC $87CD
B7CC E8 INX

FRMNUK numerischen Wert
nach FAC holen

pruft auf Bereich und
wandelt nach Integer
HIGH-Byte

ungleich nulf, dann
YILLEGAL QUANTITY!

LOW-Byte des geholten
Ausdrucks ins X-Reg

CHRGOT letztes 2eichen holen

BASIC-Funktion VAL
Stringadresse und Linge holen
Stringlange ungleich Null ?
Null in FAC

Progranmzeiger

holen

und

speichern
Stringanfangsadresse

in Stringzeiger bringen
LOw-Byte des

ersten 2eichens

nach dem String speichern
HIGH-Byte

des ersten

2eichens

nach dem String
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B7CD 86 25 STX $25
B7CF  AD 00 LDY #300
B701 B1 24 LDA ($24),Y
B703 48 PHA

B704 98 TYA

B705 91 24 STA ($24),Y
B7D7 20 79 00 JSR $0079
B7DA 20 F3 BC  JSR $BCF3
B7DO 68 PLA

B7DE AO0 00 LOY #300
B7E0 91 24 STA ($24),Y

Einsprung von $SAC80, SAECY

B7E2 A6 71 LDX $71
B7E4L A4 72 Loy $72
87E6 86 7A STX $7A
B7E8 84 7B STY $78
B7EA 60 RTS

ARAANNAAANNAAAN AN AAT RN N

Einsprung von $8824, $8820

B7EB
BTEE

20 8A AD
20 F7 B7

JSR $ADSA
JSR $87F7

Einsprung von $8839

B7F1
B7F4

20 FD AE
4C 9€ B7

JSR SAEFD
JMP $B79E

speichern

Zéhler auf Null

erstes Byte nach String
auf Stack

speichern

und durch null ersetzen
CHRGOT letztes Zeichen holen
String in FlieBkommazahl
umiandeln

2eichen nach String
Zéhler auf Null

wieder zuricksetzen

Die
Programmzeiger
wieder
zurlckholen
Rucksprung

GETADR und GETBYT holt
16-Bit und 8-Bit-Wert

FRMNUM holt numerischen Wert
FAC in Adressformat wandlen
$14/%15

CHKCOM pruft auf Komms
holt Byte-Wert nach X
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aruRaRaRaaeatsRkrkakarerensr GETADR FAC in positive

16-Bit-Z2ahl wandeln

Einsprung von $SB7EE, $B813, $£120

B7F7 AS 66
B7f9 30 90
B7FB A5 61
87F0 P N
@TFF 80 97

B801 20 98 BC

LDA 366
BMI $B798

LDA $51
P #591
BCS $B798

JSR $BCYB
LDA $64
LDY $65
STY $14
STA $15
RTS

o e v e s ok s ol ok ol e e o e e e o e e o O o e e o

8804 AS 64
8806 A4 65
8808 84 14
HBOA 85 15
H80C 60
BBOD A5 15
BBOF 48
BBID A5 14
8812 438

8813 20 F7 B7

8816 A0 00
B818 B1 14
B31A A8
B81IB 68
88iC 3 1%
BB1E 68
B81F 85 15

8821 4C A2 B3

LDA $15
PHA

LDA $14
PHA

JSR $B7F7

LDY #$00
LDA ($14),Y
TAY

PLA

STA 8
PLA

STA $15

JMP $B3A2

LA d gt a2 2 d d i d i 2 it d it il tdisd

B824 20 EB B7
8827 8A
8828 A0 00

JSR $B7EB
XA
LOY #$00

Vorzeichen

negativ, dann

fILLEGAL QUANTITY!
Exponent

Zahl mit 65536 vergleichen
groBer, dann

'ILLEGAL QUANTITY!

FAC in Adressformat wandeln
Wert

holen

und nach $14/%15
speichern

Reicksprung

BASIC-Funktion PEEK
$15 und $16

in

Stack

sichern

FAC nach Adressformat
wandeln

Zahler auf Null
Peek-Wert holen

nach Y-Reg

£15 und $16

wieder

vom Stack

Zurickholen

Y nach FlieBkommaformat

BASIC-Befah! POKE
Poke-Adresse und Wert holen
Poke-Wert in Akku

2adhter auf Null
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B82A 91 1% STA ($14),Y und in Speicher schreiben

g8ec 60 RTS Ricksprung

ARNNNANRRR R AR AN AANNAAANANANAAN BASIC.Befehl u‘IT

8820 20 EB B7 JSR $B7EB  Adresse und Wert holen

B830 86 49 STX $49 2weiter Parameter nach $49

B832 A2 00 LDX #800 Default fur dritten Parameter

B836 20 7900 JSR $0079 CHRGOT letztes Zeichen

B837 FO 03 BEQ $BB3C kein dritter Parameter ?

B839 20 F1 B7 JSR $B7F1 priift suf Komma und holt
Parameter

B83C 86 4A STX $4A dritter Parameter nach $4A

B83E A0 00 LDY #$00 2ahler auf Null

B840 B1 14 LDA ($14),Y Weit-Adresse

B842 45 4A EOR $4A logisch

B8B4G 25 49 AND $49 verknipfen

8846 FO F8 BEQ $B840 weiter warten

B848 60 RTS Ricksprung

AAAANAN AN AANAAANANA AR AN R AN AR

WANRNNRANNNANRARA TR AT A hr kR

Einsprung von $BEZ2F, $E290

B849 A9 11 LDA #3111
B84B  AO BF LDY #$BF
BB4D 4C 67 B8  JMP $BB6T

WAAAAN AP RN AN A ANARRARARRRRAR AN

8850 20 8C BA  JSR $BASC

ARRARANRN RN ANNANANNNAANANNR N

B853 A5 66 LDA $66
B855 49 FF EOR #SFF
B857 85 66 STA 366
BBSY 45 6E EOR $6E
B858 85 6F STA S6F

Arithmetik-Routinen

FAC = FAC + 0.5

Zeiger auf
Konstante 0.5
FAC = FAC + Konstante (A/Y)

Mimsps FAC = Konstante
(A/Y) - FAC
Konstante (A/Y) nach ARG

Minus FAC = ARG - FAC
Die

Vorzeichen

undrehen

mit Vorzeichen von FAC
verkniipfen



Das ROM-Listing 399

6850 A5 61 LDA $61 Exponent von FAC
B85F 4C 6A B8 JUMP $BB6A FAC = FAC + ARG

RARARRARARNARRARARAARAAAARARRRR

B862 20 99 B9  JSR $B999 Exponenten von FAC und ARG
B85 90 3C BCC $B8A3 angleichen

A e RRRRRAAAAAARAAAAAAAAARAARR D | us FAC = Konstante (A/Y) +

FAC

tinsprimg von SADSF, $B84D, $BAD1, $BAID ,$E081 , SE0OO,
$E268, SE2A4

8867 20 8C BA  JSR SBASC Konstante (A/Y) nach ARG

wekkRR kAR AR AR AARRRaRdRrkene Plus FAC = FAC + ARG

Einsprung von $885F, $BDSE

886A 00 03 BNE $BB&F  FAC ungleich rwill ?

BB6C 4C FC BB JMP $BBFC nein, dann FAC = ARG

BB6F A6 70 LDX $70 Rundungsbyte fir FAC

B871 86 56 STX $56 in $56 speichern

B873 A2 69 LDX #$69 Dffset-Zeiger fUr ARG laden
B875 A5 69 LDA $69 Exponent von ARG laden

Einsprung von SBAF1

B877 A8 TAY in Y-Re9 schieben

B878 FD CE BEQ $B848 wervn ARG=0, dann RTS

B87A 38 SEC Exponent von

B87B E5 61 SBC $61 FAC subtrahieren

B87D FO 24 BEQ $B8A3 wenn Exponent gleich, dann zu
$BBA3

B87F 90 12 BCC $8893 wenn Exponent von FAC gréger,
dann zu $8893

8881 84 61 STY $61 FAC-Exponent durch

ARG-Vorzeichen ersetzen
BBB3 A4 6E LDY
B88S 84 66 STY

FAC-Vorzeichen durch

§ &

ARG-Vorzeichen ersetzen
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49

FF

69 00

A0

A2
DO
AO

co
30
AB
A5
56
20
24
10
AO
EO
FO
A0

49
65
85
B9
F5
85
B9
F5
as
B9
F5
85
B9
F5
85

00
56
61
04

38

F9
c7

70
01
BO
6F
57
61
69
02
69

56
04

65
03
03

02
02
63
01
01
62

B9

00

00

00

00

EOR
ADC
LDY
STY
LDX
BNE
LDY
STY
CMP
BMI
TAY
LDA
LSR
JSR
BIT
BPL
LDY
CPX
BEQ
LDY
SEC

EOR
ADC
STA
LDA
$BC
STA
LDA
SBC
STA
LDA
SBC
STA
LDA
SBC
STA

#SFF
#300
#300
$56
#2361
$B897
#%00
$70
#SF9
$8862

$70
$01,X
$89B0
$6F
$BBFE
#361
#$69
$8BAF
#369

#SFF
$56

$70
$0004, Y
$04,X
$65
$0003, Y
$03,X
$64
$0002, Y
$02,X
$63
$0001, Y
$01,X
$62

Vorzeichen wechseln

Carry ist schon 1
Rundungsstelle

loschen

Offset-2eiger fur FAC laden
unbedingter Sprung
FAC-Rurdungsstelle

léschen

wenn Exponentdifferenz
groBer als 7, dann zu $B882
Akku léschen
FAC-Rundungsstelle

laden

Mantisse verschieben

wenn FAC- und ARG-Vorzeichen
identisch, dann zu $BBFE
Offset-2eiger fur FAC laden
wenn Gffset-2eiger fir ARG
initialisiert, dann zu SB8AF
Offset-2eiger laden
Carryflag fur Subtraktion
setzen

Alle Bits undrehen
Rundungsstelle addieren
und speichern

viertes Byte

subtrahieren und in

FAC speichern

drittes Byte

subtrahieren und in

FAC speichern

zZueites Byte

subtrahieren und in

FAC speichern

erstes Byte

subtrahieren und in

FAC speichern
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t insprung von $BC55, $BCE6

8802 BO 03 BCS $B3D7

8804 20 47 B9  JSR $8947

€insprung von $BB9F, SEOEF

807 AO 00 LDY #$00
8809 98 TYA

830A 18 cLC

8808 A6 62 LDX $62
BBOD 00 4A BNE $B929
BBDF A6 63 LDX $63
BBE1 B6 62 STX $62
RBE3 A6 64 LDX $64
BBES 86 &3 STX $63
BBE? AL 65 LDX $65
H8EY 86 64 STX $64
BBEB A6 70 LDX $70
BBED 86 65 STX $65
BBEF 84 70 STY $70
88F1 69 08 ADC #%08
88F3 C% 20 cMP #3520
68F5 00 E4 BNE $8808

Einsprung von $B7B2, $BADC

B8F7 A9 00 LDA #$00

Eingprung von $BF81
B8F® 85 61 STA $61

Einsprung von $BACC

STA $66
RTS

B8FB 85 66
BBFD 60

wenn Ubertrag negativ, dann
weiter
Mantisse von FAC invertieren

Y-Reg und

Akko 18schen

Cerry léschen

wenn $62=0 dann,

2u $B929

Das

gesamte

FAC

wieder

rRorma-

lisieren

Rundungsstelle

wieder

loschen

2ihler um 8 Bits verschieben
wermt 32 Bits verschoben,
dann weiter

Mantisse =0

FAC =0

Exponent =0
Réicksprung
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B8FE 65 56 ADC $56 Rundungsstellie addieren
8900 85 70 STA $70 und speichern
B902 A5 65 LDA $65 FAC

BSO4 65 6D ADC 360 und ARG

B906 85 65 STA $65 addieren

BOOB A5 64 LDA $64 FAC

890A 65 6C ADC $6C und ARG

B90C 85 64 STA $64 addieren
BYOE A5 63 LDA $63 FAC

B910 65 68 ADC $6B und ARG

B912 85 63 STA $63 addieren
B914 A5 62 LDA $62 FAC

B916 65 6A ADC $6A und ARG

B918 85 62 8TA $62 addieren

B91A 4C 36 B9 JMP $B936 Uberlaufbit in Mantisse
2uridckshiften

B0 69 01 ADC #801 Zihter erhdhen

BO1F 06 70 ASL $70 FAC solange

B921 26 65 ROL $65 nach links

B923 26 64 ROL $64 verschieben bis das

B925 26 63 ROL $63 Bit 7

B927 26 62 ROL $62 gesetzt ist

8929 10 F2 BPL $B91D nicht gesetzt ? dann nochnisl

8928 38 SEC wenn Bindrexponent kleiner

B92C E5 61 SBC $61 als die Anzahl der

B92E 80 C7 BCS $B8F7 Verschiebingen, dann wird die
2ahl als Nul! behandelt

B930 49 FF EOR #SFF Exponent um

B932 69 01 ADC #301 Verschiebungsanzahl

B934 85 61 STA $61 vermirkiern

Einsprung von $B91A

B936 90 OE BCC $B946 Carry gesetzt, nein dann RTS
Einsprung von $BC28

B938 §6 61 INC $61 Exponient erhdhen

B93A  FO 42 BEQ $B97E wenn (iberlauf in Exponent,
dann "OVERFLOW ERROR’
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B93C 66 62 ROR
B93E 66 63 ROR
B940 66 64 ROR
B942 66 65 ROR
8944 66 70 ROR
B946 60 RTS

- i PeTT e aas s 2t i tli sttt il g s

Einsprung von $88D4

B947 AS 66 LDA
8949 49 FF EOR
B94B 85 66 STA

Einsprung von $BCAB

8940 A5 62 LDA
BO4F 49 FF EOR
B9S1 85 62 STA
8953 A5 63 LDA
B9SS 49 FF EOR
8957 85 63 STA
B959 A5 64 LDA
8958 49 FF EOR
B9SO 85 64 STA
B95F A5 65 LDA
B961 49 FF EOR
8963 85 65 STA
8965 A5 70 LDA
B967 49 FF EOR
8969 85 70 STA
B96B E6 70 INC
8960 DO OE BNE

Einsprung von $BC23

B96F  E6 65 INC
8971 DO DA BNE
8973 E6 64 INC

$63
$64
$65
$70

$66
#SFF
$66

$62
#SFF
$62
$63
ASFF
$63

ASFF

$65
#SFF
$65
$70
#SFF
$70
$70
$8970

$65
$B97D

(Oberlaufbit in Carry schieben

Das Carry-Flag
erhalt die
Position des
héchstwertigen Bits
RUcksprung

Mantigsse von FAC jnvertieren

FAC Vorzeichen
invertieren
und speichern

FAC

invertieren

und speichern
FAC

invertieren

und speichern
FAC

invertieren

und speichern
FAC

invertieren

und speichern
FAC-Rundungsbyte
invertieren

und speichern
Mantisse erhdhen
nicht Null? dann RTS

FAC erhohen
nicht Null? dann RTS
FAC erhchen
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B975 00 06 BNE $B97D
B977 E6 63 INC $63
B979 DO 02 BNE $B970
B97B E6 62 INC 362
8970 60 RTS

Einsprung von $BADF, $BD9D

LDX #$DF
JMP $AL37

B9TE
B980

A2 OF
4C 37 A4

TRREREERERERERERE R NARAACE X

Einsprung von $BA5SB

B9B83 A2 25 LOX #$25
8985 B4 04 LDY $04,X
8987 84 70 STY $70
8989 B4 03 LDY $03,X
B988 94 04 STY $04,X
B98D B4 02 LDY $02,X
B98F 94 03 STY $03,X
B991 84 01 LDY $01,X
B993 94 02 STY $02,X
B995 A4 68 LDY $48
B997 94 01 STY $01,X
Einsprung von $B862, $BCBS
8999 69 08 ADC #$08
B998 30 E8 BMI $8985
BS990 FO E6 BEQ $8985
899F E9 08 SBC #$08
B9A1 A8 TAY

B9A2 AS 70 LDA $70
B9A4 BO 14 BCS $B9BA
B9A6 16 01 ASL $01,X
B9A8 90 02 BCC $BYAC

nicht Nutl? dann RTS
FAC erhohen
nicht Null? dann RTS
FAC erhohen
RUcksprung

Nummer far 'OVERFLOM!
fehlermeldung ausgeben

Rechtsverschieben eines
Registers

Offset-2Zeiger auf Register
FAC-
Rundungsbyte
1 mal
verschieben
2 mal
verschieben
3 mal
verschieben
FAC-
Rundungsbyte

Z3hler um 8 erhohen
groger als 0?

wenn nicht, dann weiter
verschieben

2ahler um 8 vermindern
2ahler sichern
FAC-Rurdungsbyte laden
wenn Null, dann CLC, RTS
hochstwertiges Bit =17,
wenn nicht, dann zu $B9AC
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BO9AA  F6 O1 INC $01,X
B9AC 76 O1 ROR $01,X
B9AE 76 O1 ROR $01,X

Einsprung von $BBA0, $BCC6

8980 76 02 ROR $02,X
8982 76 03 ROR $03,X
B9B4 76 04 ROR $04,X
B9B6  6A ROR A
B987 C8 INY

B988 DO EC BNE $B9A6
B9BA 18 cLc

B9BB 60 RTS

R2 2222122222322 21223222271 3277
898c 81 00 00 00 00

B9C1 03

89C2 7F SE 56 CB 79

B9C7 80 13 98 0B 64

B9CC 80 76 38 93 16

8901 82 38 AA 3B 20

8905 80 35 04 F3 34

8908 81 35 04 F3 34

B9EO 80 80 00 00 00

B9ES 80 31 72 17 F8

RRARXRRRARRARRARRRARRRARRARRRRRRR

Einsprung von $BFA3

B9EA 20 2B BC  JSR $BC2B
B9ED FO 02 BEQ $B9F1
B9EF 10 03 BPL $B9F4
B9F1  4C 48 B2  IMP $B248
B9F4 A5 61 (DA $61
B9F6 E9 7F SBC #$7F
B9F8 48 PHA

hiéchste Mantissenstelle
erhohen

samtliche

Stellen

um ein

Bit nach

rechts

verschieben

2dhler un eins erhdhen
verschieben bis zZahler =0
Carry léschen

Riicksprung

Konstanten fir LOG
1
3 = Polynongrad, dann &
Koeffizienten
434255942
576584541
.961800759
2.88539007
707106781 = 1/SQR(2)
1.41421356 = SQR(2)
-.5
.693147181 = LOG(2)

BASIC-Funktion LOG

Vvorzeichen holen
null ?, dann fertig
positiv 2, dann ok
'ILLEGAL QUANTITY'
Exponent

normal isieren

und merken
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B9F9 A9 80 LOA #$80 Zahl in Bereich 0.5 bis 1
B9FB 85 61 STA $61 bringen

B9FD A9 06 LDA $06 Zeiger auf

B9FF A0 B9 LOY $89 Konstante 1/SQR(2)

BAO1 20 67 B8 JSR $B867 zu FAC eddieren

BAO4 A9 OB LDA #$DB Zeiger auf

BAG6 A0 B9 LOY #$B9 Konstante SQR(2)

BAOB 20 DF BB  JSR $BBOF  SQR(2) durch FAC dividieren
BADB A9 BC LDA #88C Zeiger

BAOD A0 B9 LOY #$89 auf Konstante 1

BAOF 20 50 B8 JSR $8850 1 minus FAC

BA12 A9 Ci LDA #3C1 2eiger auf

BA14 AOD B9 LDY #3B9 Polynonkoeffizienten
BA16 20 43 E0  JSR SE043 Polynomberechnung

BA19 A9 ED LDA #SEO Zeiger auf

BA1B AO B9 LDY #$B9 Konstante -0.5

BAID 20 67 B8 JSR $B867 zu FAC addieren

BA20 68 PLA Exponent zuriickholen

BA21 20 7E BD JSR SBO7E FAC = FAC + FAC

BA24 A9 E5 LDA #SE5 Zeiger auf

BA26 AO B9 LOY #389 Konstante LOG(2)

RRRRRRRRRRRRRRRRARARRRRRRRARRA

Multiplikation FAC =
Konstante (A/Y) * FAC

Einsprung von $BEO4, S$BFAA, $BFF1, $E04C, SE056, SEO70,
SEOC9

BA28

20

8C BA

JSR

$BASC

Konstante nach ARG

RRRRARRRRRRAARRRRRARReRRReees MUltipl ikation FAC = ARG *

BAZB
BA20
BA30
BA33
BA35
BA3?
BA39
BA3B

00
4C
20
A9
85
85
85
85

03
88 BA
B7 BA
00
26
27
28

BNE
JMP
JSR
LOA
STA
STA
STA
STA

$BA30
$BA8B
$BAB7
#$00
$26
$27
$28
$29

FAC

nicht null ?

RTS

Exponent berechnen
Alle

Funktions-
register

16-

schen
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BA3D
BA3F
BA42
BA4L

BA49
BA4C
BA4E
BA51
BAS3
BA56

A5 70
20 59 BA
AS &5
20 59 BA
AS 64
20 59 BA
AS 63
20 59 BA
A5 62
20 3E BA
4C 8F BB

LDA $70
JSR $BAS9
LDA $65
JSR $BAS9
LDA $64
JSR $BAS9
LDA $63
JSR $BA59
LDA $62
JSR $BASE
JMP $BBBF

bitweise
Multiplikation
bitweise
Multiptikation
bitweise
Multiplikation
bitweise
Multiplikation
bitweise
HKultiplikatien
Register nach FAC,
L inksbindig machen

teeseeeetssasnneesativsttesss bityeise Multiplikation

Einsprung von $BA3F, $BA44, $BA49, $BALE

BAS? DO 03 BNE $BASE
BASB  4C 83 B9 JMP $B983
Einsprung von $BA53

BASE 4A LSR A
BASE 09 80 ORA #$80
BA61 AB TAY

BA62 90 19 BCC $BA™
BAG4 18 CLC

BAGS AS 29 LDA $29
BA67 65 6D ADC 360
BASY 85 29 STA $29
BA48 AS 2B LDA $28
BA&D 65 6C ADC $6C
BA6F 85 28 STA $28
BA71 AS 27 LDA $27
BA73 65 6B ADC $6B
BA7S 85 27 STA $27
BAT? A5 26 LDA $26
BA?G 65 6R ADC $6A
8A78 85 26 STA $26
BA7D 66 26 ROR $26

Rechtsverschieben
des Registers

bindre Multiplikation
des akkus

mit ARG.

Das Ergebnis kommt
in das

Register fur
Funktionen.

Bei gesetztem Bit
im Akku

wird ARG

zum
Funktionsregister
addiert.
2usatzlich

werden

dte
Funktionsregister
noch
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BA7F
BA81
8AB3
BAS%
8A37
BA88
BA89

66 27
66 28
66 29
66 70
98

4A

D0 D6

ROR $27
ROR $28
ROR $29
ROR $70
TYA

LSR A
BNE $BA61

Einsprung von $BA2D

BA8B

60

RTS

verdoppelt.
Die Routine
arbeitet

im selben
Prinzip

wie

bei $B34C.

Rlicksprung

kRERRRCERRRERRRRSIESIEIRNRER ARG = KONStante (A/Y)

Einsprung

BASC 85 22
BABE 84 23
BA90 AO 04
BA92 B1 22
BA94 85 60
BA96 88

BA97 Bl 22
BA99 85 6C
BA98 88

BASC Bt 22
BASE 85 6B
BAAO 88

BAAT B1 22
BAA3 85 6E
BAAS 45 66
BAA7 85 6F
BAA? A5 6E
BAAB 09 80
BAAD 85 6A
BAAF 88

BAB0 B1 22
BAB2 85 69
BAB4 A5 61
BABS6 60

STA $22

STY 323

LDY #$04
LDA ($22),Y
STA $6&D

DEY

LDA ($22),Y
STA $6C

DEY

LDA ($22),Y
STA 368

DEY

LDA ($22),Y
STA $6E

EOR $66

STA $6F

LDA $6E

ORA #380
STA $6A

DEY

LDA ($22),Y
STA $69

LDA $61

RTS

von $8850, $B367, $BA28, $BBOF

Die
Konstante,
auf

die

das

Akku

und

das

Y-Reg
zeigt, nach ARG.
Die
gesamten
Vor-

zei-

chen

von

FAC

und

FAC-Exponent
ROcksprung
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Einsprung von $BA30, $BB1E

8AB7 A5 69 LDA $69 wenn Exponent von ARG=0,

Einsprung von SEO3F

BAB®  FO 1F BEQ $BADA dann zu $BADA

BABB 18 CLC FAC- und ARG-

BABC 65 61 ADC $61 Exponent

BABE 90 0% BCC $BAC&4 addieren

BACO 30 1 BM{ $BADF wenn Uberlauf, dann
'OVERFLOW ERROR'

BAC2 18 cLC Carry

BAC3 2C .BYTE $2C l&schen

BAC4 10 14 BPi. $SBADA Wenn Unterlauf, darn zu SBADA

BAC6 69 80 ADC #$80 ergibt

BALB 85 61 STA 361 FAC-

8ACA DO 03 BNE $BACF Exponent
BACC 4C FB B8 JMP $B8FR FAC = 0

BACF A5 6F LDA $6F FAC- und ARG-Vorzeichen
verknipfen

BAD1 85 66 STA 386 und speichern

BAD3 60 RTS RlUcksprung

Einsprung von $E00B

BAD4  AS 66 LDA 386 wenn positives

BAD6 49 FF EOR #$FF Vorzeichen, dann
BAD8 30 05 BMI S$BADF 'OVERFLOW ERROR'
BADA 68 PLA Einsprungadresse
BADB 68 PLY vam Stack holen

BADC 4C F7 B8 JMP $B8F7 FAC = 0
BADF 4C 7E B9 JMP $B97E  'OVERFLOW ERROR'
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Wk khhhhhhhr bbb dhrrrhhhthd FAC = FAC * 10

Einsprung von $A9F2, SAAQE, $BD5B, $8071, $BE2?

BAE2 20 OC BC  JSR $BCOC FAC runden und nach ARG

BAES AA TAX FAC-Exponent

BAE6 FO 10 BEQ $BAF8 FAC gleich null, dann fertig
BAE8 18 cLC Exponent + 2

BAE? 69 02 ADC #$02 entspricht mal 4

BAER B0 f£2 BCS $BADF  llbertrag ?

Einsprung von $AAD4

BAED A2 00 LDX #$00 Vergleichsbyte

BAEF 86 6F STX $6F loschen

BAF1 20 77 B8 JSR $B877 FAC = FAC + ARG entspricht
mal 5

BAF4 E6 81 INC $61 Exponent erhséhen entspricht
mal 2

BAF6 FO E7 BEQ $BADF  Ubertrag, dann 'OVERFLOM'

BAF8 60 RTS Riicksprung

WRRRARARAARRRARIIN Kk hhhhhh ik

8AF9  8& 20 00 00 00 FlieBkommakonstante 10
o de o w o S ek e e e o e e e e o o ok FAC = FAC , 10
Einsprung von $8D52, $BE28

BAFE 20 0C BC  JSR $BCOC  FAC runden und nach ARG

8801 A9 F9 LDA #3F9 Zeiger
8B03 AOD BA LDY #$BA auf
BBO5 A2 00 LDOX #$00 Konstante 10

Einsprung von SE274

BBO7 86 6F $TX S6F Vergleichsbyte léschen
BB09 20 &2 BB  JSR $BBAZ2 Konsiante 10 nach FAC
880C 4C 12 BB JNP $BB12 FAC = ARG / FAC
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AR AAAANAAAAAAAAANARANAANNY FAC = Konstante (A/Y) / FAC
Einsprung von $BA08, $E2D9, $E321

BBOF 20 8C BA  JSR $BABC Konstante (A/Y) nach ARG
A a a2 i dddddlddddaddaidsddd) FAC - ARG / FAC

Einsprung von $8B0OC

BB12 FO0 76 BEQ $BBBA  FAC gleich rull,

'OIVISION BY ZERO'
BB14 20 1B BC  JSR $BC1B  FAC runden

BB17 A9 00 LDA #$00 Vorzeichen

BB19 38 SEC von FAC-

BB1A ES 61 SBC $61 Exponent

BBIC 85 61 STA %61 wechseln

BB1E 20 B7 BA  JSR $BAB7 Exponent des Ergebnisses
bestirmen

BB21 E6 61 INC $61% wenn Exponenteniber lauf,

BB23 FO BA BEC $BADF dann 'OVERFLOW ERROR'

BB25 A2 FC LDX #S$FC Zeiger

BB27 A9 01 LDA #$01 auf

BB29 A4 6A LDY $6A Funktionsregister

BB2B C& 62 CPY $62 diese

BB2D D0 10 BNE $BB3F Routine

BB2F A4 6B LDY $6B vergleicht

BB31 C4 63 CPY $63 das

BB33 DO OA BNE $BB3F FAC

BB35 A4 6C LDY $6C und

BB37 C4 64 CPY $64 das

BB39 DO 04 BNE $BB3F ARG

BB3B A4 6D LDY $60 byte-

BB3D C&4 65 CPY $65 weise

BB3F 08 PHP Statusregister retten

BB4O0 2A RDL A Carry geléscht,

BB41 90 09 BCC $BB4C  dann zu $BB4C

BB43 EB8 INX Ergebnis

BB4SL 95 29 STA $29,X  aufbauen

BB46 FD 32 BEQ $BB7A  wenn X-Reg =0, dann zu $BB7A
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BB48 1D 34 BPL $BB7E  wenn X-Reg =1, dann zu $BB7E

BB4A A9 01 LDA #$01 wenn

BB4C 28 PLP FAC kleiner oder gleich

8BsD 80 OE BCS $BBSD ARG, dann zu $8B5D

Einspruvd von $8877

884F
8851
8853
BB55
BBS?7
8859

BBS8
BB5D
BBSE
BB&D
8B62
BB6%
BB66
BB68
BB6A
B86C
BB6E
BB70
8872
BB74
8B75
BB77
BB7A
8B7C
BBYE
BB7F
BB80
8881
BBSZ
B8B83

66 &0
26 6C
26 68
26 6A
80 €6
30 CE

10 €2
A8

A5 60
ES 65
85
AS
E5
85 6C
A5 6B
ES 63
85 68
A5 6A
E5 62
85 6A
98

4C 4F
A9 40
00 CE
0A

0A

0A

*28

0A
OA
0A

ASL $60
ROL $6C
ROL $48
ROL $6A
BCS $8B3F
BMI $BB29

8PL $8B3F
TAY

LDA $6D
SBC $65
STA $60
LDA $6C
SBC $64
STA $6C
LDA $6B
$8C $63
STA 368
LDA $6A
SBC $62
STA $6A
TYA

JMP $BB4F
LDA #$40
BNE $BB4C
ASL A
ASL
ASL
ASL
ASL
ASL

> >» > > >»

Das

ARG

ver-
doppeln
wenn (berteuf, dann zy $8B3F
wenn Bit 7 gesetzt, dann
zu $BB29
ansonsten zu $BB3F
Bie
Mantisse
von

ARG

minus

der
Mantisse
von

FAC

sub-

tra-

hie-

ren

und wieder
Zu $BB4C
unbedingter
Sprung

den

Akku

mit

64

walti-
ptizieren
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BB84 857D STA $7D
BB86 28 PLP
BB87 4C 8F BB JMP $BBS&F

TSI e e 2L L e 2 2 e sttt

BB3A A2 14 LDX #8314
BBBC 4C 37 A4 UMP SAL37

kbbbt bbdbbbbb bbb bbb bbb bdd

Einsprung von $BA56, $8887

BB8F A5 26 LDA $26
BB91 85 62 STA $62
BB93 A5 27 LDA $27
BB95 85 63 STA $63
BB97 A5 28 LDA $28
BB99? 85 64 STA $64
BB9B A5 29 LDA $29
BBYO 85 65 STA $65
BBYF 4C D7 B8 JMP $BBD7

L Lt

Ergeben = Rundungsstelle
Statusregister aus Stack
Hilfsregister nach FAC

Nuwner fGr ‘DIVISION BY ZERO'
Fehlermeldung ausgeben

Hilfs-

register

(326 - $29)

nach

FAC

Uber-

tra-

gen

FAC linksbundig machen

Konstante (A/Y) nach FAC
Ubertragen

Einsprung von $A78F, $AD42, SAEA2, SAFA4, $BBD9, $BF78,

$EDC2, $E2C9

BBA2 85 22 STA $22
BBA4 84 23 STY $23
BBA6 AO 04 LDY #804
BBA8 B1 22 LDA ($22),Y
BBAA 85 65 STA $65
BBAC 88 DEY

BBAD B1 22 LDA ($22),Y
BBAF 85 64 STA $64
BBB1 88 DEY

BBB2 B1 22 LDA ($22),Y
BBB4 85 63 STA 363
BBB6 88 DEY

2eiger
setzen
28hler setzen
LOW-Byte
der
Mantisse
und
RIGH-
Byte

der
Mantisse
in
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BBB7 B1 22 LDA ($22),Y FAC

BBB9 85 66 STA $66 holen

BBBB 09 80 ORA #$80 Vorzeichen

BBBD 85 62 STA $62 der

BBBF a8 DEY Man-

BBCO Bt 22 LDA ($22),Y tisse

BBC2 85 61 STA $61 Exponent

88C4 B84 70 STY $70 Rudngsstelle

BBC6 60 RTS Ricksprung

RARRAAARRAARRRARRRRARRRARRRRD

Einsprung von $SEOSD

LOX #85C
.BYTE $2C

BBC7 A2 5C
BBC9 2C

ARR AR AN R AR e i dde e de e

Einsprung von $E047, SE284

BBCA A2 57 LDX #$57
BBCC AD 00 LDY #$00
BBCE FO 04 BEQ $B8BD4

Einsprung von $A9D4, $ADS2

ARARAARARANARARARAARARAR RN RN

8BD0 A6 49 LDX $49
BBD2 A4 4A LDY $4A

Adresse LOW
Akku #4

FAC nach Akku-#3 dbertragen

Adresse LOW Akku #3
Adresse HIGH
unbedingter Sprung

FAC nach Variable ubertragen
Variabl enadresse
holen

Einsprung von $B8420, $BF88, SEOF6

BBD4 20 1B BC JSR $BCIB
BBO7 86 22 STX $22
BBDS 84 23 STY $23
BBOB A0 04 LOY #$04
BBOD A5 65 LDA $65
BBOF 91 22 STA (8$22),Y
BBE1 88 DEY

FAC runden

Zeiger auf
Zieladresse

Zdhler setzen
LOW-Byte der Mantisse
Den

FAC
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BBE2 AS 64 LDA $64
BBEG 91 22 STA ($22),Y
BBE6 88 DEY

BBE7 A5 63 LDA $63
BBES 91 22 STA ($22),Y
BBEB 88 DEY

BBEC A5 66 LDA $66
BBEE 09 7F DRA #S$7F
BBFD 25 62 AND $62
BBF2 91 22 STA ($22),Y
BBF4 88 DEY

BBFS A5 69 LDA $61
BBF7 91 22 STA ($22),Y
BBF9 B4 70 STY $70
BBFE 60 RTS

ARARAARARANAARARAR A AN TR RGOS

Einsprung von $AFFC, $884C

BBFC A5 6E LDA $6E

Einsprung von $BF9E

BBFE 85 66 STA $66
BCOO A2 05 LDX #3$05
BCO2 B5 6B LDA $68,X
BCOA4 95 60 STA $60,X
BCO6 CA DEX

BCO7 DO F9 BNE $BCO2
BCO9 86 7D STX $70
BCOB 60 RTS

Wk o e o o ok e o ok e o o o o o ok e e ek ke

in

den

Ziel-

bereich

uber-

tragen

FAC-Vorzeichen

Die Bits 0 bis 6 setzen
Vorzeichen auf
Speicherformat

bringen

FAC-Exponent

dbertragen
FAC-Rundungsstelle loschen
Ricksprung

ARG nach FAC (ibertragen

ARG-Vorzeichen

in FAC-Reg (ibertragen

5 Bytes

ARG in

FAC

Ubertragen

schon alle Zeichen ?
FAC-Rundmngsstelle |Ssshen
Rlcksprung

FAC nach ARG Ubertragen

Einsprung von SASFC, $BAE2, SBAFE, $BDTF, $BF71, $E26B,

$E277

BCOC 20 1B BC JSR $BC1B

FAC runden
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Einsprung von S$E002

BCOF
8C1
BC13
BC1S
BC16
BC18
BCTA

A2 06

85
5
CA
Do

60
68

F9

84 70

&0

LDX #3806
LDA $60,X
STA $68,X
OEX

BNE $BC11
STX $70
RTS

6 Zeichen

FAC in

ARG

dbertragen

schon alle Zeichen ?
FAC-Rundungsstelle léschen
RUCksprung

e e e e e e i et e e o e o o e e de e de e dr e de e F!c rm

Einsprung von SA9C4, SAE43, $BB14, $BBD4, $BCOC

BC1B A5
BCID FO
BCIF 06
gcat 90
Einsprung
BC23 20
BC26 DO
BC28  4C

61 LOA 361
FB BEQ SBC1A
70 ASL $70
F7 BCC $BC1A
von $B8FFA

6F B9  JSR $B96F
F2 BNE SBC1A
38 B9 JMP $B938

Exponent null ?,

dann fertig

Rundungsstelle groBer $7F ?
nein, danmn fertig

Mantisse um eins erhdhen
jetzt null ?

nath rechts verschieben,
Exponent erhshen

RARRRRRRAARAA AR AR R R ® Vorzeichen von FAC holen

Einsprung von $AP9F, SBYEA, $BC39, SE097

BC2B
BC2D
BC2F

A5
FO

61
09

A5 66

LDA $61
BEQ $BC38
LDA $66

Einsprung von $BC98

BC31
BC32
8C34

2A
A9

F¥

BO 02

ROL A
LDA #SFF
BES $8C38

wenn null,
dann RTS
FAC-Vorzeichen

hoten
negativ?
dann RTS
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BC36 A9 01 LDA #s01
BC38 60 RTS

LA 2 D T 2 bt

8C39 20 2B BC  JSR $BC2B

BC3C 85 62 STA $62
BC3E AY 00 LDA #$00
BC4O 85 63 STA 363
BC42 A2 88 Lox 3388

Einsprung von $B398

BC44 A5 62 LDA $62
BC46 4V FF EOR #$FF
BC48  2A ROL A

Einsprung von $BDD4

BC49 A9 G0 .DA #8860
BC4B 85 65 STA $65
BC4D 85 64 STA $64

Einsprung von $AF81

BC4F 86 61 STX $61
BC51 &5 70 STA $70
BC53 85 66 STA $66

BCS5 4C D2 B8  JNP $B8D2

L T T T T LA Ll

BC58 46 66 LSR $66
BC5A 60 RTS

L e e i T T it d ]

sonst positiv
RUcksprung

BASIC-Funktion SGN
Vorzeichen holen
und in FAC speichern
$63

{6schen

Exparent

Vorzeichen
invertieren
und nach links rollen

Die Adressen
$65
und 364 loschen

EXponent
Rundungsstelle

léschen
linksblUndig machen

BASIC-Funktion ABS
Vorzeichenbit loschen
Rucksprung

Verglejeh Konstante (A/Y) mit

FAC

Einspriig von $B027, $B1C9, SBEOF, SBEIA, $BF96

BC58 85 24 STA $24

2eiger auf
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Einsprung von SAD57

BCSD 84 25 STY $25 Konstante

BCSF AO 00 LDY #$00 2dhler setzen

BC61 B1 24 LDA ($24),Y Exponent

BC63 C8 INY 2éhler erhohen

BC64 AA TAX ins X-Reg

BC65 FO Cé BEQ $BC2B null?, dann Vorzeichen von
FAC holen

BC67 B1 24 LDA ($24),Y Konstante

BC69 45 66 EOR $66 FAC-Vorzeichen

BC6B 30 C2 BMI $BC2F verschiedene Vorzeichen?,
denn zu $BC2F

BC&D E4 61 CPX $61 Exponenten vergleichen

BC6F DO 21 BNE $BC92 falls verschieden, dann zu
$BC92

BC71 B! 24 LDA ($24),Y das

BC73 09 80 ORA #3$80 erste

BC75 C5 62 CMP $62 Byte

BC77 DO 19 BNE $8C92 vergleichen

BC79 C8 INY Z2éhler erhdhen

BC7A Bl 24 LDA ($24),Y das zweite

BC7C €5 63 CMP $63 Byte

BC7E DO 12 BNE $BC92 vergleichen

BCa8D C8 INY 2dhler erhohen

BC81 Bl 24 LDA ($24),Y das dritte

BCB3 C5 64 CMP $64 Byte

BC85 DO 0B BNE $BC92 vergleichen

BC87 C8 INY 2ahler erhdhen

BCB8 A9 7F LDA #ST7F FAC-Rundungsstelle mit

BCBA C5 70 CMP $70 $7F vergleichen

BC8C B1 24 LDA ($24),Y letzte Stellen, gemiB Ver-

BCBE ES5 65 SBC $65 gleich der Rundungsstelle,
subtrahieren

BC90 FO 28 BEQ $BCBA wenn alle Stetlen gleich
sind, dann RTS

BC92 A5 66 LDA $66 FAC-Vorzeichen

BC94 90 02 BCC $8C98 st die Konstante kleiner

FAC, dann zu $BC98
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BC9S6 49 FF EOR #$FF Ergebnis kleiner, dann
invertieren
BC98 4C 31 BC JMP $8C31 Flag flr Ergebnis setzen

eRRReRRRERRRRRRehbbaarhrrnnr Umgandlung Flieskomms nach
Integer

Einsprung von $AA11, $BICE, $8801, $8CD2, $BE32

BC9B A5 61 LDA $61 Exponent

BCSO FO 4A BEQ $BCE9 null ?

BC9F 38 SEC Integer-

BCAO E9 AOD SBC #SA0 Exponent

BCA2 24 66 BIT $66 wenn FAC positiyv,

BCA4 10 09 BPL SBCAF  dann zu SBCAF

BCA6 AA TAX FAC

BCA7 A9 FF LDA #$FF RUkMgsbyte

BCA? 85 68 STA 868 setzen

BCAB 20 40 B9 JSR $B94D Mantisse von FAC invertieren

BCAE 8A TXA Exponent in Akku

BCAF A2 61 LOX #$61 FAC-Offset-2eiger

BCB1 C9 F9 CMP #SF9 swenn Exponent groBer als

BCB3 10 06 BPL $8CBB -8, dann zu BCB8B

BCBS 20 99 B9  JSR $8999 FAC rechtsverschieben

Bce8 84 68 STY $68 FAC-Rundungsbyte léschen

BCBA 60 RTS Rlcksprung

BCBB A8 TAY Akku loschen

BCBC AS 66 LDA $66 FAC-Vorzeichen laden

BCBE 29 80 AND #$80 das

BCCO 46 62 LSR $62 FAC-

BCC2 05 62 ORA $62 Vorzeichen

BCC4 85 62 STA $62 isolieren

BCC6 20 BO B9  JSR $B9BO FAC bitweise nach rechts
varschiaben

B8CCY 68 STY 368 FAC-Rundungsbyte Lléschen

84
BCCB 60 RYS RUcksprung
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RERRAAAAAAAAAAAAAAAAARNRNNANNY BASIC-Funktion INT

Eingprung von $BF8F, $E0OE, $E27A

BCCC A5 61 LDA $61 Exponent

BCCE €9 AD CMP #SAO ganze 2ahl ?

BCDO BO 20 BCS $BCF2 ja, dann fertig

BCD2 20 98 BC JSR $BCYB FAC nach Integer wandeln
BCOS 84 70 STY $70 Rurndungsstelle Léschen
BCO7 AS 66 LDA 366 Vorzeichen in Akku
BCD9 84 66 STY 366 und positiv machen
BCDB 49 80 EOR #%80 Bei

BCOD 2A ROL A negativen Vorzeichen
BCOE A9 AD LDA #$AD das

BCEO 85 61 STA $61 carry-

BCE2 A5 65 LDA $65 flag

BCE4 85 07 STA $07 léschen

BCE6 4C D2 B8 JMP $BBD2 FAC linkshindig machen
BCE9 85 62 STA $62 Mantisse

BCEB 85 63 STA $63 mit

BCED 85 64 STA $64 Nullen

BCEF 85 65 STA $65 fullen

BCF1 A8 TAY Y-Reg léschen

BCFR 60 RTS Ricksprung

ARRRRAARRARRARRARRRARANNRANAL UYawiandlung ASCII nach

FlieBkommaformat

Einsprung von $AC89, SAEBF, $B7DA

BCF3 A0 00 LDY #$00 Wert festlegen

BCFS A2 OA LOX #SOA 2ahler stellen

BCF7 94 5D STY $50,X den Bereich

BCF9 CA DEX von $50 bis $66 mit

BCFA 10 FB BPL $BCF7 Nullen fullen

BCFC 90 OF BCC $B0O00 wenn erstes Zeichen eine
Ziffer, dann zu $B000

BCFE C9 20 CMP #$2D Numwrer far '-'?

BOOO DO 04 BNE $BD06 wenn nicht, dann zu $BD06

BDO2 86 67 STX $67 Flag fur negativ
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BDD4
BDD6
BDD8

FO D4
co 28
DD DS

BEQ $BOOA
CNP #$28B
BNE $BOOF

Einsprung von $807B

BDDA 20 73 DD  JSR $0073
BDOD 90 5B BCC $BD6A
BOOF C9 2E CMP #82E
BD11  FO 2E BEQ $BD41
BD13 C9 45 CHP #845
BD1S DD 30 BNE $BD47
BD17 20 73 00 JSR $0073
BD1A 90 17 BCC $BD33
BDIC C9 AB CMP #$AB
BD1E FO OE BEQ $BD2E
BD20 C9 2D CMP #32D
BD22 FD OA BEQ $BD2E
BD24 C9 AA CMP #$AA
BD26 FO0 D8 BEQ $BD3D
BD28 C9 2B CMP #3$28B
BD2A FO 04 BEQ $BD30
BD2C DD 07 BNE $BD35
BD2E 66 60 ROR $60
Einsprung von $BDBO

BD30 20 73 00 JSR $0073
BD33 90 5C BCC $BD91
BD35 24 60 BIT $6D
BD37 10 OE BPL $BD47
BD39? A9 DD LDA #S00
BD3B 38 SEC

BD3C E5 5E SBC $5E
BD3E 4C 49 BD JMP $BD49
BD41 66 SF ROR $5F
BD43 24 SF BIT $5F
BD45 S0 C3 BVC $SBDDA
BD47 AS 5E LDA $5E

unbedingter Sprung
Numwner flr ‘¢!
wepn nicht, dann zu $BOOF

CHRGET néchstes 2eichen halen
wenn Ziffer, dann zu $BD6A
Nummer far '.!

wenn ja, denn zu $BD41

Nummer flr 'E'

wenn nicht, dann zu $BD47
CHRGET néchstes 2eichen holen
venn 2iffer, denn zu $BD33
'-* BASIC-Kode

wenn ja, dann zu $BDZ2E

Nummer fur '-*

wenn ja, dann zu $BD2E

'+! BASIC-Kode

wenn ja, dann zu $BD30

Numer for '+!

wenn je, denn zu $BD30
unbedingter Sprung

Bit 7 setzen

CHRGET néchstes Zeichen holen
wenn 2iffer, dann zu $BD91
Bit 7 gesetzt ?

wenn nicht, dann zu $BD47
Vorzeichen des

Exponenten

wechseln

weiter bei $BD49

Aufruf durch Dezimalpunkt
schon zweiter Dezimalpunkt
wenn nicht, denn weiter
2ahl gemis
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Einsprung von $BD3E

BD49 38
BD4A ES
BD4C 85
BO4E FO
BDSO 10
BDS2 20
BDSS E6
BD57 DO
BDS9 FO
BD5B 20
BD5E cé
BD60 DO
BD62 AS
BD64 30
BD66 60
BD67 4C
BD6A 48
BD6B 24
BD6D 10
BD6F E6
BD71 20
BD74 68
BD75 38
BD76 E9
BD78 20
BD7B  4C
Einsprung
BD7E 48
BO7F 20
8082 68
8083 20
BDBS6 A5
BD8B8 45
BOBA 85
BDBC A6

SEC
50 SBC $5D
S5E STA $5E
12 BEQ $BD62
09 BPL $BDSB
FE BA  JSR SBAFE
5€ INC $5E
F9 BNE $BDS2
07 BEQ $BD62
E2 BA ISR SBAE2
SE OEC $5E
F9 BNE $BOS5B
67 LDA $67
01 8M! $BD67
RTS
B4 BF  JMP SBFB4
PHA
SF BIT $5F
02 BPL $BD71
5D INC $5D
E2 BA  JSR $BAEZ2
PLA
SEC
30 SBC #$30
7E BD  JSR $BD7E
DA BD JMP $BDOA
von $AA29, $BA21,
PHA
0C BC  JSR $BCDC
PLA
3C BC  JSR $BC3C
6E LDA S6E
66 EOR $66
6F STA S6F
61 LDX $61

Position

des Dezimalpunkts

und Exponenten anpessen
2ahl= Null, dann zu $BD62
2ahl kleiner als $7F

FAC = FAC /7 10

2ahl erhdhen

unbedingter

Sprung

FAC = FAC * 10

2ahl genias

Exponenten anpassen

wenn negativ,

dann Vorzeichen invertieren
Rucksprung
Vorzeichenwechsel FAC = -FAC

Aufruf durch Mantisse

wenn Vorkommastelle,

dann zu $BD71

Zéhler erhohen

FAC = FAC * 10

ASC II in

2iffer umvandeln

'0' abziehen gibt hex

addiert nachste Stelle zu FAC
néchstes Zeichen

$8D78

Wert aus Stack

FAC nach ARG

Wert in Stack

Accu in hochste Stelle von FAC
FAC-Vorzeichen und
ARG-Vorzeichen

verkniUpfen

erste Stelle von FAC hoten
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BOBE 4C 6A B8 JMP $B86A
BD91 AS SE LDA $5E
BD93 C9 OA CMP #S0A
B095 90 09 BCC $BDAD
BD97 A9 64 LOA #8364
BD99 24 60 BIT $60
8098 30 11 BMI $BDAE
BD9D 4C 7E B9  JMP $BY7E
BDAO OA ASL A
BOA1 0A ASL A
BDAZ 18 CLC

BOA3 65 S5E ADC $SE
BOAS 0A ASL A
BDA6 18 CLC

BDA7 AD 0D LOY #3800
BDA? 71 7A ADC ($7A),Y
BDAB 38 SEC

BDAC E9 30 SBC #$30
BDAE 85 S5E STA $5E
BOBO 4C 3D BD JMP $BD30

TR i i i e e WA e e e

BOB3 9B 3E BC 1F FD
BOBB 9E 6E 6B 27 FD
BOBD 9E 6E 6B 28 00

FRd AR AR R i i A e

Einsprung von $A471

BDC2 A9 7 LDA #$71
BDC4 AO A3 LDY #SA3
BDC6 20 DA BD  JSR SBDDA
BOCY A5 3A LDA $3A
BDCB A6 39 LDX $39

FAC = FAC + ARG

Aufruf durch 'E'

wenn dritte Exponentenziffer,
dann zu $BDAO

wenn Vorzeichen

negstiv,

dann Unterlauf

Zu 'OVERFLOW ERROR!'

Den
Exponenten
mit

10

multi-
ptizieren
2éhler setzen
Exponenten-
ziffer

addie-

ren

néachstes Zeichen holen

Konstanten flr FlieBkomwna
nach ASCII

99999999.9

999999999

1E9

Ausgabe der Zeilenmswer
bei Fehlermeldung

2eiger

auf 'in!'

String ausgeben
laufande
2eilenmemmer holen
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*ﬂtttttttttttttt***tt*ttti L 2]

Einsprung von SAGEA, $E43A

BOCO 85 62 STA $62
BDCF 86 63 STX $63
BDD1 A2 90 LOX #$90
8003 38 SEC

BOD4 20 49 BC  JSR $BC49
BOD7 20 DF BD  JSR $BOOF

Einsprung von $BDC6

80DA  4C 1E AB  JMP SABIE

RRRREERRETTTTILIEIR ke kivse

Einsprung von $AABC

eobp A0 01 LDY #$D1

Einsprung von $B46A, $BDD7

BODF A9 20 LDA #$20
BDE1 24 66 BIT $66
BOE3 10 02 BPL $BDE7
BO0ES A9 2D (DA #$2D
BOE7 99 FF 00 STA $QOFF,Y
BDEA 85 66 STA 366
BDEC 84 71 STY 871
BDEE €8 INY

BDEF A9 30 LDA #$30
BBF1 A6 61 LOX $61
BPF3 DO 03 BNE $BDF8
BOF5 4C 04 BF  JMP $BFO4

positive Integerzahl
in A/X ausgeben

fir Umwandlung

in FAC schreiben
Exponent

= 16

Integer nach FlieBkoama
wandeln

FAC nach ASCII wandeln

String ausgeben

FAC nach ASCIi-Format
wandeln und nach $100

Stringzeiger

' ¢ Leer2eichen fir positive
Zaht

wenn Vorzeichen

positiv ?, dann zu $BDE7
"-T Minuszeichen fiir
negative Zahl

in

Pufferbereich

schreiben

2éahler erhdhen

IOI

Exponent

wenn Zshl nicht nuil ?
dann fertig
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BOF8
BOFA
BOFC
BDFE
BEOO
BEO2
BEOA
BEO7
BED9
8£08
BEQD
BEOF

BE12
BE14
BE16
BE18
BE1A

BE1D
BE1F
BE21
BE24
BE26
BE28
BE2B
BE20
BEZ2F
BE32
BE3S
BE37
BE39
BE3A
BE3C
8E3E
8E40
BE42
BE44
BE4S
BE47

A9
EO
FO
80
A9
AD
20
A9
85
A9
AO
20

FO
10
A9
A0
20

FO
10
20
c6
00
20
E6
DO
20
20
A2
A5
18
69
30
c9
BO
69

A9
38

00
80
02
o9
8D

28
F7
50
B8
8D
58

1E
12
B3

58

02
OE
E2
50

FE
5D
nC
49
98
01

0A
09
0B
06
FF

02

BA

BC

8c

BA

B8
BC

LOA
CPX
BEO
BCS
LDA
LDY
JSR
LOA
STA
LOA
LDY
JSR

BEQ
BPL
LDA
Loy
JSR

BEQ
BPL
JSR
DEC
BNE
JSR
INC
BNE
JSR
JSR
LOX
LOA
CLC
ADC
BNI
CMP
BCS
ADC
TAX
LOA
SEC

#$00
#$20
$BEOO
$BEC9
#380
#$80
$BA28
HSF7
$50
#4838
#$80
$BCS5B

$BE32
$BE28
#383
#$50
$8C56

$BE21
$BE2F
$BAE2
$5D
$BE16
$SBAFE
$50
$BEOB
$B849
$BC9B
#301
$50

#30A
$BE4L7
#3508
$BE4S
HSFF

#$02

FAC

mit 1 vergleichen

wenn ja ,dann zu $BEOO
F&C groBer 1

Zeiger auf

Konstante 1E9

Konstante (Zeiger A/Y) * FAC
= -9

$50 = -9

2eiger auf

Konstante 99999999
Vergleich Konstente
(Zeiger A/Y) mit FAC
gleich

kleiner

Zeiger auf

Konstante 99999999.9
VYerglei¢h Xonstante
(Zeiger A/Y) mit FAC
gleich

kleiner

FAC = FAC * 10
Dezimalexponent erniedrigen
schon D?

FAC = FAC / 10
Dezimalexponent erhohen
tberlauf ?

FAC = FAC + .5 , runden
FAC nach Integer

FAC ist nun im Bereich von
JE8 bis 1E9, 350 hat Uert
von 2ehnerpotenz

Zahl =0.01

Betrag kleiner 0.1 ?
wenn ja, darin

Betrag gréBer 1E9 ?

die

Be-

rechnung

des
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BE48 E9 02 SBC #$02 Exponenten-

BE4A 85 SE STA $3E flags

BE4C 86 5D STX $5D Negative Darstellung des

BE4E BA TXA Exponenten

BE4F FO 02 BEQ SBES3 wenn 0.1, dann zu SBES3

BE51 10 13 BPL $BE66 wenn nicht 0.01, damn
zu $BE6S

BES3 A4 71 LDY $71 Zeiger flur Polynomauswertung

BESS A9 2E LDA #$2E Nuwrner flr '.!

BES7 C8 INY Zeiger erhohen

BES8 99 FF 00 STA SOOFF,Y in Stringbereich

BESB 8A TXA schreiben

BESC FD 06 BEQ $BES&4 wenn 0.1, dann zu S$SBE&4

BESE A9 30 LDA #830 Nuwner fir '0°

BE6D0 8 INY Zeiger erhohen

BE61 99 FF 00 STA SOOFF,Y in Stringbereich

BES4 84 71 STY $71 schreiben

BE6S AD 00 LOY #3800  Zeiger

Einsprung von $AF56

BEGB A2 80 LDX #380 stellen

BEGA AS 65 LDA $65 Durch

BESC 18 cLC Addition

BESD 79 19 BF ADC $BF19,Y und

BE70 85 65 STA $65 Subtraktisn

BE72 A5 64 LDA $64 der

BE74 79 18 BF  ADC $BF18,Y Werte

BE77 85 64 STA $64 aus

BE79 A5 &3 LDA $63 der

BE7B 79 17 BF  ADC $BF17,Y Tabelle

BETE 85 63 STA $63 werden

BEBO AS 62 LDA $62 die

BEB2 79 16 BF ADC $BF16,Y einzelnen

BEBS 85 62 STA $62 Ziffern

BEB7 E8 INX des

BEB8 BO 04 BCS SBESBE 2ahlen-

BEBA 10 DE BPL $SBEGA  Strings

BEBC 30 02 B6M! SBE90  be-

BEBE 30 DA BMI SBESA rech-
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BESD

BE93
BE9S
BEQ7
BES9
BEGA
BESS
BESC
BE9D
BESF
BEA1
BEA2
BEA3
BEAS
BEA8
BEAA

BEAC
BEAE
BEAF
BEB2
BEB4
BEBS
8ER?
BEB?
BEBB
BEBC
BEBE
BECO

BEC2Z
BEC4
BEC6
BECYH
BECA
BECC
BECE
BEDO

8A
)

[+ 3

FF
0A
2F

84 47

DO

A9

g

B8A
49
29
AA
co
FQ
co

AL
B9

co
FO
c9
FO

n

7F
FF
50
06

2€

FF
n
47

80

24
04
3c

7
FF

30
F8
2E
01

00

00

00

TXA net

BCC $B8E97 alles eddiert?, wern nicht,
denn zu $BE97

EOR #S$FF Ergebnis mit 10

ADC #$0A komplementieren

ADC #$2f 0 - 1

INY 2éhler

INY ent-

IN¥ sprechend

INY erhdhen

STY $47 2éhler sichern

LDY $71 2eiger auf Stringbereich ltaden
INY und erhdhen

TAX 2iffer

AND #87F in

STA $00FF,Y Stringbereich

DEC $50 bringen

BNE $BEBZ wenn Einerstelle nicht
erreicht, dann zu $BEB2

LDA #32E Nummer far 00!

INY 28hler erhohen

STA $00FF,Y in Stringbereich schreiben

STY $71 28hler speichern

LDY $47 Neuen Z2ahler holen

TXA FAC-

EOR #SFF U~

AND #380 wand-

TAX tung

CPY #%24 Tabellenende ereicht,

BEQ $BEC4 dann zu $BEC4

CPY #3$3C Tabel lenende bei
TI$-Berechnung

BNE $BEGA nicht erreicht, dann zu $BESA

LDY $71 2é8hler wieder halen

LDA $OOFF,Y letzte Stelle suchen

DEY 28hler erniedrigen

CMP #$3D0 Nuwner fur D'

B8EQ $BECS wenn ja, dann zu $BECS

CMP #$2E Numwmer fuar *.°*

BEQ $BED3 wemn je, dann zu $BED3
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BED2
BED3
BEDS
BED7
BED9

BEDB
BEDD
BEDE
BEED
BEE1
BEE3
BEE6
BEES8
BEEB
BEEC
BEEE
BEEF
BEFO
BEF2
BEF4
BEF6
BEF9
BEFA
BEFD
BEFF
BF02

c8

A9 28
A6 5E
FO 2E
10 08

A9 00
38
ES SE

A9 2D
99 01 01
A9 45
99 00 01
8A

A2 2F
38

E8

E9 DA
BO FB
69 3A
99 03 01
8A

99 02 01
A9 00
99 04 01
FO 08

INY
LDA
LDX
BEQ
BPL

LDA
SEC
SBC
TAX
LDA
STA
LDA
STA
TXA
LDX
SEC
INX
SBC
BCS
ADC
STA
TXA
STA
LDA
STA
BEQ

Einsprung von $BDFS

BFO4
BFO7
BF09
BFOC
BFOE
BF10

99 FF 00
A9 00
99 00 01
A9 00
A0 01

60

STA
LDA
STA
LDA
LDy
RTS

#$28
$5E
$BFO7
$BEE3

#300

$5E

#$20
$0101,Y
#3845
$0100,Y

#32F

#S0A
$BEEF
#83A
$0103,Y

$0102,Y
#300
$0104,Y
$BFDC

$O0FF,Y
#3500
$0100,Y
#$00
#301

28hler erhohen

Nutmer fur '+!

wenn Flag nicht gesetzt,
dann zu $BF07

wenn Exponent positiv, dann
2u $BEE3

Den

Exponenten

be.

rechnen

Nummer far '-!

in Stringbereich schreiben
Nummer fir 'E’

in Stringbereich schreiben
2ehner-

stelle

fiar

den

Exponenten

berechnen

9+ 1

in Stringbereich schreiben
2ehnerstelle

in Stringbereich schreiben
Puffer mit $0

abschl ieBen

unbedingter Sprung

Puffer

mit $O
abschlieBen
2eiger auf
Puffer $100
ROcksprung



Das ROM-Listing 429

dedededededededeole dede de ke v de e v T e el e e e i o

BF11 80 00 00 00 0O Konstante 0.5 fur
SQR-Funktion

Fedede W RN W WA et dededrdededededevieiek Konst.nten fur Glei tkm

nach ASC11

32-Bit Bindrzahlen mit Verzeichen

BF16 FA 0A 1F 00 -100 000 000
BF1A 00 98 96 80 10 000 000
BF1E FF FO 8D CO -1 000 000
BF22 00 01 85 AD 100 000
BF26 FF FF D8 FO -10 000
BF2A 00 00 03 E8 1 000
BF2E FF FF FF 9C = 100
BF32 00 00 00 OA 10
BF36 FF FF FF FF -1

Lda 4442444442222 242233232424 Kmstgnten fur Umamlung

Tt nach TI$
BF3A FF OF OA 80 -2 160 000
BF3E 00 03 48 CO 216 000
BF42 FF FF 73 60 =36 000
BF46 00 00 OE 10 3 600
BF4A FF FF FD A8 - %00
BF4E 00 00 00 3C 60
Bf52 E&C
BFS3 AA ...

BF70 ... A

RARARR AR AR RN A AAR AR AR AR NAR RS EASIC-‘mktion SGR

BF71 20 OC BC JSR $BCOC  fAC runden und nach ARG
BF74 A9 11 LDA #$11 2eiger auf
BF76 A0 BF LDY #$BF Konstante 0.5

RRARAANARRRRAAANRRRRRAAARRRE  Potenzierung FAC = ARG
hoch Konstante (A/Y)
BF78 20 A2 BB JSR $BBA2 Konstante nach FAC
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ARRAANNAAANNARAANRAAAANRAANY  PoteNnZierung FAC = ARG
hoch FAC

BF78 FO0 70 BEQ $BFED wern FAC=0, dann zu $BFED

BF7D A5 69 LDA $69 Exponent ARG = Basis

BF7F D0 03 BNE $BF84 nicht null ?,

BF81 4C F9 B8 JMP $B8F9 damn fertig

BF84 A2 4E LDX #¥#S$4E Zeiger auf

BF8S AQ 00 LDY #$00 Hi Lfsakku

BF88 20 D4 BB  JSR $BBD4  FAC nach Hil fsakku

BF8B A5 6E LDA $6E Exponent FAC = Potenzexponent

BF80 10 DF BPL $BF9E kleiner eins ?,

BF8F 20 cc BC JSR $BCCC dann INT-Funktion

BF92 A9 4E LDA #S$4E Zeiger auf

BF94 A0 00 LDY #$00 Hi Lfsakku

BF96 20 5B BC  JSR $BC5B mit FAC vergleichen

BF99 0O 03 BNE $BF9E Exponent nicht ganzzahlig,
dann zu SBFY9E

8F98 98 TYA Akku= &

BF9C A4 07 LDY $07 Exponentenstelle

BF9E 20 FE BB  JSR SBBFE ARG nach FAC

BFA1 98 TYA Exponentenstelle

BFA2 48 PHA in Stack

BFA3 20 EA B9 JSR $B9EA  LOG-Funktion

BFA6 A9 4E LDA #S4E 2eiger auf

BFA8 AO DO LDY #$00 Hilfsakku

BFAA 20 28 BA  JSR $BA28 mit FAC multiplizieren

BFAQ 20 ED BF JSR SBFED EXP-funktion

BFBO 68 PLA Exponent aus Stack

BFB1 4A LSR A wenn Exponent gradzahlig,

BFB2 90 DA BCC $BFBE dann fertig

Eadddd i i it addd i i ai it tisddddd

Einsprung von $B067, $E030,

BFB4 A5 61 LDA $61
BFB6 FO 06 BEQ $BFBE
BFB8 A5 66 LDA $66
BFBA 49 FF EOR #SFF

Vorzeichenwechsel

$E290, SE2AA, SE313, SE33A

Exponent

2ahl gleich null, dann fertig
Vvorzeichen

invertieren und
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BFBC
BFBE

BFBF
BFC4

85 66 STA 386
60 RTS

CEAR btk ANAN
81 38 AA 3B 29
07

BFCS
BFCA
BFCF
BFO4
8FD9
BfDE
BFE3
BFE8

71 34 58 3E 56
74 16 7E 83 1B
77 2F EE E3 85
7A 1D 84 1C 2A
7C 63 59 58 04
7E 75 FD E7 C6
80 31 72 18 10
81 00 00 00 00

ARRRNAAAAAAAAANANANAAARNIND

Einsprung von $8FAD

BFED
BFEF
BFF1
BFF&
BFF6
BFF8

BFFA

BFFD

A9 BF LDA #$BF
AO BF LDY ¥$BF
20 28 BA  JSR $BA28
A5 70 LDA $70
69 50 ADC #$50
90 03 BCC $BFFD

20 23 8C  JSR $BC23

4C 00 EO  JMP $EOOO

Einsprung von $BFFD

E000
E002
EOQS
EQO7
E009
EOOB
EODE

85 56 STA $56
20 OF BC  JSR $BCOF
A5 61 LDA $61
co 88 CMP #4388
90 03 8CC $EOOE

20 DA BA  JSR $BAD4
20 CC BC  JSR $8CCC

speichern
Rucksprung

Konstanten flr EXP
1.442695046 = 1/L0G(2)
7 = Polynongrad, 8
Koeffizienten
2.14987637E-5
1.4352314E-4
1.34226348E-3
9.614011701E-3
.0555051a&59
.240226385
693147186

1

BASIC-Funktion EXP

Zeiger auf

Kongtante 1/L0G(2)

mit FAC multiplizieren
80 z2u fwwdungsstelle

addieren

wenn kleiner als $FF, dann

zZu $BFFD

Mantjsse von FAC um
eins erhdhen

weiter bei $E000

Rundungsstelle

FAC nach ARG bringen
Exponent

Zahl grgBer 128 ?,
dann zu SEOOE

falls positiv 'OVERFLOW'

INTEGER-Funktion
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EO11 A5 07 LDA $07
E013 18 cLC

EO14 69 81 ADC #$81
EO16 FO F3 BEQ SEO0B
E018 38 SEC

E019 E9 O1 SBC #$01
EO1B 48 PHA

EOIC A2 05 LDX #$05
EOE BS 69 LDA $69,X
E020 B4 61 LDY $61,X
E022 95 61 STA $61,X
E024 94 69 STY $69,X
E026 CA DEX

E027 10 F5 BPL SEOIE
E029 AS 56 LDA $56
EO2B 85 70 STA $70
EO2D 20 53 B8  JSR $B853
E0O30 20 B4 8F JSR $BFB4
E033 A9 C4 LDA #35C4
E035 A0 BF LDY #$8F
E037 20 59 EO  JSR $€059
EO3A A9 00 LDA #800
EO3C 85 6F STA S6F
EO3E 68 PLA

EO3F 20 B9 BA  JSR $BAB9
E042 50 RTS

AR vk vk e vk v vl v ok v v o A A

ganze Zahl

2ahl

gleich

127 ?, dann zu SEOOB
ansonsten
subtrahieren

ind in Stack

FAC

und

ARG

ver-

tauschen

2ahler erniedrigen
schon alle 2eichen?
Rundungs-~

stelle

ARG - FAC
Vorzeichenwechsel
Zeiger auf
Potynomkoeffizienten
Polynom berechnen
Vergleichsbyte
léschen

Zahl aus Stack
Exponenten von

FAC und ARG addieren
RUcksprung

Polynamberechnung
y=al1*x+82*x “3+a3*x *5+...

Einsprung von $BA16, $E2B1, $E328

E043 85 71 STA $71

E0L5 84 72 STY $72

E047 20 CA BB  JSR $BBCA
EO4LA A9 57 LDA #357
EO4C 20 28 BA  JUSR $BA28
EO4F 20 5D EO  JSR SEOSD
E052 A9 57 LDA #$57

Zeiger auf
Polynomkoeffizienten

FAC nach Akku #3 bringen
Zeiger auf Akku #3

FAC * Akku #3 (quadrieren)
Polynomberechnung

2eiger auf
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E054
E056

A0 00
4C 28 BA

LDY #$00
JMP $BA28

LAl dddddd adadddd gl adddldl gl

Einsprung von $E037

E059
EOSB

STA $71
STY $72

8 n
84 72

Einsprung von SEO4F

EOSD 20 C7 BB  JSR $BBC7
E060 81 71 LDA ($71),Y
E062 85 67 STA $67
E066 A4 T LDY $71
E066 €8 INY

E067 98 TYA

E068 00 02 BNE SEO06C
EO6A E6 72 INC $72
E06C 85 71 STA $71
EO6E A4 72 LOY 872
EO70 20 28 BA  JSR $BA28
E073 A5 71 LDA $71
EO7S A4 72 LDY 872
EO77 18 CLC

EO78 69 05 ADC #305
EO7A 90 01 BCC $EO7D
EO7C C8 INY

EO7D 85 7 STA $71
EO7F 86 72 STY 872
E081 20 67 B8  JSR $B867
E084 A9 5C LDA #35C
E086 A0 00 LDY #300
EO88 C6 67 DEC $67
g0BA DO E4 BNE $EO070
EOBC 60 RTS

Akku #3
FAC = FAC * Akku #3

Polynomberechnung
y=80+a1%*x+a2*x 2+a3*x"3¢...

Zeiger auf
Polynomgrad

FAC nach Akku #4 bringen
Polynomgrad

als zéhler

Zeiger fur Polynomauswertung
Zeiger erhdhen,

Zeigt dann

auf ersten Koeffizienten
Zeiger

fir

Polynomsuswertung

FAC = FAC * Konstante
Zeiger in

(A/Y)

Zeiger

un 5 erhdhen - nachste Zah!
wenn kleiner, dann zu SEO7D
ansonsten erhdhen

2eiger far
Polynomsuswertung speichern
FAC = FAC + Konstante
Zeiger auf

Akku #4

28hler erniedrigen

schon alle, nein, dann

zu $EO70

Ricksprung
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RRRRRARRRRRRARRRRRRARRRRRRNRE Constanten fUr  RND

EOBD 98 35 44 7A 00 11879546
E092 68 28 B1 46 00 3.92767774E-4

Aedkh R R kAR A vRkAraaaan BASIC-Funktion RNO

E097 20 28 BC JSR $BC2B  Vorzeichen holen

EO9A 30 37 BMl SEOD3 negativ ?, dann zu SEO0D3
EOSC DO 20 BNE SEOBE nicht Null?, dann zu SEOBE
EO9E 20 F3 FF  JSR SFFF3 Basis-Adresse CIA holen
EOA1 86 22 STX $22 als Zeiger

EOA3 84 23 STY $23 speichern

ECA5S AO 04 LDY #304 2éhler setzen

EOA7 B1 22 LDA ($22),Y LOW-Byte Timer A laden
EOA9 85 62 STA $62 und speichern

EOAB C8 INY 2ahler erhdhen

EOAC B1 22 LDA ($22),Y HIGH-Byte Timer A laden
ECAE 85 64 STA $64 und speichern

EOBO AOQ 08 LOY #8308 Zdhler neu setzen

EOB2 B1 22 LDA ($22),Y TOD 1/10 sec laden
EOB4 85 63 STA 363 und speichern

EOB6 CB INY Zéhler erhdhen

EOB7 81 22 LDA ($22),Y TOD sec laden

EOB? 85 65 STA $65 und speichern

EOBB  4C E3 EOQ JMP SEOE3 weiter bei S$EOE3

EOBE A9 88 LDA #5898 Zeiger auf

EDCO AOQ 00 LDY #800 letzten RND-Wert

EOC2 20 A2 BB  JSR $BBA2 nach FAC holen

EOCS A9 8D LDA #$80 Zeiger auf

EOC7 AQ EO LDY #SEC Konstante

EOC? 20 28 BA  JSR $BA28 FAC = FAC * Konstante
EOCC A9 92 LDA #%$92 2eiger auf

EOCE AO EO LDY #SEQ Konstante

EODO 20 67 B8 JSR $B867 FAC = FAC + Konstante
EOD3 A6 65 LDX $65 alle

EOD5 A5 62 LDA $62 Stel-

EOD7 85 65 STA $65 len

EOD9 86 62 STX $62 im

EODB A6 63 LDX $63 FAC
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EOOD A5 64 LOA $64
EODF 85 63 STA 363
EOE1 86 64 STX $64

Einspring von SEOBB

EOE3 A9 00 LDA #$00
EDE5 385 66 STA 366
EOEZ A5 61 LDA $61
EOE9 85 70 STA $70
ECEE A9 80 LDA #480
EOED 85 61 STA $61
EOEF 20 D7 B8  JSR $88D7
EOF2 A2 88 LDX #$88
EOF4 A0 00 LOY #$00

Einsprung von $E2C2

EOF6 4C b4 BB  JHP 36BU4

RRRRRRRRRARAARARAAA AR AR AR AR d

Einsprung von S$E1D1

EOF9 C9 FO CMP #8$F0
EOfFB DO D7 BNE S$E104
EDFD 84 38 STY $38
EOFF 86 37 STX $37
E101 4C 63 A6  JHP %4663
E104 AA TAX

ET05 00 02 BNE $E109
E107 A2 E LOX #S1E
E109 4C 37 A4 JMP $A437

ver-
tau-
schen

Vorzeichen

positiv

Exponent in
Rundungsstelle
2ufallszahl

speichern

FAC linksbindig machen
2eiger auf

letzten RND-Wert

FAC runden und speichern

Fehlerauswertung nach
1/0-Rautinen

RS 232 OPEN oder CLOSE ?
nein

BASIC-RAM Ende

neu setzen

und zum CLR-Befehl
Fehlernumwner nach X
nicht Null ?

sonst Nummer fur ‘'BREAX!
Fehlermeldung ausgeben
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RARARARARRARARARARRAR AR RAR BASIC Bsou‘

Einsprung von $AB47

E10C 20 D2 FF  JSR S$FFD2
E10F BO E8 BCS SEOF9
E111 60 RTS

ARARARAARRAAR AR AR RAARRRRRR

Efnsprung von $A562
E112 20 CF FF JSR SFFCF

E115 BO E2 BCS SEOF9
E17 60 RTS

ARRRAAARAAAAAAARARRAR AR A

Einsprimg von SAA93

E118 20 AD E4 ISR SE4LAD
E118 BODC BCS SEOF9
E11ID 60 RTS

ARAAAAAAAAAAAAAAARRARARAA N AR
Einsprung von $AB8F, $ABAF
E11E 20 C6 FF JSR $FFC6

E121 BO D6 BCS $EOF9
E1R23 60 RTS

AARRRAARARRARAAAR AR RR AR RN

Einsprung von $AC35

E124 20 E4 FF  JSR SFFE4
E127 BO DO BCS $£0F9
E129 60 RTS

ein Zeichen ausgeben

Fehler ?
Rucksprung

BASIC BASIN

ein Zeichen holen
Fehler ?
RUcksprung

BASIC CKout

Ausgabegerit setzen

Fehler ?
Rucksprung

BASIC CHKIN

Eingabegerat setzen

Fehler ?
Rucksprung

BASIC GETIN

ein Zeichen holen
Fehler ?
Riicksprung
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RRRAANNRRRANNNRRAAARRRRAANRRRN GYS-Befehl

E12A 20 8A AD  JUSR $ADBA
E120 20 F7 B7 JSR $B777
E130 A9 E1 LDA #SE1
E132 48 PHA

E133 A9 46 LDA #846
E135 48 PHA

E136 AD OF D3  LDA 9030F
E139 48 PHA

E13A AD OC 03  LOA $030C
E13D0 AE OD 03  LOX $0300
€140 AC DE 03 LDY $O030E
E143 28 PLP

EV44 6C 14 00 JMP ($0014)
E147 038 PHP

E148 80 OC 03 STA $030C
E1%B B8E OD 03 STX $030D
E14E B8C OE 03 STY $O030E
E151 68 PLA

E152 80 OF 03 STA $030F
E155 60 RTS

Wl e o e o o e ol oy T e e e ol e e o e ek

E1S6 20 D4 E1 JSR SE1D4
E159 A6 20 LOX $20
E15B A4 2E LDY $2E
E150 A9 28 LDA #s28
E1SF 20 D8 FF  JSR SFFD8
€162 80 95 BCS SEOF9
Et64 60 RTS8

Y ANARANANANAAR AR AR AR RANA S

E165 A9 01 LDA #301
E167 2C .BYTE $2C

FRMNUM, numerischen
Ausdruck holen

in Adressformet wandeln,
nach $16/%15

Ruck-

sprungadresse

auf

Stack

Status,

in Stack

Akku,

X-Register und
Y-Register lUbergeben
Status setzen
Routine aufrufen
Status speichern
Akku,

X-Register,
Y-Register und
Status

wieder speichern
RUcksprung

SAVE-Befehl

Paremeter (Filenamen, Prim.
und Sek. Adresse)
Endadresse gleich
BASIC-Ricksprung
Startadresse gleich Zeiger
suf BASIC Anfang
Save-Routine

Fehlter ?

Rilcksprung

VERIFY-Befeht
verify-
Flag
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L2222 a2t ddddad il LOAD-Be fe hl

E168
E16A
E16C
E16F
E171
E173
E175
E178
E17A
E17C
EI7E
E180
E183
E185

E187
E189
£188
E18D
E18F
E191
E194
E195
E198
E19A
E19C
E19€
E1A1
E1A3
E1AS
E1A7
E1A9
E1AB
E1AD
E1AF
E1B2

E1B5

A9
85
20
AS
A6
Ab
20
BO
A5
FO
A2
20
29
DO

A5
co
FO
A9
AO
4C
60
20
29
FO
A2
4C
AS
co
DO
86
84
A9

00
0A
D4
0A
2B
2c
D5
57
OA

7A
02
07
64
A3
1E

87
BF
05
1D
37
8
02
0E
2D
2E
76

AO A3
20 1E AB
4C 2A AS

E1

FF

AB

FF

AS

20 8E A6

LDA
STA
JSR
LOA
LOoX
Loy
JSR
BCS
LOA
BEQ
LDX
JSR
AND
BNE

LDA
CMP
BEQ
LDA
Loy
JMP
RTS
JSR
AND
BEQ
LOX
JMP
LDA
CMP
BNE
STX
STY
LDA
LOY
JSR
JMP

JSR

#300
SOA
SEID4
$SOA
$28
$2C
$FFD5
SE1D1
SOA
SE195
#s1c
SFFB7
#$10
SE19E

S7A
#$02
SE194
#364
#SA3
SABIE

SFFB7
#$BF
SE1A1
#3110
SAL37
s78
#$02
SE1B5
$2D
$2E
#$76
HSAZ
SABIE
SA52A

$SAGBE

Load-Flag

speichern

Parameter holen

Flag

Startadresse gleich
BASIC-Start
Load-Routine

Fehler ?

Load/Verify - Flag
Load ?

Offset fuar 'VERIFY ERROR'
Status holen
Fehler-Bit isolieren
Statusbit gesetzt, dann
Fehler

muB HIGH-Byte $7B sein
Test auf Oirekt-Modus
ja, dann fertig

Zeiger auf

IOKI

ausgeben

Rucksprung

Status holen

EOF-Bit ldschen

kein Fehler

Offset fur 'LOAD ERROR'
Fehlermeldung ausgeben
Direkt-

modus testen

nein, dann weiter
Endadresse gleich
Rilcksprung

2eiger auf

'‘READY!

String ausgeben
Programmzei len neu binden,
CLR

CHRGET-Zeiger auf
Progremmstart
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E1B8
E1BB

20 33 AS
4C 77 A6

JSR $A533
JMP SA677

ARAARARAAARRARRR AR RRRRRAR

EIBE 20 19 E2  JSR $E219
E1C1 20 CO FF  JSR SFFCO
EiC4 BO 0B BCS SE1D1
EIC6 60 RTS

ARRARARARARRA A A A hha TR RRrw

E1C7 20 19 E2  JSR $E219
EICA A5 49 LDA $49

E1CC 20 C3 FF  JSR SFFC3
E1CF 90 C3 BCC $E194
E1ID1 4C F9 EO  JMP SEOF9

ARRAAARARARRAARAAART AR TR RAR

Einsprung von $E156, S$E16C
E1D4 A9 00 LDA #$00
E1D6 20 BD FF JSR SFFBD
E1D9? A2 01 LDX #$01
E1DB A0 00 LDY #$DO
E1DD 20 BA FF JSR SFFBA
E1E0 20 06 E2  JSR $E206
E1E3 20 57 E2  JSR $E257
E1E6 20 06 E2  JSR $E206
E1E9 20 00 E2 JSR $E200
E1EC A0 00 LDY #$00
E1EE 86 49 STX $49
E1F0 20 BA FF JSR SFFBA
EWfF3 20 06 E2  JSR $E206
E1F6 20 00 E2 JSR $E200
E1F9 BA TXA

E1FA A8 TAY

E1FB A6 49 LDX $49
E1FD 4C BA FF  JMP SFFBA

Programmzeilen neu birden
RESTORE, BASIC initialisieren

BASIC-Befelil OPEN
Parameter holen
OPEN-Routine
Fehler ?
Ruckspruing

BASIC-Befelil CLOSE
Parameter holen

Fi lenummer
CLOSE-Routine

kein Fehler, RTS
zur Fehlerauswertung

Parameter far LOAD und SAVE
holen

Default fir Ldénge des
Filenamen

Fil enamenparameter setzen
Default fUr Geratenuwmer
Sekundéradresse
Fileparameter setzen
weitere Zeichen ?
Filenamen holen

weitere Zeichen ?
Gerdteadresse holen
Sekundéradresse
Gerateadresse
Fileparameter setzen
weitere Zeichen ?
Sekundédradresse holen

in Akku schieben
Sekundaradresse
Gerdatenummer
Fileparameter setzen
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TARAAAA AN RN RAAAAAAAARAAAARAAA

Einsprung von SE1E9, SEIF6, SE231, $E245

E200 20 OE E2 JSR S$E20E

E203 4C 9E B7  JMP $B79E

Ardrdededr et de e R A W R R

prift auf Komma und weitere
2eichen
holt Byte-Wert nach X

prift auf weitere Zeichen

Einsprung von SE1E0, SEIES, SEIF3, $E22E, $E242, $E251

E206 20 79 00 JSR $0079
€209 00 02 BNE $E20D
E208 68 PLA
E20C 68 PLA
E20D 60 RTS

RAAARARAARNARAARARAAAARA AR AR

Einsprung von $E20D, $E254

E20E 20 FD AE  JSR SAEFD

Efnsprung von SE21E

E211 20 79 00 JSR $0079
E214 0O F7 BNE $E20D
E216 4C 08 AF  JMP SAFO8

AARRRARARRRRRARA AR TRRRR RN

Einsprung von $E1BE, S$EIC7

E219 A9 00 LDA #300

E218 20 BD FF  JUSR SFFBD

CHRGOT tetztes Zeichen
weiteres 2eichen, dann
Ruckkehr

sonst Rickkehr zur
ubergeordneten Routine
Rickeprung

prift auf Komma

CHRGOT letztes Zeichen holen
weitere Zeichen, dann
Rickkehr

'SYNTAX ERROR'

Parameter fUr OPEN holen

Default fur L&nge des
Filenamens
Fil enamenparameter setzen
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E21E 20 11 E2  JSR SE211
E221 20 9E B7  JSR $B79E
E224 86 49 STX $49
E226 8A TXA

E227 A2 01 LDX #$01
E229 A0 00 LOY #$00
E228 20 BA FF  JSR SFFBA
E22E 20 06 E2  JSR $E206
E231 20 00 E2  JSR $E200
E234 86 4A STX $4A
E236 A0 00 LDY #$00
E238 A5 49 LDA $49
E23A EO 03 CPX %803
E23C 90 01 BCC SE23F
E23E 88 DEY

E23F 20 BA FF  JSR SFFBA
E242 20 06 E2  JSR $E206
E245 20 00 E2  JSR $E200
E248 8A TXA

E249 A8 TAY

E24A A6 4A LDX $4A
E24C A5 49 LDA $49
E24E 20 BA FF JSR SFFBA
E251 20 06 E2  JSR $E206
E254 20 OE E2  JSR SE20E

Einsprung von SE1E3

E257 20 9E AD  JSR SAD9E
E25A 20 A3 B6  JSR $B6A3
E25D A6 22 LDX $22
E25F A4 23 LDY $23
E261 4C BD FF  JMP SFFBD

AARARRRRARRARRA AR AR RRAAAAR AR

E264 A9 EO LDA #SEO
E266 AD E2 LDY #$E2
E268 20 67 B8  JSR $B867

weitere Zeichen ?

holt logische Filenummer
nach X-Reg

und speichern

logische Filenumner
Default fur Gerdteadresse
Sekundaradresse
Filepasrameter setzen
weitere 2eichen ?

holt Geréateadresse

und speichern
Sekundér-adresse
logische Fi lenummer
Geratenummer kleiner 3 ?
Jja

sonst Sekundédradresse auf
255 (keine Sek-Adr)
Fileparameter setzen
weitere Zeichen ?

holt Sekundéradresse

in Akku schieben
Sekundéradresse
Geratenummer

logische Filenumwner
Fileparameter setzen
weitere Zeichen ?

praft auf Komms

FRMEVL Ausdruck holen

holt Stringparameter, FRESTR
Adresse des

Filensmens
Filenamenparameter setzen

BASIC-Funktion COS
Zeiger auf
Konstante Pi/2

zu FAC addieren
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SRAARRRAARRRARRRRARREaRrRerrr GASIC-Funktion SIN

Eingprung von $E2BB

E26B 20
E26E A9
E270 A0
E272 A6
E274 20
E277 20
E27A 20
E270 A9
E27F 85
E281 20
E284 A9
E286 A0
E288 20
E28B AS
E280 48
E28E 10
E290 20
E293 AS
E295 30
E297 A5
€299 49
E29B 85
Einsprung
E29%0 20
E2A0 A9
E2A2 AD
E2A4 20
E2A7 68
E2AB 10
E2AA 20
E2AD A9
E2AF AO
E2B1 4C

0C BC  JSR $BCOC
ES LDA #SES
E2 LOY #SE2
6E LOX S$6E
07 BB  JSR $BBO7
0C BC  JSR $BCOC
CC BC  JSR s$BCCC
00 LOA #$00
6F STA $&F
53 88  JSR $B853
EA LDA #SEA
E2 LOY #$E2
50 B8  JSR $B850
66 LDA $66
PHA
¢ ) BPL $E29D
49 B8  JSR $B849
66 LDA $66
09 BMI SE2AO
12 LDA $12
FF EOR #SFF
12 STA 812
von $E20D
B4 BF  JSR $BFB4
EA LDA #SEA
E2 LOY #SE2
67 B8  JSR $8867
PLA
03 BPL SE2AD
B4 BF  JSR $BFB4
EF LDA #SEF
E2 LDY #SE2
43 EO  JMP SE043

FAC runden und nach ARG
Zeiger auf

Konstante Pi*2
Vorzeichen von ARG

FAC durch 2*Pi dividieren
FAC runden und nach ARG
INT - Funktion
Vergleichsbyte

L 6schen

ARG minus FAC

Zeiger auf

Konstante 0.25

0.25 - FAC

Vorzeichen laden
Vorzeichen in Stack
positiv ?

FAC + 0.5

Vorzeichen

negativ ?

Vorzeichen laden

und umdrehen
Vorzeichen speichern

Vorzeichen wechseln
Zeiger auf

Konstante 0.25

FAC + 0.25
Vorzeichen holen
positiv ?

Vorzeichen wechseln
Zeiger auf
Polynomkoeffizienten
Polynom berechnen

RARAAAAAARRARRARRARRRARRARANY QAS 1C-~ Funkt ion TAN
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E284 20 CA BB  JSR $BBCA
E287 A9 00 LDA #$00
E2B9 85 12 STA $12
E2BB 20 6B E2  JSR $E268
E2BE A2 4E LDX #$4E
E2C0 A0 00 LDY #$00
E2C2 20 F6 ED  JSR SEOF6
E2C5 A9 57 LDA #$57
E2C7 A0 00 LDY #$00
E2C9 20 A2 BB JSR $BBA2
E2CC A9 00 LDA #$00
E2CE 85 66 STA 386
E200 A5 12 LDA $12
E202 20 DC E2 JSR $E20C
E205 A9 4E LDA #$4E
E207 A0 00 LDY #$00
E209 4C OF BB JMP $BBOF

Einsprung von $E2D2

E20C
E20D

48
4C 90 E2

PHA
JMP $E29D

AR ARRA AN A A AR NARRT AN

E2E0 81 49 OF DA A2
E2E5 83 49 OF DA A2
E2EA 7F 00 00 00 00
E2EF 05

E2F0 84 E6 1A 2D 1B
E2F5 86 2807 FB F8
E2FA 87 99 68 89 01
E2FF 87 23 35 OF E1
E304 86 A5 5D E7 28

E309 83 49 OF DA A2

FAC nach Akku#3
Flag

setzen

SIN berechnen
2eiger auf

Hil fsakku

FAC nach Hilfsakku
2eiger auf

Akku#3

Akku#3 nach FAC
Vorzeichen

loschen

Flag

COS berechnen
Zeiger auf
Hilfsakku (SIN)
durch FAC dividieren

cos
berechnen

Konstanten fur SIN und COS
1.57079633 Pi/2
6.28318531  2*Pi
.25
5 = Polynougrad, 6
Koeffizienten
-14.3813907
42.0077971
-76.7041703
81.6052237
-41.3147021

6.28318531  2*Pi
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RRRRRAARRRAAARRRAVIAAAAAARRRY GASIC-Funktion ATN

E30E
E30F
E3N
E313
E316
E318
E319
E318
E31D
E31F
E321

€324
E326
E328
E328
€32¢C
E32E
E330
E332
E334
E337
E338
E33A
E330

A ddddd AR ddddd il dddddds

E33E

E33F
E344
E349
E34E
E353
E358
E350
E362
E367

AS 66
48

10 03
20 84 BF
A5 61
48

c9 81

90 07
A9 BC
AO 89
20 OF BB

A9 3E

AO E3

20 43 EO
68

co &1

90 07
A9 EO

AO E2

20 50 B8
68

10 03

4C B4 BF
&0

08

LDA
PHA
BPL
JSR
LDA
PHA
CMP
BCC
LDA
LDY
JSR

LDA
Loy
JSR
PLA
CMp
BCC
LDA
LDY
JSR
PLA
BPL
JMP
RTS

76 B3 83 BD D3
79 1E F4 A6 F5
78 83 FC BO 10
7C OC 1F 67 CA
7C DE 53 cB C1
7 14 64 70 4C
7D B7 EA 51 7A
70 63 30 88 7E
TE 92 44 99 3A

$66

$E316
$BFB4
$61

#$81
$E324
#$BC
#$89
$BBOF

#$3E
HSE3
$E043

#3$81
$E337
#3EO
H$E2
$8850

$E33D
$BFB4

Vorzeichen

retten

positiv ?

Vorzeichen vertauschen
Exponent

retten

Zahl mit 1 vergleichen
kleiner ?

Zeiger auf

Konstante 1

1 durch FAC dividieren
(Kehrwert)

2eiger auf

Polynomkoef fizienten
Polynom berechnen
Exponent zurdickhoten
war Zahl

kleiner 1, dann zu $E337
Zeiger auf

Konstante Pi/2

Pi/2 mirus FAC
Vorzeichen holen
positiv ?

Vorzeichen wechseln
Rucksprung

fFlies8kommakonstanten fir
ATN-Funktion
11 = Polynomgrad, dann 12
Koeffizienten
~6.84793912E-04
4.85094216E-03
~.0161117015
.034209638
-.054279133
.0724571965
-.0898019185
.110932413
-.142839808
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E36C 7E 4C CC 91 C7
E371 7F AA AA AA 13
E376 81 00 00 00 00

ARARRERERERERRERERERARRAERRN N

Einsprung von SFEG6F

E378 20 CC FF JSR SFFCC
E37E A9 00 LDA #300
E380 85 13 STA $13
E382 20 7A A6  JSR SA67A
E385 58 CLI
Einsprung von $A714, $A854
E386 A2 80 LDX #380
E388 6C 00 03 JMP ($0300)
Einsprung von $A437, SE388
E388 8A TXA

E38C 30 03 BMI S$E391
E38E 4C 3A A4 JMP $A43A
E391 4C 74 A4 JMP SA4T4

RRRRARATRRTRRRRR AR ARk R RRR R AR RN

Einsprung von SFCFF {7 00
E394 20 53 E4  JSR $E4S53
E397 20 BF E3  JSR $E3BF
E39A 20 22 E4 SR $E422
E390 A2 FB LDX #$FB

E39F O9A TXS

E3A0 00 E4 BNE $E386

. 19999912
-.333333316
1

BASIC NMI-Einsprung

CLRCH

Eingabegerdt gleich

Tastatur

BASIC initialisieren
Interrupt freigeben

Flag fur kein Fehler
BASIC Warmstart Vektor
JMP SE38B

Fehlernummer in Akku

kein Fehler, dann 'ready.’
Fehlermeldung ausgeben
Ready - Modus

BASIC Kaltstart

BASIC-Vektoren setzen
RAM initialisieren
Einschaltmeldung ausgeben
Stackzeiger

setzen

zum Warnstart
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64 Intern

P 22222 22 2T TR 2L 2L g

E3A2 E6 7A INC $7A
E3A4 DO 02 BNE S$E3A8
E3A6 E&6 7B INC $78
E3A8 AD 60 EA  LDA SEA60
E3AB  C9 3A CMP #3$3A
E3AD BO OA BCS $E3B9
E3AF  C9 20 CMP #$20
E3B1 FO EF BEQ $E3A2
E3B3 38 SEC

€384 E9 30 SBC #$30
E3B6 38 SEC

E3B7 E9 DO SBC #300
E389 60 RTS

PR 22 2 e il T b bbbttt

E3BA 80 4F C7 52 58

FehRhhhhhhhhkhhhhkkkihhhir ARk ir

Einsprung von $E397

E3BF A9 4C LDA #34C
E3Ct 85 54 STA $54
E3c3 8 10 03  STA $0310
E3C6 A9 48 LDA #$48
E3C8 A0 B2 LDY #$82
E3CA 8D 11 03 STA $0311
E3CD 8C 12 03 STY $0312
E3D0 A9 9N LDA #$91
E3D2 A0 B3 LDY #$B3
E3D4 85 05 STA $05
E3D6 84 D6 STY $06
E3D8 A9 AA LDA #SAA
E3DA AO B1 LDY #$B1
E3DC 85 03 STA $03
E3DE 84 04 STY $04
E3E0 A2 1C LDX #3$1C
E3E2 BO A2 E3  LDA S$E3A2,X
E3ES 95 73 STA $73,X

Kopie der CHRGET-Routine
LOW-Byte 2eiger erhdhen
2eiger in BASIC-Text erhohen
HIGH-Byte 2eiger erhohen
BASIC-Adresse laden
keine Zahl,

dann fertig

' ' Leerzeichen uberlesen
ja, ndchstes Zeichen
Test auf

2iffer,

dann

c=1

Rlcksprung

Anfangswert flar RND-Funktion
.811635157

RAM fyr BASIC initialisieren

JMP

fdr Funktionen

fdr USR-Funktion

2eiger auf

'ILLEGAL QUANTITY'®

als USR-vektor

speichern

Adresse

$8391

als vektor fur
Fest-/Fliefkorma-Wandlung
Adresse

$SB1AA

als vektor fur
FlieB-/Festkomma-Wandlung
2dhler setzen
CHRGET-Routine

ins
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E3E7
E3E8
E3EA
E3EC
E3EE
E3FO
E3F2
E3F4
E3F6
E3F8
E3FB
E3FE
E400
E402
E403
E406
E408
E40A
E40B
E4OE
E410
E412
E414
E416
E4L18
E419
E41B
E41D
E4LTF
E421

10 F8
A9 03
85 53
A9 00
85 68
85 13
85 18
01
FD 01
FC 01
19
16

RRX

9C FF
2B
2c

37
38
33
34
AD 00

PRIZILEEIBRI

91 28
E6 28

E6 2C

DEX

BPL S$E3E2
LDA #303
STA $53
LDA #$00
STA $68
STA $13
STA $18
LDX #$01
STX $D1FD
STX $D1FC
LDX #$19
STX $16
SEC

JSR SFF9C
STX $28
STY $2C
SEc

JSR SFF99
STX $37
STY $38
STX $33
STY $34
LDY #%$00
TYA

STA ($28B),Y
INC $28
BNE $E421
INC $2C
RTS

AAARARAARAAAAARAARAARRAARAARN

Einsprung von SE39A

E422
E424
E426
E429
E42B

AS 2B
A4 2C
20 08 A4
A9 73
AD E4

LDA $28B
LDY $2C
JSR $A4L08
LDA #$73
LDY #3E4

RAM kopieren

schon alles?
Schrittueise

fur Garbage Collection
FAC-Rundungsbyte
léschen
Eingabegerdt gleich
Tastatur

Dumnys

fGr Linkadresse beim
2eileneinbau
2eiger flr
Stringverwaltung
m-

Start holen

als BASIC-Start
speichern

RAM-

Ende holen

als

BASIC-

Ende

speichern

$00

an

BASIC-Start

den

BASIC-

Start + 1
Progranwwde

Zeiger auf

BASIC-RAM Start

pruft auf Platz im Speicher
Zeiger auf

Einschaltmeldng
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E42D
E430
E432
E433
E435
E436
E438
E43A
E430
E43F
E441
3224

20 1E AB
AS 37
38

E5 28

AA

A5 38

E5 2C

20 CD 8D
A9 60

AD E4

20 1E AB
4C 44 A6

JSR SABIE
LDA $37
SEC

SBC $28
TAX

LDA $38
SBC $2C
JSR $BOCD
LDA #$60
LDY #8E4
JSR SABIE
JMP $A6LL

String ausgeben
BASIC-

Ende

minus
BASIC-Start
gleich

Bytes free
Anzahl ausgeben
2eiger auf
'BASIC BYTES FREE'
String ausgeben
zum NEwW-Befehl

whdk Rk bbbk krratrdrr Tabelte der BASIC-Vektoren

88 E3 83 A4 7C A5 1A A7
E4 A7 86 AE

E447
E44F

wkkkdkkkkkdrdbdkdrddkdddkrdd bbb ddd

Einsprung von SE394

E453
E455
E458
E45B
E45C
E4SE

A2 0B

BD 47 E4
90 00 03
CA

10 F7
60

LDX #$08B

Die

LDA $E447,X BASIC-
STA $0300,X Vektoren

DEX
BPL $E455
RTS

laden
schon alle?
RUcksprung

saakREkEk bRk ek bRk eravdkberer Betriebssystem

wkdkkddkdrddddddrdd kb ddd b

E4SF
E467
E46F
E473
E478B
E483
E48B
E493
E498

System-Meldungen

00 20 42 41 53 49 43 20 basic bytes free
42 59 54 45 53 20 46 52

45 45 0D 00
93 0D 20 20 20 20 2A 2A (clr) **** commodore &4 basic v2 www«
2A 2A 20 43 4F 4D 4D 4F (cr) (cr) &4k ram system

44 4F 52 45 20 36 34 20

42 41 53 49 43 20 56 32

20 2A 2A 2A 2A 0D 0D 20

36 34 4B 20 52 41 4D 20
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E4A3 53 59 53 54 45 4D 20 20
E4LAB 00

E4AC SC

e T T e e oo o e s e e e BASIC~- CK‘wT Rout i ne

Einsprung von SE118

E4AD 48 PHA Akkuinhalt fn Stack

EGAE 20 C9 FF  JSR SFFC® CKOUT Ausgabegerit setzen
E4BT AA TAX Fehlernumer nach X

E4B2 68 PLA Akkuinhalt zurlckholen
E4B3 90 01 BCC SE4B6  Kkein Fehler ?

E4B5 8A TXA Fehlernuwner wieder in Akku
E4BS 60 RTS Rucksprung

E4B7 AA .....

E4D9 ..... AA

kkkkkkkkkkkokktakanatakitkens pintergrundfarbe setzen
Einsprung von SEAO7

E4OA AD 21 D0 LDA $D021  Farbe holen

E4DD 91 F3 STA ($F3),Y ins Farbram schreiben
E4DF 60 RTS RUcksprung

thtkththdhsisisdssasasatitess yartet guf Commodore-Taste

Einsprung von $£763

E4EQ 69 02 ADC #3$02 2*256/60 = 8.5 Sekunden
warten

E4E2 A4 9% LDY $91 Flag testen

E4EL  C8 INY und erhthen

E4E5 DO 04 BNE SE4EB  Taste gedriickt ?

E4E7 C5 A1 CHP $A1 2eit noch nicht um ?,

E4E® 00 FY BNE S$E4EQ dsnn warten

E4EB 60 RTS Ridekeprung



450

64 Intern

v v v ke v s o vk v o ke v s o vk sk sk ke v s sk e s sk s e s ke Timrkonstanten fur RS 232

E4EC
E4EE
E4FO
E4F2
E4F4
E4F6
E4F8
E4FA
E4FC
E4FE

T de v e e sk ke e e e sk ke e e s sk sk b e e e e e s ok

19 26
44 19
1A 1
€8 0D
70 oC
06 06
D1 02
37 01
AE 00
69 00

$2619 =
$1%%4 =
$11A =
$00E8 =
$0C70 =
$0606 =
$02D1 =
$0137 =
$00AE =
30069 =

Einsprung von $FFF3

E500
E502
E504

Fededede et e ke Rt ek e sk ke R e s

A2 00
AD DC
60

LDX #$00

LDY #$0C

RTS

Einsprung von SFFED

E505
E507
E509

Yo v v vt e o o e A o o o e e d b e sk s et s sk ke e ok

A2 28
AO 19
60

LDX #3828
LDY #3819
RTS

Einsprung von $FFF0

ES0A
E50C
E50E
€510

BO 07
86 D6
84 D3
20 6C ES5

BCS $E513
STX $06
STY $03
JSR SE56C

Baud R

9753
6468
4378
3560
3184
1542
736
n
174
105

Basis-Adresse des CIAs holen

Adress
$0C00

ate, PAL-Version

50 Baud

75 Baud
110 Baud
134.5 Baud
150 Baud
300 Baud
600 Baud
1200 Baud
1800 Baud
2400 Baud

e

RUcksprung

holt Anzahl der Zeilen und

Spalte

n

40 Spalten

25 Zei

len

Ricksprung

Cursor setzen (C=0) / holen

c=1

Carry gesetzt, dann zu $E513

Zeile
Spalte
Cursor

setzen
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€513 a8 pé LDX $D6
€515 A4 D3 LDY $03
€517 60 RTS

e de e de ok de s dedr e de e ek de s s e e s e e o

Einsprung von SFE6C, $FF5B

E518 20 AO E5  JSR SESAD
E51B A9 00 LDA #300
ESID 80 91 02 STA $0291
€520 85 CF STA SCF
E522 A9 48 LDA #$48
€524 8D 8F 02 STA $028F
E527 A9 EB LDA #SEB
E5Z9 8D 90 02 STA $0290
E52C A9 OA LDA #S0A
ES52E 80 89 02 STA $0289
€531 8D 8C 02 STA $028C
E534 A9 DE LDA #$OE
ES36 8D 86 02 STA $0286
E539 A9 04 LDA #$04
€538 80 88 02 STA $0288
E53E A9 OC LDA #$0C
€540 85 CD STA $CD
€542 85 CC STA $CC

AR SR vk vk e ke v oy o i e ke ol ek ok ook

Einsprung von SE86E

€544 AD 88 02 LDA $0288
ES47 09 80 ORA #380
€549 A8 TAY

ES54A A9 00 LDA #$00

Zeile
Spel te
Ricksprung

8ildschirm Reset

videocontroller
initialigieren

Shift-

Commodore ermiglichen
Cursor nicht in Blinkphase
Adresse
($028F) =
setzen

= Zetger auf Adressen fir
Tastaturdekodierung

10

max. Lénge des
Tastaturpuffers

2ahler €ur
Repeat-Geschwirdigkeit
hellblau

Augenblickliche Farbe
Repeat-

Geschuwindigkeit

Cursor

Blinkzeit

Cursor Blinkflag

SEB4S

Bildschirm 9schen

Speicherseite fur
8ildschinm-RAN
Adressen

der

Bild-



452 64 Intern

ES4C AA TAX schirm-

ES4D 94 09 STY $09,X zeilen

ES54F 18 cLC 40 addieren

E550 69 28 ADC #$28 Ceine 2eile)

E552 90 01 BCC $E555 kein (bertrag, dann
HIGH-Byte nicht erhdhen

E554 C8 INY HIGH-Byte erhdhen

E555 E8 INX LOW-Byte erhohen

E556 EO 1A CPX #31A 26, alle 2eilen ?

E558 DO F3 BNE SE54D nein, dann weiter

ES55A A9 FF LDA #3FF Kennzeichnung der

E55C 95 D9 STA $D9,X 26, Zeile

E55E A2 18 LDX #$18 24, Anzahl der Zeilen minus #

E560 20 FF E9 JSR SE9FF Bildschirmzeile ldschen

E563 CA DEX 2dhler erniedrigen

E564 10 Fa BPL $E560 schon alle?

ARENEERERERHREERRRREREERRNERY O urcor Home

Einsprung von SE590, SE78F

E566 A0 00 LDY #$00 Ldschen der
E568 84 D3 STY $03 Cursorspal te und
ES6A 84 D6 STY $06 Cursorzeile

BAAARRARRRRARRRRARRARARRANRRE CUM SO POS. berechnen,

Bildschirmzeiger setzen

Einsprurg von $E510, $E70E, $E847, SEBSE

ES6C A6 D6 LDX $D6 Cursorzeile

ES6E A5 03 LDA $D3 Cursorspalte

E570 B4 D9 LDY $D9,X HIGH-Bytes fiir Doppelzeilen
E572 30 08 BMI SES57C einfache Zeile, dann zu SES7C
E574 18 cLC Spalte

ES7S 69 28 ADC #$28 +40

ES77 85 D3 STA $D3 und speichern

E579 CA DEX nédchste Zeile

E57A 10 F4 BPL $ES570 schon alle?

ES57C 20 FO E9 JSR SE9F0 2eiger auf Video-RAM setzen
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ES7TF A9 27 LDA #$27
E581 E8 INX

ES82 84 D9 LDY $09,X
ES84 30 06 BMI $ES8C
ES86 18 CLC

E587 69 28 ADC #$28
E589 E8 INX

E58A 10 F6 BPL $E582
ES8C 85 D5 STA $05
ES8E 4C 24 EA JMP SEA24
Einsprung von $E621

E591 €4 C9 CPX $C9
ES93 F0 03 BEQ $E598
E595 4C ED E6 JMP SE6ED
E598 60 RTS

E599 EA NOP

Ladddd a2 222222222 2222042 22 ]

E59A

E5%D

RRRRRRRRRRRRRRRRRRRRRRARAANNE

20 AO E5

4C 66 ES

JSR $ES5AD

JMP $E566

Einsprung von $E518, SE59A

E5SAD
E5A2
E5A4
E5A6
E5A8

A9 03
85 %A
A9 00
85 99
A2 2F

LDA #303
STA $9A
LDA #300
STA $99
LDX #B2F

39 spakten

Zeiger auf Bildschirmtabelle
erhdhen

HIGH-Byte Startadresse der
Zeile in Y-REG schreiben
Verzweige falls groBer,
gleich 128

Cursor eine 2eile

tiefer setzen (+40 Spalten)
Zeiger auf Bildschirmtabelle
erhohen

unbedingter Sprung
2eilenldnge speichern

Zeiger auf Farb-RAM berechnen
, Ricksprung

wern Cursorzeile

gleich nutl, dann Ricksprung
Adresse fur zugehorige
Zeilenwswer nach $01/%02
Rlcksprung

no operation

Videccontrol ler
initialisieren
Cursor Home

Videocontrotler
initialisieren

Ausgabe auf
Bildschirm
Eingabe von
Tastatur

47
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64 Intern

ESAA 60 B8 EC  LDA SECBS,X
ESAD 90 FF CF  STA SCFFF,X
ES80 CA DEX

ES81 DO £7 BNE SESAA
E5B3 60 RTS

ARG SRANGARARRARARRARANRARARRRRARNR

Einsprug von SESE7, $F147

ESB4 AC 77 02  LDY $0277
ESB7 A2 00 LDX #$00
E5B9 BD 78 02 LDA $0278,X
ESBC 9D 77 02  STA $0277,X
ESBF  E8 INX

ESCD E4 C6 CPX SC6
ESC2 DO FS BNE $E5B9
E5C4 C6 C6 DEC $C6
ESC6 98 TYA

ESC7 S8 cLl

ESC8 18 cLe

E5C9 60 RTS

ARRRAARRAARRRAREETEETEEARRERAAEN

ESCA 20 16 E7  JSR SE716
ESCD A5 TS iba $C6
ESCF 85 ec ST& $CC
E5D1 8D 92 02 STA $0292
E5D4 FO F7 BEQ SESCD
E5D6 78 SEI

E507 A5 CF LDA $CF
E5D9 FO OC BEQ $ESE7
ESDB A5 CE LDA SCE
ESOD AE 87 D2 1DX $0287
ESEG AD 00 LDY #300
ESEZ 86 CF STY $CF

Konstanten

in videokontroller schreiben
Zéhler erniedrigen

schon alle?

Riicksprung

Zefchesy aus Tastaturpuffer
holen

erstes Zeichen holen
Zéhler auf Null
Puffer nach

vorne aufricken
2éhler erhdhen

mit Anzehl der
Zeichen vergleichen
2eichenzaht erniedrigen
2eichen in Akku holen
Interrupt freigeben
Carry léschen
Rucksprung

Wartegehleife fur
Tastatureingabe
2eichen auf Bildschirm
ausgeben

Anzahl der

gedriickten

Tasten

keine Taste gedrlckt ?,
dann warten

Interrupt verhindern
Cursor in Blink-Phase ?
nein

Zeichen unter dem Cursor
Farbe unter dem Cursor
Cursor nitht

in Blinkphase
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E5SE4
ESE7

ESEA
ESEC
ESEE
ESFO
ES5F1
ESF3
ESFS
ESF9
E5FA
ESFC
E5SFE
E600

£s02
€606
E606
E608
E6OA
E60C
ESDD
E6OF
E610
E612
E614
E617
E619
E618
E610

E6IF
E621
E624
E626
E628
E62R
E62C

20 13 EA
20 B4 E5

c9 83
D0 10
A2 09

78

86 C6

BD E6 EC
90 76 02
CA

D0 F7

FO CF

c9 0o

00 c8
A4 D5

B1 D1
c9 20
D0 03

D0 F7
c8

A0 00
8C 92 02
84 b3
84 D4
A5 C9
30 12

A6 D6
20 ED E6
E4 C9
Do 12
A5 CA
85 D3
cs Cc8

JSR
JSR

CHP
BNE
LDX
SEIl
STX

LDA $ECE6,X
STA $0276,X

DEX
BNE
BEQ
CMP
BNE

LDY
STY
LDA
CHP
BNE
DEY
BNE
INY
STY
Loy
STY
STY
STY
LDA
8!

LDX
JSR
CPX
BNE
LDA
STA
CMp

SEA13
$ESB4

#$83
$ESFE
#$09

$C6

$ESF3
$ESCD
#$00

$ESCA

05
$00

($D1),Y

#$20
SE6OF

$E606

$C8
#300
$0292
$03
$04
$C9
$E63A

$06
$ES9
$C9
$E63A
$CA
$03
$C8

2eichen und Farbe setzen
2eichen eus Tastaturpuffer
holen

Kode flr

'SHIFT RUN' 7

9 Zeichen

Interrupt verhindern
Zeichenzahl merken

'LOAD (cr) RUN (cr)’

in Tastaturpuffer holen
nEchstes Zeichen

schon alte ?

und auswerten

ICRI

nein ?, dann zurlck zur
Warteschleife

Lange der Bildschirmmeile
CR-Flag setzen

Zeichen vom Bildschirm hoten
Leerzeichen

am Ende

der

2eile

eliminieren

Position als Index merken
Cursorspalte

gleich Null

Cursorposition auf Nutl
Hochkommaflag loschen

wern Cursorzeile schon durch
scretlen verscheurxden, dann
zu $E63A

Cursorzeile

Adresse fiir Startzeile setzen
Fehler bei Eingabe ?,

dann nochmal lesen

letzte Spal te

in Spaltenzeiger bringen
mit Irdex vergleichen



456 64 Intern
E62E 90 OA BCC $E63A wemn kleiner, dann Zeile

auswerten
E630 80 28 BCS $SE6SD wenn groBer oder gleich, dann

PO Lt s ttisciraarr

Einsprung von $F163, $F170

E632 98 TYA

E633 48 PHA

E634 BA TXA

E635 48 PHA

E636 A5 DO LDA $00
E638 FD 93 BEQ SESCD
E63A A4 D3 LOY $D3
E63C Bt D1 LDA ($D1),Y
E63E 85 D7 STA $D7
E640 29 3F AND #$3F
E642 06 D7 ASL $D7
E644 24 D7 BIT $07
E646 10 02 BPL SE&4A
E648 09 80 ORA #$80
E64A 90 04 BCC $E650
E64C A6 D& LDX $D4
E64E DO 04 BNE $E654
E650 70 02 BVS SE654
E652 09 40 ORA #%40
E654 E6 D3 INC $03
E656 20 84 E6  JSR $E684
E659 C4 c8 CPY $C8
E6S8 DO 17 BNE SE674
E6SD A9 00 LDA #$00
E65F 85 DO STA $DO
E661 A9 0D LDA #$0D
E663 A6 99 LDX $99
E665 ED 03 CPX #$03

keine Eingabe

Ein 2eichen vom Bildschirm
holen

die

Re-

gister

retten

CR-Flag

nein, dann zur Warteschleife
Spalte

Zeichen vom Bildschirn holen
und

nach

ASCII

wandeln

wenn Bit 6 nicht geset2t,
dann zu SE64A

Bit 7 setzen

2eichen nicht revers ?, dann
zu $E650

Hochkommoflag nicht

gesetzt ?, dann zu $E654
wenn ja, dann zu $E654

Bit 6 im Zeichen setzen
Cursor eins weiter setzen
auf Hochkomma testen

Cursor in letzter Spalte ?
wenn nicht, dann zu $€674
Zeile

vollsténdig gelesen

ICRI

ans Ende der Zeile setzen
Eingabe vom Bi ldschirm ?
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E667 FO 06 BEQ SE66F
E6GEY A6 9A LDX $9A
E6EB  ED 03 CPX #803
€660 FO 03 BEQ $E672
E66F 20 16 E7  JSR SE716
E672 A9 0D LDA #30D
E674 85 D7 STA $D7
E676 68 PLA

E677  AA TAX

E678 68 PLA

E679 A8 TAY

E67TA A5 D7 LDA $D7
E67C C9 DE CMP #$DE
E6TE 00 02 BNE $E682
E680 A9 FF LDA #SFF
E682 18 CLC

E683 60 RTS

RRRRRRRARRRRRRRARRRRRRRARRRRA

Einsprung von SE656, SE73F

E684 C9 22 CHP #1822
E686 DO 08 BNE SE690
E688 A5 04 LDA $D4
E6BA 49 01 EOR #301
E6SC 85 04 STA $04
£6BE A9 22 LDA #822
E690 60 RTS

RRRRRRRRRRRRR A RN RRRRRARRRRRR R

Einsprung von $E7EO

E691 09 40 ORA #340

ja, dann zu SEGSF
Ausgabe auf Bildschirm
ie, dann

zu SE672

Zeichen auf Bildschirm
schreiben

Wert fir

IcRI

die

Register

2{rlck-

holen

Bildschirm-Kode

mit Kode flr Pi vergleichen
nein ?, damh fertig

ja 7, durch BASIC-Kode
fGr Pi ersetzen

Cari'y loschen
Riicksprusry

auf Hochkomms testen

"nn ?

nein ?, dann fertig
Hochkomma -

Flag

umdrehen
Hochkomma-Code wieder-
herstetten

Rickspriing

Zeichen auf Bitdschirm
ausgeben

Bit 6 i Zeichen setzen
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Einsprung von $E742

E693 A6 C7 LDX $C7 RVS ?

E695 FD 02 BEQ $E699 Ummwandlung in Bildschirmcode

Einsprung von SE749, SE782, SE82F

E697 09 80 ORA #$80 ja, dann Bit 7 setzen

E699 A6 D8 LDX $08 wenn Einfigzahler Null,

E698  FO 02 BEQ SE69F dann zu SE69F

E69D C6 D8 DEC $08 2éhler erniedrigen

E69F AE 86 02 LDX $0286 Farbkode

E6A2 20 13 EA JSR SEA13  2eichen in Bildschirm-RAM
schreiben

E6A5 20 B6 E6 JSR $E6B6 Tabelle der Zeilenanfénge
aktual isieren

Einsprung von SE7AA, SE7CB, $SE826, S$E861, $SE867, SEB71, SES9E,

$EC5B, SEC75

EGA8 68 PLA Y-Reg

E6A9 A8 TAY aus Stack

E6AA A5 DB LDA $D8 wenn Einflugzéhler Nutl,

E6AC  FO 02 BEQ $E6B0  dann zu $E6BD

E6AE 46 D4 LSR $04 Hochkommamodus téschen

E6BO 68 PLA X-Reg

E6B1  AA TAX aus Stack

E6B2 68 PLA Akku aus Stack

E6B3 18 CcLC Carry tascherr

E6B4 58 CLI Interrupt freigeben

E6B5 60 RTS Riicksprung

Fddrdeddr i i i WAl

Einsprung von $SE6A6

E6B6 20 B3 E8  JSR $E8B3
E6BY E6 D3 INC $D3
E6BB A5 D5 LDA $DS

HIGH-Byte fur Zeilenanfinge
neu berechnen

2eilenzeiger erhohen
Cursorspalte erhohen
Zeilenlénge holen
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E6BD
E6BF
E6CT
E6C3
E6CS
E6CE
E6CA
E6CD
E6CF
E601
EGD3
E6DS

EGD8

cs 03
BO 3F
C9 4F
fD 32
AD 92 D2
Fo 03
4C 67 E9
A6 D6
ED 19
90 07
20 EA E8
cé D6

A6 D6

CMP $03
BCS $E700
CMP #S$4F
BEQ SEG6F7
LOA $0292
BEQ $£6CD
JMP SE967
LDX $D6
CPX #8$19
BCC SEGDA
JSR SEJEA
DEC $06

LDX $D6

Einsprung von $SE97E, $E9C2

EGDA
E6DC
EGDE
E6DF
E6ET
ESGE3
EGES
E6ES
EGES
ESE9
E6EB

16 D9
56 09
E8

BS D9
09 80
95 D9
CA

A5 DS
18

69 28
85 05

ASL $D9,X
LSR $D9,X
INX

LDA $09,X
ORA #$80
STA $09,X
DEX

LDA $D5
CLC

ADC #528
STA $05

Einsprung von $E595

ESED
E6EF
E6F1
E6F2
E6F4

E6F7
E6F9
E6FC

BS D9
30 03

CA

DO F9
4C FO EY

C6 D6
20 7C €8
A9 00

LDA $D9,X
BMI SEGF4
DEX

BNE SESED
JMP SEOFO

DEC $06
JSR $E87C
LOA #$00

Vergleich mit Cursorspalte
nicht uberschritten, dann RTS
79 Zeichen (Doppelzeile) ?
wenn ja, damr zu SEGF7
Zeilenabergang nicht

im Editmodus, darvv zu $EGCD
neue 2eile einfugen

Zeile

25 7

wenn ja, dann zu SEGDA
SCROLL

Cursorzeilenzeiger
erniedrigen

2éhler holen

Zeile
markieren
Zéhler erhdhen
Startzeile
markieren

und speichern
2ihler erniedrigen
2ei lenldnge
mit

40 addieren
wyd speichern

keine Qoppelzeile,

dann zu SE6F4

Zihler erniedrigen

noch nicht alle?, dann weiter
Zeiger auf Farb-RAM

far 2eile X

Cursorzeile erniedrigen

und initialisieren

Spaite
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E6FE 85 D3
E700 60

STA $D3
RTS

ARRRAAARRARARAAAARAAAARAAAARY

Einsprung von $E753, SE8564

E701 A6 D6 LDX $D6
€703 DO 06 BNE $E708
E705 85 D3 STX $D3
E707 63 PLA

E708 63 PLA

E709? DO 90 BNE $E6A8
E708 CA DEX

E70C 86 D6 STX $D6
E7OE 20 6C E5 JSR $ES6C
E711 A4 D5 LDY $05
E713 84 D3 STY $D3
E715 60 RTS

ARRRARRARRRARAAAAAAAAARERREER

auf Nuil
Riicksprung

Rickschritt §n vorhergehende
Zeile

Cursorzeile

wenn null, dann zu $E708B
Cursorspal te
Sprungadresse

aus Stack holen
unbedingter Sprung
Zeilennummer

erniedrigen
Cursorposition berechnen
2ei lenlidnge

speichern

Ricksprung

Ausgebe suf Bildschirm

Einsprung von SE5CA, SE&6F, SF1D2

E7T16 48 PHA

E?17 85 D7 STA $D7
E719 8a TXA

E71A 48 PHA

E?18 98 TYA

E71C 48 PHA

E?1D A9 00 LDA #3$00
E71F 85 DD STA $00
E721 A4 D3 LDY $D3
E723 A5 D7 LDA $D7
E725 10 03 BPL SE72A
E727 4C D4 E7  JMP SE7D4
E72A C9? 00 CMP #80D
E72C DO D3 BNE $E731

Zeichen

merken

die

Re-

gister

retten

Eingabeflag

Lloschen

Cursorspal te

Zeichen

wenn kleiner 128, dann
zu SE72A

Zeichen groBer $7F behandeln
'CARRIAGE RETURN' ?

swemn nicht, dann zu $E731
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ET2E

E733
E735
E737
E739
E738B
E73D
ET3F
E742

E745
E747
E749
E74C
E74E
E7S0
€751
E753
E756

E759
E75C
E7ZSD
ETSF
E762
E763
E765
E766
E768
E769
E76B
E76C
E76E
E76F
ETT1

4C 9N
c9 20
90 10
€9 60
90 04
29 DF
00 02
29 3F
20 84

4C 93 £6

A6 D8
FO 03
4Cc 97
9 14
DO 2E
g8

D0 06
20 01
4c 73

20 Al
88
84 D3
20 24
ce
8101
a8
91 D1
c8
BT F3
a8
91 F3
c8
C4 D5
DO EF

E8

E6

E6

E7
E7

E8

EA

JMP SEB91
CHP #3820
BCC S$E745
CHP #3600
BCC $ET30
AND #$DF
BNE SE73F
ANO #$3F
JSR SEEB4
JMP SE6T3

LDX $08
BEQ S$E74C
JMP SEG97
CMP #8164
BNE SE77E
YA

BNE $E759
JSR $E701
JMP SET7T3

JSR SE8A1
DEY

STY $03

JSR SEA26
INY

LDA ($D1),Y
DEY

STA ($D1),Y
INY

LOA ($F3),Y
DEY

STA ($F3),Y
INY

CPY $05

BNE SE762

Return ausgeben

[ |

druckendes Zeichen ?

Zahl kleiner $60,

dann keine Graphikzeichen
Umwandlung in BS-Kode
unbedingter Sprung
Umsandling in BS-Kode
Test auf Hochkomma

Zur Auagabe, ASCII-Kode
in BS-Code

wenn Einf{gzdhler =0,
dann zu $E74C

ASC 11-Kode in BS-Code
nicht 'DEL' 7,

dann zu S$E77E

erste Spalte =0

dann 2u SE7SY

zuriick in vorherige 2eile
2eichen in Cursorposition
eliminieren

Riickschritt priifen
Zeiger erniedrigen

und speichern

2eiger auf Farb-RAM berechnen
2eiger erhdhen

Zeichen vom Bildschirm
Zeiger erniedrigen

eins nach 1inks schieben
Zeiger erhdhen

Facbe

Zeiger ecniedrigen

eins nach links schieben
Zei ger erhdhen

Endspalte nicht

erreicht, dann weiter
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Einsprung von SE756

ETT3
ETTS
ETT7
E77A
E77C
ETTE
E780
E782
E785
E787
E789
E78B
E780
E78F
E792
E794
E796
ET97
E79A
ET9C
E790
E79F
E7A1
E7A3
E7A6
E7A8
E7AA
E7AD
E7AF
E781
E782
E783
E785
E786
E788
E7BA
E7BC
E7BE

A9 20
91 01
AD 86
91 F3
10 40
A6 04
FO 03
4C 97
€9 12
00 02
85 c?7
c9 13

20 B3
84 03

C4 05
90 0%
€6 D6
20 7C
AD DO
84 03
4C AB

00 10
18

98

69 28
A8

E6 06
C5 D5
90 EC
FD EA
Cé D6

02

E6

€5

EB

E6

LDA
STA
LDA
STA
BPL
LDX
BEQ
JMP
CMpP
BNE
STA
Cup
BNE
JSR
CMP
BNE
INY
JSR
STY
DEY
CcPY
BCC
DEC
JSR
LOY
STY
JMP
CMP
8NE
CLC
TYA
ADC
TAY
INC
CMP
BCC
BEQ
DEC

#3820
($D1),¥
$0286
(SF3),¥
SE7CB
$04
$E785
SE697
#$12
SE78B
sc7
#3513
$E792
SE566
#310
$ETAD

SE8B3
$03

$05
SE7AA
$06
SE87C
#3$00
$03
SEGA8
#$11
SE7CE

#$28

$D6
$D5
SE7A8
SE7A8
$D6

Blank

einflgen

Farbcode

setzen

fertig

Hochkomms -Modus ?
nein

2eichen revers ausgeben
YRVS ON' ?

nein, demn

Flag flr RVS setzen
'HOME' ?

rein

ja, Cursor Home
'Cursor right' ?
nein

2eiger erhohen
Cursorposition prifen
never 2eiger

leiger erniedrigen
keine neue 2eile 7,
dann fertig

leiger erniedrigen
2eile initialisieren
Spalte

gleich null

fertig

'Cursor down' ?

nein

plus

40,

eine 2eile

tiefer

leiger erhdhen

neue 2eile erreicht?
nein, dann zu SE7A8
Ja, dann zu SE7A8
leiger erniedrigen
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E7CD E9 28 SBC #$28
E7C2 90 04 BCC $€7C8
E7C4 85 D3 STA 303

E7C6 DO F8 BNE $E7CO
E7C8 20 7C E8  JUSR SE87C
E7CB  4C AB E6  JMP $E6A8
E7CE 20 CB EB  JSR SESCB
E7D1 4C 44 EC NP SECL4

RARAARARRARRRRARAANIRRRIR R

Einsprung von $E727

E?DG 29 TF AND #$7F
E7D6 C9 7F CMP #37F
E?E D00 02 BNE $E7DC
EPDA A9 SE LDA #$5SE
EMC €9 20 CMP #$2D
E7DE 90 03 BCC $E7E3
E7ED  4C 91 E6  JMP $E69
E7EZ C9 0O CHP #4300
E7E5 DO 03 BNE $E7EA
E7E7 4C 91 E8  JMP $EBY
ETEA A6 D4 LDX $D4
E7EC DD 3F BNE $E82D
E7EE 9 14 CHP #3814
E7FG 00 37 BME $€829
E7F2 A4 05 LDY $D5
E7F4  B1 D1 LDA ¢$01),Y
E7F6 (9 20 CMP #$20
E7F8 DD D4 BNE $E7FE
E7FA  C4 D3 CPY $03
E7FC DD 07 BNE $£805
€7FE CO 4F CPY #$4F
ES800 FO 24 BEQ $EB26

40 abziehen

genlgend abpezogen, dann
v $E7C8

Spal te setzen

noch mal

Zeile initialisieren
fertig

prift auf Farbcodes
Test auf weitere
Sorderzeichen

Zeichen grdBer $127

Xode gréBer 127,

Bit 7 taschen

nicht 'Pi' ?

dann zu $E7DC

Bi ldschirmkode flr Pi
Steuerzeichen ?

Jja

druckendes Zeichen ausgeben
nicht tShift returnt ?
dann zu $EVEA

neue 2eile
Kochkomma-Nodus ?

ja, Steuerzeichen revers
ausgeben

nicht 'INS' 7,

dann zu $E829

Zeilenldnge

letztes 2eichen in Zeile
gleich Leerzeichen ?
nein, dann zu SE7FE
Cursor in letzter Spalte ?
n2in, dann zu $E805

79 ? maximale Zeilenlinge
letzte Spalte, dann keine
Aktion
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E802 20 65 E9  JSR $E965 Leerzeile einfligen

E805 A4 D5 LDY $05 Zeilenlédnge

EB07 20 24 EA  JSR SEA24 2eiger auf Farbram berechnen

ES8OA 88 DEY Zeiger erniedrigen

ES0B B1 01 LDA ($01),Y Zeichen vom Bildschirm

E800 C8 INY Zeiger erhohen

EBOE 91 01 STA ($01),Y eins nach rechts schieben

E810 88 DEY Zeiger erniedrigen

E811 B1 F3 LDA ($F3),Y und Farbe

E813 8 INY Zeiger erhdhen

E816 91 F3 STA ($F3),Y verschieben

E816 88 DEY 2eiger erniedrigen

E817 C4 D3 CPY $D3 bis zur aktuellen Position
aufricken

E819 0O EF BNE $SEB80A nicht ?, dann weiter

E81B A9 20 LDA #820 Leerzeichen

E81ID 91 D1 STA ($D1),Y an augenblickliche Position
schreiben

E81F AD 86 02 LDA $0286 Farbe

E822 91 F3 STA ($F3),Y setzen

E824 E6 D8 INC $D8 Anzahl der Inserts erhdhen

EB26 4C A8 E6 JMP SE6A8 Ende der Zeichenausgabe

E829 A6 D8 LDX $D8 Zshler Null?

E828 FO 05 BEQ $E832 dann zu $E832

E82D 09 40 ORA #%40 Bit 6 setzen

E82F 4C 97 E6 JMP SE697 und Zeichen ausgeben

FhERRRRRRERRRRRRERR AR R R Rdhhr

E832 9 11 CMP #$11 nicht Cursor up ?,

E834 DO 16 BNE SE84C dann zu $€84C

E836 A6 D6 LDX %06 Zeile

E838 FO 37 BEQ $E871 null, danmn fertig

E83A C6 D6 DEC %06 Zei lennunmer um eins erniedrigen

E83C A5 D3 LDA 303 Spalte

E83E 38 SEC 40

E83F E9 28 SBC #$28 abziehen

E841 9D 04 BCC $E847 nicht in Doppelzeile ?,
dann zu SE847

E843 85 03 STA $03 Cursorspalte

E845 10 2A BPL $E871 positiv, ok
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E847 20
E84A DO
E84C C9
EB4E DO
E850 A9
E852 85
E8S54 €9
856 00
E8S8 98
E8S9 FO
E8SB 20
ES8S5E 88
E8SF 84
E861 4C
E864 20
E867 4C
EBGA (9
EBSC 00
E86E 20
E871 4C
E874 09
E876 20
E879 4C
Einsprung
E87C 46
E87E A6
E880 E8
E881 EO
E883 DO
E885 20
E888 BS
E8BA 1D
EB8C 86
EBBE 4C

6C ES
25
12
04
00
c7
10
12

09
Al E8

03
A8 E6
01 E7

A8 E6
13
06
44 ES
A8 E6
80
CB E8
4F EC

JSR SES6C
BNE $E871
P #8$12
BNE $E854
LDA #$00
STA $C7
CMP #$10
BHE SEB4A
TYA

BEQ SE864
JSR SEBA1
DEY

STY $03
JHP SE6A8
JSR SE701

JMP SEGA8
CMP #$13

BNE SE874
JSR SES44
JMP SEGA8
ORA #8$80

JSR $E8CB
JHP SEC4F

von SE6F9, SE7A3,

c9
06

19
03
EA E8
09
Fb4
D6
6C ES

LSR $C?
LDX 206
INX

CPX #819
BNE $E888
JSR SEBEA
LDA $09,X
BPL $E880
STX $D6
JMP 3E56C

Bildschi rmzeiger neu setzen

unbedingter Sprung
nicht 'RVS OFF' ?,

dann zu SE8S4

RVS-Flag

loschen

nicht ‘'Cursor left® ?,
dann 2u $EB6A

wenn erste Spalte,

dann 2u $E864
Cursorzeile erniedrigen
2éhler erniedrigen
Cursorspal te

fertig

Rickschritt in vorherige
Zaile

fertig

nicht 'CLR SCREEN' ?,
dann zu $€874
Bildschirm loschen
fertig

Bit 7 wiederherstellen
auf Farbcode prifen
priift auf Umschaltung
Text/Grafik

$E7C8, SE89B

Flag fdr Zeitenmwechsel
Cursorzeilenzetger
2eiger erhéhen

noch nicht letzte Zeile ?,

dann zu SE888
Bildschirm scrollen
nichste 2eile, dann
wieder scrollen

neue Zeile
Cursorposition berechnen
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Eingprung von SE72E, SETE7

E891 A2 00 LDX #300
E893 86 D8 STX $D8
E895 86 C7 STX $c7
EB97 86 D4 STX $D4
E899 86 D3 STX $03

E898 20 7C E8
EB9E 4C A8 E6

JSR SEB7C
JMP SEGA8

Einsprung von $E759, SE85B

E8A1 A2 02 LDX #$02
EBA3 A9 00 LDA #$00
E8AS C5 D3 CMP $D3
EBA7 FD 07 BEQ $E8BO
E8A9 18 CLC

EBAA 69 28 ADC #$28
EBAC CA DEX

EBAD DO F6 BNE S$EBAS
EBAF 60 RTS

EBBO C6 D6 DEC $D6
€882 60 RTS

ginsprung von $E6B6, SE797

E8B3 A2 02 LDX #$02
E885 A9 27 LDA #8$27
E887 C5 D3 CMP $D3
ES89 FO D7 BEQ $E8C2
E8BB 18 CLC

E8BC 69 28 ADC #3$28
EBBE CA DEX

E8BF DO F6 BNE $E8B7
E8C1 60 RTS

E8C2 A6 D6 LDX $D6
E8C4 ED 19 CPX #3$19
E8C6 FD D2 BEQ $ESCA

Einfug-

zéhler léschen

Flag fur RVS léschen
Quote-Modus léschen
Cursor in erste Spalte
Zeile initialisieren
fertig

maximale Zeilenanzahl
wenn Cursorspalte
gleich Akku,

dann zu $EBBD

4D addieren,

eine Zeile

schon zweimal addiert ?,
ja, dann weiter
Ricksprung

2eiger auf Cursorzeile
erniedrigen

Ricksprung

maximale Zeilenanzahl
39, letzte Spalte
wenn Cursorspalte gleich
akku ?, dann zu $E8C2
40

addieren

schon zweimal ?,

ja, dann weiter
Riicksprung

wenn Cursorzeile
gleich 25,

dann fertig
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E8C8 E6 D6 INC $06 Zeiger auf Cursorzeile
erhéhen
ES8CA 60 RTS Ricksprung

LA 222222 a2 22 i i ddddddsddd) pruft auf Farbcwes

Einsprung von SE7CE, SE876

EBCB A2 OF LDX #$OF Anzahl der Kodes

ES8CD DD DA E8 CMP SE8DA,X mit Farbcodetabelle
vergleichen

E8DO0 FO 04 BEQ $E8D6 wenn gefunden, dann farbe
setzen

E8D2 CA DEX nédchster Farbcode

E8D3 10 F8 BPL $E8CD schon alle ?

E8D5 60 RTS Rucksprung

E8D6 8E 86 02 STX $0286 Farbcode setzen

E89 40 RTS Ricksprung

TR ER AR AR AR R aAARARRRak Tobe |l e der Farb-Kodes

EBDA 90 05 1C 9F 9C 1E 1F 9E
EBE2 81 95 96 97 98 99 9A 98

FRRR R AR AR AR AR kR e rd et rrdr Bildschirm scrol len

Einsprung von $E6D3, SE885, SE97S

EBEA A5 AC LDA SAC Alle

EBEC 48 PHA wichtigen
EBED A5 AD LDA $SAD 2eiger

EBEF 48 PHA in

EBFO A5 AE LDA SAE den

EBF2 48 PHA Stack

ES8F3 A5 AF LDA SAF schie-

E8F5 48 PHA ben

E8F6 A2 FF LDX #SFF ab 2eile Null beginnen
E8F8 C6 D6 DEC $06 Cursorzeiger
E8FA C6 C9 DEC $C9 erniedrigen

ES8FC CE A5 02 DEC $02A5 Fortsetzungszeile erniedrigen
EBFF E8 INX 2eilenmawmer erhohen
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E900

E903
E90S
€907
E90A
E90C
E9OE

E9N
E913

E916
E918
E91A
E91C
E9IE
E920
€922
E924
E925
E927
E929
E92B
E92D
E92F
€931
E933
E935
E938
E93A
E930
€940
€942
€943
€945
€948
E949
EQ4B
E940

20

€0
80
8D
85
B5
20

30
20

A2
BS

B4
10

95
E8
EO
00
AS
09
85
A5
10
E6
EE

8388 3T

A9

28
00
A0
EA

FO E9

oc
F1 EC
AC
DA
c8 E9

EC
FF E9

00
09
7F
DA
02
80
D9

18
EF
F1
80
F1
09
c3
06
A5 02
7F
00 oC
01 oC
F8

TF
00 oc

o8
00

JSR

CPX
BCS
LDA
STA
LDA
JSR

BMI
JSR

LDX
LDA
AND
LoY
BPL
ORA
STA
INX
CPX
BNE
LDA
ORA
STA
LDA
BPL
INC
INC
LDA
STA
LDA
CMP
PHP
LDA
STA
PLP
BNE
Loy
KOP

SE9F0

#318
$E913
$ECF1,X
SAC
SOA, X
$E9C8

SEBFF
SE9FF

#$00
$09,X
¥STF

$OA,X
$E922
#380

$09,X

#318
$E8
$F1
#$80
$F1
$09
$EBF6
$06
$D2AS
¥STF
$0C00
$DCO1
¥$FB

¥$T7F
$0C00

$EP56
#300

2eiger auf Video-RAM flr
2eile X

24

schon alle Zeilen ?
LOW-Byte holen

und speichern

HIGH-Byte
Bildschirmzeile nach oben
schieben

nichste Zeile

unterste Bildschirmzeile
Loschen

HIGH-

Bytes

und

die

Doppel-

zeilen

ver-

schieben

nicht 24 ?,

dann nochmal

2eile

als einfache Zeile
auszeichnen

wenn Fortsetzungszeile,
dann nochmal

Zeiger auf Cursor erhdhen
Fortsetzungszeile erhéhen
Kade

fur

Tastaturabfrage
CTRL-Taste gedruckt ?
Statusregister retten
code for

Tastaturabfrage
Statusregister holen
nicht gedrickt ?

Ver-

26-
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E94E CA DEX

E94F DY FC BNE $E94D
E9S1 88 DEY

E952 DO F9 BNE $E94D
E954 84 C6 STY $C6
E956 A6 D6 LDX $06

Einsprung von $E9CS

E958 68 PLA
E9S9 85 AF STA SAF
E9SB 68 PLA
E95C 8% AE STA SAE
E9SE 68 PLA
E95F 85 AD STA SAD
E961 68 PLA
E962 85 AT STA SAC
E964 60 RTS

RRRRARARARRAAAAAAR AR AREERERLY

Einsprung von $E802

E965 A6 D6 LDX $06
E967 EB INX

E968 BS D¢ LDA $D9,X
E96A 10 fB BPL 3E£967
E96C 8E AS 02  STX $02AS
E96F EO 18 CPXx #$18
E971  FO OE BEQ $E981
E973 90 OC BCC $E981
E975 20 EA E8 JSR SEBEA
E978 AE A5 02 LDX $02AS
E978 (A DEX

E97C €6 D6 DEC $D6
E97E 4C DA E6  JMP SESDA

geru-
ngs-

sch-

leife

Anzahl der gedriickten
Tasten gleich null
alle

m.
tigten
Zei-

ger

2u-

rick-

ho-

len
Rucksprung

Einflgen einer
Fortsetzungszeile

Zeiger auf Cursorzeile
Zeiger erhdhen

untere Zeile gleich
Cursorzeile, dom zu SE®S7
2eilennummer

gleich

24

dann z2u $E981
Bildschirm scrollen
Zeilentianer
erniedrigen

2eiger auf Cursarzeile
erniedrigen

2eile initialisiersn
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(222 22 122 122212l l]d)

E981 A5 AC LDA SAC
E983 48 PHA

€984 A5 AD LDA $AD
E986 48 PHA

E987 A5 AE LDA SAE
E989 48 PHA

E98A A5 AF LDA SAF
E98C 48 PHA

E98D A2 19 LOX #$19
E98F CA DEX

E990 20 FO E9  JSR SE9FD
E993 EC A5 02 CPX $D2AS
E996 90 OE BCC SE9A6
E998 FO OC BEQ SE9A6
E99A BD EF EC  LDA SECEF,X
E990 85 AC STA SAC
E99F B85 08 tDA $08,X
E9A1 20 C8 E9  JSR $E9C8
E9A4 30 E9 BMI SE98F
E9A6 20 FF E9  JSR SESFF
E9A9 A2 17 LDX #$17
E9AB EC A5 02 CPX $02A5
EJAE 90 OF BCC SE9BF
E9B0 B5 DA LDA $DA,X
E9B2 29 7F AND #$7F
E9B4 B4 D9 LOY $09,X
E9B6 10 02 BPL SE9BA
E9B8 09 80 ORA #380
E9BA 95 DA STA $DA,X
E9BC CA DEX

E9BD DO EC BNE $E9AB
E9BF AE A5 02 LDX $02A5
E9C2 20 DA E6  JSR $SE6DA
E9C5 4C 58 E9  JMP SE958

WhhhhpRhhhddhdddddddddhid bbbl

E9C8 29 03 AND #803
E9CA DD 88 02 ORA $0283
E9CD 85 AD STA $AD

Alle

bendtigten

Zeiger

in

den

Stack

schie-

ben

25

Zeilennuwrer
Zeilen-Zeiger berechnen
alle Zeilen verschoben ?,
wern ja,

dann zu SE9A6

LoW-Byte des 2eilenanfangs
setzen

HIGH-Byte setzen

Zeile nach oben schieben
Unbedingter Sprung

Bi ldschirmzei te loschen
HIGH-Byte-Tabelle
verschi eben

alles verschoben ?

HIGH-

Byte-

und

Doppelzeilen-

Tabelle

nach

unten schieben

schon alles ?

Zei lennummer

MSB neu berechnen
Register zurlckholen, RTS

Zeile nach oben schieben
Bildschirmzeiger

fir neue Zeile
berechnen
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ESCF 20 EO E9  JSR SE9EO
E9D2 A0 27 LDY #$27
E9D4  BY AC LDA (SAC),Y
ESD6 91 D1 STA (3D1),Y
E9D8  BY AE LOA (SAE),Y
ESDA 91 F3 STA (SF3),Y
ESoC 88 DEY¥

€900 10 FS BPL SE9D4G
E9OF 60 RTS

L2222 222210t sty
E9EO 20 24 EA  JSR SEA24
E9E3 A5 AC LOA SAC
E9ES 85 AE STA SAE
E9E7 A5 AD LDA $AD
E9E9 29 O3 AND #803
E9E8 09 DS ORA #308
E9ED 85 Af STA SAF
E9EF 60 RTS
TANARARE RN A A AR A hrhdrdhkddwhd
E9FO BD FO EC  LOA SECFO,X
E9F3 85 D1 STA $01
E9FS 85 D9 LDA $09,X
E9F7 29 03 AND 3503
E9F9 0D 88 02 ORA $0288
E9FC 85 DZ STA $D2
E9FE 60 RTS

Pt tiasddredddddadd el il sl ]

Zeiger fir neue Zeile
berechnen

39 2eichen

alle

Zeichen

und

Farbe Ubertragen
nichsteg Zeichen
schon alle ?
Ricksprung

Bildschirmzeile fir
Scrollzeile berechnen

2eiger auf Farb-RAM berechnen
Zeiger

fur 2eile

speichern

Startadresse

des Video-RAM

berechnen

Rucksprung

Zeiger auf Video-RAM flr
Zeile X

LOW-Byte

holen

HIGH-Byte

des

video-

RAM

Rucksprung

Bildschirmzeile X léschen

Einsprunyg von SE560, SE913, E9A6

E9FF AD 27 LDY #$27
EAO1 2D FD E9  JSR SE9FO
EAGG 20 24 EA  JSR SEa24

40-1 Spalten

2eilenpointer (D1/02) setzen
Pointer {F3/F4) fUr Farb-RAM
berechnen
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EAO7 A9 20 LDA #3$20 Leerzeichen

EACY 91 D1 STA ($D1),Y ins Video-RAM schreiben
EAOB 20 DA E4 JSR SE4DA  Hintergrundfarbe setzen
EACE EA NOP

EAQF 88 DEY schon 40 Zeichen gel&scht?
EA10 10 F5 BPL $EAO7 wenn nicht, fortfahren

EA12 60 RTS RiUcksprung z2um Hauptprogramn

Al e e e e e e e e e el e sk e e el e

Einsprung von $ESE4, SE6A2

EA13 A8 TAY

EAY14 A9 02 LDA #3802
EA16 85 CD STA $CD
EA18 20 24 EA  JSR $EA24
EAIB 98 TAX

e r T eiad a2 a3 22 2222 228 2 12 d )

Efnsprung von S$EASE

EAIC AL D3 LOY $03
EAIE 91 D1 STA (S01),Y
EA20 8A TXA

EA21 91 F3 STA ($F3),Y
EA23 60 RTS

L2222 23 3 222232122 d 2l it il gl

Akku retten

Blinkzahler bei
Repeatfunktion setzen

Pointer fUr Farb-RAM
berechnen
Akku wieder holen

2eichen und Farbe auf
Bildschirm setzen

Spaltenposition

Zeichen in Akku auf
Bildschirm

Farb-Code von x in Akku

in Farb-RAM schreiben
RuUcksprung zum Hauptprogramm

Zeiger auf Farb-RAM berechnen

Einsprung von $ES8E, $E7SF, $E807, SESEQ, SEA04, SEA18,

SEA4LF

EA24 A5 D1 LDA $O1

$01/8D2 = Zeiger auf
Video-RAM-Position
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EA26 85 F3 STA SF3
EA28 A5 D2 LDA $D2
EA2A 29 03 AND #3803
EA2C 09 08 ORA #$D8
EA2E 85 F4 STA $F4
EA30 60 RTS

RRRARRARRARRARRARRRRRRRRRR RS

Einsprung von $FF58

EA31 20 EA FF  JSR $FFEA
EA34 A5 cC LDA $CC
EA36 DO 29 BNE SEAST
EA38 C6 CD DEC $CD
EASA D0 25 BNE $EA61
EASC A9 14 LDA #3814
EASE 85 CD STA $CD
EA40 A4 D3 LDY $03
EA42 46 CF LSR SCF
EA4L  AE 87 02 LDX $0287
EA47 B1 D1 LDA ($01),Y
EA49 B8O 11 BCS SEASC
EA4B E6 CF INC $CF
EA4D 85 CE STA SCE
EA4F 20 24 EA  JUSR SEA24
EAS2 B1 F3 LDA ($F3),Y
EAS4 8D 87 02 STA $0287
EAS7 AE 86 02 LDX $0286
EASA A5 CE LDA SCE
EASC 49 80 EOR #330
EASE 20 1IC EA  JSR $EAIC
EA61 A5 01 LDA $01
EA63 29 10 AND #$10
EA65 FO DA BEQ $EA71
EA67 AO 00 LDY #$00
EA69 84 CO STY $cO

LOW-Byte auf Zeichenposition
= LOW-Byte auf Farbposition
HIGH-Byte der Zeichenposition
mit HIGH-Byte der Farb-RAM-
Position = $D8 verknipfen und
in $F4 = speichern
Rucksprung zum Hauptprogramm

Interrupt-Routine

Stop-Taste, 2eit erhdhen
Blink-Flag fur Cursor

nicht btinkerd, dann weiter
Blinkzdhler erniedrigen
nicht Null, dann weiter
Blinkzédhler wieder auf 20
setzen

und speichern

Cursorspalte

Blinkschalter eins dann C=1
Farbe unter Cursor
2eichen-Kode holen
Blinkschalter war ein, dann
weiter

Blinkschalter ein

2eichen unter Cursor merken
2eiger in Farb-RAM berechnen
Farb-Code holen

und merken

Farb-Code unter Cursor
Zeichen unter Cursor holen
RVS-Bit undrehen

Zeichen und Farbe setzen
Prozessorport laden

pruft Rekorder-Taste
gedrickt, dann verzweige
Wert flUr keine Taste gedrickt
Rekorder -Flag setzen
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EAGB A5 01 LDA 301 Prozessorport laden

EA6D 09 20 ORA #8$20 Rekoder-Motor ausschalten
EA6F DO 08 BNE SEA79 unbedingter Sprung

EA71 A5 CO LDA $CO lade Rekorder-Flag

EA73 DO 06 BNE $EA7B verzweige, wenn Motor lauft
EATS A5 01 LDA $01 Prozessorport leden

EAT7 29 1F AND #81F Rekorder-Motor einschalten
EA79 85 01 STA $01 und wieder speichern

EA7B 20 87 EA  JSR SEA87 Tastaturabfrage

EATE AD 00 DC LDA $0COD IRQ-Flag léschen

EA81 68 PLA Accu aus dem Stapel holen
EAB2 A8 TAY und in Y-Register schieben
EAE3 PLA Accu aus dem Stapel holen
EAB4A AA TAX und in X-Register schieben
EA85 PLA und Ruckkehr vom Interrupt
EABS 40 RTI

KRR AARRARARRARARRARRARRRRRRR

Einsprung von SEA7B, SFF9F

EA87 A9 00 1.DA #8300
EA89 8D 80 02 STA $0280
EAS8C A0 40 LDY #$40
EABE 84 CB STY $CB
EA90 8D 00 DC  STA $0CCO
EA93 AE 01 DC  LDX $0CO1
EA96 EO FF CPX #SFF
EA98 FO 61 BEQ SEAFB
EAGA A8 TAY

EA9B A9 81 LDA #381
EA9D 85 F5 STA $F5
EA9F A9 EB LDA #SEB
EAA1 85 F6 STA $F6
EAA3 A9 FE LDA #SFE
EAAS 80 00 DC  STA 30C00
EAAB A2 08 LDX #$08
EAAA 48 PHA

Tastaturabfrage

Shift/CTRL Flag ricksetzen
$40 = keine Taste gedrickt
Kode fur gedriuckte Taste
alle Bits des Port A loschen
Port B laden

keine Taste gedrickt ?

dann beenden

Y-Register {6schen

$F5/8F6 = Zeiger auf
Tastaturtabel le setzen

erstes Bit fir erste
Matrixzeile loschen

und in Port A schreiben

8 Matrixzeilen

Bitstellung fur Matrix retten
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EAAB
EAAE
EAB1
EAB3

EAB4
EAB6
EAB?7
EAB9

EABB
EABD
EABF
EAC1
EAC4

EAC7
EACO
EACB
EACC
EACD
EACF
EAD1
EAD2
EAD4
EADS
EAD6
EAD7
EADA
EADC
EADD

AD 01 DC
01 0C

co
00
4A

BO
48
B1
c9

BO

88389

B&®3

BO

DO
38

F8

41
0B

DF

02
02

80 00 bC

D0

cc

6C 8F 02

LDA $DCO1
CMP $DCO1
BNE SEAAB
LSR

BCS SEACC
PHA

Port B laden uxd

Tastatur entprellen

noch nicht entprellt ?

Bits nacheinander ins Carry
schieben

"1 gleich nicht gedriickt
Bitstelung retten

LDA ($F5),Y ASClI-Kode aus Tabelle holen

CMP #$05

BCS SEACY
CMP #$03

BEQ $EACY
ORA $028D
STA $0280

BPL SEACB
STY $C8
PLA

INY

CPY #$41
BCS SEADC
DEX

BNE $EAB3
SEC

PLA

ROL A
STA $DCOO
BNE SEAAS
PLA

JMP ($028F)

Einsprung von SEB76

EAEQ
EAE2

EAE4

AS
B1

AA

c8
FS

LDY $CB
LDA (S$F5),Y

TAX

gréBer als 4, dann keine
Control-Taste

verzweige bei groBer/gleich 5
Kode fir STOP-Taste ?

falls ja, dann verzweige
entsprecherides Flag fir SHIFT
COMMOD .-Taste oder CTRL
setzen

unbedingter Sprung

Nummer der Taste merken
Akku holen

2éhler fur Taste erhohen
schon alle Tasten?

wenn ja, verzweige

ndchste Matrix-Spalte
unbedingter Sprung

Carry setzen

gespeicherte Bitfolge holen
verschieben und

in Port A schreiben
unbedingter Sprung

Stapel normalisieren

JMP $£848 setzt Zeiger auf
Tabelle

Numer der Taste
ASCII-Wert aus Tabelle
holen

Tastenwert retten
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EAES C4 C5 CPY $CS mit letzter Taste
vergleichen

EAE7 FO 07 BEQ SEAF0 verzweige wenn gleiche Taste

EAE9 A0 10 LDY #%10 Wert fur Repeatverzégerung

EAEB  8C 02 SYY $028C in Repeat-Verzogerungszdhler

EAEE 00 36 BNE $EB26 unbedingter Sprung

EAFO 29 7F AND H#$T7F Bit 7 loschen

EAF2 2C 8A 02 BIT $028A Repeat-Funktion fiur alle
Tasten ?

EAF5 30 16 BMI SEBOD Bit 7 gesetzt, dann alle
Tasten wiederholen

EAF7 70 49 BVS SEB42 Bit 6 gesetzt, dann
keine Wiederholung

EAF9 C9 7F CMP #$7F keine Taste?

EAFB  FO 29 BEQ $EB26 ja, danmn verzweige

EAFD c9 14 CMP #$14 'DEL®', 'INST' Kode

EAFF  FO OC BEQ SEBOD wenn ja, verzweige

EBO1 C9 20 CMP #$20 Leerzeichen

EBO3 FO 08 BEQ SEBOD wenn ja, verzweige

EBOS C9 10 CMP #$1D Cursor right, left

EBO7 FO 04 BEQ SEBOD wenn ja, verzweige

EBO9 C9 1 CMP #$11 Cursor down, up

€808 00 35 BNE SEB42 verzweige wenn keine Taste
zu wiederholen ist

EBOD AC 8C 02 LDY $028C Repeatverzogerungszdhler

EB10 FO0 05 BEQ $EB17 wenn abgelaufen, so verzweige

€812 CE BC 02 DEC $028C herunterzahlen

EB1S 0O 2B BNE $EB42 O0? nein dann verzweige

EB17 CE 8B 02 DEC 30288 Repeatgeschwindigkeitszahler

EB1A D0 26 BNE $EB42 0? nein dann verzweige

EBIC AD 04 LDY #$04 Repeatgeschwindigkeits-

EB1E BC 88 02 STY 80288 2dhler neu setzen

EB21 A4 C6 LDY $C6 Anzahl der Zeichen im
Tasteturpuffer

EB23 88 DEY herunterzéhlen

€B24 10 1C BPL $EB42 mehr als ein Zeichen im
Puffer, dann ignorieren

EB26 A4 CB LDOY $CB Tastennummermatrixcode

EB28 84 C5 STY $C5 umspeichern

EB2A AC 8 02 LDY $0280 sowie die Ftags flr SHIFT
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EB2D
EB30
EB32
EB34
EB35

EB37
EB3A

EB3C

EB3F
EB40
EB42
EB44
EB47

8C BE 02
EO FF

FO OE

8A

A6 C6

EC 89 02
BO 06

90 77 02

E8

86 Cé
A9 TF

80 00 DC
60

STY S028E
CPX #$FF
BEQ SEB42
TXA

LDX $C6

CPX $0289
BCS SEB42

STA $0277 X

INX

STX $C6
LDA #S$7F
STA $DCOO
RTS

RAARRRRARARRNR AR A NA ARk hkd

Einsprung von $EADD

EB48
EB4B

EB4D
EB4F

EB52
EB54
EBS7

EB59
EBSC

EBSE
EB61
EB&4

EB65

AD 8D 02
c9 03

00 15
Co 8E 02

FO EE
AD 91 02
30 10

AD 18 DO
49 02

80 18 DO
4C 76 EB
0A

c9 08

LDA $028D
CMP #303

BNE $EB64
CMP S028E

BEQ SEB&42
LDA $0291
BMI SEB76

LDA 30018
EDR #$02

STA $0018
JMP SEB76
ASL A

CMP #$08

COMMOD . -Taste und CTRL
Tastatur-Kode ungultig ?
Ja, dann ignorieren

gerettete Taste wieder holen

Anzahl der Zeichen im
Tastaturpuffer

mit Maximalzahl vergleichen

Puffer voll, dann Zeichen
ignorieren

Zeichen in Tastaturpuffer
schreiben

Zeichenanzahl erhéhen und
abspeichern
Tastatur-Matrix Abfrage
auf Normalwert

Rickspruing

Pruft auf Shift, CTRL,
Commodore

Flag fur Shift/CTRL

SHIFT und COMMOD.-Taste
gedrickt?

nein dann zum Dekodieren
waren beide Tasten vorher
schon vorher gedrickt

ja, dann zum Ende
Shift-Commodore erlaubt ?
nein, zurlck zur
Dekodierung
Zeichensatzzeiger laden
Umschaltung Klein
-GroBschreibung und
wieder speichern

fertig

Wert mit 2 multiplizieren,

da jede Adresse 2 Bytes hat

vergleiche mit CTRL
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EB67 90 02 BCC SEBSB
EB69 A9 06 LDA #$06
EB6B  AA TAX

EBSC BD 79 EB  LDA SEB79,X
EB6F 85 F5 STA $F5
EB71 BO 7A EB  LDA SEB7A,X
EB74 85 F6 STA $F6

Einsprung von $EB61

EB76 4C ED EA  JMP SEAEQ

Fededde i dr i drd i W R Ak e dedr e

EB79 81 EB C2 EB 03 EC 78 EC

i a2 a2 a2l 2 s s ad il s sl d s ddsd

EBB1 14 00 10 88 85 86 87 11
EB89 33 57 41 34 5A 53 45 O1
EB91 35 52 44 36 43 46 54 58
EB99 37 59 47 38.42 48 55 56
EBAT 39 49 4A 30 4D 4B 4F 4E
EBA9 2B 50 4C 20 2E 3A 40 2C
EBBt 5C 2A 3B 13 01 3D S5E 2F
EBB9 31 S5F 04 32 20 02 51 03
EBCT  FF

nein dann verzweige

Tabel lenpointer fur CTRL

in X Register Ubertragen
LOW-Byte der Tabellenadresse
laden

und in die Zeigeradresse
LOW schreiben

HIGH-Byte der Tabellenadresse
laden

und in die Zeigeradresse
HIGH schreiben

zurlck zur Dekodierung

Zeiger auf Tastatur-
Dekodiertabellen

Tastatur-Dekodiertabelle 1
ungeshifted

whddk ke ek akanrdar Tastatur-Dekodierung,

Tabelle 2 geshifted

EBC2 94 80 90 8C 89 8A 88 91
EBC9 23 D7 C1 24 DA D3 C5 01
EBD2 25 D2 C4 26 C3 C6 D4 D8
EBDA 27 D9 C7 28 C2 C8 D5 D6
EBE2 29 C9 CA 30 Cb CB CF CE
EBEA DB 50 CC DD 3E 58 BA 3C
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EBF2
EBFA
EC02

A9 CO 50 93 01 3D DE 3F

21 5F 04 22 A0 02 01 83

FF

WRRRRRRRHHHRAAAANAAIRRRAAANNY Tastatur-Dekodierung,

ECO3
ECOB
EC13
EC1B
EC23
EC2B
EC33
EC3B
EC43

94 8D 90 8C 89 8A 8B 91
96 B3 B0 97 AD AE B1 01

Tabelle 3, mit 'C=*-Taste

98 B2 AC 99 BC BB A3 BO
9A B7 A5 98 BF B4 B8 BE
29 A2 B5 30 A7 A1 B9 AA
A6 AF B6 OC 3E 5B A4 3C
A8 DF 50 93 01 3D DE 3F
81 5F 04 95 A0 02 AB 83

FF

ARRRARRRRAAA AR aaadnes neiift auf Steuerzeichen

Einsprung von $E701

EC44 C9 OE CcMP
EC46 DO 07 BNE
EC48 AD 18 DO LDA
EC4B 09 02 ORA
EC4D DO 09 BNE
Einsprung von $E879

EC4F C9 8E CMP
EC51 DO 0B BNE
EC53 AD 18 DO LDA
EC56 29 FD AND
EC58 80 18 D0 STA
EC5B 4C AB E6 JMP
EC5E €9 08 CMP
EC60 DO 07 BNE
EC62 A9 80 LDA
EC64 OD 91 02 ORA
EC67 30 09 BMI

#$0E
$SEC4F
$D018
#$02
$EC58

#3BE
$ECSE
$D018
#S$FD
$0018
$EGA8
#308

$EC69
#380

$0291
$EC72

chr$(14> GroBschrift
verzweige wenn nein
Character-Generator
auf GroBschrift-Modus
unbedingter Sprung

chr$(142) Kteinschrift
verzweige wenn nein
Character-Generator
Kleinschrift-Modus
setzen

Ausgabe abschlieBen

chr$(8) Code zur Blockierung

SHIFT und COMMO0.-Taste
verzweige wenn nein
oberstes Bit des

Shift-Cammodore Flags setzen

unbedingter Sprung
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EC69 C9 09 CHP #309 chr$(9) Code zur Freigabe von
SHIFT und COMMOD. -Taste

EC6B DO EE BNE SEC5B verzweige wenn nein

ECS0 A9 7F LOA #S7F oberstes Bit des

EC6F 20 91 02 AND $0291 Shift-Cammodore Flags léschen
EC72 8D 91 02 STA $0291 Mert speichern
EC7S 4C AB E6 JMP $E6A8  Ausgabe abschiieBen

ttbtbatnnrtttttttdtEndRRERR Tastatur*kdier‘m'
Tabelle 4, mit CTRL-Taste

EC?8 FF FF FF FF FF FF FF FF

ECB0 1C 17 01 9F 1A 13 05 FF

ECB8 ©C 12 04 1€ 03 06 14 18

EC90 1F 19 07 9E 02 18 15 16

EC98 12 09 0OA 92 0D 08 OF OE

ECAD FF 10 OC FF FF 18 00 FF

ECA8 1C FF 10 FF FF %F 1E FF

ECRO 90 D6 FF 05 FF FF 11 FF

ECB8 FF

thktasatatattieesateesaersas  Konstanten fur
videocontrol ler

ECB9 00 00 00 00 00 00 00 00

ECCt 00 00 00 00 00 00 00 00

ECC9 00 98 37 00 00 00 08 00

ECD1 14 OF 00 00 00 00 00 00

ECD9 OE 06 01 02 03 04 00 01

ECEY 02 03 04 05 06 07

wRRRIdEARIERELARRRRRARRRRR®  [ext nach Dricken von SRIFT
RUN/STOP

ECE7 4C 4F 41 44 DD 52 55 4E 'load ¢cr) run (cr)’

ECEA 0D

thtddtdtb bbb bd kbbb dddddddddd Tabelle der LSB der

Bi ldschirmzei ten-Anfénge
ECFO 00 28 50 78 AO C8 FO 18
ECF8 40 68 90 B8 EO 08 30 58
EDOO 80 A8 DO F8 20 48 70 98
EDO8 L0z
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vk i ol ol ol ke v e ol o vl ol o o o e o i e IEC-Bus Routinen

RARRARARRRRARANARARARARARARS  TA| sm

Einaprung von $F238, ¥4CD, FFB4

€009 09 40 ORA #840 Bit fur Talk setzen
EDOB  2C .BYTE $2C Skip nach $EDOE

SRR Rk RRR AT EERRR R RS AR RRREY | [STEN senden

Elnsprung von SF27A, SF3E3, SF600, SF648, SFFB1

EDOC 09 20 ORA #$20 Bit fUr Listen setzen
EDOE 20 A4 FO  JSR SFOA4 Erde der RS 232 Ubertragung
abwarten

Einsprung von $EEQC

ED11 48 PHA Akku merken

ED12 24 94 BIT $94 Noch 2eichen im Puffer ?

ED14 10 OA BPL SED20 verzweige wenn nein

ED16 38 SEC Carry setzen

8D17 66 23 ROR $A3 Bit fir &0l setzen

ED19 20 40 ED  JSR SED4O0 Byte auf [EC-Bus ausgeben

EDIC 46 94 LSR $94 Flag fur 2eichen im Puffer
loschen

ED1E 46 A3 LSR $A3 Flag fur EOI Loschen

ED20 68 PLA Akku wiederholen und

ED21 85 95 STA $95 im Puffer speichern

EDZZ 78 SEI interruptflag setzen

ED246 20 97 EE  JSR SEE97 DATA auf LOM setzen

ED27 C9 3F CMP #$3F Akku kann nicht $3F sein

ED29 DO 03 BNE $ED2E  unbedingtet Sprung

ED2B 20 85 EE  JSR $EE85 CLOCK auf LOW setzen
ED2E AD 00 DD LDA $SODOO Port A laden

ED3 09 08 ORA #3808 ATN HIGH setzen und
ED33 S0 G2 03 STA $0DO8  ausgeben
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Einsprung von SEDBB, SEDC9

ED36 78 SE1 Interruptflag setzen
ED37 20 8 EE JSR SEEBE CLOCK auf HIGH setzen
ED3A 20 97 EE JSR SEE97 DATA auf LOW setzen
ED3D 20 B3 EE  JSR SEEB3 eine Millisekunde warten

LA ddddd i dddd i dd il d sl ] s ein Byte auf IEC-Bus

ausgeben
Einsprung von $ED19, SEDE7
ED4O 78 SEI Interruptflag setzen

ED41 20 97 EE  JSR SEE97 DATA auf LOW setzen
ED44 20 A9 EE  JSR SEEA9  Hardware-Rickmeldung aus

DATA holen
ED47 BO 64 BCS SEDAD DATA LOW, dann 'DEVICE NOT
PRESENT!
ED49 20 85 EE  JSR SEE85 CLOCK auf LOW setzen
ED4C 24 A3 BIT SA3 Bit fur EOI gesetzt?
ED4E 10 OA BPL $ED5A nein, dann verzweige
ED50 20 A9 EE  JSR SEEA9 DATA ins Carry
ED53 90 FB BCC S$ED50 warten bis Listener bereit
ED55 20 A9 EE JSR SEEA9 DATA ins Carry
ED58 BO FB BCS $ED5SS  warten auf DATA HIGH
ED5A 20 A9 EE  JSR SEEA9 DATA ins Carry
ED5D 90 FB BCC $ED5A warten bis bereit fur Daten
EDS5F 20 8E EE JSR SEEBE CLOCK auf HIGH setzen
ED62 A9 08 LDA #308 Bitzdbler fir serielle
ED64 85 A5 STA $AS Ausgabe setzen ($08 Bits)

ED66 AD 00 DD LDA $ODO0 Port A lesen
ED69 CD 00 DD CMP $DDO0 und entprellen

ED6C DO F8 BNE SED&S  verzweige wenn Anderung

ED6E OA ASL A Daterbit ins Carry

ED6F 90 3F BCC $EDBO DATA HIGH, dann 'TIME OUT'

ED71 66 95 ROR $95 nédchstes Bit zur Ausgabe
bereitstellen

ED73 BO 05 BCS $ED7A verzweige wenn Bit gesetzt

ED75 20 AO EE JSR SEEAO DATA auf HIGH setzen
ED78 DO 03 BNE SED7D  unbedingter Sprung
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ED?A 20 97 EE  JSR SEE97
ED7D 20 85 EE  JSR SEE8S
E080 EA NOP

EDB1 EA NOP

ED82 EA NOP

ED83 EA NOP

ED84 AD 00 DD  LDA $0DOO
ED87 29 DF ARD #$DF
€ng8¢ 09 10 OR& #$10
EOBR 8> 00 00 STA $0DOO
EDBE C6 AS DEC $AS
ED90 00 D4 BNE SED&S
ED92 A9 04 LDA #3804
ED94 8D 07 DC  STA $0CO7
ED97 A9 19 LDA #$19
ED99 8D OF DC  STA SOCOF
ED?C AD 0D DC  LDA $OCOD
EDSF AD OD DC LDA 3DCOD
EDA2 29 02 AND ¥$D2
EOA4 00 OA BNE SEDBO
EDAS6 20 A9 EE  JSR SEEA9
EOA9  BOD F4 BCS SED9F
EDAB 58 CLI

EDAC 60 RTS

e o o o e e o o ok e ok e el i e e

EDAD A9 80 LDA #$80
EDAF  2C .BVTE $2C
€E0B0 A9 03 LDA #803

Einsprung von SEE&44

EDB2 20 fC FE JSR SFEIC
EDB5 58 CLI
EDB6 18 CLC
EDB7 90 4A BCC $EEO3

DATA auf LOW setzen
CLOCK auf LOW setzen
Listener

8 Microsekunden Zeit zur
Verarbeitung der

Daten geben

Port A laden

DATA auf LOW

und CLOCK auf NIGH

setzen

nachstes Bit

mache weiter wenn noch nicht
alle Bits gesendet

$04 als Timerwert setzen
Timer B HIGH, ca. eine ms
und Timer B

starten

Interrupt control register
Leden

Timer 8 abgelaufen ?

ja, dann 'TIME OUT!'

DATA ins Carry

warten auf OATA HIGH
Interruptflag loschen
Rucksprung

'DEVICE NOT PRESENT'
Skip nech $EOB2
'TIME OUT*

Status setzen
Interruptflag loschen
Carry setzen
unbedingter Sprung



484

64 Intern

LA ddd 222 222222222222 02222227 Sekundiredresse nach LISTEN

senden
Einsprung von $F286, SF3EA, SF612, $SF651, SFF93

EOB9 85 95 STA $95 Sekunddradresse speichern
EOBB 20 36 ED JSR SED36 mit ATM HIGH ausgeben

Eingprung von SEDDO, SEEQ3, $F281

EDBE AD 00 OO LDA $ODO0 Port A laden

EDC1 29 F7 AND #$F7 ATN riicksetzen, LOM
EDC3 8D 00 DD STA $0D00 und ausgeben
EDC6 60 RTS Ricksprung

ARRRRARRARARRRRARAARRNAN AN Sekundaradresse nach TALK

ausgeben
Einsprung von SF245, SF4D2, SFF96

EOC7 8595 STA $95 Sekundaradresse speichern
EOC9 20 36 EO JSR SED36 mit ATN ausgeben

Einsprung von SF23F

EDCC 78 SEI Interruptflag setzen
EDCD 20 AD EE  JSR SEEAD DATA auf HIGH setzen
EDDO 20 BE ED  JSR SEDBE ATN rucksetzen, LOW
EDD3 20 85 EE  JSR SEE85 CLOCK auf LOW setzen
EDD6 20 A9 EE  JSR SEEA9 CLOCK-IN holen

EDD9 30 FB BNI SEDD6 auf CLOCK HIGH warten
EDDB 58 cLI Interruptflag {6schen
EDDC 60 RTS Rucksprung

WERARRRRARNRRNERRANRNRONRNS®  [ECOUT ein Byte auf 1EC-Bus

ausgeben
Einsprung von SFIDB, SF3FE, SF61C, $SF621, SF62B, SFFA8

EODD 24 94 BIT $94 noch ein Byte auszugeben ?
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EDOF 30 05 BM? SEDES
EDE1 38 SEC

EDE2 66 94 ROR $94
EDE4L DO 05 BNE SEDEB
EDE6 48 PHA

EDE7 20 40 ED  JSR $ED4O
EDEA 68 PLA

EDEB 85 95 STA $95
EDED 18 CcLe

EDEE 60 RTS

L2222 2222222032033 22222222217

Einsprumg von SF340, SF528,

EDEF 78 SEI
EDFO 20 8E EE  JSR SEESE
EDF3 AD 00 DD  LDA $DDOO

EDF6 09 08 ORA #308
EDF8 80 00 00 STA $ODOC
EDFB A9 5F LDA #$5F
EDFD 2C BYTE $2C

RRARARREERSESERERRARARARARAS

Einsprung von $F339, SF63F,
EDFE A9 3F LDA #S3F
EEO0 20 11 ED JSR SEDN
EEG3 20 BE ED ISR $EDBE

Einsprung von SEE7D

EE06 8A TXA
EB07 A2 0A LDX #30A
EEQ9 CA DEX
EEOA 00 FD BNE SEEO09
EEOC AA TAX

verzueige wenn ja

Carry set2an

flag fir gepuffertes Byte
setzen

unbedingter Sprung

Byte merken

gepuffertes Byte auf Bu3
ausgeben

Byte zurlckholen und

in Ausgaberegister holen
Carry Léschen
RUcksprung

UNTALK senden
$F528, SFFAB

Interruptflag setzen
CLOCK auf HIGH setzen
Poar A laden

ATN HIGH setzen und
ausgeben

Kennzeichnung fir UNTALK
Skip nach SEEOO

UNLISTEN senden
$F654, SFFAE

Kennzeichnung fur UNLISTEN
ausgeben
AN riicksetzem, LOMW

X-Register merken
Varteschieife von

ca. 40 Mikrosekunden
abwarten

X-Register Wiederholen
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JSR SEEB5
JMP SEE97

EEQD 20 85 EE
EE1D  4C 97 EE

ARRRARARAERERAR AR ARARRRRRAY

Einsprung von $F1B5, $F4DS,

EE13 7B SEl
EE14 A9 00 LOA #$00
EE16 85 AS STA $SAS

EE18 20 85 EE  JSR SEE85
EE1B 20 A9 EE  JSR SEEA9

EE'IE 10 FB BPL SEE1B
EE20 A9 01 LDA #$01
EE22 8D 07 DC  STA $DCO7
EE2S A9 19 LDA #$19
EE27 80 OF DC  STA $0COF

EECA 20 97 EE  JSR SEE97
EE2D AD OD DC  LDA 3DCOD
EE30 AD OD DC  LDA $DCOD

EE33 29 02 ANO #$D2
EE35S DO O7 BNE SEE3E
EE37 20 A9 EE  JSR SEEA9
EE3A 30 F4 BMI SEE30
EE3C 10 18 BPL SEE5S6
EE3E A5 A5 LDA $AS
EE4D FOD 05 BEQ SEE47
EE42 A9 02 LDA #302

EE4L 4C B2 ED  JMP S$EDB2
EE47 20 AD EE  JSR SEEAOD
EE4A 20 B85 EE  JSR SEEB5

EE4D A9 40 LDA #$40
EE4F 20 1C FE  JSR SFEIC
EES2 E6 AS INC $AS
EES4 DO CA BNE SEE20
EES6 A9 08 LDA #308
EES8 85 AS STA $AS

EESA AD 00 DD  LDA $DDOO
EESD CD OO0 DD CMP $0DOO

CLOCK auf LOM setzen
OATA auf LOW setzen

1ECIN ein Zeichen vom
JEC-Bus holen

S$F4ED, $FSO1, SFFAS

Interruptflag setzen
$00 laden

wxd 2&hler (d8schen
CLOCK auf LOW setzen
CLOCK-1N LOW ?

nein, dann warten
$01

in Timer B HIGH schreiben
Timer

starten

OATA auf LOW setzen
Interrupt Control Register
laden

Timer B abgelaufen ?
ja, 'TIME OUT'
CLOCK-IN HIGH ?
nein, dann warten
unbedingter Sprung
lade Zéhler
verzweige wenn $00
'TIME OUT®

Status setzen

DATA auf HIGH setzen
CLOCK auf LOW setzen
Bit 6 flr 'END OR IOENTIFY®
Status setzen

Zahler erhéhen
unbedingter Sprung
$08 als

Bitzéhler setzen
Port A laden
Anderung ?
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EE60 DO F8 BNE SEESA
EE62 0A ASL A
EE63 10 F5 BPL SEESA
EE6S 66 AG ROR $R4
EE67 AD 00 DO  LDA $0D0OO
EE6A CD 00 OO CMP $DDOO
EE&D DO FB BNE SEE67
EE6F  OA ASL A
EE70 30 F5 BNl $EES7
EE72 C6 AS DEC $aS
EE74 00 E& BNE SEESA
EE76 20 AD EE  JSR SEEAO
EE7T9 24 90 BIT $90
EE78 50 03 BVC SEEBO
EETD 20 06 EE  JSR SEE06
EESD AS A LDA 3Aé
EE8C 58 cLt

EE83 18 CLc

EE84 60 RTS

AAAWNRANAAAN I NI NI I I hd ok

Einsprunig van 3ED2B, $£049,

SEE4A
EEG5S AD 00 DD LDA $DDOO
EE88 29 EF AND HSEF
EEBA 8 00 DD STA $DDOO
EE8D 60 RTS

b2 2222 i a2 e s Al 222 23 4]

Einsprung von SED37, SEDSF,

EEBE AD 00 OD LDA $DDO0O
EE9T 09 10 ORA 8310
EE93 8D GZ o0 STA $BDGO
EE96 60 RTS

verzweige wann ja

Datenbit ins Carry schieben
erneut holen vernn CLOCK = 9
Datenbit in $&% schieben
Port A laden

Anderung ?

verzweige wenn ja

Datenbit ins Carry schieben
erneut wenn CLOCK = 0
Bitzdhler veringerrn
verzweige swenn noch nicht
alle 8 Bits gesendet

DATA auf HIGH setzen
Status

verzweige wenn kein EOI' ?
warten und Bits '0' senden
Datenbyte in Akku holen
Interruptflag léschen
Carry ldschen

Ricksprurr

CLOCK auf LOW setzen

SED7D, $EDD3, SEEOD, SEE1S

Port A laden

Bit 4 loschen

und wieder speichern
Ruckspirung

CLDCK auf HIGH setzen
SEDFO, $FF7D

Port A laden

Bit 4 setzen

und wieder speicherv
Rlcksprung
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TRRAAAAAAAAAAAET AR hhhdrdhdd

Einsprung von SED24, SED3A,

EEQ7
EE9A
EE9C
EE9F

AD 00 DD
29 DF

80 00 oD
60

LDA $DDOO
AND #3OF
STA $0000
RTS

TRRAAAAAAAAAAAET AR A hdrdhdd

Einsprung von $ED75, SEDCD,

EEAD
EEA3
EEA5
EEA8

AD 00 DD
09 20

8b 00 DD
60

LDA $DDOO
ORA #320
STA $DDOO
RTS

LA 22122212212 22 22 112}

Einsprung von $ED44, SEDSD,

EEA9
EEAC
EEAF
EEB1
EEB2

SEE1B
AD 00 DD  LDA $0D0O
CD 00 OO CMP $00D00
D0 F8 BNE SEEA9
0A ASL A
60 RTS

Fhhhhhhhhhhdhhhdhhhhddrhrir

Einsprung von SED3D

EEB3
EEB4
EEB6
EEBY
EEB?
EEBA

8A
A2 BB
CA
D0 FD
AA
60

TXA
LDX #$8B8
DEX
BNE SEEB6
TAX
RTS

DATA auf LOM setzen

SED41, SED7A, SEE10, SEE2A

Port A laden

Bit 5 léschen

und wieder speichern
Rtickspruyy

DATA auf HIGH setzen

SEE47, SEET6

Port A laden

Bit 5 setzen

und wieder speichern
Ricksprung

Bit vomn IEC-Bus ins
Carry-Flag holen

$SED55, SED5A, $EDA6, SEDD6

Port A laden
Anderung ?
verzweige wenn ja

Datenbit ins Carry schieben

Ricksprung

Verzogerung 1 Millisekunde

X-Register retten
X-Register mit $88 laden
herunterzéhlen

verzweige wenn nicht fertig
X-Register wiederherstelten

Ricksprung
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P22 22222222 i 2l il idldsdl]

Einsprung von S$FE9D

EEBB A5 B4 LDA $B4
EEBD FO 47 BEQ $EF06
EEBF 30 3F BNI $EF00
EEC1 46 B6 LSR $B6
EEC3 A2 0D LDX #$00
EEC5 90 01 BCC $EECB
EEC7 CA DEX

EEC8 8A TXA

EECY 45 BO EOR $BD
EECB 85 8D STA $BD
EECD C6 B4 DEC %84
EECF  FO 06 BEQ SEEO7
EED1 8A TXA

EED2 29 04 AND #304
EED4 85 BS STA $B5
EED6 60 RTS

EED7 A9 20 LDA #$20
EE09 2C 94 02 BIT 90294
EEDC  F0 14 BEQ SEEF2
EEDE 30 1C BMI SEEFC
EEE0 70 14 BVS SEEF6
EEE2 A5 8D LDA $BD
EEE4 0D D1 BNE SEEE7
EEE6 CA DEX

RS 232 Ausgabe

Anzeht Bits 2u senden
verzweige wenn Byte schon
konplett uUbertragen
verzueige falls Stopbit
erforderiich

néchgtes Bit ins Cerry
schieben

'0' falls Datenbit = 0
verzweige wenn Datenbit
geldscht

nein, dann X-Register =$FF
X-Register in Akku

mit Register fur Paritybit
verknipfen

und abspeichern

Bitzdhler erniedrigen
verzweige wenn alle Bits
Ubertragen

alten Akku wiederherstellen
Bit 2 isolieren

und ins Ausgaberegister
bringen

Ricksprung

Bit 5 (Parity)

RS 232 Befehlsregister
abfragen

verzweige wenn ohne Parity
verzweige wenn feste Paritit
verzweige wenn ungerade
Paritdt

verzweige wenn Parity
gleich eins

verzweige wenn ja

Parity $FF
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EEE7 C6 B4 DEC $B4 Bitzdhler auf SFF

EEE9 AD 93 02 LDA 30293 RS 232 Kontrollregister laden
EEEC 10 E3 BPL SEED1 verzweige wenn zwei Stopbits
EEEE Cé B4 DEC $B4 Bitzéahier auf SFE

EEFO 00 DF BNE SEED1 unbedimgter Sprung zur

Berechnung der Stopbits

EEF2 E6 B4 INC $B4 Bitzédhler erhéhen, keine
Parity
EEF4 DO FO BNE SEEE6 unbedingter Sprung zur

Berechnung der Stopbits

EEF6 A5 BD LDA $8D Parity

EEF8 FO ED BEQ SEEE7 verzweige wenn gleich 0,
denn Null-Bit ausgeben

EEFA D0 EA BNE SEEE6 unbedingter Sprung 1-Bit
ausgeben

EEFC 70 E9 BVS SEEE?7 Null-Bit ausgeben

EEFE S0 E6 BVC SEEE6 sonst 1-Bit ausgeben (feste
Paritdt)

EFO0 E6 B4 INC $B4 Bitzdhler erhdhen

EF02 A2 FF LDX #SFF Wert fur Stopbit

EFO4 00 CB BNE SEED1  unbedingter Sprung

Eisprung von $FF44

EFO6 AD 94 02 LDA 30294 RS 232 Befehlsregister laden

EFO9 4A LSR A Bit 0 ins Carry

EFOA 90 07 BCC SEF13  verzweige wenn 3-lLine
Handshake, Abfrage lbergehen

EFOC 2C 01 00 BIT SDDO1 Port B abfragen

EFOF 10 10 BPL SEF2E verzweige wenn DSR fehlt
EF11 50 1E BVC SEF31 verzweige wenn CTS fehlt
EF13 A9 00 LDA #$00 0 laden und

EF15 85 BD STA $BD Parity-Register léschen
EF17 85 BS STA $B5 Register flir zu sendendes

Bit (Startbit)
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EF19 AE 98 02 LOX $0298
EFIC 86 B4 STX $84
EF1IE AC 90 02 LOY $029D
EF21 CC 9 02 CPY $029¢
EF24 FO 13 BEQ $EF39
EF26 B1 F9 LDA ($F9),
EF28 85 B6 STA $B6
EF2A EE 90 02 INC $0290
EF2D 60 RTS

EF2E A9 40 LOA #3840
EF30 2C .BYTE $2C
EF31 A9 10 LDA #%$10
EF33 00 97 02 ORA $0297
EF36 80 97 02 STA $0297
EF39 A9 01 LOA #$01
Einsprung von SEF8D, $F041,
EF3B 8 00 00 STA $DDOD
EF3E 4D A1 02 EOR $02A1
EF41 09 80 ORA #%80
EF43 8D A1 02 STA $02A1

8D

EF46 0D DD STA $0D0D

EF49 60 RTS

Lad 223022222222 22222222242 3

Einsprung von $F41D

EF4A A2 09 LDX #$09
EF4C A9 20 LDA #$20
EF4E 2C 93 02 BIT $0293
EF51 FO 01 BEQ SEF54

Anzahl der zu Ubertragenden
Bits
als Bitzéhler merken
lade Zeiger fur Ubertragenes
Byte
alle Bytes Ubertragen ?
ja, dann abschlieBen

Y Datenbyte aus RS 232 Puffer
holen
2um Senden Ubergeben
Pufferzeiger erhdhen
Rucksprung

DSR (Data Set Ready) fehlt
Skip nach SEF33

CTS (Clear To Send) fehlt
mit Status verknipfen

und setzen

NI fur

$FO7A

Timer A l&schen

Flag fur

RS 232 umdrehen

und speichern

IRR setzen, alle Ubrigen
zulassen NMIs
Rucksprung

Anzahl der RS 232 Datenbits
berechnen

Zdhler fiur Wortldnge
Maskenwert fur Bit 5

Testen vom RS-232
Kontrollregister

verzweige wenn Bit 5 geldscht
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EF53

EF54
EF56
EF57
EF58

DEX

BVC SEF58
DEX
DEX
RTS

A e e o o o e e o o e A e o R e o

Einsprung von SFF04

EF59
EFSB
EF5D
EF5F

EF61

EF63
EF65

EF67
EF69
EF6B

EF6D

EF &€
EF70
EF72
EF74
EF77

EF78
EF7A

EF7C

A6 A9
Do 33
C6 A8
FO 36

30 0o

A5 A7
45 AB

85 AB
46 A7
66 AA

60

C6 A8
A5 A7
FO 67
AD 93
0A

A9 01
65 A8

DO EF

02

LOX $A9
BNE SEF90
DEC $A8
BEQ SEF97

BMI SEF70

LDA $A7
EOR SAB

STA SAB
LSR $A7
ROR $AA

RTS

DEC $A8
LDA SA7
BEQ SEFDB
LDA $0293
ASL A

LDA #$01
ADC $A8

BNE SEF6D

Zahler fir Wortlinge
vermindern

verzweige wenn Bit 6 geldscht
Wortlédnge um zwei

vermindern

Ricksprung

empfangenes Bit verarbeiten

Startbit ?

verzweige wenn Ja
Bitzéhler erniedrigen
verzweige wenn alle Bits
enpfangen

verzweige wenn noch Stopbits
Zu erwarten

enpfangenes Bit

mit Register fur Parity
verknipfen

und abspeichern
enpfangenes Bit ins Carry
und in Enpfangsregister
schieben

Rucksprung

Bitzdhler erniedrigen
Stopbit

verzweige wenn gleich Null
Kontrollregister laden
Bit 7 (Anzahl Stopbits) ins
Carry

1 laden und mit der Anzahl
von Bits und Stopbits
addieren

verzweige wenn noch nicht
alle Stopbits empfangen
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Einsprung von $EFD8

EF7TE A9 90 LDA #3890 Wert fUr Freigabe von NMI
uber die Flagleitung

EFB0 8D 0D DD STA $0DOD  Wert NMI freigeben

EF83 0D A1 D2 ORA $02A% auch im NMI Register

EF86 8D A1 02 STA $02A1  fGr RS 232 NMIs vermerken

EF89 85 A9 STA $A9 und Flag fiir Stertbit setzen

EF8B A9 02 LDA 2$52 Bitwert fur

EFBD 4C 3B EF JHP SEF3B NM[ fir Vimer B ldschen

EF90 AS A7 LDA $A7 Startbit laden

EF92 DO EA BNE SEF7E verzuweige wenn ungleich Null

EF94 85 A9 STA $A9 Flag fir Startbit
ricksetzen

EF96 &0 RTS RUcksprung

AR Rk kAR ARk kAR Empfangenes Byte

weitervererbeiten
EF9? AC 98 02 (0Y $0298 Pufferzeiger laden
EFPA (8 INY und erhShen

EF9B CC 9C 02 CPY $029C mit Empfangspuffer
vergleichen

EF9E FO 2A BEQ $EFCA verzuweige wenn voll, dann
Status setzen

EFAO 8C 98 02 STY $0298 Pufferzeiger abspeichern

EFA3 88 DEY und normalisieren

EFA4L A5 AA LDA SAA empfangenes Byte laden

£FA6 AE 98 02 LDX %0298 Anzahl Datenbits laden

EFA9 EO 09 CPX #309 8 Bits plus ein Stophbit?

EFAB FO 04 BEQ $EFB1  verzuweige wenn ja, ok

EFAD  4A LSR A sonst Bits in richtige
Position schieben

EFAE E8 INX Datenbitzéhler um 1 erhdhen

EFAF DO F8 BNE SEFA9? unbedingter Sprung

EFB1 91 F7 STA (SF7),Y Byte in RS 232 Puffer
schreiben

EFB3 A9 20 LDA #$20 Maskenwert fur

Paritatspruifung
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EFBS 2C 94 02 BIT $0294
EFB8 FO B4 BEQ SEF&E
EFBA 30 B1 BMI SEF6D
EFBC A5 A7 LDA $A7
EFBE 45 AB EOR $AB
EFCO FO 03 BEQ SEFC5
EFC2 70 A9 BVS SEF&D
EFC4 2C .BYTE $2C
EFC5 50 A6 BVC SEF&D
EFC7 A9 01 LDA #301
EFCY 2C .BYTE $2C
EFCA A9 04 LDA #$04
EFCC 2C BYTE $2C
EFCD A9 80 LDA #$80
EFCF 2C .BYTE $2C
EFD0 A9 02 LDA $#02
EFD2 0D 97 02 ORA $0297
EFD5 8 97 02  STA $0297
EFD8 4C 7E EF  JMP SEFT7E.
EFDB A5 AA LDA $AA
EFDD DO F1 BNE SEFDO
EFDF  FO EC BEQ SEfCD

ARARARARAARARARARARAER AR ERL

Einsprung von $F26C

EFEN
EFE3

85 9A
AD 94 02

STA $9A
LDA $0294

Bit 5 im Kommandregister
prifen

verzweige wenn Ubertragung
ohne Parity

verzweige wenn festes Bit
anstelle Parity
empfangenes Paritybit laden
mit berechneter Parity
vergleichen

verzweige wenn gleich, ok
gerade Parity, dann ok
Skip nach SEFC7

verzweige wenn ungerade
Parity, dann ok

sonst Parity-Fehler

Skip nach EFCC
Enpfangerpuffer voll

Skip nach SEFCF
Break-Befehl empfangen
Skip nach SEFD2
Rahmen-Fehler

mit Code fur RS-232 Status
verknUpfen

und speichern

zum Empfang des néchsten
Bytes springen

enpfangenes Byte

ungleich 0, dann 2u Rahmen-
Fehler

sonst 2u Break-Befehl
empfangen

RS-232 CKOUT, Ausgabe auf
RS-232

Geratervmner abspeichern
RS 232 Konmardregister laden
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EFE6 %A LSR A 8it 0 {dandshake) ins Carry

EFE? 90 29 BCC $F012  verzweige werw» 3-Line-
Handshake

EFE9 A9 02 LDA #%02 Maske flir DATA SET READY

EFEB 2C 01 DD BIT $DDO1 Port B suslesen

EFEE 0 10 BPL 3FOOB  kein DSR, dann Fehler

EFFO DO 20 BNE $F012 verzweige wenn kein Request
To Send

EFF2 AD AY 02 LDA $02A1 RS-232 NMI Status laden

EFFS 29 02 AND #802 verkniipfe mit Bit fur
Datenampfang aktiv

EFF7 DO F9 BNE SEFF2 warten bis Enpfang beendet

EFF9 2C 01 oD BIT $DDO1 Port B der NMI-CIA auslesen

EFFC 70 FB BVS SEFF9 und auf Clear To Send warten

EFFE AD 01 0D LDA $DDO1 Port B lesen

F001 09 02 ORA #302 Bit fur Regquest To Send setzen

FO03 8D 01 DO STA $0D01 und wieder zurickschreiben
F006 2C 01 00 BIT 30001 Port B holen und

F009 70 07 BVS $F012 auf Clear To Send warten
f00OB 30 F9 BMI $F006 verzweige wenn nicht Data Set
Ready

Einsprung von $F459

FOOD A9 40 LDA #3$40 Bit fuar fehlendes DSR

FOOF 8D 97 D2 STA $0297 Status setzen

FO12 18 cLC Carry fir ok Kennzeichen
setzen

FO13 60 RTS Rickspruing

[ 2222222222222 2222222222223 Ausga“ -in Rs 232 Puffer
FQ14 2028 FO JSR $F028 falls erforderlich Ubertragung starten

Einsprung von $F208

FO17 AC 9 02 LDY $029 Zeiger auf Ausgabepuffer
laden

FO1A C8 INY und erhdhen

FOB CC 90 02 CPY $0290 wund mit Lesezeiger
vergleichen
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FOIE FO F4 BEQ $F014 Puffer voll, dann warten

FO20 8C 9E 02 STV $029E neuen Wert fir
Schreibzeiger merken

FO23 88 DEY und wieder normalisieren

FO24 A5 9E LDA $9E auszugebendes Byte holen und

FO26 91 F9 STA ($F9),Y in Puffer schreiben

Einsprung von $F014

FO28 AD A1 02 LDA $02A1 RS 232 NMI Status laden

FO2B 4A LSR A Bit 0 testen (lauft
Sendebetrieb)

FO2C BO 1E BCS $F04C verzweige wemn ja

FORE A9 10 LDA #$10 Bitwert fur Timer starten

FO30 8D OE DD STA $ODOE  Timer A starten

FO33 AD 99 02 LDA %0299 Timer far

FO36 8D 04 DO STA SOD04  Sende-Baud-Rate

FO39 AD 9A 02 LDA $029A neu

FO3C 80 05 0D STA $SOD05 setzen

FO3F A9 81 LDA #8381 Code fir Timer-Unterlauf NMI
Timer A

FO41 20 3B EF  JSR SEF38 in IC-Register schreiben

FO44 20 06 EF JSR SEF06 CTS und DSR prifen und
Obertragung freigeben

FO47 A9 11 LDA #$11 Bitwert Timer A starten

FO49 8D OE DD STA SDDOE Timer A starten

FO4C 60 RTS Rucksprung

a2 22222222 sd el lsdddsddd

Einsprung von $#227

FO4D 85 99 STA $99
FO4F AD 94 02 LDA $0294
F052 4A LSR A
FOS3 90 28 BCC $FO7D
FO55 29 08 ANO #s08
FO57 FO 24 BEQ $FO7D

RS-232 CHKIN, Eingabe auf
RS-232 setzen

Gerédtenummer speichern

RS 232 Befehlsregister laden
Bit 0 ins Carry schieben
verzweige wenn 3-Line-
Hardshake

Bit fUr Dupex Mode isolieren
verzweige wenn voll Dupex
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FO59
F0SB
FOSE
F060
F0&2
F065

FO66
F063
FO68
F050
FO70
FO73
FO75
Fo77
FO79
FO7A

A9 02
2C 01 DD
10 AD

FO 22
AD A1 02
4A

80 FA
AD 01 DD
29 FD
8 01 DD
AD 01 DO
29 04

FO F9
A9 90

18

4C 3B EF

LDA #802
817 30001
BPL $FDOD
BEQ $FO084
LDA $02A1
LSR A

BCS $F062
LDA $0DO1
AND #3FD
STA $DDO1
LDA $0DO1
AND #$04
BEQ $F070
LDA #$90
CLC

JHP SEF3B

RAARAEARAAASEA SRR AR E RS

FO7D
F080
F082
F084

FO85

AAARRAAAAAAAAAAAAAAAAAAAA AL

AD A1 02
29 12
FO F3
18

60

LDA $02A1
AND %812

BEQ $FO77
€LC

RTS

Einsprung von $F150

FO86
F089

FOBC

FO8F

F091

AD 97 02
AC 9C 02

cC 98 02

FO 08

29 F7

LDA $0297
LDY $029C

CPY $0298

8EQ $FOPC

AND #5F7

Maske fur 'RTS OUT*
Data Set Ready abfragen
verzweige wean nein
Ready To Send sbfragen
RS 232 NMI Status laden
Bit 0 ins Carry
(Sendebetrieb aktiv)
ja, warten bis beendet
Port B laden

Reguest To Send

und wieder speicherr
Port B holen

Bit flUr Oats Terminal Ready
verzweige wenn nein, warten
NMI-Maske fur 'Flag' laden
Carry léschen (ok Kennzeichen)

NM1 freigeben

RS-232 CHKIN bei 3-Line
KHandshake

RS-232 NMI Status laden
wenn RS-232 nicht aktiv
dann starten

Carry ldschen (ok
Kenneichen)

Riicksprung

GET von RS-232

RS-232 Status holen
Zeiger auf Ende des
Eingabepuffers

mit Zeiger auf Anfang
vergleichen

verzweige werm gleich (Puffer

teer)
Bit 3 (Puffer leer)
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FO93 8D 97 02 STA $0297
F096 B1 F7 LDA (SF7),Y
098 EE 9C 02 INC $029C
FO98 60 RTS

FO9C 09 08 ORA #$08
FO9E 8D 97 02 STA $0297
FOAT A9 00 LDA #$00
FOAY 60 RTS

Ahkkkkktkdktddtdhdthdtdhkddd

Einsprung von $EDDE, $F88A

im Status lbschen (Zeichen
im Puffer)

Byte aus Puffer holen
Pufferzeiger erhéhen
Ricksprung

Bitwert fur Puffer leer
Status setzen

Null Ubergeben
Rlcksprung

Ende der RS-232 Ubertragung
abwarten

FOA4 48 PHA Akku auf Stack retten

FDAS AD A1 02 LDA $02A1 RS-232 NMI Status laden

FOA8 FO N BEQ $FOBB nicht gesetzt, dann ok

FOAA AD A1 02 LDA $02A1 RS-232 NMI Status laden

FOAD 29 03 AND #$03 Bit 0 = senden und Bit 1 =
enpfangen

FOAF 00 F9 BNE $SFOAA  warten bis beide Bits
gelbscht

FOB1 A9 10 LDA #310 Bitwert flr Interrupt durch

FOB3 8D 0D DD  STA $DDOD 'Flag'-Leitung setzen

FOB6 A9 00 LDA #$00 RS-232 NMI Status

FOB8 8D A1 02 STA $02A1  zuriicksetzen

FOBS 68 PLA Akku wieder holen

FOBC 60 RTS Ricksprung

2222323123323 2 333231233243 Systmldungen

FOBD 0D 49 2F 4F 20 45 52 4F 1/0 ERROR #

FOC6 52 20 A3

FOC9 0D 53 45 41 52 43 48 49 SEARCHING

FOD1  4E 47 AO

FOD4 46 4F 52 AO FOR

FOD8 0D 50 52 45 53 53 20 50 PRESS PLAY ON TAPE

FOD9  4C 41 59 20 4F 4E 20 54

FODB 41 50 C5
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FOEB 50 52 45 53 53 20 52 45 PRESS RECORD & PLAY ON TAPE
FOF3 43 4F 52 44 20 26 20 S50

FOFB  4C 41 59 20 4F 4E 20 54

F103 41 50 C5

F106 0D 4C 4F 41 44 49 4E C7 LOADING

FI0E 0D 53 41 56 49 4E 47 AD SAVING

F116 0D 56 45 52 49 46 59 49 VERIF¥ING

FIE 4E C7
F120 0D 46 4F 55 4E 44 AD FOUND
F127 00 4F 4B 8 oK

P23 a2 22 22 2 2 22 222" 2 22 22 ' 5ystmtd‘mgen ausge“n
Einsprung von $FSDA

F12B 24 9D BIT $9D Direkt-Modus Flag
fF12D 10 0D BPL $F13C Programm, dann (iberspringen

Einsprung von $F5B5, $FSBE, $F695, $F71F, $F752, SFBIE
$F828

F12F B9 BD FO LDA $F0BO,Y Zeichen holen mi t Offset der
Meldung in Y-Register

F132 08 PHP Status-Register retten

F133 29 7F AND #$TF Bit 7 loéschen

FI135 2002 FF  JSR $FFD2 und 2eichen ausgeben

F138 8 IN¥ Zeiger erhohen

F139 28 PLP Status wiederholen

FI3A 10 F3 BPL $F12F verzweige wenn noch weitere
Buchstaben

F13c 18 CLC Carry loschen, ok

F130 60 RTS Ricksprung

dededrdddd iAWk Rkl ke RN Aw GETIN

Einsprung von SFFE4

FI3E A5 99 LDA $99 Eingabegeré&t laden
F140 DO 08 BNE $F14A verzweige wenn nicht Tastatur
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F142

F144
F146
F147

F14A
F14C

A5 C6

FO OF
78
4C B4 ES

€9 02
DO 18

LDA $C6

BEQ $F155
SEI
JMP SESB4

CMP #302
BNE $F166

Einsprimg von $F188

F14E
F150
F153
F155
F156

84 97
20 86 FO
A4 97

18

60

STY $97
JSR $F086
LOY $97
CLC

RTS

Aededrdedk o o T o o o O e o e o e

Einsprung von S$FFCF

F157
F159
F158
F15D
F15F
F161
F163

F166
F168

AS 99
DO 08
A5 D3
85 CA
A5 D6
85 c9
4C 32 E6

c9 03
D0 09

LDA $99
BNE $F166
LDA $D3
STA $CA
LDA $D6
STA $C9
JMP SE632

CMP #$03
BNE $F173

ARRRARARARRARARAEA AR AR AR A G

F16A

F16C
F16E

85 00

A5 D5
85 C8

STA $DO

LDA $05
STA $C8

AnzahL der Zeichen im
Tastaturpuffer laden
verzweige wenn kein Zeichen
Interruptflag setzen
Zeichen aus Tastaturpuffer
holen

Gerateadresse flr RS-232
nein dann zur BASIN-Routine

Y-Register merken

Get von RS 232
Y-Register wiederholen
Carry ldschen, ok
Ricksprung

BASIN Eingabe eines
2eichens

Geratenummer laden

verzweige wenn nicht Tastatur
Cursorposition holen

und far

Tastatureingabe

setzen

Eingabe vom Bi ldschirm

Eingabekanal 3 = Bildschirm
wenn nicht verzweige

vom Bi ldschirm

Flag auf Eingabe von Bi Ld-
schimrstelle

Cursorzeile laden

als Pointer fir Ende der
Zeile speichern



Das ROM-Listing

501

FI70 4C 32 E6 JMP $E632

F173 80 38 BCS $F1AD
F175 €9 02 CMP #$02
F177 FO 3F BEQ $F1B8

RERAAXEERERAAAEAA AT EERENY

F179 86 97 STX 397
F178 20 99 F1  JSR SF199
FI7e 80 16 BCS $F196
F180 48 PHA

F181 20 99 F1  JSR $F199
F184 BO 0D BCS $F193
F186 DO 05 BNE $F180
F188 A9 40 LDA #3$40

FIBA 20 1C FE  JSR $FEIC

F180 Cé A6 DEC $A6
FI18F A6 97 LOX $97
F191 68 PLA
F192 &0 RTS
F193  AA TAX
F194 68 PLA
F195 8A TXA
F196 A6 97 LDX $97
F198 60 RTS

REEABEREEABT RO TER T ET R A A

Einsprung von $F178, $F181

F199 20 0D F8  JSR $F80D
F19C 00 OB BNE $F1A9

FI9E 20 41 F8  JSR $F841

F1A1 80 11 BCS $F184
F1A3 A% 00 LOA #$00
FI1A5 B85 A6 STA 386
F1A7 FO FO BEQ $F199

zZu Eingabe vom Bildschirm
verzweige zu Eingabe vom
IEC-Bus

Eingab& von RS-232 ?

ja, so verzweige

Eingabe vom Band
X-Register merken

ein Zeichen vom Band holen
verzweige bei Fehler

Akku retten

ein Zeichen vom Band holen
verzweige bei Fehler
letzes Zeichen ?

Code flr 'End of Identify!
Status setzen

Bandpuffer Zeiger erniedrigen

X-Register zurlckholen
geholtes Zeichen in Akku
Rikkspring

Fehlerrwmmer ins X-Register
Stack mormalisieren
Fehlerrwweer in Akku
X-Register zur(Gckholen
Ruckspring

ein Zeichen vom Band holen

Bandpuffer Zeiger erhéhen
verzweige wenn noch Zeichen
im Puffer

sonst néchsten Block vom
Band holen

STDP-Taste, dann Abbruch
Pufferzeiger

auf Null

unbedingter Sprung



S02

64 Intern

F1A9 81 B2

FIAB 18 cLc

FIAC 60 RTS

a3 4 23 4 442 44244244442 3432443244
FIAD A5 90 LDA $90
FIAF  FO 04 BEQ $F1BS
FIB1 A9 00 LDA #$0D
F183 18 cLc

F1B4 60 RTS

FIBS 4C 13 EE  JWP SEE13
wRd Rkl
FIB8 20 4E F1  JSR SF14E
F1BB  BO F7 BCS SF1B4
F1BD  C9 00 CMP #3500
FIBF 00 F2 BNE $F1B3
FICt AD 97 02 LDA $0297
FIC4 29 60 AND #860
FIC6 DO E9 BNE $F1B1
FIC8  FO EE BEQ $F1B8

P L s s s e L )

Einsprung von SFFD2

FICA 48 PHA

FICB A5 9A LDA $9A
FICD C9 03 CMP #803
FICF DO 04 BNE $F1D5
FiD1 68 PLA

F102 4C 16 E7  JMP SE716
FID5 90 04 B8CC $F1DB

LDA ($82),Y Zeichen aus Puffer lesen

Carry =0 (ok Kennzeichen)
Ricksprirg

Eingabe vom IEC-Bus
Status testen

verzseige wervy ok

'CR' Kode ausgeben

Carry =0 (ok Kennzeichen)
Ricksprung

ein Byte vom IEC-Bus holen

RS 232 Eingabe

ein Byte von RS 232 holen
verzueige wenn Fehler
vergleiche mit Nullbyte
nein, dann ok

Status laden

fehlt DSR ?

ja,'CR' zuriickgeben
nein, neuer Versuch

BSOUT Ausgabe eines
Zeichens

Datenbyte retten
Gerdtenumrer fir Ausgabe
vergleiche mit Bildschirm
verzweige wenn nein
Datenbyte wiederholen

ein Zeichen auf Bildschirm
ausgeben

verzwe ige wenn keine Ausgabe
IEC-Bus
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AXAEREAAREREALREALERRRE R RRE

FID7
F1D8

FiD8

F10C

68
4C bD ED

4A

68

PLA
JMP $EDDD

LSR A

PLA

Einsprung von $f2D4

F100
F1DF
F1EG
FIE1
F1E2
FIE3

85 %E
8A
48
98
48
90 23

STA $9E
TXA

PHA

TYA

PHA

BCC $F208

ERREANAAAAEAAAAAAAAAARNTAAA

FIES 20 OD F8 JSR $FB0D
F1E8 DO OE BNE $F1F8
FIEA 20 64 F8  JSR $FB64
F1ED BO OE BCS $F1FD
FIEF A9 02 LDA #302
F1€1  AG 00 LDY #$00
FIF3 91 82 STA ($B2),Y
FIF5 c8 INY

FIF6 84 A STY $A6
FIF8 AS 9E LDA $9E
FIFA 91 B2 STA ($B2),Y
Einsprung von $F208

FIfC 18 CLe

FIFD 68 PLA

FIFE A8 TAY

FIFF 68 PLA

F00 AR TAX

F201 A5 9E LDA $9¢
F203 90 02 BCC $F207

Ausgabe auf IEC-Bus
Datenbyte retten
ein Byte auf IEC-Bus ausgeben

Bit 0 der Ausgabekanal-
Numer ins Carry
Detenbyte wiederholen

auszugebendes Zeichen merken
X-Register

und Y-Register

auf Stack

retten

RS-232 Ausgabe

Ausgabe auf Band
Bandpuffer Zeiger erhéhen
verzweige wenn Puffer

nicht voll

Puffer auf Band schreiben
STOP-Taste, dann Abbruch
Kantrol lbyte fur Datenblock
Pufferzeiger auf 0

Akku in Puffer schreiben
Zeiger erhghen

und merken

Datenbyte holen

Zeichen in Puffer schreiben

Ccarry =0 (ok Kennzeichen)
X-Register

und Y-Register

aus Stack

holen

Datenbyte zurickholen
verzweige wenn ok



504

64 Intern

Fe05 A9 00 LDA #3800
F207 60 RTS

AR RRRRRRRRRAAARRRRRAAR RS
F208 20 17 FO  JSR $F017
F208 4C FC F1  JMP SFIFC

WRIRNIAAAAAANAAAAAAAAAANANAR

Einsprung von $FFC6

F20E 20 OF F3  JSR $F30F
F211  FO 03 BEQ $F216
F213 4C 01 F7  JMP $F701
F216 20 IF F3  JSR $F3%F
F219 A5 BA LDA $8A

F21B FO 16 BEQ $F233
F210 C% 03 CMP #8303
F21F  FD 12 BEQ $F233
F221 BO 14 BCS $F237
F223 €9 02 CMP #802
F225 00 03 BNE $F22A
F227 4C 4D FO  JMP $F04D

ARAAARNRAAAARRAAARIAAARRNAR

F22A A6 B9 LOX $B9
F22C  EO 60 CPX #8560
F22E  FO 03 BEQ $F233
F230 4C OA F7  JMP SF70A
FB33 8599 STA $99
F235 18 cLe

F236 60 RTS

AL A sl d st datadadidssld]d
F237  AA TAX

F238 20 09 ED  JSR SEDO9
FZ3B  AS 89 LDA $B9

Flag flur 'STOP-Taste
gedrickt!'
Ricksprung

RS-232 Ausgabe

ein Zeichen in RS-232
Puffer schreiben
CHROUT

CHKIN Eingabegerit setzen

sucht logische Filenummer
verzweige wenn gefunden
sonst 'file not open'
set2t Fileparameter
Geréternummer laden

0, Tastatur

vergleiche mit Bildschirm
verzweige zu Bildschirm
verzweige zu IEC-Bus
vergleiche mit RS-232
nein, dann Band

ja, dann RS-232

Band als Eingabegerét setzen
Sekundiéiradresse laden
vergleiche mit 'Null!
verzweige wenn 'Null!?

sonst 'not input file!
Gerditenummer flr Ausgabe
speichern

Carry =0 (ok Kennzeichen)
Rucksprung

IEC-Bus als Eingabegerat
Gerédteadresse retten
TALK senden
Sekundiéradresse laden
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230 10 06 BPL $F245
F23F 20 CC EO  JSR SEDCC
F242 4C 4B F2  JMP $F248
F245 20 C7 ED  JSR SEDC7

Eimsprung von SF242

F248 8A TXA
F249 24 90 BIT $90
F248 10 E6 BPL $F233

F24D 4C O7 F7  JMP $F707

Wi e e e S sk e e o e e ke ol ol e e e v o ok e e o

Einsprung von $FFC9

F250 20 OF F3  JSR $F30F
F253  FO 03 BEQ $F258
F255 4C 01 F7  JMP SF701
F258 20 \F F3  JSR SF31F

F258 A5 BA LOA $8A

F250 DO 03 BNE $f262
F25F 4C OD F7  JMP $F700
F262 C9 03 CMP #$03
Fe64  FO OF BEQ $F275
F266 B0 11 BCS $F279
F268 9 02 CMP #3802

F26A DO 03 BNE $F26F
F26C 4C E1 EF  JMP SEFE1

WENRAAAARAAAAANAAC AN AN AAAR

F26F A6 B9 10X $B9
F271  EO 60 CPX #8360
Fe73 FO EA BEQ $F2SF
F275 85 9A STA $9A

verzweige wemn kleirner 128
wartet auf Tekt-Signal
niachsten Befehl Uberspringen
Sekundédradregse fiur TALK
genden

Gerdteadresse wWiederholen
Status abfregen
verzweige Wenn ok

sonst 'DEVICE NOT PRESENT'

CKOUT Ausgabegerat setzen

sucht logische Filenumwner
verzweige wenn gefunden
sonst 'FILE NOT OPEN'
setzt Fileparsmeter
Gerateruswrer holem
verzweige wenn ungleich Null
sonst 'NOT INPUT FILE'
vergleiche mit Bildschirm ?
verzweige wenn Bildschirm
verzweige wepn [EC-Bus
vergleiche mit RS-232
verzweige wenn nein
Ausgabe auf RS-232
vorbereiten

Band als Ausgabegeréat setzen
Sekundéradresse laden

mit 'Nutl' vergleichen
Bandfile zum Lesen, 'NOT
oUTPUT FILE®

Nummer des Ausgabegeriéts
setzen
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64 Intern

F277 18
F278 60

CLC
RTS

AEREAXARARAARARARARAER AL AND

F279 AA TAX

F27A 20 OC ED  JSR $EDOC
F270 A5 B9 LDA $B9
F27F 10 05 BPL $F286
F281 20 BE ED  JSR $EDBE
F284 00 03 BNE $F289
F286 20 B9 ED  JSR $EDB9
F289 BA TXA

F2BA 24 90 BIT $90
F28C 10 E7 BPL $F275
F28E 4C 07 F7  UMP SF707

KEERRERRRER R SRRk kddrdrddrdrr

Einsprung von $FFC3

F291 20 14 F3  JSR $F314
F294 FO 02 BEQ $F298
F296 18 CLC

F297 60 RTS

F298 20 1F F3  JSR SF3¥F
F298 BA TXA

F29C 48 PHA

F29D A5 BA LDA $BA
F29F FO 50 BEQ SF2Ft
F2A1 €9 03 CMP #$03
F2A3  FD 4C BEQ $F2F1
F2AS BO 47 BCS $F2EE
F2A7 C9 02 CMP #8$02
FeA® DO 1D BNE $F2C8

Carry =0 (ok Kennzeichen)
Rucksprung

Ausgabe auf IEC-Bus legen
Geradteadresse retten
LISTEN senden
Sekurxidradresse laden
verzweige wenn kleiner 128
ATN zuricksetzen
unbedingter Sprung
Sekundéaradresse fur LISTEN
senden

Gerdteadresse wiederholen
Status abfragen

verzweige wenn ok

'device not present'

CLGSE logische Filemsmmer
im Akku

sucht logische Filenumwner
verzweige wenn gefunden
File nicht vorhanden, dann
fertig

Rucksprung

Fileparameter setzen
Zeiger auf Parametereintrag
in Filetabelle

retten

Gerdteadresse laden
verzweige wenn Tastatur
vergleiche mit Bildschirm
verzweige wenn Bildschirm
verzweige wenn IEC-Bus
vergleiche mit RS-232
nein, dann Bard
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La a0 d4 422224224132 4444]

F2AB
F2AC

F2AF
FaB2
F2B5

F2B7
Feb?y

F26A

F28C
F2BE

FaeF
F2c1
Fac3
F2CS

68
20 £2

20 83
20 27
A5 F8

FO 01
3

AS FA

f0 01
c8

A9 00
85 F8
85 FA
4C 7

f2

F4
FE

F4

PLA
JSR SF2F2

JSR $F483
JSR $FE27
LDA SF8

BEQ $F28A
iNY

LDA SFA

BEQ $F2BF
INY

LDA #5300
STA $F8
STA SFA
JMP SF470

ARRRAARRARARRAAAARAANAAAAAR

F2c8
£2CA
F2cc
F2CE

F201

F2p3
F204
F2D7
FaDA
FabC
FeoD
F2DF

F2E0
F2E2
F2E4H

AS 89
29 OF
FO 23
20 DO

A9 00

38

20 pD
20 &4
90 04

A9 00
60

AS B9
C9 62
DO 08

F7

F1
F8

LDA $B9

ANG ¥SOF
BEQ $F2F1
JSR $F700

LDA #$00

SEC
JSR SFTOD
JSR $FB64
BCC $F2ED
PLA
LDA #$00
RYS

LDA $B9
CHP #3862
BNE $F2F1

RS-232 File schlieBen
Zeiger auf Paremetereintrag
Fileeintray in Tabelle
loschen

ClAs fUr 1/0 ricksetzen
Memory-Top holen

RS-232 Eingabepuffer
HIGH-Byte Laden

verzuveige wenn 0

Hi&H-Byte von Memory-Top
erhohen

RS-232 Ausgabepuffer
H1GH-Byte laden

verzweige wenn 0

sonst HIGH-Byte von Memory-
Top erhdhen

0 laden

und Puffer

freigeben

Memory Top neu setzen

Band File schliesen
Sekundidradresse laden

Bits @ bis 3 isclieren
verzweige wenn file zum Lesen
Band-Puffer Startadresse
holen

Markierung fur letztes
Zeichen im Datenpuffer

Flag flr Ausgabe auf Recorder
Zeichen in Kassettenpuffer
Puffer auf Band schreiben
verzweige wenn alles ok
Zeiger auf fileeintrag holen
0 fir Break

Ricksprung

Sekundidradresse laden
vergleiche auf Open mit EQT
verzweige wenn kein EQT
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F2E6 A9 05 LDA #805 Kontrollbyte fir EDT-Header

F2E8 20 6A F7  JSR $F76A Block auf Band schreiben

F2EB 4C F1 F2 JMP SF2F1 (lberspringe niichsten Befehl

F2EE 20 42 F6 JSR $F642 IEC-File schlieBen

Einsprung von $F2EB

F2F1 68 PLA Zeiger auf Fileeintrag holen

Einsprung von S$F2AC

F2F2 AA TAX ins X-Register schieben

F2F3 C6 98 DEC $98 Anzahl der cffenen Files
erniedrigen

F2F5 E4 98 CPX $98 urd mit Zeiger auf
Fileeintrag vergleichen

F2F7 FO 14 BEG $F300 gleich, danmn fertig

F2F® A4 98 LDY $98 Anzahl der offenen Files

F2FB B9 59 02 LDA $0259,Y Letzten Fileeintrag

F2FE 9D 59 02 STA $0259,X an die

F301 B9 63 02 LDA $0263,Y freigewordene

F304 9D 63 02 STA $0263,X Stelle in der

F307 B9 6D 02 LDA $0260,Y Filetabelle

F30A 9D 6D 02 STA $026D,X schreiben

F300 18 cLC Carry =0 (ok Kennzeichrnung)

F30E 60 RTS Rucksprung

b2 222222222232 2222222222 222%

sucht logische Filerusmmer
¢in X)

Einsprung von $F20E, $F250, $F351

F30F A9 00 LDA #800
F311 85 90 STA $90
F313 8A TXA

Einsprung von $F291

£314
F316

A6 98
CA

LDX $98
DEX

Status
léschen
Filemsmmer in Akku schieben

Anzahl der offenen Files
Anzahl um eins verringern
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F317 30 15 BML S$F32E
F319 DD 59 02 CMP $0259,X
F31C DO 8 BNE $F316
F31E 6D RTS

Led i s ad 2t s ddlles ool dd] ]

verzweige wenn kein File
offen oder Filernummer nicht
gefunden

sucht Eintrag in Tabetle
verzweige wenn noch nicht
gefunden

RUcksprung

setzt Fileparameter

Einsprung von $F216, $F258, $F298

F31F  BD 59 02 LDA $0259,X
F322 85 B8 STA $B8
F324 BD 63 02 LDA $0263,X
F327 85 BA STA $BA
F329 BD 6D 02 LDA $026D,X
F32C 85 B9 STA $8B9
F32E 6@ RTS

L ad e addddadddd s sl sl s sl ]

Einsprung von SFFE7

F32F
F331

A% 00
85 98

LDA #$00
STA $98

RLRLLLARALRA L2 TPVPPFPTTIIIAR L

Einsprung von $FFCC

F333 A2 03 LDX #303
F335 E4 9A CPX $9A
F337 80 03 BCS $F33C
F339 20 FE ED  JSR SEDFE
F33C E4 99 CPX 399

logische Filenummer aus
Tabel le holen und speichern
Gerdteadresse aus Tabetle
holen und speichern
Sekundiéradresse aus Tabelle
holen und speichern
Racksprung

CLALL schlieat alle
Ein-/Ausgabe Kanile

Anzahl der offenen Files
auf Null stellen

CLRCH schlieBt zsktiven
1/0-Kanat

Vergl@ichswert in X
vergleiche mit Numrer des
Ausgabegerits

ver2weige wenn kleiner als 3
IEC, UNLISTEN senden
verglgiche mit Nuwmer des
Eingabegerits



510 64 Intern_
F33e 80 03 BCS $F343 verzweige wern kleiner als 3

F340 20 EF ED  JSR SEDEF IEC, UNTALK senden

F343 86 9A STX $9A Ausgabe wieder auf Bildschirm

F345 A9 00 LDA #$00 Eingabe wieder

F347 85 99 STA $99 von Tastatur

F349 60 RTS Ricksprung

R add a0 2234042044222 4 33343213 J OPEN

Einsprung von SFFCO

F34A A6 B8 LDX $B8
F34C DO 03 BNE SF351
F34E  4C DA F7  JMP SF70A
F351 20 OF F3  JSR SF30F
£354 00 03 BNE SF359
F356 4C FE F6  JMP SF6FE
F359 A6 98 LDX $98
F358 EO OA CPX #$OA
F350 90 03 BCC $F362
F35F 4C FB F6 JMP SF6FB
F362 E6 98 INC $98
F364 AS B8 LDA $BB
F366 9D 59 02 STA $0259,X
F369 A5 B9 LDA $B9
F368 09 60 ORA #$60
F360 85 B9 STA $89
F36F 90 60 02 STA $026D,X
F372 A5 BA LDA $BA
F374 9D 63 02 STA $0263,X
F377  FO 5A BEQ $F3D3
F379 C9 03 CHP #3803
F378  FO 56 BEQ $F303
F37D 90 05 BCC $F384
F37F 20 05 F3  JSR $F305
F382 90 4F 8CC $F303
F384 €9 02 CNP #802
F386 00 03 BNE $7388

filenumwner in X

verzweige wenn ugleich Null
'not input file' (?2?)
sucht logische Filenummer
nicht gefunden, kann neu
angelegt werden

sonst ‘file open'

Anzahl der offenen Files
mit 10 vergleichen
kleiner 10 dann ok

'too many files'

Anzahl erhohen

Logische Filenumer laden

und in die Tabelle schreiben

Sekundaradresse laden

Bit 5 und 6 setzen

wieder speichern

urd in die Tabelle schreiben
Geratenummer laden

und in die Tabelle schreiben
verzweige wenn Gerétenumwner
fur Tastatur

Code fiir Bildschirm

ja, so verzweige

verzweige wemn nicht IEC-Bus
File auf IEC-Bus erdffnen
unbedingter Sprung

Code flr Band

verzweige wenn nein



Das ROM-Listing

511

F388

F38E

€390
¥393
F395
F397
E399
E39¢C

F39€

F3A1
£323
F3A5
F3A8
F3AA
F3AC

F3AF
F3B2
F3B4
F386

F388

F3BB
F380
F3BF
F3C2

E3C4
F3C6

F3C8
F3CA
F3cc
F3CE

&C 09 F4

20

80

4T
AS
29
00
20
BO

20

A5
FO
20
90
FO
4Cc

éo
FO
90
80

20

80
A9
20
&9

AL
co

FO
AO
A9
91

00
03

13
89
OF
1F
17
35

AF

B7
DA
EA
18
28
04

2c
20
oc
Fé
38

17
04
6A
BF

89
60

07
00
02
B2

F7

F8

F$

JMP $F409
JSR $F7D0

BCS $¥393

JNP $F713
LDA $8B9
AND #$OF
BNE $F3B8
JSR $F817
SCs $F304

JSR SFSAF

LDA $87

BEQ SF3AF
JSR SF7EA
BCC $F3C2
BEQ $F3D4
JMP SF704

JSR SF72C
BEQ $F3D4
BCC $f3C2
BCS $F3AC

JSR $F338

BCS $F304
LDA #304
JSR $F76A
LDA #$BF

LDY $89
CPY #$60

BEQ $F3D1
LDY #300
LDA #$02

RS-232 open

Bandpuffer Startadresse in X
und ¥ holen

verzweige wenn HIGH-Byte
gréBer als 2

‘illegal device mrber!?
Sekundiradresse leden

Bits 0 bis 3 isolieren
ungleich Null dann schreiben
wartet auf Pley-Taste
verz¥eige wenn Play Taste
gedrickt

'SEARCHING' (‘for name')
ausgeben

Lange des Fil enamens

kein Filename, dann weiter
sucht gewunschen Bandhieader
verauWeige wenn gefunden
verzweige wenn STOP-Taste
EOT, 'FILE NDT FOUND'
ausgeben

nichsten Bandlieader auchen
EOT, Fehler

verzweige wenn gefunden
sonst PRG-File, weiter suchen

wertet auf Record & Play
Taste

STOP-Taste, dann Abbruch
Kontrollbyte fir Datenheader
Header auf Band schreiben
Zeiger auf Ende des
Bandpuffers

Sekundidradresse laden
vergleiche mit $60 fdr Band
lesen

tesen, dann verzueige
Zeiger auf 0 setzen

Kontrol Ibyte fir Datenblock

STA ($82),Y in Bandpuffer schreiben
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F3D0 98 TYA Zeiger in AKku

F3D1 85 A6 STA $A6 Zeiger in Bandpuffer setzen
F3D3 18 cLC Carry =0 (ok Kennzeichen)
F3D4 60 RTS RUcksprung

P22 222222322222 2322222212227 File auf 1EC-Bus erﬁffﬂeﬂ

Einsprung von SF37F, SF4C8, $F605

F3D5 A5 B9 LDA $89 Sekundiéradresse laden

F3D7 30 FA BMI $F3D3  Rucksprung wenn grofer,
gleich 128

F309 A4 B7 LDY $B7 Lange des Filenamens laden

F30B FO Fé6 BEQ SF3D3 gleich Null, dann fertig

F300 A9 00 LDA #$00 Status

F3DF 85 90 STA $90 loschen

F3E1 A5 BA LDA $BA Gerdteadressse laden

F3E3 20 OC ED  JSR SEODOC  LISTEN

F3E6 A5 B9 LDA $B9 Sekundéradresse laden

F3E8 09 FO ORA #$F0 Bits 4 bis 7 setzen (Open
Kennzeichnung)

F3EA 20 B9 ED JSR SEDB9  Sekurdiradresse serden

F3ED A5 90 LDA $90 Status testen

F3EF 10 05 BPL S$F3F6 verzweige wenn ok

F3F1 68 PLA Stack

F3F2 68 PLA racksetzen

F3F3 4C O7 F7  JMP S$F707 ‘'device not present’

F3F6 A5 B7 LDA $87 Lange des Filenamens

F3F8 FO0 OC BEQ $F406 kein Fitename, dann fertig

F3FA A0 00 LDY #3$00 2eiger auf Nutl setzen

F3FC B1 BB LDA ($BB),Y Filenamen holen

F3FE 20 00 ED  JSR SEDDD auf IEC-Bus ausgeben

F401 C8 INY 2eiger erhohen

F402 C4 B7 CPY $87 mit Ldnge des Fitenamens
vergleichen

F404 DO F6 BNE $F3FC  verzweige wenn noch nicht

alle Zeichen
F406 4C 54 F6  JMP $F654  UNLISTEN, return
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Einsprung von $F388

F409 20
F40C 8C
F4OF C4
F&11  FO
F613 B1
Fé15 99
F418 8
F419 CoO
F418 DO
F4I0 20
F420 B
F423 AD
F426 29
F428 FO
F42A DA
F428 AA
F42Cc AD
F42F DO
F431 BC
F434 8D
F437 4C
F43A BC
F430 80
Einsprung
F440 8C
F443 80
F446 AD
F449 OA

83 F4  JSR SF483
97 02 STY $0297
87 CPY $87
0A BEQ $F41D
BB LDA ($88),Y
F3 02 STA $0253.Y
INY
04 CPY #304
F2 BNE SF4OF
4A EF JSR SEF4A
98 02 STX $0298
93 02 LDA $0293
OF AND #S0F
1c BE® $F446
ASL A
TAX
A6 02 LDA $02A6
(137 8NE $F63A
C1 FE LDY SFEC1,X
CO FE LDA $FECO,X
40 F&  JMP $F440
EB E4 LDY SE4E8,X
EA E4 (DA $E4EA,X
von $F437
96 02 STY $0296
95 02 STA $0295
95 02 LDA $0295
ASL A

RS-232 Open

CIAs setzen

RS-232 Status loschen

Lénge des "Filenamens"
verzwe ige wenn Kein Filename
die ersten

vier

Zeichen

speichern

verzweige wenn noch nicht
alle vier Zeichen

An2ahl der Datenbits
berechnen

und speichern
Kontrollregister holen

Bits flr Baud-Rate isolieren
verzweige wenn User-Baﬁd-Rate
mal 2 fir Tabelle

als 2eiger merken
NTSC-Version

verzweige wenn nein
Baud-Rate, HIGH flr
NTSC-Timing

Baud-Rate, LOW

Uberspringe zwei Befehle
Baud-Rate, HIGH fUr
PAL-Timing

faud-Rate, LOW

HIGH-Byte gpeichern
LOW-Byte speichern
Timerwert = Baud-Rate *
zwei + $C8 (200}

Timer LOW * zwei
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F44A 20
F44D AD
F450 4A
F451 90
F453 AD
F456 OA
F457 BO
F459 20
F45C AD
F4SF 8D
F462 AD
F465 8D
F468 20
F46B A5
F480 DO
F46F 88
F47D 84
F472 86
F474 AS
F476 DO
F478 88
F479 84
F478 86
Einsprung
F47D 33

2E FF JSR SFF2E
94 02 LOA $0294
LSR A
09 BCC $F45C
01 DD LOA $00O1
ASL A
03 BCS $F45C
0D FO JSR $F00D
98 02 LDA $0298
9C 02 STA $029C
9€ 02 LDA $029E
90 02 STA 30290
27 FE JSR SFE27
F8 LDA SF8
05 BNE $F474
DEY
F8 STY $F8
F7 STX $F7
FA LDA SFA
05 BNE $F47D
DEY
FA STY SFA
F9 STX $F9
von $F2C5
SEC

Timerwert flr Baud-Rate
ermitteln

Kommandoregister laden
Prife ob 3-Line-Handshake
verzweige wenn ja

Priife ob Data Set Ready

Bit 7 ins Carry

verzweige wenn DSR vorhanden
Status fur DSR setzen
Anfang RS-232 Eingabepuffer
mit Ende des Eingabepuffers
gleichsetzen

Anfang des RS-232
Ausgabepuffers

mit Ende des Ausgebepuffers
gleichsetzen

Memory Top holen

HIGH-Byte des Zeigers auf
RS-232 Eingabepuffer
ungleich Null, so Eingabe-
puffer bereits angelegt
HIGH-Byte Memory Top -1

als 2eiger fir RS-232
Eingabepuffer speichern
LOW-Byte Memory Top als LOW-
Byte Eingabepuffer setzen
HIGH-Byte des Zeigers auf
RS-232 Ausgabepuffer
verzweige wenn Ausgabepuffer
bereits angelegt

HIGH-Byte des Memory Top -1
und als Zeiger fir RS-232
Ausgabepuffer setzen
LOW-Byte Memory Top als LOW-
Byte Ausgabepuffer setzen

Carry =1 (Fehlerkennzeichen)
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F4TE A9 FO LDA #$FO

F480 4C 20 FE  SMP SFE2D

i daddddddddddddldssdddtdgd]

Einsprung von $F2AF, $F409

F483 A9 7F LDA #S$TF

F485 8D OD DD STA $0DOD
F488 A9 06 LDA #$06

F48A 8D 03 DD  STA $0D03
F4BD 8D 01 DD STA $0DO1
F490 A9 04 LDA #$04

F492 OD 00 DD ORA $DDOO
F495 8D 00 DD STA $DDOO
F498 AO 00 LDY #$00

F4OA 8C A1 02 STY $02A1
F450 &0 RTS

L addddddd gl ddddd g gl gl sl

Einsprung von $FFD5

F49E 86 C3 STX $C3
F4AD 84 C4 STY $C4
F4A2 6C 30 03  JMP ($0330)

Einsprung von $F4A2

F4A5 85 93 STA $93
F4A7 A9 00 LDA #$00
F4A9 85 90 STA $90
F4AB A5 BA LDA $BA
F4AD DO 03 BNE $F4B2
F4AF  4C 13 F7  UMP $F713
F4B2 C9 03 CMP #303
F4B4  FO F9 BEQ SF4AF
F4B6 90 78 BCC $F533

Fleg flr Puffer schutzen/
freigeben setzen
Memory-Top neu setzen

CIAs nach RS 232 rucksetzen

Bitwert fur alle
NMIs blockieren setzen
Bit 1 und 2 Ausgang
PORT B Richtung
PORT A Richtung

Bit 2 setzen

Bit 2 = TXD
Ausgeben

RS-232

NMI-Flag loschen
Rucksprung

LOAD - Routine

Startadresse
speichern

JMP $F4AS LOAD-Vektor

Load/Verify Flag

Status

léschen

Gerateadresse laden
ungleich Null, danmn weiter
'ILLEGAL DEVICE NUMBER!
vergleiche mit Code fur
Bildschirm

verzweige wenn jag, Fehler
kleiner 3, dann vom Band
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wRkddddkkiok ikttt kst

F4B8
F4BA
F4BC
F4BF
F4C1
F4Cé

F4Cs
F4C8
F4CB
F4CD
F4DO
F4D2
F4D5
F4D8

F4DA
F4DC
£4DD
F4DE

F4ED
F4E3
F4ES
F4ES
F4E8
F4EA
F4EC
F4EE
F4FO

F4F3
F4F5
F4F7
F4F9
F4FC
F4FE
F501

A4 B7
D0 03
4C 10
AS B9
20 AF
A9 60

85 89
20 D5
AS BA
20 09
AS B9
20 c7
20 13
85 AE

A5 90
4A
4A
80 50

20 13
85 AF

DD 08
c3
AE

R&&E&
&

AF

A9 FD
25

838

20 E1
00 03
4C 33
20 13

F7

5

F3

ED

ED
EE

EE

F5

FF

F6
EE

LDY $B7
BNE $F4BF
JMP $F710
LDX $89
JSR SFSAF
LDA #8360

STA 389
JSR $F3D5
LDA $8A
JSR SEDO9
LDA $89
JSR SEOC7
JSR SEE13
STA SAE

LDA $90
LSR A
LSR A
BCS $F530

JSR SEE13
STA SAF
TXA

BNE $F4FD
LOA $C3
STA $AE
LDA 305
STA SAF
JSR $F5D2

LDA #$FD
AND $90
STA $90
JSR SFFE1
BNE $F501
JMP $F633
JSR SEE13

{EC-Load

Lénge des Filensmens laden
ugleich Null, dann ok
'MISSING FILENAME'
Sekundiiredresse laden
'SEARCHING FOR' (filename)
Sekundiradresse Null laden
{far OPEN)

und speichern

File auf 1EC-Bus erdffnen
Gerdatenummer laden

und TALK senden
Sekundérsdresse laden

und serwden

Byte vom [EC-Bus holen

sls Startadresse LOW spei
chern

Status laden

Bit 1

ins Carry schieben

falls gesetzt, dann Time out

(Fehler)

Startadresse HIGH holen
urd speichern
Sekundéradresse laden

verzuweige falls ungleich Null

Startadresse LOW laden

und speichern
Startadresse HIGH laden
und speichern
'LOADING'/'VERIFYING®
ausgeben

Time-out

Bit

léschen

Stop-Taste abfragen

nicht gedrickt, dann weiter
File schlieRen
Progravdyte vom Bus holen
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F504
F505
F507
F508
F509
F508
F50C
F50E
F510
F512
F514
F516
F518
F518
F51C
F51E
F520
F522
F524
F526
F528
F528
F52E
F530

AA

A5 90
4A

4A

BO E8
8A

A4 93
FO OC
A0 00
01 AE
FO 08
A9 10
20 1C
2c

91 AE
E6 AE
00 02
E6 AF
24 90
50 cB

20 EF ED

20 42
90 79
4C 04

F6

F7

TAX
LOA
LSR
LSR
BCS
TXA
LOY
BEQ
LOY

CMP (SAE),Y

BEQ
LDA
JSR

$90
A
A
SF4F3

$93
$F51C
#3800

$F51E
#$10
$FE1C

-BYTE $2C

STA (SAE),Y

INC
BNE
INC
BIT
BVC
JSR
JSR
BCC
JMP

$SAE
$F524
$SAF
$90
S$F4F3
SEDEF
SF642
$F5A9
$F704

i ddd 2 a2 2222422222444 44 ]

F533
F534
F536

F539
F53C

FS3E
F541
F544
F546

F549

4A
B0 03
4c 13

20 00
B0 03

4c 13
20 17
BO 68
20 AF

A5 B7

F7

F7

F7
F8

F5

LSR
BCS
JMP

JSR
BCS

JMP
JSR
BCS
JSR

LDA

A
$F539
$F713

$F700
$F541

SF713
$F817
$SFSAE
SFSAF

$B7

Akku in X-REG retten

Status testen

Time-out

Bit ins Carry schieben

falls Fehler, demn abbrechen
ansonsten Akku wiederholen
Loed/Verify Flag testen
gleich Null, dann LDAD
Zahler auf Null setzen
Verify, Vergleich

verzweige falls gleich

Bit 4 fuUr Status setzen
Status setzen

Skip nach S$F51E

Byte abspeichern

LOW-Byte der Adresse erhdhen
verzweige falls kein Ubertrag
ansonsten HIGH-Byte erhdéhen
Status pruifen

verzweige wenn noch kein EOI
UNTALK senden

File schlieBen

vezweige wenn kein Fehler
'FILE NOT FOUND'

Ger#iterwsmmer feststellen

eins (Band) , dann weiter

RS 232, 'ILLEGAL DEVICE
NUMBER'

Bandpuffer Startadresse holen
verzweige wenn HIGH-Byte der
Bandpufferstartadresse groBer/
gleich 2

sonst 'ILLEGAL DEVICE NUMBER'
wartet auf Play-Taste
STOP-Taste, dann Abbruch
'SEARCHING' ( *for name')
ausgeben

Lénge des Filenamens leden
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FS4B FO 09 BEQ $F556 verzweige wenn Null

FS54D 20 EA F7 JSR SFTEA gewmschten Bandheader suchen

F550 9D 0B BCC $F55D verzuweige wenn gefunden

F552 FD 5A BEQ $FSAE  STOP-Taste, dann Abbruch

F554 BO DA BCS $F530 EOT, dann 'FILE NOT FOUND'

F556 20 2C F7 JSR $F72C néchsten Bandheader suchen

F559 FO 53 BEQ $FS5AE  STOP-Taste, dann Abbruch

F558 BO D3 BCS $F53D 'EOT?’, dann 'FILE HOT FOUND'

FS5D A5 90 LOA& $90 Status holen

FSSF 29 10 AND #310 EOF-8it ausblenden

F561 38 SEC Carry =1 (Fehlerkennzeichen)

F562 DO 4A BNE SFSAE  verzweige falls Fehler

564 EO 01 CPX #$01 Header-Typ 1 = BASIC-
Progremm (verschiebbar)

F566 FO 11 BEQ $F579 verzweige wenn Header-Typ =1

FS68 EO 03 CPX #$03 3 = Maschinen-Programm
(absolut)

F56A DO DD BNE $F549 verzweige wern nicht 3
(falscher Header)

FS6C A0 01 LDY #301 2eiger setzen

F5%€ 81 B2 LDA ($B2),Y LOW-Byte Startadresse holen

F570 85 C3 STA $C3 und speichern

F572 8 INY 2eiger erhdhen

573 B1 B2 LDA ($B2),Y HIGH-Byte Startadresse holen

F575 85 c4 STA $C&4 und speichern

F577 BO 04 BCS $F57D unbedingter Sprung

FS79 AS B9 LDA $B9 Sekundar-Adresse

FS?8 DO EF BNE $F56C ungleich Null, dann nicht
verschiebtber ladan

F570 A0 03 1DY #303 2eiger setzewy

F57F B1 B2 1DA ($B2),Y LOW-Byte der Endadresse+1 des
Praogramms holen

FS81 A0 01 LDY #$01 2eiger auf LOW-Byte Anfangs
adresse setzen

FS83 F1 B2 SBC ($B2),Y von Endadresse subtrahieren

FS85 AA TAX Ergebnis ins X-REG schieben

FS86 A0 D4 LDY #$04 2eiger auf HIGH-Byte der

Endadresse setzen
F588 B1 82 LDA (3B2),Y Endadresse holen
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F58A AD 02 LDY #$02
F58C F1 B2 S8C {$32).Y
FS8E A8 TAY

F58F 18 CLC

F590 8A TXA

F591 65 C3 ADC $C3
£593 85 AE STA SAE
F595 98 TYA

F596 65 c4 ADC $Cé
£598 85 AF STA $AfF
E59A A5 C3 LDA $C3
F59¢c 85 C1 STA $C1
FS9E A5 Cé4 LDA $C4
FSA0 85 c2 STA $C2
F5A2 20 D2 F5  JSR SF5D2
FSA5 20 4A F8 JSR SF84A
FSA8 24 -BYTE $24
F5A9 18 CLC

FSAA A6 AE LDX SAE
FSAC A4 AF LDY SAF
FSAE 60 RTS

BTARNE AP AR SRR ARRARR RIS RERRE

Zeiger auf Startadresse
setzen

und von Endadresse Subtrahie
ren

Ergabnis ins Y-REG schieben
Carry fur Addition toschen
LOW-Byte dar Programmlénge
in Akku schieben

mit LOW-Byte der Anfangs
adresse addieren

als LOM-Byte der Endadresse
speichern

HIGH-Byte der Programmlénge
in Akku schieben

mit NIGCH-Byte Anfangsadresse
addieren

als HIGH-Byte Endadresse
speichern

Startadresse

nach $C1

und $C2

bringen

'LOADING® / 'VERIFYING'
ausgeban

Programm vom Band laden
Skip nach SF5AA

Carry =0 {ok Kennzeichen)
Endadresse

nach X/Y

Riicksprung

'SEARCHING FOR' (Filename)
ausgeben

Einsprung von SF39E, SF4C1, $F546

FSAF A5 9D LDA $%0
581 10 1E BPL $F50%
F5B3 A0 OC LDY #$0C

Direkt-Modus-Flag |aden
verzweige wenn Bit 7 =0
(Progranmm-Mode)

Offset flir 'SEARCHING!
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F585 20 2F F1  JSR $F12F
F5B8 A5 B7 LDA $B7

FSBA FO 15 BEQ $F501
FSBC A0 17 LDY #817
FSBE 20 2F F1  JSR SF12F

Einsprung von $F698

FSC1 &4 87 LDY $87
F5C3 FO0 OC BEQ $F501
F5C5 A0 GO LDY #$00
F5C7 B1 BB LDA ($BB),Y
F5C? 20 D2 FF  JSR $FF02
F5CC 8 INY

F5CO ¢4 B7 CPY $8B7
FSCF DO Fé BNE $F5C7
FSD1 60 RTS

RARRAAR AR A AR AAANA AR RAR AR

Einsprumig von $F4F0, S$F5A2

F502 A0 49 LDY #$49
F506 A5 93 LDA $93

F5D6 FD 02 BEQ $FSDA
FSDB  AD 59 LDY #859
ESDA 4C 2B F1  JHP $F13B

ARARARARNRRARAR AR AR AT AT AN

Einsprung von $FFDB

F500 86 AE STX SAE
FSOF 84 AF STY SAF
FSE1 M TAX

Meldung ausgeben

Lénge des Filenamens
gleich Null, dann fertig
Offset fur 'FOR'
Meldung ausgeben

Linge des Filenamens
gleich Null, dann fertig
Zihler getzen

Fitenamen holen

und ausgeben

Zédhler erhdhen

mit Lénge des Filenamens ver-
gleichen

verzweige wenn noch nicht
alle Buchstaben
RUcksprung

'LOADING/VERIFYING' ausgeben

Offset fir 'LOADING!
Load/Verify-Flag laden

Load wenn 0, dann ausgeben
sonst Offaet fir 'VERIFYING'
Meldung aus@eben, Ricksprung

SAVE - Routine

LOW-Byte der Endadresse
speichern

High-Byte der Endadresse
apeichern

2eiger auf Anfengsadress-
tabetle ins X-REG schieben
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FS5EQ B5 00 LDA $00,X
FSE4 85 Ci STA $Ci
F5E6 B5 01 LDA $01,X
F5E8 85 C2 STA $C2

FSEA 6C 32 03  JMP (30332)
Einsprung von SF5EA
FSED A5 BA LDA $BA

FSEF 00 03 BNE $FSF4
FSF1  4C 13 F7  JMP SF713

F5F4 €9 03 CMP #803
FSF6  FO F9 BEQ $FSF1
FSF8 90 SF BCC $F659
ARRAARARAAARNANANNANNNNANE AL
FSFA A9 61 LDA #3861
FSFC 85 B9 STA $89
FSFE A4 B7 LDY $87
F600 DO 03 BNE SF605

F602 4C 10 F7  JMP SF710
F605 20 05 F3  JSR $F3D5
F608 20 8F F6  JSR SFE8F

F608 A5 BA LDA SBA
F600 20 OC ED  JSR SEDOC
F610 AS B9 LDA $B9
F612 20 B9 ED  JSR SEDB9
F615 A0 00 LDY #300
F617 20 BE FB  JSR $FBBE
F61A A5 AC LDA SAC
F61C 20 DD ED  JSR SEDDO
F61E A5 AD LDA $AD

F621 20 DD ED  JSR SEDDD
F624 20 D1 FC  JSR $FCOD1
F627 BO 16 BCS $F63F
F629 B1 AC LDA (SAC),Y
F62B 20 DD ED  JSR $EDDD

LOW-Byte der Startadresse
holen und speichern
HIGH-Byte der Startadresse
holen und speichern
SAVE-Vektor, JMP SFSED

Gerdteadresse laden
verzweige wenn nicht gleich 0
sonst 'ILLEGAL DEVICE NUMBER'
mit Code fur Bildschirm
vergleichen

wenn Bi ldschirm, dann Fehler
kleiner 3, dann verzweige

Speichern auf IEC-Bus
Sekundéradresse 1

setzen

Lénge des Filenamens laden
ungteich Null, dann ok
sonst 'MISSING FILENAME'
Filenamen auf IEC-Bus
SAVING' ausgeben
Gerédteadresse laden

und LISTEN senden
Sekundéradresse laden
und far LISTEN senden
Zéhler auf Null setzen
Startadresse nach $AC/$AD
Startadresse LOW-

Byte serden

urd HIGH-

senden

Endadresse schon erreicht ?
ja, dann fertig
Programmbyte laden

auf 1EC-Bus ausgeben
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F62E 20 E1 FF  JSR SFFE1
F631 DO 07 BNE $F63A

Einsprung von SF4FE

F633 20 42 F6  JSR $F642

F636 A9 00 LDA #$00
F638 38 SEC
F639 60 RTS

F63A 20 DB FC  JSR SFCDB
F630 00 E5 BNE $F624
F63F 20 FE ED  JSR SEDFE

L add i addddddaddddddddddddddd

Einsprung von SF2EE, $F528B,

F642 24 B9 BIT $B9
F644 30 11 BMI $F657
F646 A5 BA LDA $BA
F64B 20 OC ED  JSR SEDOC
F64B A5 B9 LDA $B9
F&40 29 EF AND #SEF
F64F 09 EO DRA #SEO

F651 20 B? ED  JSR SEDB9

Einsprung von $F406

F654 20 FE ED  JSR SEOFE

F657 18 CLC

F658 60 RTS

F659  4A LSR A
F65A BO 03 BCS SF65F

F65C 4C 13 F7  JMP $F713

F65F 20 D0 F7  JSR SF7DO

SToP-Taste abfragen
nicht gedrickt, denmn
weitermachen

IEC-Bus Kanal schlieBen
Kernzeichnung fUr 'BREAK?
Carry =1 (Fehlerkennzeichen)
Ricksprung

laufende Adresse erhdhen
unbedingter Sprung
UNLISTEN senden

File auf IEC-Bus schlieBen

$F633

Sekundéradresse testen
verzweige falls keine
Sekundéradresse
Gerdteadresse laden
und LISTEN senden
Sekundéradresse laden
Sekundéradresse

fUr CLOSE berechnen
und ausgeben

UNLISTEN senden

Carry =0 (ok Kennzeichen)
Ricksprung

Bit 0 ins Carry schieben
falls gesetzt, dann zu Band
sonst RS-232, 'ILLEGAL DIVICE
NIMBER*

Bandpuffer Startadresse holen
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F662 90 8 BCC $F5F1
F666 20 38 F8  JUSR $F838
F667 BO 25 BCS SF68E
F669 20 Bf F6  JSR $FG8F
F66C A2 03 LDX #%03
F66E A5 B9 LDA $89
F670 29 01 AND #301
F672 DO 02 BNE $F676
F674 A2 01 LDX #$01
F676 8A TXA

F677 20 6A F7 ISR SF76A
F67A BO 12 BCS SF&BE
F67C 20 67 FB  JSR $F867
F67F B0 0D BCS SF68E
F681 A5 B9 LDA $B9
F683 29 02 AND #802
F685 FO 06 BEQ $F&B0
F687 A9 05 LDA #305
F6B9 20 6A F7  JSR SF76A
F68C 24 BYTE $26
F680 18 cLc

F68E 60 RTS

Wikl e e o

Einsprung von $F608, $F669

F68F AS 90 LOA $%

F691 10 FB BPL SF68E
F693 A0 51 LDY #$51
FE95 20 2F F1  JUSR $F12F
F698 4C C1 F5  JMP S$FSCH

falls HIGH-Byte der Band
Pufferstartadresse kleiner 2
dann *'ILLEGAL DEVICE NUMBER'
wartet auf Record & Play-
Taste

STOP, dann Abbruch

ISAVING" (Name) ausgeben
Header-Typ 3 = Maschinen
programm (absolut)
Sekundéradresse leden

Bit 0 gesetzt (1 oder 3)
falls ja, dann Maschinen
programm

Header-Typ 1 = BASIC-
Programm (verschiebbar)
Header in Akku schieben
Header auf Band schreiben
Ausspruryg bei Stop-Taste
Programm auf 8and schreiben
Aussprung bei Stop-Taste
Sekundéradresse laden

Bit 1 gesetzt (2 oder 3)
falls nicht, dann fertig
EQT Kontrot lbyte

Block auf Band schreiben
Skip zu SF68E

Carry =0 (ok Kennzeichen)
Ruckspring

ISAVING® ausgeben

Flag fir Direktmodus laden
Bit 7 geloscht, dann
Programm-Mode

Offset fdr 'SAVING'
Meldung ausgeben

Fi lenamen ausgeben,
Ricksprung
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REMNKRARNRNRAAANRNRNRARANEY  UNTIM Time erhshen und
STOP-Taste abfragen

Einsprung von $FFEA

F69B A2 00 LDX #$00 X-REG auf Null setzen

F69D E6 A2 INC $A2 Sekundenzeiger erhéhen

F69F DO 06 BNE $F6A7 verzweige falls kein Uberlauf
F6A1 E6 A1 INC SA1 Minutenzeiger erhdhen

F6A3 00 02 BNE $F6A7 verzweige falls kein Ubarlauf
F6A5 E6 AD INC SAD Stundenzeiger erhshen

F6A7 38 SEC Carry far Subtraktion loschen
F6A8 AS A2 LDA $A2 Stundenzeiger laden

F6AA  E9 01 SBC #$01 feststellen

F6AC A5 A1 LDA SA? ob

F6AE E9 1A SBC #31A 24

F6BO A5 AO LDA SAQ Stunden

F682 E9 4F SBC #$4F erreicht

F6B4 90 06 BCC $F6BC falls kleiner, dann verzweige
F686 856 AD STX $A0 alle

F6B8 85 At STX $A1 Zeiger

F6BA 86 A2 STX $A2 auf Null setzen

Ladadad Al Al i d il el il Abfrage auf STOP-Taste direkt

vom Port
Einsprung von $FBCA, $FESE

F6BC AD 01 DC LDA $DCO1 Port B laden
F68F CD 01 DC CMP $DCO1 uwxd

F6C2 00 F8 BNE $F6BC entprellen

F6C4  AA TAX Wert ins X-REG schieben

F6CS 30 13 BMI $F6DA  verzweige falls STOP-Taste
nicht gedrickt

F6C7 A2 BD LDX #$BD Bitmuster zur Abrage der

Reihe mit SHIFT-Tasten
F6C? BE 00 DC STX $DCO0  in Port A schreiben
F6CC AE 01 DC LDX $DCO1 Port B laden
F6CF EC 01 DC CPX $DCO1 und
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F6D2 DO F8 BNE SF6CC
F6D4 8D 00 OC  STA $pCO0
F6D7 E8 INX

F6D8 DO 02 BNE $F6DC
F6DA 85 91 STA $91
F60C 60 RTS

ARRRAARAAAAAARRRRRANAAAAR oy

Einsprung von $FFDE

F6OD 78 SEI

F6DE A5 A2 LDA $A2
F6E0 A6 Al LDX $A1
FEE2 A4 AD LDY $AO

RRRAKAAAAAARAAANNRRR AR RN RN

Einsprung von S$FFDB

F6EL 78 SEI
F6E5 85 A2 STA $A2
FOE7 86 Al STX $A1
F6E9 84 AD STY $AO
F6EB 58 CLI
FGEC 60 RTS

RRAARAANAARRRARRAAAA R AR TRAR

Einsprung von SFFE1

F6ED A5 91 LOA $91
F6EF C9 7F CMP #STF
F6F1 DO 07 BNE SF6FA
F6F3 08 PHP

F6F4 20 CC FF  JSR SFFCC

entprellen

Akku in Port A schreiben
inhalt von Port B erhéhen
verzweige falls ungleich Null
(SHIFT-Taste gedrickt)

Flag fur Stop-Taste setzen
RUcksprung

TIME holen

Interrupt verhindern um Uhr
anzuhal ten

Stunden

Minuten

Sekunden holen

TIME setzen

Interrupt verhindern um Uhr
anzuhal ten

Stunden

Minuten

Sekunden schreiben
Interrupt wieder ermoglichen
Ricksprung

STOP-Taste abfragen

STOP-Flag laden

auf Code fir STOP testen
verzweige falls nicht
Statusregister retten
Ein-Ausgabe zurlcksetzen
CLRCH
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F6F7 85 C6 STA $C6 Anzahl der gedrickten Tasten

F6F9 28 PLP Statusregister holen

F6FA &0 RTS Ricksprung

thttttttdtdb b AR AR AR AR AR AAS

Einsprung von SF35F

F6F8 A9 91
F6FD  2C

LDA #3017
.BYTE $2C

Einsprung von $£356

F6FE A9 02
FT0D 2C

LDA #8302
-BYTE $2C

Efnsprung von $F2t3, $F255

F70t A9 03
F703 2C

LDA #$03
-BYTE $2C

Einsprung von $F3AC, $£f530

F706 A9 04
F706 2C

LOA #304
.BYTE $2C

Meldungen des Betriebs
systems ausgeben

Y00 MANY FILES?
Skip 2u $F700

'FILE OPEN’
Skip zu SF703

'FILE NOT OPEN!
skip zu SF706

FILE NOT FOUND'*
Skip zu $F709

Einsprung von $F24D, $F28E, S$F3F3

F707 A9 05
£709 2C

LDA #£05
.BYTE $2C

E{nsprung von $F230, $F34E

FTDA A9 06
F70c 2C

LDA #306
.BYTE $2C

1DIVICE NDT PRESENT!
Skip zu $F70C

INOT INPUT FILE®
Skip zu S$F7OF
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Einsprung von $F25F

F70D A9 07 LOA #$07 INOT OUTPUT FILE!'
F70F 2C .BYTE $2C Skip zu $F712

Einsprurg von $F4BC, $F602

F710 A9 08 LDA #$08 'MISSING FILENAME'
F712 2C .BYTE $2C Skip zu $F715

Einsprusg von $F390, $F4AF, $F536, $FS3E, $F5F1, $F65C

F713 A9 09 LDA #$09 'ILLEGAL OEVICE MUMBER'

F715 48 PHA Fehlerrummer merken

F716 20 CC FF JSR $FFCC Ein-Ausgabe zurlcksetzen
CLRCH

F719 A0 00 LDY #$00

F71B 24 9D BIT $90 Flag auf Direkt-Mode testen

F71D 50 OA BVC $F729 nicht gesetzt, dann Ubergehen

F71IF 20 2F F1 JSR SF12F '1/0 ERRDR #' ausgeben

F722 68 PLA Fehlernummer holen

F723 48 PHA und wieder merken

F7246 09 30 DRA #$30 nach ASCII wandeln

F726 20 D2 FF  JSR $FFD2 und ausgeben

F729 68 PLA fehlernummer holen

F72A 38 SEC carry =1 (Fehlerkennzeichen)

F728 60 RTS Ricksprung

ARARARARARARARAAANAR AR AR AN Progralﬂ“ Header vom Band

lesen

Einsprimg von SF3AF, $F556, SF7EA

F72C A5 93 LDA $93 Load/Verify Flag laden
F72E 48 PHA und retten

F72F 20 41 F8  JSR $F841 Block vom Band lesen
F732 68 PLA L/V Flag wiederholen
F733 8593 STA $93 und spefchern

F735 BO 32 BCS $F769 Fehler, dann beerden

F737 AO 00 LOY #$00 Zdhler auf Null stellen
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F739 ©81 B2 LDA ($B2),Y
F738 C9 05 CMP #805
F730 FO 2A BEQ $F769
FT3F €9 01 CMP #S01
F741 FD 08 BEQ $F74B
F743 C9 03 CMP #303
F745 FO 04 BEQ SF74B
F747 €9 04 CHP #$04
F749 00 E1 BHE $F72C
F74B AA TAX

F74C 24 %D BIT $90
F74E 10 17 BPL $F767
F750 AO 63 LDY #8343
F752 20 2F F1  JSR SFI2F
F755 AD 05 LDY #$05
F757 B1 B2 LDA ($B2),Y
F759 20 D2 FF  JSR S$FFD2
F7SC  ¢8 INY

F7S0 €0 15 CPY #$15
F7SF 0O F6 BNE $F757
F761 A5 A1 LDA $A1
F763 20 ED E4 JSR SE4EO
F766 €A NOP

F767 18 CLC

F768 88 DEY

F769 60 RTS

WHANANNNNENNENNNNENNINNININY

Header-Typ testen

EOT ?

verzweige falls ja
BASIC-Progremm ?

verzweige falls ja
Maschinenprogramm ?
verzveige falls ja
Daten-itleader ?

kein Header gefunden, dann
erneut suchen

Kennzeichen merken
Direktmodus ?

nein, dann weiter

offset fir 'FOUND'

Meldung ausgeben

Zeiger wuf Filenemen
Filenamen holen

und ausgeben

2eiger erhohen

schon alle Buchstsben
verzweige wenn nein

Akku mit mittelwertigem
Time-Byte laden

wartet guf Commodore-Taste
oder Zeitschleife

no operation

Carry =0 (ok Kennzeichen)
Y-REG suf $FF zur Kennzeich
g, dag kein EOT
RGcksprung

Meader generieren und auf
Band schreiben

Einsprung von S$F2E8, $F3BF, SF677, $FE89

F7T6A 85 Of STA $9E
F76C 20 DO F7  JSR $F7DO
F76F 90 SE BCE $F7CF

Header-Typ speichern
Bandpufferadresse holen
verzweige falls Adresse
unglltig



Das ROM-Listing

529

F786

F788
F78A
F788
F780
F7&F
F790

F79%
£795
Fr97
AT
F79A
F79C
E7SE
F79F
F7A1

F7A3
F7AS
FTAT

F7A9

AS C2

c1

&% 8

AS AF
48
AS AE

AO 8fF

A9 20
91 B2

00 FB

AS 9€

91 82
c8

A5 C1
91 B2

A5 c2
91 B2
c8

AS AE
91 &2
cs

A5 AF
91 B2
c8

84 9F
A0 00

A4

LRR

FO OC

LDA sc2

PHA

LDA $ci

PHA

LDA SAF

PHA

LDA $AE

PHA

LDY #$BF

LDA #3520
STA ($B2),Y
DEY

8NE $F781

LDA $9E

STA ($B2),Y
INY

LDA $ct

STA ($B2),Y
INY

LDA $c2
STA ($B2).¥
INY

LDA $AE
STA ($82),Y
INY

LDA SAF
STA (382),Y
INY

STY $9F

LDY #300

STY $9E
LDY $9E
CPY $87

BEQ $F7B7

Startadresse

laden

und in

Stack schreiben

Endadresse

{eden

und in

Stack schreiben
Pufferlénge fur Schleife
holen

Code fur t ' laden

und speichern

2éhler verringern
verzweige falls Puffer noch
nicht alles geldscht
gespeicherten Header-Typ
holen

wd in Puffer schreiben
Zahler erhdhen
Startadresse LOW holen

und in Puffer schreiben
2Zéhler erhdhen

Startadesse HIGH holen

und in Puffer schreiben
Zihter erhdhen

Endadresse LOW holen

und in Puffer schreiben
Zéhler erhoéhen

Endadresse HIGH holen

und in Puffer schreiben
2éhler erhdhen

Zdhler speichern

Zéhler fur Filensmen auf Null
setzen

und speichern

2éhler holen

und mit Lénge des F{lenamens
vergleichen

verzweige falls alle Buchsta-
ben geholt
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F7AB B1 BB LDA ($BB),Y Filenamen holen

F7AD A4 9F LDY $9f Pufferzeiger laden

FTAF 91 B2 STA (3$82),Y wx Zeichen in Puffer schrei-
ben

F781 E6 9E INC $9E Zéhler fur Filenamen erhdhen

F783 E6 9F INC S9F Zeiger auf Bandpuffer erhohen

F7/85 DO EE BNE SF7A5S  unbedingter Sprung

F787 20 D7 F7 JSR SF707 Start- und Endadresse auf
Bandpuffer holen

F7BA A9 &9 LDA #8349

F78C 85 AB STA $SAB Checksuwme fur Header bzw.
Datenblock = $69

F7BE 20 6B F8 JSR SFB&B Block auf Band schreiben

F7C1 A8 TAY Akku retten

F7C2 68 PLA Endadresse

F7C3 85 AE STA SAE vom Stack

F7¢cS 68 PLA holen

F7C6 85 AF STA SAF in SAE/SAF speichern

F7C8 68 PLA Startadresse

F7c9 85 C1 STA $C1 vom Stack

F7CB 68 PLA holen und

F7CC 85 C2 STA $C2 in $C1/C2 speichern

F7CE 98 TYA Akku wiederholen

F7CF 60 RTS Ricksprung

L e e 2 T g

Bandpuffer Startadresse holen
und prufen ob giiltig

Einsprung von $F2CE, $F38B, $F539 ,$F65F, $F76C, SF7D7

$F80D
F7D0 A6 B2 LDX $82
F7D2 A4 B3 LDY $B3
F7D4 €O 02 CPY #302
F7D6 60 RTS

Anfang Bardpuffer LOW in X
Anfang Bandpuffer HIGH in Y
Adresse kleiner $200 ?
Ricksprung
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RARAARRAARAARANANNANANAAANA AR Bamfferwadresse = puf-
ferstartedresse + $C0 (192)

Einsprung von $F7B7, $F847, $FB6S

F7D7 20 DO F7 JSR $F700 BandpufferaAdresse holen

FDA 8A TXA pufferanfang LOW in Akku

F7oe 85 C1 STA $C1 und speichern

F7oD 18 cLc Carry fur Addition léschen

FDE &9 CO ADC #3C0 Endadresse = Startadresse +
Lénge $CO (192)

F7E0 85 AE STA SAE und Endadresse speichern

F7e2 98 TYA Pufferanfang HIGH in Akku

F7E3 85 C2 STA $C2 und speichern

F7ES 69 00 ADC #$00 mit Obertrag addieren

FTE7 85 AF STA SAF und speichern

F7e9 60 RTS Ricksprung

AAARRRARRAARARRRRRRRRARRANY  Bandheader nach Namen suchen
Einsprung von SF3A5, $fS4D

FTEA 20 2C F7 JSR $F72C néchsten Bandheader suchen

€7€D B0 B BCS $FEO0C verzweige falls EOT {fertig)

F7EF A0 05 LDY #$05 offset fur Filenamen im
Header

F7F1 84 9F STY $9F und speichern

F7F3 A0 00 LDY #$00 28hler fur Lange des Filena-
mens auf Null setzen

F7FS 84 9E STY $9E und 2éhler speichern

F7F7 c4 B7 CPY $B7 mit Lange des gesuchten
Namens vergleichen

F7F9 FO 10 BEQ $FB0B gleich, dann gefunden

F7FB  B1 BB LDA ($BB),Y Buchstaben des Filenamens

F7FD A4 9F LDY $9F Position im Header leden

F?7fFF 01 B2 CMP ($B2),Y mit Filenamen im Header
vergleichen

F801 DO E7 BNE $F7EA verzweige falls ungleich,

darm nachsten Header testen
F803 E6 9E INC 39¢ 2ahler fur Filenamen erhdhen
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F805 E6 9F INC $9F
F8O7 A4 %€ LDY $9€
F809 00 EC BNE SF7F7
F80B 18 CLC

F8OC 60 RTS

L2 222222222l el dsdds]

Einsprung von $F199, SFIES

F8OD 20 DO F7  JSR $F7DO
F810 E6 A6 INC $SA6
F812 A4 A6 LOY $A6
F814 cO0 co CPY #sC0
F816 60 RTS

Aot i O I o o o o e e e ek dede e e

Zeiger auf Position im Header

erhéhen

2éhter fur Filenamen laden
unbedingter Sprung

Carry =0 (ok Kennzeichen)
Ricksprung

Bandpufferzeiger erhohen

Bandpufferadresse holen
Zeiger erhohen

und leden um

mit Maximaiwert (192) zu
vergleichen

Ricksprung

Wartet auf Bandtaste

Einsprung von $F399, $F541, SF84A

F817 20 2E F8  JSR $F82E
FBIA FO 1A BEQ $F836
FB8IC AO0 1B LDY #$18
FB1E 20 2F F1  JSR SF12F
F821 20 DO F8 JSR $F8DO
F824 20 2E F8 JSR $FB2E
F827 00 F8 BNE $F821
F829 AO 6A LOY #S&A
F82B 4C 2F F1  JMP SF12F

AARRAARAAEAAAAARERRAR RRER R

fragt BandtTaste ab
gedrickt, dann fertig
Offset fir 'PRESS PLAY ON
TAPE!

und ausgeben

testet auf STOP-Taste
fragt BandtTaste ab
nicht gedrickt so erneut
abfragen

Offset fur '0K'

und ausgeben, Ricksprung

Abfrage ob Band-Taste
gedruckt

Einsprung von $F817 ,$F824, $F838

F82E A9 10

LOA #%10

Bit 4 testen
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F830
£832

F834
F836
F837

24 01
DO 02

24 01
18
60

BIT $01
BNE $F836

BIT $01
CLC
RTS

P22 222222322322 2322222222227

Einsprung von $F3B8, $F664,

F838
F83B
F830

F83F

20 2E F8
FO F9
AO 2E

DO DD

JSR $FB2E
BEQ $F836
LDY #$2E

BNE SFBIE

L2222 2222222222222 2222222227

Einsprung von S$F19E, $F72F

F841
F843
F845
F847

A9 00
85 %0
85 93
20 D7 F7

LDA #$00
STA $90
STA $93
JSR $F7D7

La i a a2 i ddd i i ldsdddsdy]

Eingprung von $F5A5

F84A
F84D
F84F
F850

F852
F854
F856
F858

20 17 F8
BD IF

78

A9 00

85 AA
85 B4
85 8D
85 GE

JSR $F817
BCS $FB6E
SEI

LDA #$00

STA SAA
STA $B4
STA $80
STA $9¢

mit Port vergleichen
verzweige wenn Bandtaste
nicht gedrickt

nochmal abfragen (Entprellen)
Carry =0 (ok Kennzeichen)
Rlicksprung

Wartet auf Bandtaste fur
Schreiben

$F868

fragt Bardtaste ab
gedrickt, dann fertig
Dffset fir 'PRESS RECDRD &
PLAY ON TAPE'

unbedingter Sprung

Block vom B8and lesen

Status

und Verify-Flag

Loschen
Bandpfferadresse hoten

Programm vom Band laden

wartet auf Play-Taste
STDP-Taste gedrickt ?
Interrupt verhindern
Arbeitsspeicher fur IRQ-
Routine l&schen
Eingabebytespeicher (read)
Bard Hilfszeiger
Kassetten Zeitkonstante
Korrekturz&hler Pass 1
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F85A 85 9F STA $9F Korrekturzéhler Pass 2

F85C 85 9C STA $9C Flag fur Byte emfngen

F85E A9 90 LDA #3890 Bitwert IRQ an Pin 'Flag’

F860 A2 OE LDX #$OE Nuwrer des IRQ-Vektors, $F92C

F862 DO 11 BNE $F875 unbedingter Sprung

ARARAAARAARARARAAAAAAR AR AN

Einsprung von SF1EA, $F207

FB64 20 D7 F7  JSR $F7D7

Einsprung von SF67C

LDA #$14
STA $AB

F867
F869

A9 14
85 AB

dhkrdrdrddrrbrrdrrdrrdrdrddrddddid

Einsprung von SF7BE

F86B 20 38 F8 JSR $F838
FB6E BO 6C BCS $F8DC
F870 3 SEI

F871 A9 82 LDA #8382

F873 A2 08 LDX #308

F875 AO0 7F LDY ¥$7F

F877 8C 00 OC  STY $DCOD
FB7A 8D 0D DC  STA $DCOD
FB7D AD OE DC  tDA $DCOE
F880 09 19 ORA #$19

F882 8D OF DC  STA $DCDF
F885 29 91 AND #391

FBB7 8D A2 02 STA $02A2

Bendpuffer auf Bend schreiben

Bendpufferadresse holen

Lénge des Vorspanng vor WRITE
speichern

Block bzw. Programm auf Band
schreiben

wartet auf Record & Play
Taste

verzweige falls STOP-Taste
gedrickt

Interrupt verhindern

Bitwert far IRQ bei Unterlauf
von Timer B

Nummer des IRQ-Vektors, SFCHA
Bitwert fur alle IRQs sperren
Wert schreiben

und neu setzen

Control Register A laden
Bitwert fUr one shot, starten
und ins Steuerregister fir
Timer B

Vergleichszeiger fOr Bandope-
rationen entsprechend setzen
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FBBA 20 A4 FO  JSR SFOA4
F880 AD 11 DO  LDA $0011
F890 29 EF AND #SEF
F892 8> 11 DO  STA s0011
F895 AD 14 03 LDA $0314
F898 8D 9F 02 STA $029F
F898 AD 15 03 LDA $0315
FB9E 8D AD 02 STA $02A0
FBA1 20 BD FC  JSR SFCBD
FBAL A9 02 LDA #$02
FBA6 85 BE STA $BE
FBAB 20 97 FB  JSR $FB97
F8AB A5 01 LDA $01
F8D 29 1F AND #$1F
FBAF 85 01 STA $01
F881 85 CO STA $C0
F883 A2 FF LOX #$FF
F885 AD FF LOY #$FF
FBB7 88 DEY

F888 DO FD BNE $F8B7
F8BA CA DEX

F888 DO F8 BNE $FB8B5
F880 58 CLI

dhkkdrdrdrdrdrrdrrtndr b drrddd

Einsprung von $F8CD

F8BE AD A0 02 LDA $02A0
F8C1 CD 15 03 CMP $0315
Fecé 18 CLC

f8C5 FO 15 BEQ $F8DC
F8C7 20 DO FB  JSR $F800
F8CA 20 BC F6 JSR $F6BC
FBCD 4C BE F8 JMP SF8BE

auf Ende RS-232 Ubertragung
warten

Bildschirm

dinrkel

Tasten

IRQ-Vector

nach $029F

und $02A0

speichern

IRQ-Vektor fir Band 170
setzen (X-indiziert)
Anzahl der

zu lesenden Blocke
serielle Ausgabe vorbereiten
Bit-2éhler setzen
Prozessorport laden
Bandmotor einschalten

und Wieder speichern

Flag fur Bandmotor setzen
HIGH-Byte fir Zahler
Low-Byte fir 2shler
Verzogerungsschleife

fir Bandhochlaufzeit
HIGH-Byte veringern
verzweige falls nicht Null
Interrupt fir Bard 170
freigeben

1/0 AbschluB abwarten

Band IRQ Vector mit normalem
IRQ Vector vergleichen
Carry =0 (ok Kemnzeichen)
verzweige falls ja (fertig)
Testen auf Stop-Taste

bei gedriickter Stop-Taste
Flag setzen

weiter warten
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dkkdkdkkddkdddkkddddddkddkkdddddd

Einsprung von $FB821, $F8C7

F8D0 20 E1 FF  JSR SFFE1
F803 18 CLC
F804 DO OB BKE $FBE1
F8D6 20 93 FC  JSR $FC93
F809 38 SEC
FBDA 68 PLA
F80B 68 PLA
F8OC A9 00 LDA #300
FBDE 8D A0 02 STA $02A0
FBE1 60 RTS

dkkdkdkkddkdddkkdddkdddkdddkdddddd

testet auf Stop-Taste

Stop-Taste abfragen
Carry =0 (ok Kennzeichen)
verzweige Wenn Taste nein
gedrickt

Band-Motor aus, normalen
IRQ wiederherstellen
Kennzeichen fir Abbruch
ROcksprung

Adresse loschen
Kennzeichen fir normalen
IRQ setzen

Rucksprung

Barnd fir Lesen vorbereiten

Einsprung von $F9CB, SFADA, $FA2A, $FA67

FBE2 86 B1 STX $81
F8E4 A5 BO LDA $80
FBE6 OA ASL A
FBE7 OA ASL A
FBE8 18 CLC

FBE9 65 BO ADC $BO
FBEB 18 cLc

FBEC 65 B1 ADC $B1
FBEE 85 B1 STA $B1
FBFO A9 00 LDA #$00
F8F2 24 BO BIT $80
F8F4 30 01 BMI S$F8F7
F8F6 2A ROL A
F8F7 06 B1 ASL s81
F8F9 2A ROL A
FBFA 06 B1 ASL $81
FBFC 2A ROL A

X-Register speichern
Timing-Konstante laden

mit vier

multiplizieren

zur Addition Carry loschen
mit altem Wert addieren (*5)
zZur Addition Carry loschen
alten X Wert dazuaddieren
und im Hil fszeiger speichern
Akku loschen

prife Timing-Xonstante
verzweige, falls groRer 128
Carry in die unterste
Position des Akkus schieben
und Timer A

Initialisierung

mit vier

multiplizieren
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F8fD
FBFE
F901
F903
F905

F907
FOOA
F908
FOOE
Fo11
F914
F917
F91A
F910
FO1F

F921
F923
F924
F926
F927
F92A
F928

AD 06 OC
cY 16
90 F9

04 DC

g7 0C
05 oC
A2 02
0E DC
A4 02
00 DC
10

09

3388588 ¢8

A9 F9
“8

A9 2A
48

4C 43 FF
58

&

TAX

LDA $0CO06
CMP #3816
BCC SF8FE
ADC $B1

STA $0C04
XA

ADC $0CO07
STA $DCOS
LDA $02A2
STA $DCODE
STA $02A4
LDA $DCOD
AND #810
BEQG $F92A

LDA #3F9

PHA

LOA #32A

PHA

JMP SFF43
CLI

RTS

b2 2222222 222222222 22222222217

F9ac
F92F

F931
F932
F935

F938
F93A
Fo3C
F93D
F940
F943

AE 07 OC
AD FF

98
E0 06 OC
EC 07 DC

0O F2
86 81

AA

8C 06 0C
8c 07 oC
A9 19

LDX $DCO7
LDY HSFF

TYA
SBC $DCO6
CPX $DCO7

BNE $F92C
STX $81
TAX

STY $DCO6
STY $DC07
LDA #819

Akku ins X-Register
LOM-BYyte Timer B laden

mit $16 vergleichen
verzweige, wenn kleiner
LOW-Byte fOr Initialisierung
eddieren

Timer A LOM speichern
HIGH-By'te fur Initialisierung
Zu Timer B HIGH eddieren
und in Timer A HIGH schreiben
Init. Wert fur Band Zeitkon.
zum Starten von Timer A
Timer A Flag 2urlicksetzten
ICR laden

Bit isolieren

verzweige wenn IRQ nicht vom
Pin Flag

RGcksprungadresse

auf

Stack

schieben

zum Interrupt

alle Interrupts freigeben
Ricksprung

Interrupt-Routine fiir Band
lesen

Timer B HIGH laden
Y-Register mit $FF laden (fur
Timer)

in Akku schieben

Timer B von $FF abziehen
Timer B mit altem Wert
vergleichen

verzweige, falls vermindert
Timer B HIGH ablegen

und in Akku schieben

Timer B LOW und

Timer B HIGH auf SFF setzen
Arbeitsmodus fur Timer B



538 64 Intern

F945 8D OF DC STA $OCDF festlegen und starten

F948 AD 00 DC LDA $0COD Interrupt Control Register

F94B 8D A3 02 STA $02A3 leden und nach $02A3

FO4E 98 TYA Y-REG in Akku (SFF)

F94F E5 B1 SBC 381 Errechmmg von vergangener
Zeit seit letzter Flanke

F951 86 B1 STX $81 vergangene Zeit LOW nach $8B1

F953 4A LSR A vergangene Zeit

F954 66 B1 ROR $81 HIGH

F956 4A LSR A geteilt

F957 66 B1 ROR 381 durch vier

F959 A5 BO LDA $80 Timingkonstante taden

F958 18 CLC und mit

F95C 69 3C ADC #$3C $3C addiert

F9SE C5 81 CMP $B1 errechnete Zeit groBer als
die Zeit bei letzten Flanken

F960 BO 4A BCS $SF9AC  verzweige, wenn groBer

F962 A6 9C LDX $9C Flag fir empfangenes Byte
laden

F964 FO 03 BEQ $F969 verzweige, falls Null (Byte
nicht geladen)

F966 4C 60 FA JMP $FA60  ansonsten nach $FA60

F969 A6 A3 LOX $A3 Byte vollstédndig gelesen

F968 30 18 BMI $F988 verzweige, falls ja

F96D A2 00 LOX #300 Code fiur kurzer Impuls (X=0)

F96F 69 30 ADC #830 zu errechneter Zeit mit $30

F9?21 65 BO ADC $B0 und mit 2eitkonstante
addieren

F9?3 C5 B1 CMP $B1 groBer als Zeit beim letztem
Flanken ?

F975 BO 1C BCS $F993 verzweige wenn groBer

F977 E8 INX sonst langer Inpuls (X=1)

F978 69 26 ADC #$26 und wieder $26 und

F9?A 65 BO ADC $8BO Zeitkonstanten addieren

F97C C5 B1 CMP $B1 Jetzt groBer ?

F97?E BO 17 BCS $F997 verzweige, falls Ja

F980 69 2C ADC #$2C sonst wieder $2C und

F982 65 BO ADC $8B0 2eitkonstante addieren

F984 CS B1 CMP $B1 vergangene 2eit noch léanger ?
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F986 90 03 BCC $F988
F988 4C 10 FA  JINP SFA10
F98B A5 B4 LDA $B4
F98D FO 10 BEQ SF9AC
F98F 85 A8 STA $A8
F991 Do 19 BNE SF9AC
F993 E6 A9 INC $A9
F995 80 02 BCS $F999
Einsprung von $FA1C

F997 C6 A9 DEC $A9
F999 38 SEC

F99A E9 13 SBC #$13
F99C ES B1 SBC $81
F99E 65 92 ADC $92
FOA0 85 92 STA $92
FOA2 A5 A4 LDA $A4
FOA4 49 O1 EOR #301
F9A6 85 A4 STA $A4
FOA8 FO 28 BEQ $F9DS
F9AA 86 D7 STX $D7
FOAC A5 B4 LDA $8B4
FOAE FO 22 BEQ $F9D2
“F9BO AD A3 02 LDA $02A3
F9B3 29 01 AND #$01
F985 DO 05 BNE $F9BC
F9B7 AD A4 02 LDA $02A4
FO9BA DO 16 BNE $F902
FO9BC A9 00 LDA #800
FO9BE 85 A4 STA $A4
F9CO 8D A4 02  STA $02A4

verzweige, wenn jetzt kirzer
2u empfangenes Byte verarbeiten

Ftag flr Timer A laden
verzweige, wenn Timer A nicht
freigegeben

2eiger auf 'READ ERROR'
setzen

unbedingter Sprung

2eiger auf Impulswechsel +1
unbedingter Sprung

2eiger auf Impulswechsel -1
Carry flir Subtraktion setzen
Anfangswert ($13) und
vergangene 2eit subtrahieren
und mit Flag fur Timing
Korrektur addieren

Ergebnis dort speichern
Flag fUr Empfang beider
Impulse invertieren

und abspeichern

verzweige wenn beide Impulse
empfangen

empfangenes Signal speichern
Flag fur Timer A laden
verzweige wenn Timer gesperrt
ICR in Akku

Bit 0 isolieren

verzweige wenn Interrupt von
Timer A

Timer A abgelaufen

nein, dann zum Interruptende
Impulszihler

{dschen und

2eiger auf Timeout setzen
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FPC3 A5 A3 LDA $A3 ptife ob Byte vollstédndig
gelesen

F9C5 10 30 BPL $F9F7 verzweige falls nein

F9C7 30 BF BMI $F988 unbedingter Sprumg

f9C9 A2 AL LDX #$A6 Initialisierungswert for
Timer A

FPCB 20 E2 F8 JSR $FBE2 Band zum Lesen vorbereiten

F9CE AS 98 LDA $98 Paritdtsbyte in Akku

F900 00 B9 BNE $F98B verzweige falls parit. Fehler

F902 4C BC FE JMP SFEBC Riickkehr vom Interript

F905 A5 92 LDA $92 Timing Korrekturzeiger leden

F907 FO 07 BEQ $F9E0 verzweige wenn Flag geldscht

F909 30 03 BMI SFOOE  verzweige wenn kleiner Null

F90B C6 BO DEC $BD Timing Konstante -1

FoOD 2C .BYTE $2C Skip 2u SF9EO

F9OE E6 BO INC $8BO Timing Konstante +1%

F9EO0 A9 00 LDA #$00 Timing

F9E2 85 92 STA $92 Korrekturzeiger loschen

F9E4 E4 07 CPX $07 Vergleiche enpfangenen Impuls
mit vorherigem

F9E6 DO OF BNE $F9F7 verzweige falls ungleich

F9E8 8A TXA Prife ob kurzer Impuls
emnpfangen

F9EQ® 00 AO BNE $F988B falls nein, verzweige

FOEB A5 A9 LDA $A9 Impulswechselzeiger laden

FOED 30 80 BMI SF9AC verzweige wenn negativ

F9EF C9 10 CMP #$10 vergleiche mit $10

F9F1 90 B9 BCC SF9AC  verzweige wenn kleiner $10

F9F3 85 96 STA $96 sonst EOB Flag enpfangen

F9F5 BO B5 BCS SF9AC  unbedingter Sprung

F9F7 B8A TXA Empfangenes Bit in Akku

F9F8 45 98 EOR $98 mit Band-Paritét verknipfen

F9FA 85 98 STA $98 in Band-Paritat speichern

F9FC A5 B4 LDA $B4 Flag fur Timer A laden

F9FE  FO D2 BEQ $F9D2 verzweige wenn nicht freige-
geben

FAOD C6 A3 DEC $A3 Speicher fir Bitzéhler -1
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FAO2

FAO4
FAQ6
FAO8

FAOA
FAGD

30 ¢5

46 D7
66 BF
A2 DA

20 E2
4C BC

F8
FE

BMI $F9C9

LSR $07
ROR $BF
LOX #SDA

JSR $F8E2
JMP SFEBC

Einsprung von $F988

FA10
FA12
FA14
FA16

FA18
FAIA
FAIC

FATF

FA21
FA23
FA24
FA26

'FA28
FA29
FA2A
FA2D

FA2F
FA31
FA33
FA35

FA37
FA39
FA3B

A5 96
FO 04
AS B4
FO 07

A5 A3
30 03
4C 97

46 B1

A9 93
38

E5 B1
65 B0

0A
AA
20 E2
E6 9C

A5 B4
0o 11
A5 96
FO 26

85 A8
A9 00
85 96

F9

F8

LDA $96
BEQ S$FA18
LDA $84
BEQ SFATF

LDA $A3
BMI SFATF
JMP SF997

LSR $B1

LDA #893
SEC

SBC s81

ADC 380

ASL A
TAX

JSR SFBE2
INC $9C

LDA $84
BNE SFA44
LDA $96
BEQ SFASD

STA $A8
LDA #$00
STA $96

verzweige wenn Paritétsbit
empfangen

gelesenes Bit ins Carry und
dann in $BF rollen
Initialisierungswert fur
Timer A ins X-Register

zur Kassettensynchronisation
Rickkehr vom Interrupt

Prife ob EO8 enpfangen
falls nein, verzweige
Prife ob Timer A freige.
wenn nein, Uberspringe Bit
Zdhler Test

Bitz&hter laden

verzweige falls negatv
langen Impuls verarbeiten

vergangene Zeit seit letztem
Flangen halbieren

und diesen Wert

von $93

abziehen

dazu dann Timing-Konstante
addieren

und Ergebnis verdoppeln
Ergebnis ins X-Register
Timing initialisieren

Flag fir Byte empfangen
setzen

Flag fUr Timer A laden
verzweige falls freigegeben
wurde EOB emfangen ?
verzweige wenn nicht
empfangen

Flag fur Lesefehler setzen
Flag fur

EOB ricksetzen
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FA3D A9
FASF 8D
FA42 85
FA4L A5
FA4S 85
FA48 FO
FALA A9
FAAC 85
FALE A9
FAS0 8D
FAS3 A5
FAS5 85
FAS7 A5
FA59 05
FASB 85
FASD  4C
EinsprunB
FAGC 20
FAG3 85
FA65 A2
FA67 20
FAGA A5
FA6C FO
FAGE 85
FATO A9
FAT2 24
FAT4 10
FAT6 A5
FA78 DO

81 LDA
00 OC STA
B4 STA
96 LDA
B5 STA
09 BEQ
00 LDA
84 STA
01 LDA
0D DC STA
BF LDA
BD STA
AB LDA
A9 ORA
B6 STA
BC FE JMP
von SF966

97 FB JSR
9C STA
DA LOX
E2 F8 JSR
BE LDA
02 BEQ
A7 STA
OF LDA
AA BIT
17 BPL
B5 LDA
oc BNE

#3$81
$0COD
$B4

$B5
SFAS3
#$00
$B4
#3$01
$0C00
$BF
$8D
SAB
SA9
$86

SFEBC

SFB97

#30A
SFBE2
$BE

SFA70

SA7
#SOF

SFABD

$85
SFAB6

Interrupt fir

Timer A freigeben

und Flag fur Timer A setzen
Flag fur EOB laden

und nach $B5 kopieren
verzweige wern kein EOB

Flag fur Timer A

loschen und auch
Interruptflag

wieder loschen

Shift Ragister flur Read leaden
und nach $80 bringen

Flag fir Lesefehler leden
mit Impulswechselzeiger
verknlUpfen und in Fehlercode
des Bytes ablegen

Rickkehr vom Interrupt

Bitzdhler flur serielle
Ausgabe setzen

Zeiger auf Byte empfangen
rucksetzen

Initial isierungswert Timer A
Kassettensynchronisation
Anzahl der verbliebenen
Blécke laden

verzweige wenn Null
Blockanzahl neu setzen
Maskenwert fur Zahlung vor
dem Lesen

Prufe Zeiger flir Lesen von
Band

verzwe ige wenn alle Zeichen
enpfangen (Erde)

Flag fur EOB laden
verzweige wenn giiltiges EO8
anpfangen
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FA7A

FA7C
FA7D
FA7F
FA81
FAB4

FAB6
FAB8
FABA

FABD
FABF
FA91
FA93
FA95
FA97
FA99
FA9B

FASC
FA9E

FAA2

FAA3

FAAS
FAA7
FAA9

FAAB
FAAO
FAAF

A6

CA
Do
A9
20
DO

A9
85
4C

DO

AS
00
AS
00

AS
4A
AS
30
90
18
80
29
85
cé6
00

A9
85

BE

08

1c
04

00

BC

31

18

85

F5

B6

F1

A7

8D
03

OF
AA
AA

0D
40
AA

FE

FE

LDX $BE

DEX

BNE SFABA
LDA #$08
JSR SFEIC
BNE $FABA

LDA #$00
STA SAA
JMP SFEBC
BVS $FACO
BNE SFAA9
LDA $B5
BNE $FABA
LDA $B6
BNE $FABA
LOA $A7
LSR A
LDA $BD
BMI $FAA3
BCC $FABA
CLC

BCS $FABA
AND #80F
STA SAA
DEC 3AA
BNE $FABA

LDA #340
STA $SAA

Anzahl der verbliebenen
Blocke laden

Anzahl -1

verzweige wenn nicht Null
'LONG BLOCK' error

Status setzen
unbedingter Sprung zum
normalen IRQ

Flag fiir Lesen vom Band auf
Abtastung setzen
Rickkehr vom Interrupt

verzweige wenn Bandzeiger auf
lesen

verzweige wenn Bandzeiger
auf 2ahlen

Flag fir EOB laden
verzweige wenn EOB empfangen
Flag fur Lesefehler laden
verzweige falls Fehler
aufgetreten

Anzahl der noch zu lesenden
Blocke holen

Bit 0 ins Carry schieben
hole gelesenes Byte
verzweige wenn es 2ihlbyte
ist

verzweige wenn mehr als ein
Block zu lesen

losche Carry um nicht zu
verzweigen

verzweige falls nur ein Block
zu lesen

Bits 0 bis 3 isolieren

und fur 28hlung speichern
alle Synchrrnisationsbytes
empfangen

wenn nein verzweige
Bandzeiger auf

lesen stellen



544 64 Intern

FABY 20 8E FB  JSR SFBBE Ein/Ausgabe Adresse kopieren

FAB4 A9 00 LDA #$00 Flag fir

FABS 85 AB STA SAB Lesepriifsumme loschen

FfAB8 FO DO BEQ SFABA unbedingter Sprung

FABA A9 80 LDA #3$80 Bardzeiger

FABC 85 AA STA SAA auf Ende stellen

FABE DO CA BNE SFABA unbedingter Sprung

FACO A5 BS LDA $85 Flag for EOB laden

FAC2 FO DA BEQ $FACE verzweige wenn nicht gesetzt

FAC4 A9 04 LDA #8304 'SHORT BLOCK' error

FAC6 20 1C FE JSR SFEIC Status satzen

FAC9 A9 00 LDA #8300 Code fir Lesezeiger auf
"Abtasten*

FACB 4C 4A FB JMP SFB4A setzen, unbedingter Sprung

FACE 20 D1 FC  JSR $FCD1 Endadresse schon erreicht ?

FAD1 90 03 BCC SFAD6 nein dann verzweige

FAD3 4C 4B FB  JMP SFB4B  zu Read Ende fir Block

FAD6 A6 AT LDX $A7 mur noch

FADB CA DEX ein Block zu lesen

FAD9 FO 2D BEQ $FB08 verzweige wenn ja (Pass 2)

FADB A5 93 LDA $93 Load/Verify-Flag

FADD FO OC BEQ SFAEB verzweige wenn Load

FADF A0 00 LDY #3$00 2éhler auf Null setzen

FAE1 A5 BD LDA $BO gelesenes Byte

FAE3 D1 AC CMP (SAC),Y vergleichen

FAE5 FO0 04 BEQ SFAEB verzweige wenn libereinstim-
mung

FAE7 A9 01 LDA #$01 Fehlerflag

FAE9 85 BS STA $B6 setzen

FAEB A5 B LDA $B6 Fehlerflag laden

FAED FO 4B BEQ $FB3A verzweige wenn kein Fehler
aufgetreten

FAEF A2 3D LDX #$3D bereits 31 Fehler

FAF1 E4 9E CPX SSE aufgetreten

FAF3 90 3E BCC $FB33 verzweige wenn weniger Fehler

FAFS A6 9E LDX S9E Index fir Lesefehler

FAF7 AS AD LDA SAD laufender Adressbyte HIGH
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FAF9
FAFC
FAFE

FBO1
FB02
FB03
FBOS

Fe08
FBOA
FBOC
FBOE
FB10

FB13

FB1S
FB17

FB1A
FB1C
FB1E
FB820
FB22
FB24
FB26
FB28

FB2A

FB2C
FB20
FB2F
FB31
FB33
F835
FB838

A5

€8
E8

4C

Ab
E4
FO
A5

DO

AS
00

00
E6
E6
A5
FO
AS
AO
D1

FO

c8

AS
FO
A9
20
DO

01
AC
00

3A

9F

35
AC
00

2E

AD
01

27
9F
9F
93
08B
BD
00
AC

7

& &

07

1c
09

01

01

01

o1

STA $0101,X
LOA SAC
STA $0100,X

INX

INX

STX S9E
JHP SFB3A

LOX S9F

CPX $9E

BEQ SFB43
LDA $AC
CHP $0100,X

BNE SFB43

LDA SAD
CMP $0101,X

BNE SFB43
INC S9F

INC SOF

LDA $93

BEQ SFB2F
LDA $8D

LDY #800
CMP (SAC), Y

BEQ SFB43

INY

STY $86
LDA $B6
BEQ SFB3A
LDA #$10
JSR SFEIC
BNE $FB43

im Stack speichern
Adressbyte LOW

fUr spétere Korrektur
ebenfalls im Stack speichern
Zeiger auf nachfolgende
freie Stelle setzen

und abspeichern
weitermachen

bereits alle Lesefehler
korrigiert ?

verzweige falls ja
Adressbyte LOW laden

mit fehlerhaftem Adressbyte
LOW vergleichen

verzweige falls nicht
gefunden

Adressbyte HIGH laden

mit fehlerhaftem Adressbyte
HIGH vergleichen

verzweige wenn nicht gefunden
Korrekturzahier

Pass 2 um zwei erhthen
Verify-Flag gesetzt
verzweige wenn nicht gesetzt
gelesenes Byte laden

2ahler auf Null setzen

mit Speicherinhalt verglei-
chen

verzweige wenn gleich, dann
nichstes Byte

Flag fur

Fehler setzen

Fehlerflag testen

verzweige wenn kein Fehler
'SECOND PASS' error

Status setzen

und néchstes Byte verarbeiten
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Einsprung von $FBO5

FB3A
FB3C
FB3E
FB3F
FB41
FB43
FB46

AS 93
DO 05
A8

A5 8D
91 AC
20 D8
DO 43

FC

LDA $93
BNE $FB43
TAY

LDA $8D
STA (SAC),Y
JSR $FCDB
BNE $FB8B

Einsprung von $FAD3

FB4S8

A9 80

LOA #380

Einsprung von $FACB

FB4A
FB4AC
FB4D
FB4F
FBS2
FBSS
FBS7
FB58
FB5A
FB5C
FBSE
FB60

FB&2
FB&A

FB66

FB68
FB&B

FB6E
FB70
FB72

85 AA
78

A2 01
8€ 0D
AE 0D
A6 BE
CA

30 02
86 BE
C6 A7
FO 08
AS 9E

DO 27
85 BE

FO 23

20 93
20 BE

AO 00
84 AB
B1 AC

DC
DC

STA SAA
SEIl

LDX #$01
STX $0C00
LDX $0C0D
LOX $BE
OEX

BMI $FBSC
STX $BE
OEC $SA7
BEQ $FB68
LDA $9€E

BNE $F888B
STA $BE

BEQ $FB8B

JSR S$FC93
JSR $FBSE

LDY #$00
STY $AB
LDA ($AC),Y

Verify-Flag leden
verzweige wenn gesetzt
Zeiger téschen
gelesenes Byte
speichern
Adresszeiger erhohen
Ruckkehr vom Interrupt

Flag fir Lesen

auf Ende

Interrupt verhindern

IRQ vom

Timer A verhindern

IRQ-Flag loschen
Pass-2ahler

erniedrigen

verzweige wenn Null gewWesen
Passzéhler merken
Blockzéhler vermirdern
verzweige Wemn Null

Fehler in Pass 1 aufgetre-
ten ?

ja, Riuckkehr vom Interrispt
kein Block mehr zu verarbei-
ten

Rickkehr vom Interrupt

ein Pass beerdet

Adresse wieder auf Programm-
snfang

Zdhler auf Null setzen
Checksumme loschen

Programm
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FB74 45 AB EOR $AB
FB76 85 AB STA SAB
FB78 20 DB FC  JSR $FCDB
FB7B 20 D1 FC  JSR S$FCD1

FB7E 90 F2 BCC SFB72
FBBO A5 AB LDA $AB
FBB2 45 BD EOR $BD
FB84 FO 05 BEQ $FB8B
FBBS A9 20 LDA #$20

FBBB 20 1IC FE JSR SFEIC
FBBB 4C BC FE  JMP SFEBC

LA A d A A Al ddddddd il ddldd]

Checksumme berechnen

und speichern

Adresszeiger erhohen
Endadresse schon erreicht ?
nein, weiter vergleichen
berechnete Checksumme

mit Checksumme vom Band
vergleichen

Checksumme gleich , dann ok
'CHECKSUM' error

Status setzen

Rickkehr vom Interrupt

laufenden 2eiger auf
Programmstart

Einsprung von $F617, SFAB1, $FB6B, SFC88

FBBE A5 C2 LDA $C2
FB90 85 AD STA $AD
FB92 A5 C1 LDA $C1
FB94 85 AC STA SAC
FB96 60 RTS

LAl adddd al il adad il il ldlsl]

Startadresse
$C1/8C2

nach $AC/$AD
speichern
Ricksprung

Bitzdhler fur serielle
Ausgabe setzen

Einsprung von $FBAB, $SFA60, $FC16, SFC75

FB97 A9 08 LDA #308
FB99 85 A3 STA $A3
FB98 A9 00 LDA #$00
FB9D 85 A4 STA SA4
FB9F 85 A8 STA $A8
FBA1 85 98 STA $98
FBA3 85 A9 STA $A9
FBAS 60 RTS

28hler flUr 8 Bits

Nach $A3

Akku mit $00 laden
Bit-Impuls-Flag laschen
Lesefehler Byte loschen
Parity-Bit loschen
Impulswechsel-Flag toschen
Ricksprung
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kv rrrrrrdrddddddd Ein Bit Buf Bard schreiun

Einsprung von SFBFQ

FBAG AS BD LDA $8D Bit in $8D

FBA8 4A LSR A Bit 0 in Carry

FBA9 A9 60 LDA #$60 Zeit fOr '0' Bit

FBAB 90 02 BCC SFBAF  verzweige falls Carry=0

Einsprung von SFBE7

FBAD A9 B0 LDA #$80 Zeit fur '1' Bit

Einsprurng von SFCAC

FBAF A2 00 LDX #$00 HIGH-Byte Timerwert laden

Einsprung von $FBDS

FBB1 8 06 DC STA $0C06 Timer B LOW

FBB4 8E 07 DC STX $0CO7 Timer B HIGH

FBBY AD 0D DC LDA SDCOD Interrupt-Flag loschen

FBBA A9 19 LDA #$19 Timer

FBBC 8D OF DC STA $0COF B starten

FBBF A5 01 LDA $01 Tape-uWrite-B8it taden

FBCT 49 08 EOR #$08 Ausgabe-Bit flur Band
invertieren

FBC3 85 01 STA $O1 und speichern

FBCS 2% 08 AND #308 augenblicklichen Pegel merken

FBC7 60 RTS

FBC8 38 SEC Block-Write-Flag

FBCY9 66 86 ROR $86 Negativ

FBCB 30 3C BMI S$FCO9 Rickkehr vom Interrupt

dwhkkrrrrrrrrrrrrrrrdddddddd [nterrupt.ROUtine fur Bard
schreiben

FBCD A5 AB LDA $A8 falls ‘Byte’'-Impuls ge-

FBCF DO 12 BNE SFBE3 schrieben, dann verzweige

FBD1 A9 10 LDA #3$10 Timer auf
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FBO3
FBDS
FBD8
FBOA
FBDC

FBDE
FBED
FBE3
FBES
FBE7
FBEA
FBEC
FBEE
FBFD
FBF3
FBFS
£BF7
FBF9
FBFB
FBFD
F8FF
FCO1
FCO3
FCO05
FCo7
FCD9
Fcoc
FCOE
FC10
FC12
FC14
FC16
FC19
FC1A

FC1C
FC1E
FC20
Fc22

A2 01
20 B1 F8
DO 2F
E6 A8
A5 B6

10 29
4C 57 FC
A5 A9
D0 09

20 AD FB
D0 10

E6 A9
D0 19

20 A6 FB
D0 14

AS A4
49 01

85 A4

FO OF

AS BD
49 01

85 80
29 01

45 98

85 98

4C BC FE
46 BD

Cé6 A3
AS A3

FO 3A

10 F3

20 97 FB
58

AS AS

FD 12
A2 00

Cé AS

LDX #8$01
JSR SFBB1
BNE $FC09
INC $A8
LDA $86

BPL S$FC09
JMP SFC57
LDA $A9
BNE SFBFO
JSR SFBAD
BNE SFC09
INC $A9
BNE $FCO9
JSR $FBAG
BNE $FCO9
LDA $A4
EOR #$01
STA $SA4
BEQ $FCOC
LDA $8BD
EOR #$01
STA $BD
AND #8301
EQGR $98
STA $98
JMP SFEBC
LSR $BD
DEC $A3
LDA $A3
BEQ $FC4E
BPL SFCO09
JSR S$FB97
CLl

LDA $AS

BEQ $FC30
LDX #$00
STX $07
DEC $AS

$110 (272)

Takt auf Band schreiben
Rickkehr vom Interrupt

"1t Byte-Write-Flag setzen
falls Block-Write-Flag
positiv, dann

Rickkehr vom Interrupt
zweiten Block schreiben
falls '1' Bit gesezt

dann verzweige

1" Bit schreiben
RUckkehr vom Interrupt

117 Bit-Flag setzen
Rickkehr vom Interrupt

Bit auf Band schreiben
Rickkehr vom Interrupt
Bit-Impulsflag laden

Bit 0 invertieren

und speichern

falls msll, dann verzweige
Bit-SHIFT-Register laden
Bit fir Ausgabe invertieren
wd spei chern

Bit holen und mit
Parity-8it verknipfen

und speichern

Ruckkehr vom Interrupt
niachstes Bit in Position 0
Bitzéhler erniedrigen

und taden

nachstes Bit ausgeben
RUckkehr vom Interrupt
Bitzéhler wieder auf 8 setzen
Interrupt freigeben

Falls Synchronbytes geschrie-
ben

dann verzweige

Prifsumme

loschen

2ahler vermindern



550 64 Intern

FC24 A6 BE LDX $BE noch zu schreibende
Blockanzahl laden

FC26 EO 02 CPX #$02 falls erster Block nicht

Fc28 00 02 BNE $FC2C geschrieben, dann verzweige

FC2A 09 80 ORA %380 Bit 7 setzen

Fcec 85 BD STA $BD und speichern

FC2E DO D9 BNE SFCO9 RUckkehr vom Interrupt

FC30 20 D1 FC  JSR $FCD1  Erdadresse schon erreicht ?

FC33 90 OA BCC $FC3F falls kleiner, damn
weiterschreiben

FC35 DO 91 BNE $FBC8 falls ungleich, damn
Block-Write-Flag setzen

FC37 E6 AD INC SAD HIGH-Byte ungleich machen

FC39 A5 07 LOA $D7 Prifsumme laden

Fc38 85 BD STA $BD und in SHIFT-Flag speichern

FC30 BO CA BCS $FCO9 Ruckkehr vom Interrupt

FC3F A0 OO0 LDY #$00 248hlel~ auf Null

FC41 B1 AC LDA (SAC),Y zu schreiberdes Byte laden

FC43 B85 BD STA $BD in SHIFT-Flag bringen

FC45 45 07 EOR $D7 Prufsumme

FCc47 85 07 STA $D7 bilden

FC49 20 DB FC  JSR SFCDB  Adresszeiger erhdhen

FC4C 00 BB BNE $FC09 Rdckkehr vom Interrupt

FC4E A5 9B LDA $9B Parity-Bit

FC50 49 01 EOR #$01 invertieren

FCS52 85 BD STA $80 und ins SHIFT-Flag speichern

FC54 4C BC FE  JMP SFEBC  Rickkehr vom Interrupt

Einsprung von $FBEO

FC57 C6 BE DEC $BE Zahler fur Blocks erniedrigen
FC59 DO 03 BNE SFCS5E  falls noch ein Block,

FC5B 20 CA FC  JSR SFCCA dann Bandmotor aus

FC5E A9 S0 LDA #850 80

FC60 B85 A7 STA SA7 Zahler fir lmpulse

FC62 A2 08 LDX #308 Offset fur IRQ

Fc64 78 SEI Interrupt verhindern

FC65 20 BD FC  JSR SFCBD  IRQ auf SFCOA
FC68 00 EA BNE $FC54 ROckkehr vom Interrupt
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WRARRRR A AT ERRR TR b b

FC6A A9 78 LDA #$78
FC6C 20 AF FB  JSR SFBAF
FC6F 00 E3 BNE SFC54
FC71  C6 A7 DEC $A7
FC73 DO DF BNE SFC54
FC?75 20 97 FB  JSR $FB97
FC78 C6 AB DEC $AB
FC7A 10 D8 BPL SFC54
FC7C A2 OA LDX #30A
FC7E 20 BD FC  JSR $fCBD
FC81 58 CLI

FC82 E6 AB INC $AB
FCB4 A5 BE LDA $8E
FC86 FO 30 BEQ SFCB8
FC88 20 BE FB  JSR SFBSE
FC88 A2 09 LDX #$09
FC80 86 AS STX $A5
FC8F 86 B6 STX $B6
FC91 00 83 8NE SFC16

S e e e e e e e e e e e e e e e e e 9 e 9y e e e

Einsprung von SF8D6, SFB68,
FC93 08 PHP

FC94 78 SEl

FC95 AD 11 DO LDA $DO0M
FC98 09 10 ORA #8310
FC9A 8D 11 DO  STA $DOM1
FC90 20 CA FC  JSR SFCCA
FCAO A9 7F LDA #S$7F

FCA2 8D 00 DC  STA $DCOD

Interrupt-Routine fir Band
schreiben

120

Bit auf Band schreiben
Ruckkehr vom Interrupt
2@hler erniedrigen

nicht null, dann Rickkehr
vom Interrupt

Bitzéhler fur serielle
Ausgabe setzen

falls Datenende nicht er-
reicht, dann

Rickkehr vom Interrupt

IRQ

IRQ auf $FBCD

Interrupt ermoglichan
Shortdauer

2éhler fur Anzahl der Blocks
alle Blocks geschrieben ?
Adresse wieder auf Anfang
setzen

23hler fdir
Synchronisation

Flag fiir Block geschrieben
unbedingter Sprung

Rekorderbetrieb beenden

SFCB8

Status merken

Interrupt verhindern
Bildschirm

wieder

einschal ten
Rekordermotor ausschalten
Interruptmiglichkeiten
Léschen
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FCAS 20 DD FO  JSR S$FOOD
FCAE AD AD 02 LDA $02A0
FCAB  FO 09 BEQ $FCB6
FCAD 80 15 03  STA $0315
FCBD AD 9F 02 LDA $O29F
FCB3 80 14 03  STA $0314
FCB6 28 PLP

FCB7 60 RTS

A 2232 a2 14222l 2l d]]d)
FCB8 20 93 FC  JSR $FC93
FCB8  FO 97 BEQ $FCS4

CIA wieder auf Standardwerte,
1760 s Timing
Interruptvektor schon auf
Standardwert ?

falls ja, dann fertig
ansonsten zuricksetzen
geretteten IRQ zurdickholen
und speichern

Status 2urlickholen
Rlcksprung

IRQ-Vektor setzen
X-indiziert
IRQ auf Standard
Abschtus 1RQ

Einsprung von $F8A1, SFC6S, SFCTE

FCBD BD 93 FD  LDA S$FD93,X
FCCO 8D 14 03 STA $0314
FCC3 BD 94 FO  LDA $FD94.X
FCC6 8D 15 03 STA $0315
FCCO9 60 RTS

LA 4222 a2 122302 1] ]])

Einsprung von $FC5B, $FC90

FCCA A5 01 LDA $01
Fccc 09 20 ORA #320
FCCE 85 01 STA $01
FCDO 60 RTS

LA 222 d 222l dd ]

IRQ-Vektor
aus Tabelle setzen
[RQ-Vektor
aus Tabelle setzen
Ricksprung

Rekorder-
motor
ausschalten
Ricksprung

prift auf erreichen der
Endadresse

Einsprung von $F624, $FACE, $FB7B, $FC30

FCO1 38 SEC

Carry far Subtraktion
vorbereiten
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FCDZ AS AC LDA SAC laufende Adresse
FCD4 ES AE SBC SAE $AC/$AD

FCD6 AS AD LDA SAD Endadresse

FCD8 ES AF SBC SAF SAE/SAF

FCDA 60 RTS Ruckspruyg

AERKRRRRKRKRRARRRARRARRRRAAR

Einsprung von $F63A, $FB43, $FB78, S$FC49

FCOB E6 AC INC SAC AdreBzeiger
FCDD DO 02 BNE SFCE1 er-

FCOF  E6 AD INE SAD hohen

FCE1 60 RTS Riicksprung

RRRRRRRRRRRRRRRRRRRRRRARRR S RESET

FCEZ A2 FF LDX H#SFF Wert fur Stapetzeiger

FCE4 78 SEI Interrupt setzen

FCE5 9A TXS Stapelzeiger initialisieren
FCE6 D8 CLD Dezimalflag zurlicksetzen
FCE7? 20 02 FO JSR $FD02 priuft auf ROM in $8000
FCEA DO 03 BNE SFCEF  kein Autostart-Modul ?

FCEC 6C 00 8D JMP ($8000) Sprung auf Modul-Start

FCEF 8E 16 D0 STX $D016 Videocontrolier Steuerreg. 2
FCF2 20 A3 FD  JSR SFDA3 iInterrupt vorbereiten

FCF5 20 50 FD  JSR SFDSO Arbeitsspeicher initialigsieren
FCF8 20 15 FD  JSR SFD15 Hardware und I/0 Vekt. set2en
FCFB 20 5B FF  JSR $FF5B Video-Reset

FCFE 58 CLI

FCFF  6C 00 A0 JMP ($A000) z2um BASIC Kaltstart

ARRRRARNRARARARR AR ERRA*AREN  prift auf ROM in $8000
Einsprung von $FCE7, SFES6
FD02 A2 05 LDX #3$05 Zeiger setzen

FDO4 BD OF FD LDA SFDOF,X Wert aus Tabelle holen und
FOO7 DD 03 80 CMP $8003,X ab $8000 vergleichen (CBM8D)
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FOOA 00 03 BNE $FOOF  verzweige wern wgleich

FODC CA DEX Zeiger vermindern

FOOO 00 F5 BME SFDD4 weiter wenn nicht S5 Bytes

#00F 60 RTS Ricksprung

BEERRRWRRRRRRREEEA RN R R RAbdr

FO10 c3 c2 co 38 30

ARRERRAAER AR AR RV R AN TR R R AW

ROK-Modul Identifizierung
'CBM8O"

Hardware und 1/0 Vektoren
setzen/holen

Eirsprung von $FCF8, SFE66, SFF8A

FO15 A2 30 LDX #$30
FD17  AD FD LOY #$FD
FD19 18 cLe

Einsprung von SFFBD

FDIA 86 C3 STX $C3
FOiIC 84 c4 STY $C4
FOIE AD 1F LDY #$1F
FD20 B9 14 03 LDA $0314,y
F023 80 02 BCS $F027
FD2S B1 C3 LDA (3C3),Y
FD27 91 ¢3 STA ($C3),Y
FD29 99 14 03  STA 30314,Y
FO2C 88 DEY

F020 10 F1 BPL $FD20
FO2F &0 RTS

ARRRRRRRRRRRRRRRRRARXARAR AR

LOW- und HIGH-Byte des
Zeigers auf Tabelle $FD30
Flag fur 'Vektoren setzen'

LOW- und HIGR-Byte

des Zeigers setzen

Zeiger setzen (16 Vektoren)
Wert sus Tabelle holen

Cc=1 holen,C=8 setzen
Tabellepwert holen
Tabellenwert setzen

Wert in Tebelle ablegen
Zéhler vermindern

Fertig? nein: néchster Wert
Ricksprung

Tabelle der Hardware
und 1/0-Vektoren

FO30 31 EA 66 FE 47 FE 4A F3
FU38 91 F2 DE F2 50 F2 33 F3
FD40 57 F1 CA F1 ED F& 3E F1
FO48 2F F3 66 FE AS F4 ED F5
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ARRRAARRRRRANRRNRANRRRNN NN RND Armitssm i. initialisieren

Einsprung von $FCFS, SFF8T

f050
FD52
053
FD56
FD59
FD5C
FOS0
FDSF
FD61
FO&3
FD65
FD67
£D68
ED6A
FO4C
FDSE
FO70
FO71
FO73
FD75
FO77
FO79
FD7A
Fo7C
FOTE
FD80
FoB1
FD83
FO84
FO86
Fo88
FD89
FDBA
FO8C
FO8D
FO90

A9 00
A8

99 02 00

9900

99 00 03

c8

00 F4
A2 3C
AO 03
86 B2
84 B3
A8

A9 03
85 C2
E6 C2
B1 C1
AA

A9 55
91 C1
D1 L1
DO OF
2A

91 C1
o1 C1
00 08
8A

9
c8

00 E8
FO E&4
98

AA

Aé C2
18

20 20
A9 08

02

FE

LOA #$00
TAY

STA $0002,Y
STA $0200, Y
STA $0300, Y
1wy

BHE $FOS3
LDX #$3C
LDY #$03
STX $82

STY $83

TAY

LOA #03
STA $C2

INC $C2
LDA ($C1),Y
TAX

LDA #$55
STA ($C1),Y
CHWP (SC1),Y
BNE SFDSS
ROL

STA (SC1),Y
P (SC1),Y
BNE $FD88
™A

STA (SC1),V
INY

BNE SFOGE
BEQ $FD6C
YA

TAX

LOY $C2
cLe

JSR $FE20
LDA #$08

Wert zum Léschen laden

als 2éhler nach Y

2eropage,

Page 2 und

Page 3 loschen

Zadhler vermindern

weiter werwt nicht fertig
Werte fur Startadresse

des Bandpuffers laden
Bandpuf fer 2eiger

auf $033C setzen

Zeiger in Y auf 0 setzen
Wert fir RAN testen ($04-1)
Startadcesse (HIGH) des RAM
setzen und auf $0400 erhohen
Wert holen

Wert merken

%01010101 ($55)
abspeichern und Uber-
priifen, ob Wert drin ist
ungleich dann kein RAM
%10101010

Wert abspeichern und
Uberprifen, ob Wert drin ist
wwgleich dann kein RAM

Wert wieder zurlckholen
und wieder zurGckechreiben
Zeiger erhshen

Pageende? Twin: weiter
sonst Zeiger-HIGH erhohen
2eiger-LOM ins

X-Register bringen
Zeiger-HIGH holen

€=0 {Flag fir setzen)
Memory (RAM) Top setzen
HIGH-Byte der Startadresse
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FD92 8D 82 02 STA $0282 Memory (RAM) Start auf $800

FD95 A9 04 LDA #$04 RIGK-Byte der Startedresse

FD97 8D 88 02 STA 30283 Video-RAM auf $400

FD9A 60 RTS Ricksprung

ARRRRRRRRRRRRRRRRRRRRRRRRRAR

IRQ Vektoren

FD98 6A FC CO FB 31 EA 2C F9 S$FCO6A, $FBCD, SEA31, $F92C

ERRRRRERRRRRRRARAR AR AR A RRRRR

Interrupt Initialisierung

Interrupt léschen
ICR CIA 1

ICR CIA 2

Port A CIA 1
Tastatur Matrixzeile O
Wert laden

CRA CIA 1 Timer A
CRA CIA 2 Timer A
CR8 CIA 1 Timer B
CRB CIA 2 Timer B

‘one shot!
‘one shot'
'one shot'
'one shot'

Einsprung von $FCF2, SFE69, SFF84
FDA3 A9 7F LDA #87F
FDAS 80 0D DC  STA $DOCOO
FDAS8 8D 0D DD STA $00OOD
FDAB 8D 00 DC  STA $DCOO
FOAE A9 08 LOA #308
FOBO 80 OE DC  STA $DCOE
FDB3 8D OE DD STA SDDOE
FDB6 8D OF DC  STA $DCOF
FOB9 8D OF DD  STA $DDOF
FOBC A2 00 LDX #$00

FOBE 8E 03 DC  STX $DCO3
FOCt 8E 03 DD STX $DDD3
FOC4 8E 18 D4  STX $D418
FOC7 CA DEX

FDC8 8E 02 DC  STX $0CO2
FDCB A9 07 LDA #307
FDCO 8D 00 DD  STA $0000
FODO A9 3F LDA #33F
FOD2 80 02 DD  STA $0D02
FOD5 A9 E7 LDA #$E7
FDD7 85 01 STA $01
FDD9 A9 2F LDA #$2F
FDDB 85 00 STA $00

Eingangs-Modus
Datenrichtungsreg. B CIA 1
Datenrichtungsreg. B CIA 2
Lautstirke fir SID auf Null
Ausgabe-Modus
Datenrichtungsreg. A CIA 1
Videocontrol ler auf
unterste 16 X

Port A CIA 2, ATM loschen
Bit 0 bis 5 auf Ausgabe
Datenrichtungsreg. A CIA 2
Normalwert laden und
Speicheraufteilung neu setzen
Bit 0-3 und 5 Ausgang,

Bit 4 Eingang
Datenrichtung Prozessorport
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Einsprung von $FCAS, SFF68B

FDOD AD A6 02 LDA $02A6
FDEO FO OA BEQ $FDEC
FDE2 A9 25 LDA #$25
FDE4 8D 04 DC  STA $DCO4
FDE7 A9 40 LDA #$40
FDE9 4C F3 FD  JMP SFDF3
FOEC A9 95 LDA #$95
FDEE 8D 04 OC  STA $0C04
FDF1 A9 42 LDA #8$42

Einsprung von SFOE9

FDF3 80 05 oC
FDF6  4C 6E FF

STA s0C05
JMP SFF6E

LT Tt b bt

Einsprung von SFFBD

fDF9 85 B7 STA $B7
FDFB 86 BB STX $BB
FDFD 84 BC STY $8C
FDFF 60 RTS

P22 T2 122 it ettt g

Einsprung von $FFBA

FEOO 85 B8 STA $B8
FE02 86 BA STX $BA
FEO4L 84 B9 STY $B9
FEO6 60 RTS

NTSC-version 7

ja

Wert flir PAL-Version

Timer fUr PAL-Version setzen
$4025 = 16421 Zyklen
NTSC-Version Ubergehen

Wert fiir NTSC-Version

Timer fuUr NTSC-Version setzen
$4295 = 17045 zyklen

Timer-HIGH setzen
Interrupt durch Timer setzen

parameter f. Filenamen setzen

Lénge speichern
Adresse-LOW speichern
Adresse-BIGH speichern
Rucksprung

Parameter fur aktives
File setzen

logische Filersmmer
Geréateadresse
Sekundéradresse
Ricksprung



558

64 Intern

AR de e e e e e e e o o o o o o e e e Status holen

Einsprung von $FFB7

FEO7 A5 BA LDA $BA
FEO9 C9 02 CMP #$02
FEOB DO 00 BNE SFE1A
FEGD AD 97 02 LDA $0297
FE10 48 PHA

FE11 A9 00 LDA #300
FE13 8D 97 02 STA $0297
FE16 68 PLA

FE17 60 RTS

i a a2 a2 ad i i il adladds o gdd

Einsprung von $FF90

FE18 85 90
FETA A5 90

STA $90
LDA $90

Lad a2 ad 2 ta sttt

Gerétenummer holen

gleich 2 ? (RS 232)

nein

RS 232-Status holen

und auf Stapel retten
Status

léschen

und Statuswert zurickholen
Ricksprung

Flag fur Betriebssystem-
meldungen setzen

Ausgabeflag (Direktmodus)
Statusflag holen

Status setzen

Einsprung von $€EDB2, SEE4F, SF18A, $FS18, $FAB1, SFACH

$FB35, $FB88

FE1C 05 90 ORA $90
FE1E 85 90 STA $90
FE20 60 RTS

EERR AU AT ERRV IR T AR IRRRR &

Einsprung von $FFA2

STA $0285
RTS

FE21
FE24

80 85 02
60

Statusflag testen und
wieder abspeichern
Rucksprung

Timeout-Flag fur 1EC setzen

Timeout-disable
Ricksprung
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REANTEES IV IFTTTTTR IS 2 EORNNN

Einsprimg von $FF99

FE25S @90 D8 BUC $FE2D

Einsprung von $F2B2, S$F468

AE 83 02
AC 84 02

LDX $0283
1DY $0284

FER7
FE2A

Einsprung von $F480, SFD8D

FE2D B8E 83 02 STX $0283
FE30 8C 84 OB STY $0284
FE33 60 RTS

b2 2222222222222 2222222222222

Einsprung von $FF9C

FE34 90 06 BCC SFE3C
FE36 AE 81 02 1DX $0281
FE39 AC 82 02 LDY $0282
FE3C 8E 81 62 STX $0281
FESF 8C 82 02 STY $0282
FEG2 60 RTS

WARNANE SN SRR EEARAAN R AN IAARE N

FE43 78 SEl
FE44 6C 18 03  JMP (30318)

Einsprung von SFE44

FE&7 48 PHA
FE48 B8A TXA
FEL9 48 PHA
FE4LA 98 TYA

NENTCP, Obergrenze des
BASIC-RAM holen/setzen

C=0: Adresse setzen

Carry gesetzt
Adresse nach X/Y holen

Carry geldscht
X/Y nach Adresse setzen

Rélcksprung

MEMBOT, Untergrenze des
BASIC-RAM holen/setzen

C=0: Adresse setzen
Carry gesetzt

Adresse nach X/Y holen
Carry geldscht
Adresse aus X/Y setzen
Riicksprung

NMI Einsprung
interrupt setzen
JMP SFE47, NMI-Vektor

Akku zuf Stapel retten
X nach AKKku

X retten

Y nach Akku
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FE4B 48 PHA

FE4C A9 7F LDA #$7F
FE4E 8D 00 DD  STA $ODOD
FE51 AC 00 DD  LDY $DDOD
FES4 30 1C BMI $FE72
FES6 20 02 FD  JSR $FDO2
FES9 DO 03 BNE SFESE
FESB 6C 02 80 JMP ($8002)
FESE 20 BC F6 JSR $F6BC
FE61 20 E1 FF JSR SFFE1
FE64 DO OC BNE SFE72
Einsprung von $FF55

FEGS 20 15 FD  JSR $FD1S
FE69 20 A3 FD  JSR SFDA3
FE6C 20 18 ES  JSR $E518
FE6F 6C 02 A0  JMP ($A002)
LA A A2l a2l il idlld])
FE72 98 TYA

FE?3 20 A1 02 AND $02A1
FE76  AA TAX

FE77 29 O1 AND #3$01
FE?9  FO 28 BEQ $FEA3
FE7B  AD 00 DD LDA $DDOO
FE7E 29 FB AND #$FB
FEBO 05 BS ORA $B5
FE82 8D 00 DD STA $DDOO
FE85 AD A1 02 LDA $02A1
FEB8 8D OD DD STA $0DUD
FEBB B8A TXA

FEBC 29 12 AND #$12
FEBE FO 00 BEQ $FE9D
FE90 29 02 AND #$02
FE92 FO 06 BEQ SFE9A
FE94 20 D6 FE  JSR SFED6

Y retten

Wert laden
NMI-Moglichkeiten |8schen
Flags lesen und ldéschen

RS 232 aktiv ?

Pruft auf ROR-Modul in $8000
nein: weiter

ja: Sprung auf Modul-NMI

Flag fur Stop-Taste setzen
Stop-Taste abfragen
nicht gedrickt ?

Standard-Vektoren fOr
Interrupt und 1/0 setzen
170 initialisieren
Bildschirmreset

zum BASIC-wWarmstart

NMI-Routine fur RS 232
ICR-Register

mit RS 232 NMI-Flag verknup.
nach X retten

Sendebetrieb aktiv ?

nein

Datenport lesen

Bit 2 TMD Lloschen

zu sendendes Bit Ubergeben
und wieder in Datenport spei.
RS-232 NMI-Flag

wieder in ICR schreiben
Wert aus X zurlckholen

Bit 1 wxt 4 isolieren

Bit 1 und 4=0: Bit enpfangen
Bit 1, Aufruf von Timer B
nein: vera2weige zu Startbit
enpfangenes Bit verarbeiten
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FE97
FE9A

4C 90 FE
20 07 FF

JMP SFE9D
JSR $FFO7

Einsprung von SFE97

FESD
FEAD
FEA3
FEAL
FEA6
FEAS
FEAB
FEAE
FEAF
FEB1
FEB3

20D BB EE
4C BS FE
8k

29 02

FO 06
20 D6 FE
4C B6 FE
A

2% 10

FO 03

20 07 FF

JSR SEEBB
JMP SFEB6
TRA

AND #$02

BEQ SFEAE
JSR SFED6
JMP SFEBS
TXA

ANO #$10

BEQ SFEB6
JSR SFFO7

Einspresyg von SFEAO, SFEAB

FEB6 AD A1 02
FEB9 80 00 DD
FEBC 68

FEBD A8

FEBE 68

FEBF  AA

FECO 68

FEC1 40
RRRRARNRRRNRARRR
FEC2 (€1 27
FEC4 3A 1A
FEC6 C5 1
FEC8 74 OE
FECA ED OC
FECC 45 06
FECE FO 02
FEOC &6 01

LOA $02A1
STA $0D0D
PLA
TAY
PLA
TAX
PLA
RT!

Vorbereitung fir Byte umgehen
Vorbereitung fir Empfang
des niichsten Bytes

Enpfany des niichaten Bits v.
Rickkehr vom Interrupt

X nach Akku

Datenempfang ?

verzw¢ige wenn kein Espfang
empfangenes Bit verarbeiten
Ruckkehr vom Interrupt

X nach Akku

warten auf Startbit ?
verzweige wenn kein Startbit
Vorbereitung fur Empfang
des néchsten Bytes

RS-232 KMI-Flag
wieder in ICR
Y-Register vom Stapel
zurOckholen
X-Register
2urtickholen

Akku zuriuckholen
Ricksprung

Timerkonstanten fir RS 232 Baud-Rate,
NTSC-Version

$27C1 =
$IA3E =
$11C5 =
$0E74 =
$OCED =
$0645 =
$02F0 =
$0146 =

10177 50 Baud
6718 75 Baud
4549 110 Baid
3700 134.5 Baud
3309 150 Baud
1605 300 Baud
752 600 Baud

326 1200 Batd
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FED2
FED4

88 00
71 00

$0088
$0071

KEERREXRRRRRRRRRRRRRARRARARR

Einsprung von $FE94, SFEA8

FED6
FED9

FEDB
FEDD
FEEG
FEE2
FEES
FEE8
FEEB
FEEE
FEF1
FEF3
FEF6
FEF9
FEFC
FEFE
FFO1
FFO4

AD 01 DD
29 01

85 A7

AD 06 DD
E9 1C

60 99 02
8D 06 DD
AD 07 DD
60 9A 02
80 07 DD
A9 11

80 OF DD
AD A1 02
80 0D DD
A9 FF

8D 06 DD
80 07 DD
4C 59 EF

LDA $0DO1
AND #$01

STA $A7

LDA $DD06
SBC #$1C

ADC $0299
STA $DD06
LDA $DDO7
ADC $029A
STA $DDO7
LDA #$11

STA $DDOF
LDA $02A1
STA $DDOD
LDA #$FF

STA $DD06
STA $0007
JMP SEF59

ARRRNENRARR AR ANRAANANRAANRS

Einsprung von $FE9A, $FEB3

FFO7
FFOA
FFOD
FF10
FF13
FF15
FF18
FF1A

AD 95 02
8 06 DD
AD 96 02
a8 07 pD
A9 11

8 0F DD
A9 12

4D A1 02

LDA 30295
STA $DD06
LDA $0296
STA $0D07
LDA #$11

STA $DDOF
LDA #$12

EOR $02A1

184 1800 Baud
113 2400 Baud

NMI-Routine fur RS-232
Eingabe

Port Register B

Bit fOr Receive Data isolie-
ren

und speichern

Timer B LOMW

minus 28

+ LOW-Byte der Baudrate
wieder abspeichern

RS 232 Timerkon. fir Baudrate
HIGH-Byte addieren

in Timer schreiben

Timer 8 starten

Control Register B

CIA 2 NMI-Flag holen
Interrupt Control Register
Wert laden

und dami t

Timer setzen

Bit holen

NMI-Routine RS 232 Ausgabe

LOM- und HIGH-Byte

holen und in

RS 232 Timerkonstanten fur
Baudrate

Timer B starten

Control Register B

Bit 1 und 4 fur Verknipfung
mit NMI-Flag fir CIA 2
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FFID 8D A1 02 STA $02A1
FF20 A9 FF LDA #$FF
FF22 8D 06 DD  STA $DD06
FF2S 8D 07 DD  STA $0007
FF28 AE 98 02 LDX $0298
FF2B 86 A8 STX $A8
FF2D0 60 RTS

ARARARAANRANANAARNAN AN RN ANASD

Einsprung von S$F44A

FFRE  AA TAX

FF2F AD 96 02 LDA $0296
FF32 2A ROL

FF33 a3 TAY

FF34 &R TXA

FF35 69 C8 ADC #$C8

FF37 8D 99 02 STA $0299
FF3A 98 TYA

FF38 69 00 ADC #$00

FF3D 8D 9A 02 STA $029A
FF40 &8 RTS

FF41 EA NOP

FF42 EA NOP

L2322 2333 223223122 2 242332223

Einsprung won $F927

FF43 08 PHP
FF44 68 PLA
FF4S 29 EF AND #$EF
FF47 48 PHA

PRERRPATERTRAR R Rw AR A w Rk Rk

FF48 48 PHA
FF49 BA TXA

Wert wieder speichern
hochsten Wert laden

und in Latch von

Timer B ladea

Anzahl der zu senderden Bits
in 2&hler fUr Wortlédnge
RUcksprung

Tiimerwert fUr Sendebsudrate
ermitteln

Baudrate aus Tabelle nach X
HIGH-Byte holen

mal 2

nach Y retten
LOW-8yte holen

plus 200

nach Timerwert LOW
HIGH-Byte zurickhoten
Ubertrag addieren
nach Timerwert HIGH
Ricksprung

Mo OPeration
No OPeration

Einsprung aus Bandroutine

Statusregister auf Stapel
Statusregister in Akku
Break-Flag t6schen

urd wieder auf Stapel legen

IRG-Einsprung
Akku auf Stapel retten
X nach Akky
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FF&A 48 PHA X-Register retten

FF4B8 98 TYA Y nach Akku

FF4C 48 PHA Y-Register retten

FF4D BA TSX Stapelzeiger als Zdhler in X

FF4E BD 04 01 LDA $0104,X Break-Ftag vom Stapel holen

FF51 29 10 AND #$10 und testen

FFS3 FO 03 BEQ $FF58 nicht gesetzt

FF55 6C 16 03  JMP ($0316) BREAK - Routine

FF58 6C 14 03 JMP ($0314) Interrupt - Routine

e e vk ik e vk i ek e A e Aok ke il ek

Einsprung von $FCFB, $FF81

FF58 20 18 E5  JSR SE518
FFSE AD 12 DO LDA $0012
FF61 00 FB BNE SFF5E
FF63 AD 19 DO LDA $0019
FF&6 29 01 AND #$01

FFE3 8D A6 02 STA $02A6
FF6B 4C DD FD  JMP $FDDD

ARARAAARAARARARNAAAAAARAR AN

Einsprung von $FDF6

FF6E A9 81 LDA #8381

FF70 8D 0D DC STA $0COD
FF73 AD OE DC LDA $OCOE
FF76 29 80 AND #$80

FF78 09 11 ORA #$11

FF7A 8D OE DC STA $OCOE
FF7D 4C 8E EE  JMP SEESE
FF80 00 BRK

Video-Reset

Videocontroller inftialisie-
ren

Rasterzeile

wartet auf Ende Videozeile
Interrupt durch Rasterzeile?
8it 0 isolieren und als Flag
PAL/NTSC-Version merken
Interrupttimer setzen

Timer fur Interrupt setzen

Timer A Unterlauf
Interrupt Control Register
Control Register A

Bit 7 retten
Uhrzeittrigger (50/60 Hz)
Timer A starten

Control Register A
seriellen Takt aus

BReaK
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L g i ddddd i d gt i d gl g gl )]

FFB1 4C SB FF  JMP SFF5B

FF84 4C A3 FD  JMP SFDA3

FF87 4C 50 fD  JMP $FDS50

FFBA 4C 15 FD  JMP SFD15

FF80 4C 1A FD  JMP SFD1A

La gt ddad ddd g dd i d gl dd ]

FF90 4C 18 FE JMP SFE18

FF93 4C B9 ED  JMP SEDBY

FF96 4C C7 ED  JNP SEDC7

S ek o e i o e ek A i e dedniedeiode

FF99 4C 25 FE  JMP SFE25

ARRREAAARRRANAAAAAAAAAARRARR

FFOC 4C 34 FE  JMP SFE34

FF9F 4C B7 EA  JNP SEA87

FFA2 4C 21 FE  JMP SFE21

FFAS 4C 13 EE  JMP SEE13

FFA8 4C 00 ED  JMP SEDDD

Sprungtabelle fur
Betriebssystem-Routinen

Video-Reset

CIAs initialisieren

RAM loschen bzw. testen
1/0 initialisieren

1/0 Vektoren initialisieren
Einsprung von $A47D, $AB74
Status setzen

Sekundéradresse
nach LISTEN senden

Sekurdéaradresse
nach TALK serden

Einsprung von $E40B
RAM-Ende setzen/holen
Einsprung von $E403
RAM-Anfang setzen/holen
Tastatur abfragen

Time-out-Flag fir
IEC-Bus setzen

Eingabe vom IEC-Bus

Ausgabe vom IEC-Bus
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FFAB  4C EF ED  JMP SEDEF
FFAE 4C FE ED  JMP SEDFE
FFB1 4C OC ED  JMP $EDOC
FF84 4C 09 ED  JMP SEDO9

ARRRRRRERE AN RANNNN PR ARV EARR

FFB? 4C O7 FE  JMP SFEO7

RAARRARRARRARRARRARRAAARARERRRRARR

FFBA 4C 00 FE  JMP SFEOO

Trkkkkdk ki kv Ehbks

FFBD 4C F9 FD  JMP SFDF9

Tt et s e s et e e v e o o o e o e o o S o

FFCO 6C 1A 03  JMP (S031A)

NHHARKANARSRRARAARAAARNARRAR

FFC3 6C 1C 03  JMP (S031C)

ARAREERNR NN RRRARRERERRURRRRRAY

FFC6 6C 1E 03 JMP (SO31E)

pesTssssswewes 1 12122 T 22T LA

FFC9 6C 20 03  JMP ($0320)

RECEEERNIRRRRARRRRRRRARR RSO T A

UNTALK senden

UNLISTEN senden

LISTEN senden

TALK senden

Einsprung von $ABDD, $AF9A, SE180, $E195
Status holen

Einsprung von $EIDD, $E1F0, $E1F0, SE22B,
SE23F, SE24E

Fileparameter setzen
Einsprung von 3E1DS, SE21B, $SE261
filenamenparameter setzen
Einsprung von SEIC1

SF34A OPEN

Einsprung von SE1CC

$F291 CLOSE

Einsprung von SE11E

$F20E CHKIN Eingabeg. setzen
Einspruwg von SE4LAE

$F25D CKOUT Ausgabegerdt set.

Einsprung von $A447, $ABB7, SE37B, SF6F4,
$F716
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£ 222222 2222222222 22222222227 Einsprw von 35112

FFCF 6C 24 03  JMP ($0324) SF157 BASIN Eingabe
eines 2eichens

e Einsprung von $E10C, $F135, S$F5C9, $F726,
$F759

FED2 * 6C 26 03 JNP {30326) SFICA BSOUT Ausgabe
eines Zeichens

b2 22222222 2222222 sddsstdsdy] E"nsprung von $E175

FFDS  4C 9E F&4  JMP SF49E  LOAD

a2 22222l 2 il iadiaddadd s dd E " nsprung von s E 1 5 F

FFP8 4C DD F2 JMP SFSDD  SAVE

BEENNNAARACIIIISSEE SR dddd Einspr‘ung von $ALIA

FFDB 4C E4 F6 JMP SF6E4L  Time setzen
b2 422 2222222222222 22222222 2) Einsprm von SAFB‘
FFDE 4C DD F6 JNP SFEDD Time holen

srewwwsrrrrerssavnreeeess  Einsprung von $AB2C, SF4F9, SF62E, SF8DO,
$FE61

FFE1 6C 28 03 JMP ($0328) SFOED SYOP-Taste abfragen

E 22222222 222222222 22222222217 Einsprung von ‘E124

FFE4 6C 2A 03  JMP ($032A) SF13E GET

L2222 222222222222 el dsstdsdy] Einspru"g von SA“O

FFE7 6C 2c 03  JMP ($032C) $F32F CLALL
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La2 222222222223 222 32224272427

FFEA  4C 9B F6 JMP SF69B
FFED  4C 05 ES  JNP SES0S
b a2 2231212422432 1232222442474
FFFO  4C OA E5  JMP SESOA
b a2 2231232422432 1232222422474
FFF3  4C 00 ES  JMP SE500
FFEE6 52 52 42 592

P22 2221232123212 12 2122222222713
FFFA 43 FE $FE43
FFFC  E2 FC $FCE2
FFFE 4B FF $FF4B

SX-64 Betriebssystem

Einsprung von SEA31
Time erhdhen

SCREE¥ Anzahl Zeilen
und Spalten holen

Einsprung von SAAE9, SAAFA, $B3GF

Cursor setzen /
Cursorposition holen

Einsprung von $EO09E

Startedresse des
1/0-Bausteins holen

Hardware Vektorenz
NMI Vektor
RESET vektor

IRQ Vektor

Im folgenden sind die Abweichungen des SX 64 Betriebssystems
gegeniilber dem normalen C64 aufgelistet. Sie beziehen sich
hauptsichlich auf geinderte Einschaltmeldung, andere Farbkom-
binationen nach dem Einschalten sowie auf das Fehlen des An-
schlusses fiir die Datasette (Geriteadresse 1)

L2221 1232222222222 2222222227

E479 20 2A 2A 2A 2A 2A 20 20
E4B1 53 58 2D 36 34 20 42 41
E4B9 53 49 43 20 56 32 2k 30

Einschaltmeldung
L1e 1 g

SX-64 BA

sic v2.0
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E491 20 20 2A 2A 2A 2A 2A 00
E4AC B3

WRRRIRRNWINIWRRRRRRRRRRRRRRR

E4D3 85 A9 STA SA9
E4D5 A9 01 LDA #301
E4D7 85 AB STA $AB
E4D9 60 RTS

L2222 2222222222222 2222222121

E4DA  AD 86 02 LDA 30286
ES34 A9 D6 LDA #306

RARRURARRNFIWIRARRRRRRRNRRRE

ES7C 20 FD E9  JSR SE9FO

ESTF A9 27 LDA #$27
€581 E8 INX

E582 B4 D9 LDY $09,X
ES84 30 06 BMI SES8C
ES86 18 cLe

€587 69 28 ADC #328
€589 E8 INX

ES8A 10 Fé6 BPL SE582
ES8C 85 DS STA $D5
ESBE  4C 24 EA  JMP SEA24
E591 E4 C9 CPX $C9
€593 FO 03 BEQ SE598
ES95 4C ED E6  JMP SEGED
E598 60 RTS

ES99 EA NOP
BERRRERRRNRRRRRRRRRRRRRRRR RS
ESEE A2 OF LDX #$OF
ESF0 78 SEI

ESFt 86 C6 STX $C6

E5F3 BD D7 FO
E5F6 90 76 02

Ed Ll

RS-232 Routinen

in Speicher fur Band
Wert laden und

in Speicher fiur Band
Rucksprung

Hintergrurdfarbe setzen
aktuelle Textfarbe
Einschaltfarbe blau

Cursorposition berechnen
Zeiger auf Videoram setzen
39

Zeiger erhdhen

MSB der Startadresse der
Zeile

N=1 : SE58C

Carry loschen (Addition)
40 addieren

Zeiger erhohen

Fertig? nein: nachste Zeile
Lange der 2eile speichern
Zeiger auf Farbram berechnen
mit Cursorzeile fur Eingabe
vergleichen, gleich: RTS
MSB's flr Zeile berechnen
Rucksprung

No OPeration

Text nach Dricken von
Shift RUN/STOP

15 Zeichen

Interrupt setzen
Anzahl der Zeichen im
Tastaturpuffer

LDA $FOD7,X Text LOAD*:*",8 <CR> RUN <CR>
STA $D276,X

in Tastaturpuffer schreiben
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ARRRRAR AR AR AR AR AR AR AR AR AR AR

E621 20 91 E5  JSR SE591

ARRRRRRARRAAARRA AR AR AR A ARRSY

EAO7 20 DA E4  JSR $E4DA
EAOA A9 20 LDA #$20
EAOC 91 D1 STA ($01),Y
EAOE 88 DEY

EAOF 10 Fé6 BPL SEAO7
EA11 60 RTS

EA12 EA NOP

AAAR AR AR A AR AR ARAR AR AR AR

ECD9 03 01

2 e iy e e v vl e e o vk ol vk ok vk vl v vk ke o i ok ok e ok ok

EF94 4C D3 E4  JMP SE4D3

AXRRAR AR AR AR AR AR AR AR AR AAARL

FODB 4C 4F 41 44 22 3A 2A 22
FOEO 2C 38 0D 52 55 4E 0D

AAARARARAAA AR AR AR AR AR AR AR AR

F386 DO 08 BNE $F390
F4F6 90 85 BCC $F47D
FSF8 90 F7 BCC $F5F1

FF80 43

Cursorposition Bildschirm

Bildschirmzeile ldschen
Cursorfarbe setzen

! ! Leerzeichen

in Videoram schreiben
2ahler vermirdern
Fertig? nein: weiter
Ricksprung

No OPeration

zur geanderten RS 232-Routine
Text nach Shift RUN/STOP
LOADII:*II

.8 RUN

Ignorieren der Geréate-
adresse 1 (Datasette)

zu 'TLLEGAL DEVICE NUMBER!

Memory top setzen

zu "ILLEGAL DEVICE NUMBER®
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7. Der Schaltplan

7.1 Die Dokumentation des Schaltplans

Zu Anfang dieses Kapitels einige Yorbemerkungen:
Leider koénnen die folgenden Seiten keine Einfithrung in die
Digital- oder Computertechnik bieten.

Wir miissen einige elementare Kenntnisse dieser Technik vor-
aussetzen. So sollten Sie den Unterschied zwischen einem AND-
und einem OR-Gate kennen, oder sich beispielsweise in der Be-
nutzung der Hexadezimalzahlen auskennen. Wenn Sie diese
Grundkenntnisse bereits haben, bisher aber mit der Hardware
von Microcomputern nichts zu tun hatten, so sollten Sie sich von
der etwas verwirrenden Anzahl der Leitungen, Gatter und
anderen ICs im Schaltplan nicht beeindrucken lassen.

Nach der Lektiire dieses Kapitels werden Sie die Hardware lhres
Computers recht gut verstehen. Den Spezialisten und ’Freaks’
unter Thnen wird die Beschreibung sicher zu ausfiithrlich er-
scheinen. Sie sollten dies Kapitel trotzdem in Ruhe durchlesen.
Um die Funktionen der einzelnen Stufen nur an Hand des
Schaltplans im Detail zu verstehen, ist wesentlich mehr Zeit er-
forderlich, als zum Lesen dieses Kapitels benétigt wird.

Den kompletten Schaltplan finden Sie im Anhang dieses Buchesl

Jeder technisch interessierte Computerbesitzer hat sicher den
Wunsch, sein Ger#it einmal zu 6ffnen und hineinzuschauen,
Vielleicht haben auch Sie schon einmal das Innenleben betrach-
tet. Sollten Sie aber aus Vorsicht, den C64 nicht zu beschidigen,
diesem Wunsch nicht nachgegeben haben, dann seien Sie beru-
higt. Ldsen Sie zuerst alle Leitungen zum C64, also Netzteil,
Fernseher und alle anderen angeschlossenen Ger4te. Dann kon-
nen Sie unbesorgt zu einem passenden Kreuzschlitz-
schraubenzieher greifen, die auf der Unterseite befindlichen drei
Schrauben l6sen und vorsichtig die beiden Gehiusehilften tren-
nen, um einen Blick in den Computer zu werfen.
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Loésen Sie aber unbedingt zuvor die Steckverbindung zum Netz-
teil, um versehentliche Kurzschliisse zu vermeiden.

Das Foto zeigt den Blick in einen C64. Wenn Sie feststellen, dal3
Ihr C64 ein etwas anderes Innenleben aufweist, dann liegt das
daran, da das Layout der Leiterplatte im Lauf der Zeit 6fter
geidndert worden ist. Die abgebildete Platine stellt den zur Zeit
der Drucklegung gltigen Stand dar.
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Ein Blick ins Innere

¥

v
T
v
i

c=EEYETS
LA

SID 6581
Character-ROM
Kernal-ROM
Basic-ROM

CIA U2, USER-Port, opt. RS-232, teitw. serieller
IEC-Bus, Videohil fsadressen

CIA U1, Tastaturabfrage, Control-Ports Cass-Read

AnschluB fir die Tastatur
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A LR )

Memory-Manager

farb-RAM
Prozessor 6510
Transistorstufe zur Motorsteuerung der Datasette

64K RAM Multiplexer
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- IERH N

GLDTKE NS 3%

1. 5 Volt Festspannungsregler

2. 12 Volt Festspannungsregler

3. Control-Ports

4.
5.

Sicherung

Ein-/Aus-Schalter

. Stromversorgungstecker

Expansion-Port
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07U 955
CTHCHR 48 3R

1. Quarz
2. VIC 6569
3. Modulator

4. Einstellregler fir Kanalfrequenz des Modulators.
Kann bei Bedarf verstellt werden, wenn ein
starker Fernsehsender auf dem Kanal liegt.
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72 Liste der verwendeten Halbleiter

Fiir die Spezialisten unter Thnen hier noch eine Aufstellung der
im CBM 64 verwendeten ICs mit Herstellerangaben. Damit
haben Sie die Moglichkeit, IThr Gerit selbst zu reparieren.

Bez. Typenbez. Hersteller

Ul 6526 CIA Cammodore MOS
U2 6526 CIa Commodore MOS
u3 2364A BASIC Commodore MOS
U4 2364A KERNAL Commodore MOS

us 2332A CHARACTER Commodore MOS
U6 2114L-3 COLOR RAM diverse Hersteller

z.B. OKI MSM 2114L-3

FAIRCHAILD 2114L-3

HITACHI HM2114L-3

M0S MPS2114L-30

MOTOROLA MCM2114L-30

NEC uPD2114L-1

U7 6510 MPU Cammodore MOS

u8 7406 diverse Hersteller

U9 4164 RAM diverse Hersteller

ut0

U111 2.B. NEC uPD4164-2

v12 MOSTEX MK4164-10

uv21

v22

u23

v24

U13 SN74LS257 diverse Hersteller

U146 SN74LS278 diverse Hersteiler

U15 SN74LS139 diverse Hersteller

U16 MC4L066 diverse Hersteller

u17 825100 Signetics, programmiert durch
Commodore

u18 6581 SID Commodore MOS

u19 6589 viIc Commodore MOS

u20 556 diverse Herstel ler

U25 SN74LS257 diverse Hersteller
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U26 SN74LS373 diverse Hersteller
U27 SN74LS08 diverse Hersteller
U28 MC4066 diverse Hersteller
U29 SN74LST4 diverse Hersteller
U30 SN74LS193 diverse Hersteller
U31  SN74LS629 diverse Hersteller
U32 MC4044 Motorola

VR1 7812 12V Regler diverse Hersteller
VR2 7805 5V Regler diverse Hersteller

7.3  Die Stromversorgung

Obwohl die Stromversorgung zu den einfachen Schaltkreisen in
einem Computer gehdrt, hat der Entwickler doch einige Tricks
angewendet, um mit minimalem Aufwand einen gréftmdglichen
Effekt zu erzielen.

Den Anschlu an das Lichtnetz iibernimmt der Trafo. Dieser
Trafo befindet sich zusammen mit einer Gleichrichterschaltung
im Trafogeh3duse und wird iiber einen 7-poligen DIN-Stecker an
die mit CN7 bezeichnete Buchse angeschlossen. Im Trafo wird
eine Wechselspannung von 9 Volt erzeugt, die auf die Pins 6
und 7 von CN7 gefiithrt werden. Die Gleichrichterschaltung im
Trafogehiuse erzeugt Uber eine zweite Trafowicklung eine sta-
bilisierte Gleichspannung von 5 Volt. Diese 5 Volt liegen auf
dem Pin 5 von CN7, die Masseleitung auf den Pins 1, 2 und 3.
Die von den Buchsenkontakten kommenden Spannungen werden
zur Beseitigung von Netzstérungen iiber die Spulen L2 und L4
und die Kondensatoren C20, C21, C98, C99 und C100 gefiihrt
und gefiltert.

Der mit SWI1 bezeichnete doppelpolige Schalter ist der an der
rechten Seite befindliche Einschalter. Die 9 Volt Wechselspan-
nung wird mit der Sicherung F1 (1 Ampere) abgesichert und
steht am Userport an den Kontakten 11 und 12 zur Verfiigung.
Diese Spannung kdnnen Sie nach Gleichrichtung und Siebung
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fir externe Gerite verwenden; belasten Sie diese Stromquelle je-
doch nur mit maximal 100 mA, die Sicherung wird es Ihnen
danken.

Apropos Sicherung:

Wenn sie defekt ist, leuchtet die LED am 64, auch eine ange-
schlossene Floppy macht beim Einschalten des Rechners einen
Reset, auf dem Bildschirm ist aber nichts zu sehen. Vergewis-
sern Sie sich aber zuerst, ob der Fernseher auf dem richtigen
Kanal steht und das HF-Kabel angeschlossen ist. Wenn alles
richtig erscheint, kontrollieren Sie die Sicherung. Ist diese
durchgebrannt, dann ersetzen Sie sie durch eine Sicherung mit
dem Wert 1.25 Ampere. Sollte auch die neue Sicherung ihren
'Geist® aufgeben, liegt mit einiger Wahrscheinlichkeit ein Defekt
vor.

Nach der Sicherung kommt eine Gleichrichterschaltung , welche
S Volt stabilisiert, 9 Volt ungeregelt sowie 12 Volt stabilisiert
zur Verfiigung stellt.

Die Gleichrichterschaltung besteht aus dem Briickengleichrichter
CR4 und den Dioden CNS und CN6. Hinter dem Briickengleich-
richter stehen die ungeregelten 9 Volt, die mit VR2, einem inte-
grierten SV-Festspannungsregler, auf 5 Volt stabilisiert werden.
Uber die Dioden CNS und CN6 wird die Wechselspannung auf
eine ungeregelte Gleichspannung von ca. 16 Volt gleichgerichtet,
die mit dem Spannungsregler VRI auf 12 Volt stabilisiert wird.

Die aus dem Trafogehiuse kommenden 5 Volt sind mit einem
eigenen Spannungsregler schon im Trafogehiuse stabilisicrt. Dies
hat den Vorteil, das die erzeugte Verlustwirme nicht den Com-
puter aufheizt, der erzeugt schon genug eigene Wirme. Diese
Spannung iibernimmt die Versorgung der meisten ICs in Threm
C64 und liegt am Pin 2 des Userports CN2. Damit steht lhnen
fiir kleinere Projekte schon eine geeignete Spannung zur Verfii-
gung. Aber auch diese Spannungsquelle sollten Sie nicht iiberla-
sten. Der Maximalstrom ist mit 100 mA angegeben, sicherlich
fiir einige ICs ausreichend. Erfreulicherweise ist diese Spannung
kurzzeitig kurzschluBfest. Dieser KurzschluBifall ist sehr einfach
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feststellbar. In diesem Fall erscheint kein Bild auf dem ange-
schlossenen Fernseher und die Leuchtdiode leuchtet nicht, da
auch sie von dieser Spannung versorgt wird.

Die im C64 erzeugte Spannung von 5 Volt trigt die Bezeichnung
CAN=+5. Diese Spannung versorgt den Videocontroller (weiterhin
kurz als VIC bezeichnet), die Videoausgangsstufe und alle zur
Takterzeugung bendtigten ICs. Der VIC bekommt die S Volt
direkt, zur Videoausgangsstufe wird die Spannung iiber die
Spule Ll und die Kondensatoren C61, C63 und C64 gefiltert.
Alle der Takterzeugung zugehorigen Bauteile bekommen die
Spannung Giber L2, C65, C66 und C67 gesiebt zugefiihrt.

Da die Datasette kein eigenes Netzteil hat, mufl der Computer
auch den benétigten 'Saft’ hierfiir liefern. Die von der Datasette
benétigten Spannungen sind 6 Volt fiir den Recordermotor und
S Volt fiir die eingebaute Elektronik. Der Antriebsmotor be-
kommt die Spannung iiber die Transistorschaltung QIl, Q2 und
Q3 auf die Kontakte 3 und C des Kassettenportsteckers CN3
geschaltet. Wenn der Prozessor das Portbit 5 auf HIGH legt,
wird der Transistor Q2 durchgeschaltet. Damit ist die Zenerdi-
ode CR2 kurzgeschlossen, der Transistor QI bekommt keine
Basisvorspannung, QI und Q3 sperren. Der Recordermotor
stoppt. Wird das Portbit dagegen LOW, dann ist der Transistor
Q2 gesperrt. An der Basis von QI liegt die Zenerspannung von
7.5 VoIt und steuert die Transistoren Q1 und Q3 an. Am Emitter
von Q3 liegt die um die beiden Basis-Emitterspannungen der
Tranistoren (ca 1.5 Volt) reduzierte Zenerspannung, das ergibt
ca. 6 Volt. Durch diese Stabilisierung der Motorschaltstufe wird
eine konstante Drehzahl des Motors erreicht.

Die Elektronik der Datasette wird iiber die Kontakte 2 und B
des Steckers CN3 versorgt. Bleiben noch die 12 Volt. Diese
Spannung wird fiir den VIC, den SID (Sound Interface Device)
und die Audioausgangsstufe mit dem Transistor Q8 bendétigt.

Nicht direkt zur Stromversorgung gehorend ist die kleine Schal-
tung rund um das Gatter U27. Trotzdem soll sie hier erliutert
werden, da sie ihre Signale aus dem Netzteil bekommt. Das
Gatter U27 stellt eine UND-Verkniipfung dar. Der Eingang Pin
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13 liegt fest an 5 Volt, der Eingang Pin 12 iiber den Widerstand
R5 an den 9 Volt Wechselspannung. Am Pin 12 wiirde sich die
Spannung also mit der Netzfrequenz von 50 Hertz 4ndern. Nun
ist einen Spannung von 9 Volt fiir einen TTL-Eingang nicht
sehr vertriglich und eine negative Spannung von -9 Volt sollte
an einem solchen Eingang unbedingt vermieden werden, um das
IC nicht zu zerstéren. Um die Eingangsspannung zu begrenzen,
ist die Zenerdiode CRI an den Eingang geschaltet. Wenn die
Wechselspannung iiber +2,7 Volt steigt, so wird sie von der
Zenerdiode auf diesen Wert begrenzt. Damit ist ein logisches
HIGH-Signal gegeben. Die negative Spannung wird von der
Zenerdiode auf -0.7 Volt begrenzt, ein Wert, den der TTL-Ein-
gang noch gut verkraftet, und der als logisches LOW-Signal er-
kannt wird. Die Spannung schwankt also im Rythmus der Netz-
frequenz am Pin 12 des U27 zwischen LOW und HIGH. Damit
indert sich der Ausgang im selben Takt.

Der Widerstand R37 stellt eine Mitkopplung dar, er beschleunigt
die Anstiegs~ und Abfallzeiten, um saubere Rechteckimpulse fiir
die weitere Verwendung zur Verfiigung zu stellen.

Woraus besteht nun die weitere Verwendung?

Im Schaltplan kann man erkennen, das diese 50 Hertz an die ICs
Ul und U2, die beiden CIAs, gehen. Auf die CIAs wird im
weiteren Verlauf der Schaltplanbeschreibung noch niher einge-
gangen. Jetzt nur so viel:

Die Netzfrequenz ist das am einfachsten zu erzeugende fre-
quenzkonstante Signal. Darum eignet es sich besonders fiir An-
wendungen, in denen Zeiten gemessen werden sollen. Das ist
auch Aufgabe des Signals in den CIAs. Diese enthalten soge-
nannte Echtzeituhren, die ihren Takt von der Netzfrequenz be-
ziehen.
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7.4 Die Takterzeugung

Fiir ein ordnungsgemiBes Funktionieren eines Computers ist
eine stabile und stérungsfreie Stromversorgung sehr wichtig. Die
Konstanz und Stabilitit der Taktsignale ist fiir die Funktion aber
sicher genau so mafBlgebend. Dieser Takterzeugung wollen wir
uns jetzt zuwenden.

Wenn Sie auf die Leiterplatte des CBM 64 schauen und mit dem
Schaltplan auf IC-Suche gehen, so werden Sie vermutlich das
eine oder andere IC nicht auf den ersten Blick finden, genauso-
wenig wie die fiir die Taktversorgung zustindigen ICs. Diese
befinden sich zusammen mit dem VIC (Video Interface Con-
troller) in dem Blechkasten in der Mitte der Platine (nicht der
Kasten mit dem FernsehanschluB3, das ist der UHF-Modulator).
Dieses Blechgehduse schirmt die bei der Takterzeugung entste-
hende hochfrequente Stdrstrahlung ab. Bei Rechnern ohne aus-
reichende Abschirmung kann man beobachten, daBl alle im
niheren Umkreis befindlichen Radios nur Pfeif- und Zischlaute
von sich geben. Schlimmer noch, auch Fernsehgerite werden von
solchen Storstrahlungen beeinflufit. Wenn der 64 nicht iiber
ausreichende EntstérmafBnahmen verfiigen wiirde, wire der Be-
trieb mit einem Fernseher wenn auch nicht unmdglich, so doch
sehr gestort.

Die alles bestimmende Taktfrequenz wird vom Quarz Yl er-
zeugt. Doch vorab noch eine Erliuterung. Alle jetzt folgenden
Angaben beziehen sich auf ein fiir den deutschen Markt produ-
ziertes Ger4t mit PAL-Ausgang.

Der Quarz YI schwingt mit einer Frequenz von 17.734472 MHz.
Er ist iiber C70 an das IC U3l angeschlossen. Das IC U3l, ein
TTL-IC mit der Bezeichnung 74LS629, enthilt 2 unabhingige
VCOs. Ein VCO ist ein spannungsgesteuerter Oszillator. Durch
eine am Steuereingang angelegte Gleichspannung kann die Fre-
quenz in einem bestimmten Bereich verindert werden. Dieser
Steuereingang ist fiir den VCO I der Pin 1. Das Poti R27 an
diesem Eingang erlaubt eine wenn auch geringfiigige Anderung
der Ausgangsfrequenz. Da auch Quarze eine gewisse Toleranz
haben, 148t sich die Soll-Frequenz mit dem Poti genau einstellen.
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Der Ausgang des VCO 1 ist der Pin 10. Die hier anliegende Fre-
quenz wird direkt als Signal OCOLOR an den VIC gefiihrt.
Gleichzeitig gelangt das Signal an das IC U30. Dieses IC, ein
74LS193, ist als Frequenzteiler geschaltet. Dieser Teiler hat ein
einstellbares Teilerverhiltnis. In Abh&ngigkeit der Pegel an den
Pins 1, 9, 10 und 15 148t sich jedes Teilerverhilinis zwischen 1:1
und 15:1 einstellen. In unserem Fall ist das Teilerverhiltnis auf
9:1 eingestellt. Die 17.734 MHz werden also durch 9 geteilt. Da-
mit steht am Ausgang Pin 6 eine Frequenz von 1.9704 MHz zur
Verfiigung. Diese Frequenz wird auf den Pin 1] des IC U29
gefithrt. U29 enthilt 2 Flipflops. Mit jeder positiven Flanke des
Clock-Signals an Pin 11 wird die am Dateneingang Pin 12 des
Flipflops 1 liegende Information auf den Q-Ausgang Pin 9 wei-
tergegeben. Der Ausgang -Q (Pin 8) hat dann auch die Ein-
gangsinformation, nur mit invertierter Polaritiit. In der vorlie~
genden Beschaltung liefert die durch 9 geteilte Quarzfrequenz
das Clocksignal fiir FF1l. Der Dateneingang ist mit dem Ausgang
-Q verbunden. Wenn dieser -Q-Ausgang HIGH ist, wird das
HIGH-Signal mit der nichsten positiven Flanke an Pin 11 auf
den Q-Ausgang gegeben. Gleichzeitig wird der -Q-Ausgang
LOW. Mit der nichsten positiven Taktflanke wird das LOW an
Q gelegt, -Q hat jetzt wieder ein HIGH und so weiter.

Mit jedem zweiten Taktimpuls wechseln also die Ausginge ihren
Zustand. Das kommt einer Frequenzteilung durch den Faktor 2
gleich, am Ausgang erscheint eine Frequenz von 985,248 KHz.
Das ist die Taktfrequenz des Prozessors. Dieses Signal wird aber
nicht direkt als Takt verwendet, die ganze Sache ist etwas kom-
plizierter. Das Signal Dot Clock mit der Frequenz 7,88198 MHz
148t sich durch Frequenzteilung nicht aus der Quarzfrequenz
ableiten. Darum muf} ein anderer Weg beschritten werden, die
Frequenzsynthese mit einer PLL-Schaltung. PLL bedeutet Phase
Locked Loop, tibersetzt etwa phasengeregelte Schleife. Der PLL
im 64 ist mit den ICs U32, U3l und dem VIC aufgebaut. Wich~
tigster Bestandteil eines PLL ist ein Phasencomparator mit zwei
Eingiingen. Dieser Phasencomparator liefert an seinem Ausgang
eine Gleichspannung, die proportional der Phasenlage der beiden
Signale ist. Diese Funktion ist mit dem IC U32 und dem Transi~
stor Q7 aufgebaut. Im Detail funktioniert die Sache etwa so:
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Am Eingang Pin 1 des U32 liegt eine Frequenz von 985 KHz,
geliefert vom Ausgang des Flipflop U29. Am zweiten Eingang
des PLL Pin 3 liegt das Signal 0o, das vom VIC gelieferte Takt-
signal fiir den Prozessor, mit noch unbestimmter Frequenz. Die-
ses Signal 0o vom VIC stellt das durch 8 geteilte Ausgangssignal
des VCO 2 im U3l dar. Die Frequenzteilung durch 8 findet
direkt im VIC statt. Die Frequenz des VCO 2 wird nicht durch
einen Quarz, sondern durch einen Kondensator, den C86, be-
stimmt. Die Steuerspannung des VCO 2 wird jetzt durch den
Ausgang des Phasencomparators U32 geliefert. Wenn die Steu-
erspannung des VCO 2 ca. 3 Volt betrigt, schwingt er auf einer
Frequenz von 7,88198 MHz. Wenn wir jetzt den Fall annehmen,
dafB3 die Frequenz des Flipflops U29 hdher als die Frequenz 0o
ist, der VCO 2 also beispielsweise nur mit 7.7 MHz schwingt,
dann liefert der Ausgang Pin 8 des Phasencomparators eine
Spannung kleiner 3 Volt, die den VCO mit einer hdheren Fre-
quenz schwingen 14Bt. Damit erhdht sich auch die Frequenz am
Pin 3 des Phasencomparators, sie nihert sich der Referenzfre-
quenz am Pin I, die Steuerspannung nihert sich den 3 Volt.
Wenn die Frequenzen an Pin I und Pin 3 gleich sind, wird der
VCO noch so lange geregelt, bis die Signale nicht nur frequenz-,
sondern auch phasengleich sind. Derselbe Vorgang l4uft ab,
wenn der VCO mit zu hoher Frequenz schwingt. Dann wird die
Steuerspannung gréBler 3 Volt. Jetzt schwingt der VCO lang-
samer und die Steuerspannung nimmt ab, bis die Signale fre-
quenz- und phasengekoppelt sind. Dann liegt das Signal Dot
Clock richtig an. Die geschilderten Regelvorgiinge brauchen nur
kurze Zeit. Nach spitestens 100 Millisekunden stehen alle Fre-
quenzen zur Verfiigung.

Zum AbschluB noch eine kurze Schilderung der Funktion des
FF2 und der Abliufe in einem 64 mit NTSC-Farbausgang. In
diesen fir den amerikanischen Markt produzierten Geriten ist
zum einen ein 14.31818 MHz-Quarz eingebaut. Des weiteren ist
ein anderer VIC-Chip, ein 6567, in der NTSC-Version einge-
setzt. Bei der PAL-Version ist dies ein 6569.

Als drittes Merkmal ist die Drahtbriicke zwischen den Punkten
EI und E2 oder E3 anders gelegt. Bei Pal-Geriten ist diese
Briicke zwischen E1 und E2 geschaltet. Damit liegen die Pins 1
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und 10 des Teilers U30 an +5 Volt. Auch der Pin 4 des IC U29
liegt an HIGH. Dieser Pin 4 ist der sogenannte Preset-Eingang
an FF2. Clock-, Daten- und Clear-Eingang dieses FFs sind an
Masse gelegt. Ein LOW-Signal am Clear-Eingang versetzt das
Flipflop in einen definierten Zustand. Unabhingig von den
anderen Eingangssignalen wird der Q-Ausgang LOW, -Q dage-
gen HIGH. Wie bei so vielen anderen Gelegenheiten gibt es aber
eine wichtige Einschrinkung zu dem zuvor Gesagten: Um diesen
Zustand zu erhalten, muBl der Preset-Eingang auf HIGH-Pegel
liegen.

Diese Bedingung ist bei einem PAL-Gerit iiber die Draht-
briicke erfiillt. Die Einglinge 1, 9, 10 und 15 des Z#ihlers U30
bestimmen binir codiert den Startwert des Zihlers. Da der Zih-
ler immer bis 16 zihlt, kann man mit dem Startwert das Teiler-
verhiltnis einstellen. Er beginnt dann nicht bei 0, sondern mit
dem programmierten Wert. Der Eingang A stellt das niederwer-
tige Bit dar, Eingang D das hdchstwertige Bit. An diesen Ein-
gingen liegt dezimal ausgedriickt eine 7. Der Zihler zihit bis 16
weiter und beginnt dann wieder bei 7. Fiir diesen Durchlauf
bendtigt er 9 Zihlimpulse, er teilt also durch 9. Damit stellt das
FF2 nichts anderes als einen einfachen Inverter dar. Wenn der
Eingang HIGH ist, so ist der Ausgang LOW und umgekehrt, die
normale Inverterfunktion. Bei NTSC liegt der Preset-Eingang
des U29 auf LOW. Laut Datenblatt haben jetzt sowohl Q- wie
auch -Q-Ausgang HIGH-Pegel, eigentlich ein ungewdohnlicher
Zustand, der das IC aber nicht beschidigt. Jetzt ist das Teiler-
verhiltnis von U30 7:1, mit dem nachfolgenden Flipflop 14:1,
und die Taktfregquenz des Prozessors betrigt damit 1.0227 MHz,
ist also geringfiigig hoher als die PAL-Arbeitsfrequenz.

7.5 Der Prozessor

Wie schon erwihnt ist der Prozessor des C64 der 6510, Dieser
neue Prozessor unterscheidet sich von dem bekannten 6502 in
der Hauptsache durch einen im Prozessorchip integrierten Port.
Dieser Port verfiigt iiber 6 programmierbare IO-Leitungen(lO =
Abkiirzung fir Input Output; Leitungen, die wahlweise als Ein-
ginge oder Ausgiinge geschaltet sind).
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Die Zahl 6 ist im Zusammenhang mit 8-Bit-Prozessoren sicher
etwas ungewohnlich. Bei dem zur Verfiigung stehenden 40-poli-
gen Gehiuse waren aber nicht mehr Leitungen frei, um einen
vollen 8-Bit-Port zu realisieren.

Die 40 Pins des 6510 sind wie folgt belegt:

Pin Bez.
1 OIN
2 RDY
3 -1RQ
4 -NMI
5 AEC
[ vcc
7 AO
bis

20 A13
21 GND
22 A4
23 A15
24 PBS
bis

29 PBO
30 07
bis

37 DO
38 R/-W
39 02
40 -RES

Funktion

Eingang, Systemtakt vom VIC Pin 17
Eingang, Ready von U27 Pin 3
Eingang, Interrupt Request
Eingang, Non Maskable Interrupt
Eingang, Adress Enable Control
Betriebsspannung +5V

Ausgang, Adrefbit 0

Ausgang, AdreBbit 13
Betriebsspannung Masse
Ausgang, AdreBbit 14
Ausgang, AdreBbit 15
Ein-Ausgang, Portbit 5

Ein-Ausgang, Portbit 0
Ein-Ausgang, Datenbit 7

Ein-Ausgang, Datenbit O

Ausgang, Read/-Mrite

Taktausgang Phase Two, im folgerden 02 genannt
Eingang, Reset

Wie viele andere Prozessoren hat also auch der 6510 einen 8-
Bit-Daten- und einen 16-Bit-AdreBbus. Somit kann der 6510
einen Speicherbereich von 64 K direkt adressieren.

Die Signale OIN und 02 sind die Taktsignale des Systems, sozu-
sagen der Herzschlag des Rechners. Das Signal OIN wird vom
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VIC erzeugt und hat eine Frequenz von ungefdhr 985 KHz. Aus
diesem Signal wird im Prozessor das Signal 02 erzeugt. 02 ist fir

do N1 Wi 400 1
RDY []2 3ol |
iRQ  []3 3g [
NMT [14 37 [
AEC []s 36

vcc []e 35| 1
A0 [z 34 ]
A1 [1s 33 ]
A2 []e 32[]
A3 110 MOS 6510 31 [_]
A4 111 30 ]
A5 [112 29[ ]
A6 [113 28[ |
A7 (114 27 1 ]
A8 [(1hs 261
A9 116 25 ]
A10 [ 117 24 1
A1l []18 23]
A12 [J19 22| 1
A13 [ }20 211 ]

Abb. 7.5.1:

Die 6510
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Abb. 7.5.2: Expansion-Port
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das Zusammmenspiel von Prozessor und Peripherie sehr wichtig,
es stellt den Bezugstakt fiir alle Operationen des Prozessors dar.

Das Signal -RES wird benutzt, um den Prozessor und andere ICs
in einen definierten Anfangszustand zu versetzen. Dieser Reset
findet im Einschaltmoment statt. Schauen wir uns diesen Ein-
schaltmoment einmal etwas niher an.

Das -RES-Signal wird vom IC U20 erzeugt. Dies IC, ein NE556,
enthilt 2 identische Timer-Baustufen. Mit diesen Timern kann
man durch einfache externe Beschaltung Oszillator- oder Im-
pulsgeberbaustufen aufbauen. In unserem Fall ist das IC als Im-
pulsgeber geschaltet. Mit dem Anlegen der Betriebsspannung
wird der Kondensator C105 iiber den Widerstand R50 aufgela-
den. Gleichzeitig wird der Kondensator C24 iiber den Wider-
stand R34 aufgeladen. Wenn nun nach einiger Zeit (einigen 10
Millisekunden) die Spannung am CIOS den Wert von 1.6 Volt
(1/3 der Betriebsspannung ) ubersteigt, wird der eigentliche Im-
puls gestartet. Der Kondensator C24 wird iiber den Anschluf3 13
schlagartig entladen. Gleichzeitig wird der Pin 9, der Ausgang
des Timers, auf 5 Volt gelegt. Danach wird C24 iiber den
Widerstand R34 wieder aufgeladen. Aber jetzt wird die Span-
nung durch den Eingang Pin 12 {iberwacht. In dem Moment, wo
die Spannung 2/3 der Betriebsspannung (ca. 3.3 Volt) iibersteigt,
wird der Ausgang wieder Low. Dieser Zeitpunkt ist nach etwa .5
Sekunden erreicht. Der am Ausgang Pin 9 des Timers befind-
liche Inverter macht aus diesem positiven Impuls einen Negati-
ven. An seinem Ausgang steht das eigentliche -Res-Signal zur
Verfigung. Im Moment des Wechsels von High nach Low startet
der Prozessor seine Arbeit. Als erstes holt er von den Adressen
SFFFC und $SFFFD (genannt Reset-Vektor) die Adresse des
nichsten zu verarbeitenden Befehls. Auf dieser Adresse beginnt
nun das eigentliche Betriebssystem.

Der Pin mit der Bezeichnung R/-W signalisiert, ob der Prozessor
einen Lese- oder einen Schreibzugriff vornimmt. Wenn diese
Leitung High ist, liest der Prozessor Daten aus RAM, ROM oder
Interfacechips. Bei einem Low auf dieser Leitung schreibt der
Prozessor, d.h. er speichert Daten im jeweils adressierten Bau-
stein. Dieses Schreiben ist natiirlich nur dann sinnvoll, wenn der
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adressierte Baustein diese Daten auch speichern kann. Auf ein
ROM zu schreiben ist wenig sinnvoll, da die Daten des ROM
schon bei der Herstellung festgelegt werden und nicht verinder-
bar sind.

Der Pin mit der Bezeichnung ~-NMI (Non Maskable Interupt =
nicht maskierbare oder ausblendbare Unterbrechnung) gestattet
die Unterbrechung eines gerade laufenden Programms. Nicht
maskierbar bedeutet, da3 der Interrupt immer zugelassen ist. Er
ist durch Software nicht auszuschlieBen. Wann immer dieser
Anschluf3 nach Masse gezogen wird, wird mit der Beendigung
des gerade .abgehandelten Maschinensprachebefehls das laufende
Programm verlassen. Der Prozessor holt vom NMI-Vektor
($FFFA und S$FFFB) die Adresse der Interrupt-Routine, und
verzweigt auf diese. Der NMI kann im CBM 64 durch drei ver-
schiedene Ereignisse ausgelést werden.

Der erste Fall ist das Driicken der RESTORE-Taste. Wird diese
Taste gedriickt, dann erzeugt der zweite Timer des U20 einen
geeigneten Impuls. Das Driicken der Taste entlidt den Konden-
sator C38 schlagartig. Uber den Widerstand R35 wird der Kon-
densator wieder aufgeladen, auch wenn die RESTORE-Taste
noch gedriickt ist. Sobald die Spannung am Pin 6 des U20 1.6
Volt iibersteigt, wird der eigentliche NMI-Impuls gestartet. Der
Ausgang des Timers Pin 5 wird High, am Ausgang des Inverters
U6 erscheint ein Low-Pegel, der Kondensator C23 wird iiber
den Pin 1 von U20 entladen und beginnt sich iiber R33 wieder
aufzuladen.

Nach ca. 18 Microsekunden ist der C23 auf 2/3 der Betriebs-
spannung aufgeladen und der Ausgang Pin 5 wird wieder Low,
der -NMI-Eingang des Prozessors ist wieder High.

Der zweite Fall wird durch die CIA U2 erzeugt. Der Pin 21
dieses ICs kann beim Eintreffen bestimmter Ereignisse einen
Low-Pegel annehmen. Die Erzeugung dieses -NMI wird im
Abschnitt Giber die CIAs behandelt.



Der Schaltplan 591

Der dritte Fall ist das KurzschlieBen des Anschlu D der
Cartridge Expansion. Hier kdnnen externe Bausteine einen In-
terrupt ausldsen.

Dem -NMI ihnlich ist der -IRQ (Interrupt ReQuest). .Als
wesentlicher Unterschied zum -NMI ist zum einen der Inter-
ruptvektor des -IRQ zu sehen. Dieser Vektor liegt auf den
Adressen $FFFE und $FFFF. Des weiteren ist dieser Interrupt
softwaremiBlig ausschaltbar.

Wenn im Prozessorstatusregister das I-Flag (Bit 2) gesetzt ist,
werden alle auftretenden Interrupts ignoriert.

Ein weiterer Unterschied zum -NMI ist die Tatsache, daf3 der -
IRQ nicht flankengesteuert ist. Der Interrupt muf3 also minde-
stens so lange anliegen bis der Prozessor diesen Anschlufl priift.
Erzeugt wird der -IRQ auch wieder auf drei verschiedene
Arten,

Die CIA Ul erzeugt an seinem Pin 21 genau wie die CIA U2
einen Low-Pegel beim Erreichen bestimmter programmierbarer
Zustinde. Dieser Low-Pegel erzeugt einen -IRQ am Prozessor.

Die zweite Mdglichkeit der Interrupterzeugung ist der VIC. Am
Pin 8 des VIC erscheint genau wie bei den CIAs beim Erreichen
bestimmter, vorher durch Programmierung festgelegter Ereig-
nisse ein Lowpegel und damit der -IRQ.

Die dritte Mdglichkeit der -IRQ-Erzeugung besteht im Kurz-
schlieBen des Anschlusses 4 des Cartridge Expansion Steckers
(CN6). Somit haben auch externe Schaltungen die Mdoglichkeit
der -IRQ-Generierung.

Der RDY-Pin zeigt dem Prozessor, ob die auf dem Datenbus
liegenden Informationen gilltig sind oder nicht.

Immer wenn dieser Pin Low ist, wird dem Prozessor signalisiert,
daB er die Daten noch nicht iibernehmen kann. Der Prozessor
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geht dann in einen sogenannten Wartezustand und stellt seine
Aktivititen ein. Er prift nur mit jedem Taktimpuls, ob der
RDY-Pin wieder High ist.

In 4lteren Prozessorsystemen wurde diese Mdglichkeit genutzt,
um langsame Speicher- und Peripheriebausteine am Prozessor
anzuschlieBen. Im CBM 64 wird dies Signal vom VIC genutzt.
Normalerweise geschieht der Zugriff des VIC auf das RAM nur
in den vom Prozessor nicht genutzten Taktliicken (02 = Low).

Bei bestimmten Operationen des VIC, z.B. Darstellung der
Sprites, benétigt der VIC mehr Zeit, als in den Taktliicken zur
Verfigung steht. Dann erzeugt der VIC am Anschlul BA (Bus
Available) ein Low, welches iiber das AND-Gatter U27 an den
RDY-Eingang des Prozessors gefiihrt wird, worauf der Prozessor
den Bus dem VIC fiir die benétigte Zeit zur Verfiigung stellt.

AEC ist ebenfalls ein in der Grundkonfiguration vom VIC er-
zeugtes Signal.

Immer wenn der VIC den Bus belegt, wird dieser Anschluf} 0.
Dieses Low-Signal wird an den AEC-Pin des Prozessors gefiihrt
und bewirkt, daB der Prozessor seine Busleitungen in einen
hochohmigen, den sogennanten Tri-State versetzt. In der Praxis
wirkt das, als ob der Prozessor gar nicht in seinem IC-Sockel
sifle. Solange AEC Low ist, bleibt dieser Zustand erhalten und
andere ICs, z.B ein externer Prozessor oder der VIC, kénnen den
Systembus belegen.

Der im Prozessor integrierte Port belegt die Pins 24 bis 29. Im
CBM 64 werden verschiedene Aufgaben von diesem Port iiber-
nommen.Im Einzelnen sind das die folgenden Funktionen:

Das Portbit 0 trigt die Bezeichnung -LOWRAM. Dieses Bit
schaltet im AdreBbereich $A000 bis $BFFF zwischen RAM und
ROM,d.h. bei Low-Pegel ist in diesem Adrebereich RAM ein-
geschaltet.

Portbit 1 mit der Bezeichnung -HIRAM iibernimmt dieselbe
Funktion im AdreBbereich von $E000 bis SFFFF.
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Portbit 2 mit der Bezeichnung -CHAREN selektiert, wenn es
einen Low-Pegel hat, das Character-ROM.

Character-ROM und der sogenannte 10-Bereich belegen den
selben AdreBbereich von $D000 bis $DFFF. Uber -CHAREN
wird also entschieden, ob das Character-ROM oder die den
gleichen Adrefbereich benutzenden 10- oder Peripherie-Bau-
steine VIC, SID oder CIAs selektiert sind.

Die drei verbleibenden Bits sind fiir den Betrieb der Datasette
reserviert.

Die Schreibdaten fiir die Datasette werden vom Portbit 3 gelie-
fert. Dieser Prozessorpin wird direkt auf die Anschliisse E und 5§
des Cassettenports gefiihrt.

Portbit 4 (Cass Sense) iiberpriift, ob an der Datasette die Play-
Taste gedriickt ist. Dieses Bit liegt direkt an den Anschliissen F
und 6 des Cassettenports.

Die Motorsteuerung des Recorders wird von Bit 5 ibernommen.
Die Funktion der Motorsteuerung wurde schon im Kapitel
Stromversorgung erliutert.

Adrefidekodierung

Da der 6510 nur einen AdreBraum von 64 K verwalten kann,
dieser aber schon von den 64 K RAM belegt wird, mufl3 eine
zusiitzliche Logik die Verwaltung der sich teilweise {iberlappen-
den Speicherbereiche iibernehmen. Diese Verwaltung ist in der
Hauptsache in einem speziellen IC integriert, dem sogenannten
AdreB-Manager. Im Schaltplan trigt dies IC, ein FPLA (Field
Programmable Logic Array), die Bezeichnung UI7. Erst durch
die Programmierung hat dies IC seine besonderen Logikeigen-
schaften erhalten und ersetzt eine groBe Anzahl verschiedener
Gatter, die nétig wiren, wollte man die Funktion des AM mit
herkémmlichen 1Cs nachbilden.
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Die Pin-Belegung dieses 28-poligen ICs sieht folgendermaBen
aus:

Pin Bez. Funktion

1 FE Nicht benutzt

2 17 Eingang, A13 vom 6510 Pin 20

3 16 Eingang, A14 vom 6510 Pin 22

4 15 Eingang, A15 vom 6510 Pin 23

5 14 Eingang, -VA14 vom CIA 2 Port A Bit 0 Pin 2
é 13 Eirgang, -CHAREN vom 6510-Port Bit 2 Pin 27
7 12 Eingang, ~HIRAM vom 6510-Port Bit 1 Pin 28
8 11 Eingang, -LOWRAM vom 6510-Port Bit 0 Pin 29
9 10 Eingang, -CAS vom VIC Pin 19

10 7 Ausgang, -ROMH zum Expansion Slot Pin B

1" Fé Ausgang, -ROML zum Expansion Slot Pin 11

12 FS Ausgang, -1/0 zum Decoder U15 Pin 1

13 Fé& " Ausgang, GR/-W zum Farbram Ué Pin 10

14 GND Betriebsspannung Masse

15 F3 Ausgang, -CHAROM zum Character-ROM U5 Pin 20
16 F2 Ausgang, -KERNAL zum Kernal-ROM U4 Pin 20
17 F1 Ausgang, -BASIC zun Basic-ROM U3 Pin 20

18 ()] Ausgang, -CASRAM zu den RAMs Pin 15

19 -0t Eingang, Output Enable an Masse

20 115 Eingang, -VA12 vom VIC Pin 28

21 114 Eingang, -VA13 vom VIC Pin 29

22 113 Eingang, -GAME vom Expansion Slot Pin 8

23 112 Eingang, -EXROM vom Expansion Slot Pin 9

24 111 Eingang, R/-W vom 6510 Pin 38

25 110 Eingang, -AEC vom VIC Pin 16

26 19 Eingang, BA vom VIC Pin 12

27 18 Eingang, A12 vom 6510 Pin 19

28 Vee Betriebsspanmmg +5 V

Was bewirken jetzt die verschiedenen Eingangssignale an den
Ausgingen des AM? Bei 16 Eingangsleitungen sind ja immerhin
65536 verschiedene Eingangskombinationen moglich. Da der AM



Der Schaltplan 595

jedoch nur 8 Ausginge besitzt, ist schon ersichtlich, daB3 jeweils
mehrere Eingangskombinationen eine bestimmte Ausgangskom-
bination bewirken.

Aber auch unter den 256 mdéglichen Ausgangskombinationen
sind nur wenige fiir den Computer wirklich sinnvoll.

Ubrigens, wenn jede mégliche Eingangskombination und die
dazugehorige Ausgangskombination eine Zeile einer Seite bele-
gen wiirde, dann hitte eine vollstindige Liste bei dem von uns
verwendeten Druckformat immerhin einen Umfang von 1093
Seiten.

7.6 Der Videocontroller 6569

Die beiden wichtigsten Peripheriegerite eines Computers sind
Eingabe- und Ausgabeeinheiten, da sie die Méglichkeit schaf-
fen, mit dem Computer in Verbindung zu treten. Die Ausgabe-
einheit des C64 ist in der Regel der Fernseher oder ein Monitor.

Der VIC stellt im C64 alle fiir den Betrieb eines Fernsehers oder
Monitors bendtigten Signale zur Verfiigung. Dies sind die Sync-
und Helligkeitsimpulse und die fiir Farbdarstellung benétigten
Farbwerte.

Zusitzlich Gbernimmt der VIC aber noch andere Aufgaben. So
erzeugt er den von der CPU benétigten Takt, ibernimmt den
bei den verwendeten dynamischen RAMs notwendigen Refresh
und liefert Steuersignale fiir den Betrieb der dynamischen
RAMs.

Diese Funktionen sind alle in einem 40-poligen Gehiuse unter-
gebracht. Die Belegung der Pins ist in der folgenden Tabelle
dargestellt.
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Pin Bez.

1 06 Prozessordatenbus

bis

7 [o]o] Prozessordatenbus

8 -IRQ Ausgang, Interrupt Request

9 -LP Eingang, Light Pen

10 -CS Eingang, Chip Select

11 R/-H Read/-write

12 BA Bus Availeble

13 VDD Betriebsspannung +12 Volt

16 COLOR  Ausgang, Farbinformation

15 SYNC Ausgang, Zeilen- und Bildsynchronisationsimpulse
16 AEC Ausgang, Adress Enable Control

17 ooutT Ausgang, Systemtakt
18 -RAS Ausgang, Row Adress Select
19 -CAS Ausgang, Colum Adress Select

20 GND Betriebsspannung Masse
21 OCOLOR Eingang, Farbfrequenz
22 OIN Eingang, Dotfrequenz

23 A1 ProzessoradreBbus
264 AO/A8 gemultiplexter (Video-) RAM-AdreRbus

bis

29 A5/A13 gemultiplexter (Video-) RAM-AdreBfbus
30 A6 (Video-) RAM-AdreBbus

31 A7 (Video-) RAM-Adres8bus

32 A8 ProzessoradreBbus

bis

34 A10 ProzessoradreBbus
35 D11 Datenbus Farbram

bis

38 D8 Datenbus Farbram

39 07 Prozessordatenbus

40 vce Betriebsspannung +5 Volt

Wenn Sie sich die verschiedenen Pin-Bezeichnungen am VIC
anschauen, dann treffen Sie auf einige bekannte Bezeichnungen.
So sind BA, AEC, 02, und R/-W schon beim Prozessor erliutert
worden. Vollig neu sind z.B. die Signale -CS, -RAS, -CAS und
die Datenleitungen D8 - DI11. Auch der gemultiplexte Adre3bus
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ist neu hinzugekommen, da am Prozessor ja alle AdreBignale
getrennt an einzelnen Pins zur Verfiigung standen.

Doch kommen wir zuerst zu den verschiedenen Taktsignalen.
Das den ganzen Zeitablauf im Rechner bestimmende Signal ist
der Dot-Clock. Dieses Signal hat in lhrem C64 eine Frequenz
von ca. 7.85 MHz. Im VIC befindet sich eine Stufe, die diese
Frequenz durch 8 teilt. Damit erhalten wir eine neue Frequenz
von ca. 980 KHz. Diese Frequenz steht am Pin 17 als Systemtakt
00ut zur Verfigung.

Aus dem Dot-Clock werden weiterhin die Signale zur Synchro-
nisation des Bildes auf dem Fernseher gewonnen. Der Dot-Clock
selbst bestimmt die Zeit, mit der die einzelnen Punkte, aus
denen alle Zeichen dargestellt werden, auf dem Bildschirm er-
scheinen.

Die Frequenz des Signals O0COLOR betrigt in Ihrem C64
17.734472 MHz. Das ist die Frequenz, mit der der Quarz Y]
schwingt. Sie wird zur Erzeugung der Farbinformation benétigt.

Diese Frequenzen beziehen sich alle auf den Normalfall, d.h. der
Rechner ist fir den Betrieb mit einem PAL-System-Fernseher
ausgestattet.

Immer wenn der Prozessor auf die Register des VIC zugreifen
will, muf3 der VIC adressiert werden. Dazu muf} als wichtigstes
die Leitung mit der Bezeichnung -CS auf Low gehen. Erst dann
kann der Prozessor iiber die auf dem AdreB3bus liegende Adresse
das gewiinschte Register ansprechen. Wie wird nun aber die
Leitung -CS Low?

Da der VIC im sogenannten IO-Bereich ($D000 bis $DFFF) die
Adressen von $D000 bis $D3FF belegt, erzeugt der AM bei
einem Zugriff auf diesen AdreBbereich einen Low-Pegel an sei-
nem Pin 12 (-I/O-Signal). Dieser Low-Pegel gelangt an den De-
koder U5 Pin 1. Damit ist der Dekoder freigegeben und in Ab-
hingigkeit von den AdreBleitungen A10 und All an den Pin 2
und 3 wird der entsprechende Ausgang des Dekoders Low.
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Wenn man die Basisadresse und Endadresse des VIC einmal bi-
nir darstellt, so erhilt man das folgende Bitmuster:

A15 A% A13 A12 A11 A10 A9 A3 A7 A6 A5 A4 A3 A2 A1 AO

1" 1 0 1 0 0O 0O DO OOUO DO DO O D=30000

11 0 1 0 0 1T 1 11 1 1 1t 1 1 1=803FF

Man sieht sofort, das die AdreBbits AI0 und All in diesem
AdreBbereich Low bleiben. Damit ist der Ausgang Y0 des De-
koders auf Low, der VIC ist adressiert.

Erst bei der nichsten Adresse $D400 wird AIO0 High. Damit
wird YO High, YI des Dekoders wird Low und nun ist der SID
adressiert.

Der VIC kann nur einen Adreflraum von 16 K adressieren, er
hat nur die AdreBbits A0 bis A13. AuBerdem liegen die AdreB3-
leitungen nicht wie beim Prozessor einzeln an den Pins an, son-
dern sind gemultiplext. Der Pin 24 ist also nicht nur Adrefbit 0,
sondern auch AdreBbit 8. Wie kann das funktionieren?

Die Antwort ist ganz einfach. Der Anschluf} ist erst das eine
Adreflbit, danach das andere. Um jetzt zu einem bestimmten
Zeitpunkt sagen zu kénnen, welche Bedeutung der Anschluf}
hat, werden Hilfssignale bendétigt. Diese Hilfssignale heiBlen -
CAS und -RAS. Sie werden unter anderem auch zur Steuerung
der dynamischen RAM-Bausteine bendtigt, da diese auch einen
gemultiplexten AdreBbus aufweisen. Der zeitliche Ablauf des
Speicherzugriffs sieht folgendermafen aus.

Die Signale -CAS und -RAS sind high. Jetzt wird zuerst das
niederwertige AdreBbyte auf den Bus gelegt. Nach kurzer Zeit
wird das Signal -RAS Low. Damit wird das AdreBbyte in die
RAMs iibernommen und gespeichert. Jetzt indert sich die Bus-
information. Aus A0 wird A8, aus Al wird A9 usw. Wiederum
nach kurzer Zeit wird jetzt das Signal -CAS Low. Diese ab-
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fallende Flanke wird auf den AM gegeben und erzeugt am Aus-
gang -CASRAM eine zeitlich geringfiigig verzdgerte abfallende
Flanke. Mit dieser verzdgerten Flanke wird nun das High-Byte
in die RAMs iibernommen.

Jetzt liegt die vollstindige Adresse vor und die Daten erscheinen
auf dem Datenbus. Diese Vorginge sind im Timing-Diagramm
auf der nichsten Seite noch einmal dargestellt.

Die Schnittstelle zwischen RAM und VIC

Da wie schon gesagt, der VIC nur die AdreBbits A0 bis AI3
erzeugt, miissen die firr die Adressierung der ganzen 64 k RAM
fehlenden Bits zus#tzlich erzeugt werden.

Dazu wird der Port A der CIA 2 herangezogen. Die Portbits 0
und 1 stellen die AdreBbits 14 und 15 dar. Um diese Signale in
den Multiplex-Vorgang einzubeziehen, werden sie iiber das IC
U 14 geschaltet.

Im Ul4 sind vier invertierende 2 zu 1-Multiplexer integriert. So
ein Multiplexer ist in seiner Funktion wohl am einfachsten als
Wechselschalter zu sehen. Wahlweise einer von zwei Eingingen
wird auf den zugehorigen Ausgang gefiihrt.

Im Detail funktioniert die Sache so:

Geschaltet werden die Multiplexer durch das Signal am Eingang
S. Liegt an S ein Low, dann sind die Eingdnge mit der Bezeich-
nung A auf den Ausgang durchgeschaltet, liegt S auf High-
Pegel, dann sind die B-Eingidnge durchgeschaltet.

Die AdreBbits A6 und A7 vom VIC liegen am Multiplexer, und
zwar A6 an den Eingingen 13 und 14 und A7 an den Eingingen
10 und 11. Wenn jetzt mittels des S-Signals zwischen den Ein-
gingen hin- und hergeschaltet wird, so ist an den Ausgingen
keine Anderung festzustellen, da die AdreBbits auf beide Ein-
ginge gefiihrt sind. Nur die Polaritit der Signale ist an den Aus-
gingen durch die Inverterwirkung der Multiplexer vertauscht.
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Diese invertierten AdreBsignale werden auf die B-Einginge der
beiden anderen Multiplexer gefiihrt, und zwar -A6 an den Pin 3
und -A7 an den Pin 6. Die A-Einginge werden mit den ge-
nannten Portbits der CIA 2 versorgt, Portbit 0 als -VA14 an Pin
2, Portbit T als -VAI1S an Pin 5.

Da der S-Eingang von -CAS gesteuert wird, liegt am Ausgang
Pin 4 bei -CAS High das nochmales invertierte Adref3bit A6, bei
-CAS Low das AdreBbit Al14. Am Ausgang Pin. 7 wird entspre-
chend zwischen -A7 und -V AlS5 geschaltet. Durch die Invertie-
rung des Multiplexers erscheint dies Signal als A7 oder AIS.

Der Pin 15 von Ul4 ist mit dem Signal AEC verbunden. Er
trigt die Bezeichnung -OE, Output Enable. Immer wenn AEC
High ist, werden die Ausginge des U14 abgeschaltet oder in den
sogenannten Tri-State-Zustand versetzt. Dies ist wichtig, da bei
AEC High der Prozessor den Bus belegt und seine Adressen iber
die Multiplexer Ul3 und U25 auf diesen Bus legt. Nur wenn
AEC Low ist, kann der VIC ja den Bus belegen, dann sind die
Ausginge des UI4 freigegeben.

16 Farben mit vier Bits, das Farb-RAM

Sollen alle 512 méglichen Zeichen auch noch in 16 verschie-
denen Farben dargestellt werden, dann sind vier weitere Daten-
bits erforderlich. Es sind dies die vier Pins 35 bis 38 am VIC.
An diesen Pins ist das Color-RAM U6 mit seinen Datenlei-
tungen angeschlossen. Dies IC ist ein statisches RAM mit 4096
Speicherplitzen. In jedem Speicherplatz kann ein Bit gespeichert
werden. Jeweils 4 Speicherplitze werden durch eine Adresse an-
gesprochen. Die Adressierung geschieht zuerst wieder durch das
Signal -CS am U6. Wenn dieser Anschlu3 Low ist, wird das
RAM selektiert, die Datenleitungen verlassen den Tri-State-Zu-
stand.

Erzeugt wird das -CS-Signal auf zwei verschiedene Arten vom
AND-Gatter U27. So seltsam es auch klingen mag, dieses AND-
Gatter wird in der Schaltung als ein OR-Gatter betrieben.
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Ein AND-Gatter legt den Ausgang dann auf High, wenn alle
Einginge auch High sind. Wenn man jetzt die Logik ein wenig
umdreht, kann man auch sagen, wenn der eine ODER, der
andere Eingang Low ist, dann ist der Ausgang auch Low. Diese
Betriebsart wird im C64 angewendet.

Das Color-RAM belegt den AdreBbereich von. $D800 bis
$DBFF. Wenn das Signal AEC High ist, belegt der Prozessor den
Bus. Damit ist der eine Eingang des AND-Gatters High. Wenn
der Prozessor nicht auf das Color-RAM zugreift, ist der Aus-
gang -COLOR des Dekoders U1S auch High. Damit ist der -CS-
Eingang des Color-RAM auf High, das Farbram ist nicht selek-
tiert.

Wenn der Prozessor auf das Farbram zugreifen will, legt er die
entsprechende Speicheradresse auf den Datenbus. Die Dekodie-
rung liuft entsprechend wie die des VIC ab. Nur ist jetzt mit
Sicherheit das Adrefbit A1l gesetzt. Damit wird der -COLOR-
Ausgang des Dekoders UlS Low. Jetzt ist ein Eingang des
AND-Gatters Low und entsprechend der Ausgang auch. Damit
ist das Farbram selektiert,

Da AEC zu diesem Zeitpunkt High ist, sind die vier Analog-
schalter im IC U116 geschlossen, die Datenleitungen des Farbram
sind mit den vier niederwertigen Datenleitungen des Prozessors
verbunden. Damit kann nun das Farbram beschrieben und gele-
sen werden.

Wenn AEC Low wird und der VIC den Bus iibernimmt, dann
werden die Analogschalter gedffnet. Gleichzeitig wird der Aus-
gang des AND-Gatters U27 Pin 8 Low, das Farbram ist selek-
tiert, diesmal vom VIC. Da der VIC aber nur mit den Adref-
leitungen A8 bis A1l mit dem VIC verbunden ist, miissen die
Adrefibits A0 bis A7 anders gewonnen werden. Diese Aufgabe
iibernimmt das IC U26, Dies TTL-IC mit der Bezeichnung
74L.S373 enthilt 8 Latches oder Zwischenspeicher. Die Eingdnge
dieses ICs sind mit dem gemultiplexten AdreBbus verbunden.
Eingespeichert werden die Daten, wenn das Signal -RAS Low
wird. Das ist der Zeitpunkt, wenn das niederwertige Adref3byte
auf dem Bus liegt. Die Ausginge von U16 sind mit dem nieder-
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wertigen Adrebyte des Prozessorbusses verbunden und liefern
die AdreBinformationen, wenn der Prozessor im Tri-State ist.

Auf diese Weise kann der VIC das Farbram adressieren.

Auch der Zwischenspeicher ist mit dem Signal AEC verbunden.
Am Pin 1 des Ul16 bewirkt es im High-Zustand, dal3 die Aus-
ginge hochohmig werden, um den Prozessor nicht zu stoéren,

Wenn man sich diese Vorginge genauer anschaut, ergibt sich
eine interessante Frage. Wieso hat der VIC zusitzlich zum ge-
multiplexten AdreBbus A0 bis A 13 noch die vier AdreBleitungen
A8 bis A1l an den Pins 23, 32, 33 und 34?

Die Antwort ist relativ simpel. Der VIC muB3 zu jeder Bild-
schirmspeicheradresse im Bereich von $0400 bis $O7FF gleich-
zeitig die entsprechende Farbspeicherzelle im AdreBbereich
$D800 bis $DBFF ansprechen. Dieser gleichzeitige Zugriff auf
zwei verschiedene Speicherplitze erfordert einen zweiten, vom
normalen Adre3bus unabhingigen Bus. Dieser Bus wird durch
die 4 separaten AdreBbits realisiert.

7.7 Der Prozessor und das RAM

Bisher haben wir uns nur mit dem Fall beschiftigt, dafl der VIC
auf die 64 K Arbeitsspeicher zugreifen will. Es fehlt noch die
Beschreibung der Vorginge bei einem Zugriff des Prozessors auf
dieses RAM.

Die Lesezugriffe des Prozessors sind den Zugriffen des VIC sehr
dhnlich. In beiden Fillen liegt das Signal R/-W (lesen bei High,
schreiben bei Low) auf High.

Zuerst darum die Lesezugriffe.

Wie bei der Beschreibung der RAM-VIC-Schnittstelle erliutert,
benotigt das RAM einen gemultiplexten Adref3bus. Diese Forde-
rung der RAMs kann der Prozessor aber nicht erfiillen. Darum
ist ein Multiplexen mit zusitzlichen ICs notwendig.
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Diese Multiplexer sind die ICs Ul3 und U25, zwei 74LS257.

Diese ICs arbeiten nach demselben Prinzip wie das Ul4 (be-
schrieben im Abschnitt RAM und VIC). Der Unterschied zu
Ul4 besteht darin, daBB diese Multiplexer die Ausgangssignale
nicht invertieren.

An den Eingingen der beiden Multiplexer-ICs liegt der kom-
plette ProzessoradreBBbus AQ bis AI5. Dabei sind die Einglinge so
geschaltet, das mit dem Select-Signal jeweils zwischen A0 und
A8, Al und A9 usw. umgeschaltet wird.

Die Adressierung der RAMSs 146t sich wieder in drei Phasen zer-
legen.

In der ersten Phase liegt am Select-Eingang der Multiplexer ein
High. Damit ist das niederwertige Adref3byte auf die RAMs ge-
schaltet.

Mit der abfallenden Flanke des -RAS-Signals wird dies Byte in
die RAMs iibernommen.

Kurze Zeit spiter wird auch das -CAS-Signal Low. Damit
schalten die Multiplexer um, der jeweils zweite Eingang der
Multiplexer wird auf die entsprechenden Ausginge geschaltet
und das héherwertige AdreB3byte liegt an den RAMs.

Uber den AM wird das Signal -CAS wieder etwas verzdgert. Der
Ausgang ~-CASRAM iibernimmt auch hier die eigentliche Funk-
tion des Signals -CAS.

Mit der abfallenden Flanke vom -CASRAM wird nun das High-
Byte der Adresse in den RAMs gespeichert.

Jetzt wird in den RAMs die adressierte Speicherzelle angespro-
chen und die Daten erscheinen auf dem Datenbus.

Die Schreibzugriffe des Prozessors unterscheiden sich von den
Lesezyklen durch einen wesentlichen Umstand.
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Bei einem Schreibzugriff wird der Prozessor-Pin R/-W Low,
nachdem der Prozessor die Adresse der entsprechenden
Speicherzelle auf den AdreBbus gelegt hat. Damit ist dem RAM
signalisiert, da} das auf dem Datenbus liegende Byte in dieser
Speicherzelle gespeichert werden soll.

Die verwendeten RAM-Bausteine stellen an dies R/-W-Signal
eine bestimmte Bedingung. Das Signal R/-W darf erst dann Low
werden, nachdem -RAS Low geworden ist, ~-CASRAM aber
noch High ist. R/-W muf} also zwischen den beiden abfallenden
Flanken von -RAS und -CASRAM Low werden.

Der zeitliche Verlauf der -RAS-, -CAS- und -CASRAM-
Signale ist mit denen bei Lesezugriffen identisch.

Zur besseren Verdeutlichung dieser Vorginge sind die Signale
for Schreib- und Lesezugriffe in den Bildern auf der nichsten
Seite dargestellt.

7.8 Der SID 6581, ein Synthesizer mit 28 Beinen und mehr
Dieses IC ist genau wie der VIC ein Paradebeispiel fiir die
Maoglichkeiten der Halbleiterindustrie. Durch dies IC erhilt der
CBM 64 seine fantastischen Klangméglichkeiten.

Vor wenigen Jahren hitte allein ein Synthesizer mit diesen in
einem IC integrierten Moglichkeiten die ganze Leiterplatte des
64 fiir sich in Anspruch genommen.

Die 28 Pins des 6581 haben die folgenden Bezeichnungen:

Pin Bezeichnung

1 CAP1A Externer Kondensator fur Frequenzfilter
2 CAP1B Wie Pin 1
3 CAP2A Wie Pin 1
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4 CAP2B Wie Pin 1

5 -RES Eingang, Reset-Signal

6 02 Eingang, Taktsignal

7 R/-W Eingang, Read/-Write

8 -CS Eingang, Chip Select

9 AO Eingang, AdreBbit O

bis

13 A4 Eingang, AdreBbit 4

14 GND Betriebssparvuing Masse
15 DO Datenbit 0, bidirektional
bis

22 07 Datenbit 7, bidirektional
23 POTY Eingang, AD-Wardler 2

24 POTX Eingang, AD-Wardler 1

25 Vee Betriebsspannung +5V

26 EXT IN Eingang, externe Signalquelle
27 AUDIO OUT Ausgang Synthesizer
28 vdd Betriebsspannung +12V

Die meisten Signale sind bereits aus den vorherigen Kapiteln
bekannt.

Nicht vorgekommen sind bisher die Bezeichnungen der ersten
vier Pins, CAPIA bis CAP2B. Wie man im Schaltbild sehen
kann, sind an diesen Anschliissen die 2 Kondensatoren C10 und
C11 angeschlossen. Diese Kondensatoren werden fiir die im Chip
U18, dem SID, integrierten Frequenzfilter benétigt.

Ein Filter ist eine uns allen bekannte Einrichtung. Nehmen wir
zum Beispiel mal den Kaffeefilter. Die Aufgabe dieses Filters ist
es, bestimmte Anteile (nimlich das Wasser und die 16slichen
Stoffe des Kaffee-Pulvers) durchzulassen und andere Anteile (in
unserem Beispiel die Reste des Kaffee-Pulvers) zuriickzuhalten.

Genau so arbeitet auch ein elektronischer Frequenzfilter. Be-
stimmte Frequenzen werden durchgelassen, andere werden zu-
riickgehalten. Es gibt insgesamt vier mdogliche Arten von Fre-
quenzfiltern, den Tiefpa3, den Hochpafl, den Bandpa3 und den
Sperrpal3.
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Ein TiefpaB 148t nur tiefe Frequenzen bis zu einer bestimmten
hdchsten Frequenz passieren. Diese Funktion ist an jeder Stereo-
anlage in Form des Bass-Reglers zu finden. Mit diesem Regler
148t sich diese hdchste, durchzulassende Frequenz, die soge-
nannte Grenzfrequenz, einstellen.

Ein HochpaB3 zeigt genau das umgekehrte Verhalten, ab einer
bestimmten niedrigsten Frequenz 14t er alle htheren Frequen-
zen durch. Das ist an der Stereoanlage der Trebble- oder
Hohenregler.

Bleiben noch BandpaB und SperrpaB. Auch diese haben genau
entgegengesetzte Funktionen.

Ein BandpaB3 ist eine Mischung aus Tief- und HochpaB. Ab
einer bestimmten Frequenz werden hdhere Frequenzen durchge-
lassen, dies aber nur bis zu einer hdchsten Frequenz. Dariiberlie-
gende Frequenzen werden wieder gesperrt.

Sperrfilter sperrt in einem bestimmten Frequenzbereich alle Fre-
quenzen. Diese Funktion ist an manchen guten Stereoanlagen als
Brummfilter vorhanden. Damit wird in diesem Fall nur eine be-
stimmte Frequenz, die 50 Hertz der Netzfrequenz, herausge-
filtert.

Alle diese Filter lassen sich im SID programmieren.

Der Pin 5, der Reseteingang von U18, wird bendtigt, um das IC
in einen definierten Zustand zu bringen. Wie bereits beschrie-
ben, liegt an diesem AnschluBB nach dem Einschalten fiir ca. 0.5
Sekunden ein LOW-Pegel. Damit werden alle Register im 6581
geldscht.

Ohne diesen Reset wiirden die Register nach dem Einschalten
zufillige Werte haben, die Folge wire ein genauso zufilliges
Signal am Audioausgang; der angeschlossene Fernseher oder
Verstirker wiirde nur ’Krach’ machen.
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Aus der Frequenz des Signals 02 werden alle Tonfrequenzen des
SID durch Frequenzteilung erzeugt. Gleichzeitig stellt 02 natiir-
lich wie bei allen anderen Peripherie-Bausteinen den Bezugstakt
fir die Schreib- und Lesezugriffée des Prozessors dar.

Ob die im SID enthaltenen Register beschrieben oder gelesen
werden, hiingt in bekannter Weise von der Leitung R/-W ab. Bei
einem HIGH werden die Register gelesen, bei einem LOW wird
in die Register geschrieben. Voraussetzung ist natiirlich, das der
SID auch korrekt adressiert ist.

Der Adreflbereich des 6581 liegt von $D400 bis $D7FF. Dieser
AdreBbereich wird wie beim VIC durch den AM und die Deko-
der im IC UI1S dekodiert. Sobald der Prozessor eine Adresse in
diesem Bereich auf den Bus legt und das Signal -CHAREN
HIGH ist, wird der Ausgang Pin 5 des 74LS139 und damit auch
der -CS-Eingang des SID LOW.

Um nun auch die einzelnen Register im SID zu adressieren,
werden die 5 AdreBleitungen A0 bis A4 bendtigt.

Sind diese AdreBbits alle LOW und der SID mit -CS selektiert,
kann das Register 0 beschrieben oder gelesen werden. Ist nur das
AdreBbit A0 HIGH, ist Register 1 selektiert usw.

Auf diese Weise lassen sich alle 29 Register ansprechen.

Die Datenleitungen DO bis D7 an den Pins 15 bis 22 sind mit
dem Prozessordatenbus verbunden. So lange -CS HIGH ist, be-
finden sich die Datenleitungen des SID im Tri-State. Wenn der -
CS LOW wird, entscheidet R/-W, ob die Datenleitungen als Ein-
gang (beim Schreiben der Register) oder als Ausgang (ent-
sprechend beim Lesen) fungieren.

Die Anschliisse POTX und POTY stellen die Einginge der AD-
Wandler dar. Bis jetzt ist die Bezeichnung AD noch nicht erliu-
tert worden. Das wollen wir schnell nachholen.

AD-Wandler ist die Abkiirzung fiir Analog-Digital-Wandler. Ein
digitaler Wert kennt bekanntlich nur zwei Zustinde, entweder
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HIGH oder LOW, im CBM 64 und vielen anderen Digital- und
Computerschaltungen durch eine Spannung von +5V als HIGH
und 0 Volt als LOW signalisiert.

Ein analoges Signal ist da nicht so festgelegt, es kann jeden be-
liebigen Wert dazwischen, dariiber und darunter annehmen. Nun
ist es aber oft wiinschenswert, einen solchen analogen Wert in
einen Computer eingeben zu kénnen, um ihn zu verarbeiten.
Diese Mdglichkeit der Eingabe analoger Werte ist im CBM 64
eingebaut.

Hauptsichlich genutzt werden die AD-Wandler in Verbindung
mit den Paddles, das sind Drehregler, Zhnlich den Reglern an
Radiogeridten. Ein solcher Regler enthilt einen verinderbaren
Widerstand, Potentiometer oder kurz Poti genannt. Der Wider-
standswert des Potis 4ndert sich mit dem Drehen. Der minimale
Widerstand der in den Paddles eingebauten Potis betrigt ca. 100
Ohm, der Maximalwert ca. 500 KOhm. Dazwischen kann der
Widerstand theoretisch jeden beliebigen Wert annehmen.

Der AD-Wandler erzeugt aus diesem Widerstandswert ein digi-
tales Signal. In unserem Fall wird ein 8-Bit-Signal erzeugt. Die-
ses Byte kann aus einem der SID-Register gelesen werden.

Die eigentliche AD-Wandlung geschieht mit dem eingestellten
Widerstandswert und den Kondensatoren C48 und C93.

Diese Kondensatoren werden fiir 0.25 Millisekunden iiber die
Potis aufgeladen. Wenn die Spannung an den Kondensatoren
groBer wird als die im SID erzeugte Vergleichsspannung, wird
ein Zihler im SID angehalten, der Z&4hlerstand ist das Maf} fiir
den eingestellten Widerstand. Je gréBer der Widerstand des Potis
ist, desto langsamer wird der Kondensator aufgeladen, und die
Spannung am Kondensator erreicht die Héhe der Referenzspan-
nung spiter. Damit kann der Zihler linger laufen, der Z#hler-
wert wird gréfer.

Ist der Widerstandswert zu hoch (ca. 200 KOhm), dann erreicht
die Spannung am Eingang des AD-Wandlers in der MeBzeit
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nicht die Referenzspannung. Der Zihler 1iuft dann bis zu sei-
nem Endwert, im AD-Register steht der Wert 255.

Wenn der Widerstand aber zu klein wird (ca. 200 Ohm), ist der
Kondensator so schnell aufgeladen, daB der Zihler sofort ge-
stoppt wird. Damit steht im Register ein Wert von 0.

Nach Ablauf der MeBzeit von 0.25 Millisekunden werden die
Kondensatoren schlagartig iiber den entsprechenden AD-Eingang
entladen. Jetzt wird der Zihler auf 0 gesetzt und nach weiteren
0.25 Millisekunden startet dann ein neuer MeBzyklus. Somit
bendtigt ein vollstindiger Zyklus 0.5 Millisekunden, in einer Se-
kunde werden 2000 mal die aktuellen Widerstandswerte gemes-
sen und stehen zur Verfiigung.

Um eine Beschidigung der AD-Einginge zu vermeiden, solite
der Widerstand nicht kleiner als 100 Ohm werden. Sonst werden
die bei der Entladung der Kondensatoren auftretenden Strome
zu groB3, und die Entladestufe am Eingang kann zerstért werden.

Die zwei Einglinge POTX oder POTY liegen aber nicht direkt an
einer der verschiedenen Buchsen des 64. Die beiden Eingiinge
liegen an den Pins 2, 3, 9 und 10 des IC U28. Dies IC, ein
CMOS-Baustein mit der Bezeichnung 4066, enthilt vier soge-
nannte Analogschalter. Dies IC wird bendtigt, da an den 64 zwei
Paddlepaare, insgesammt also vier Potis, angeschlossen werden
kénnen.

So ein Analogschalter arbeitet vergleichbar einem Relais. Wenn
am Steuereingang eine Spannung anliegt, wird der Analogein-
gang auf den Ausgang durchgeschaltet, der Schalter ist ge-
schlossen. Liegt der Steuereingang auf Masse, dann ist der Aus-
gang vom Eingang gesperrt, der Schalter ist getffnet.

Die Analogeinginge sind mit den Controllports CN8 und CN9
verbunden. An diesen Controllports sind die Kontakte 5 und 9
fir den Anschlufl der Paddles vorgesehen.

Die Steuereinginge sind die Pins 5, 6, 12 und 13. Der Pin 13
kontolliert den Schalter I zwischen den Anschliissen 1 und 2,
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Pin 5 den Schalter 2 zwischen 4 und 3, Pin 6 den Schalter 3
zwischen 8 und 9 und Pin 12 Schalter 4 zwischen 11 und 10.
Jeweils zwei dieser Einginge sind zusammengeschaltet, Pin 13
und S und Pin 6 und 12.

Diese jeweils verbundenen Einginge liegen an den beiden Pins 8
und 9 der CIA Ul. Uber diese Leitungen kann man auswihlen,
welche Potis an den Eingingen des AD-Wandlers liegen. Sind
die Pins 8 und 9 der CIA Ul LOW, dann liegt kein Poti an den
Wandlern. Ist Pin 8 HIGH, dann sind die Analogschalter 3 und 4
geschlossen, die am Controllport 1 angeschlossenen Paddles wer-
den an die Anschliisse POTX und POTY gelegt. Ist dagegen Pin
9 der CIA HIGH, dann sind Analogschalter 1 und 2 geschlossen,
die Paddles an CN8 liegen an den Eingingen der AD-Wandler.

Bleiben noch die Anschliisse EXT IN und AUDIO OUT am
6581.

AUDIO OUT ist der NF-Ausgang des Synthesizers. Hier stehen
die im Synthesizer erzeugten Toéne und Geriusche zur Verfii-
gung. Bei maximaler Lautstirke hat das Ausgangssignal eine
Grofle von 2Vss,

Der Transistor Q8 ist als Emitterfolger an den Ausgang geschal-
tet. Dadurch, daBB das Signal am Emitter des Transistors tiber
dem Widerstand R38 abgenommen wird, hat der Transistor keine
Spannungsverstirkung. Das Signal am Ausgang Pin 3 des 8-poli-
gen Video-Audio-Buchse CNS hat somit auch eine Héhe von
2Vss.

An diesen Ausgang kann man direkt einen kleinen 8-Ohm-
Lautsprecher anschlieBen. Allerdings ist die Lautstirke sehr
gering. Um eine verniinftige Wiedergabe zu erreichen, geben Sie
das Signal am besten auf eine Stereoanlage oder ein gutes Kof -
ferradio. Oder Sie benutzen den im Fernseher eingebauten
Lautsprecher und das mit dem Bild ibertragene Tonsignal.

EXT IN gibt die Méglichkeit, auch externe Signale in den
Synthesizer einzuspeisen und zu beeinflussen. Externe Signale
konnen beispielsweise Mikrofonsignale sein, die mit einem klei-
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nen Verstirker verstirkt worden sind. Auch eine Gitarre oder
eine Orgel kann nach entsprechender Verstirkung das Eingangs-
signal liefern, oder aber auch ein zweiter SID, also ein zweiter
‘CBM 64. Damit hitte man dann noch wesentlich mehr Moglich-
keiten der Klanggestaltung,

Die einzige an das Eingangssignal gestellte Forderung lautet, daf3
das Signal nicht gréfer als 3Vss sein darf.

Dieser Eingang ist iilber den Kondensator CI2 mit dem Kontakt
5 der 8-poligen Audio-Video-Buchse CN5 verbunden.
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8. C64 Pflegen und Warten

8.1 Allgemeines zu diesem Kapitel

Das Ziel dieses Kapitels ist es, Ihren C64 im bescheidenen
Maflstab aufzuriisten und im Falle eines Fehlers .den Fehler
selbst zu lokalisieren und ihn gegebenenfalls zu reparieren.

Falls die Garantie Thres Gerits noch nicht abgelaufen ist, sollten
sie es sich vorher gut iiberlegen, ob Sie Ihr Gerit aufschrauben,
und damit Thren Garantieanspruch verlieren.

Bevor Sie nach den, in diesem Kapitel gegebenen Kurzanleitun-
gen, Gerite aufschrauben, ICs austauschen oder sonstiges unter-
nehmen, untersuchen Sie als erstes, ob Sie wirklich alle nétigen
Gerite ordnugsgemiB angeschlossen und eingeschaltet haben.
Wenn sich bei einem Gerdt Gberhaupt nichts tut, kontrollieren
Sie als erstes die Kabel und Sicherungen. Wenn Sie im Heraus-
nehmen von ICs noch keine Erfahrung haben, und dies in der
entsprechenden Anleitung empfohlen wird, so lesen Sie sich
vorher unbedingt Kapitel 8.9 durch. Nehmen Sie auch keine
Eingriffe vor, die Sie sich nicht selbst zutrauen, oder die Ihren
Erfahrungsbereich weit iibersteigen. Uberschiiszen Sie sich nicht,
denn das kann Sie weitaus mehr kosten als die Reparatur bei
einem Fachmann.

In den folgenden Absitzen werden wir auf die hiufigsten Feh-
lertypen niher eingehen:

8.2 Der Bildausfall

Unter Bildausfall verstehen wir, daB nach dem Einschalten des
Computers und des entsprechenden Datensichtgerits (Monitor,
Fernseher) kein Bild erscheint, obwohl die LED am Computer
leuchtet.

Falls dies der Fall ist, so ist mit gréter Warscheinlichkeit ein
Teil der Stromzuleitung unterbrochen, welches meistens auf eine
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defekte Sicherung zuriickzufithren ist. Um dies festzustellen,
16sen Sie die drei Schrauben an der Unterseite des Computers
und klappen den oberen Teil vorsichtig nach hinten weg. Den
Standort der Sicherung kdnnen Sie in den nachfolgenden Bildern
ermitteln (die Stirke der Sicherung ist entweder 1 oder 1.25
Ampere). AnschlieBend nehmen Sie die Sicherung vorsichtig aus
der Fassung und ersetzen sie gegebenenfalls durch eine 1.25
Ampere tragende Sicherung. Es ist h#ufig der Fall, daB die
Sicherung ohne besonderen Grund durchbrennt. Der Ersatz
durch eine 1.25 Ampere starke Sicherung ist véllig ohne Risiko,
dagegen kann eine Uberbriickung der Sicherung durch ein Stiick
Draht zu groflen Schiden fiithren.

Ist die Sicherung in Ordnung, liegt der Fehler wahrscheinlich
beim Transformator. Falls Sie iiber das entsprechende MeBgerit
verfiigen, kénnen Sie in der DIN-Buchse, die im Kapitel 7.9
beschrieben werden, nachmessen. Oft fehlt die S VOLT Gleich-
spannung, die von der Stabilisierungsschaltung im Netzteil ge-
liefert werden soll. Aber auch die 9 VOLT Wechselspannung ist
vereinzelt nicht vorhanden.

Wenn Sie allerdings nicht die Mdglichkeit haben, das Netzteil
durchzumessen, tauschen Sie Ihr Netzteil durch das einens
Freundes aus. Sollte sich herausstellen, daBB der Fehler im Netz-
teil lag, so bringen Sie dieses zu Threm Fachhindler.

Sollte sich herausstellen, da3 auch das Netzteil funktioniert, so
iiberpriifen Sie ihr Anschluflkabel an den Monitor oder Fernse-
her. Sind die Kabel in Ordnung, so konnte der Modulator defekt
sein. Um dieses zu iiberpriifen, bedarf es eines kleinen Tricks:

SchlieBBen sie Thre Floppy oder Ihre Datasette an den Computer
an. Im Falle der Datasette driicken Sie SHIFT/RUN-STOP und
daraufhin die PLAY-Taste. Beginnt der Motor zu laufen, so
wird der Modulator defekt sein und Thr Computer muf3 in die
Werkstatt. Ist eine Floppy angeschlossen, so tippen Sie blind
LOAD"$",8. Beginnt der Laufwerksmotor sich zu drehen, so gilt
das oben gesagte.
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Wenn nicht einmal die LED an Ihrem Computer leuchtet, so
sollten Sie die Sicherung an Ihrem Netzteil tiberpriifen und ge-
gebenenfalls durch eine gleicher Stirke ersetzen. Es ist auch
mdglich, daf} Ihre Sicherung sich nur gelockert hat. Trifft beides
nicht zu, so sollten Sie den Stecker fir die Steckdose iiberprii-
fen.

8.3 Nur Bildschirm und Rahmen

Hiufiger aber auch schwerwiegender sind die Fehler, wenn nach
dem Einschalten der Rahmen und die Hinsergrundfarbe erschei-
nen, danach jedoch jede Aktivitit stoppt. In diesem Fall sollten
Sie zuerst einmal die IRQ-Leitung messen. Im Normalfall, also
bei funktionierendem Gerit, tritt an diesem AnschluB3 (Pin 3 des
Prozessors) alle 16 Millisekunden ein negativer Impuls von ca.
200 Microsekunden auf. Mit einem Vielfachmeflgerit ist nur
eine Gleichspannung von ca, 4.5 VOLT zu messen. Mit einer
LED und einem Widerstand von 200 Ohm kann man oben sehen,
ob die Interrupts ausgeldst werden. Dazu wird der Widerstand
mit 5 VOLT verbunden und als Vorwiderstand fir die LED
benutzt. Die Kathode der LED wird an Pin 3 des Prozessors ge-
halten. Jetzt muBB die LED soeben sichtbar leuchten und etwas
flackern. Besser geeignet ist natiirlich ein Logik-Tester oder ein
Oszilloskop.

Was aber, wenn die Interrupts ausbleiben? Wenn die IRQ-Lei-
tung nach dem Einschalten HIGH ist, dann nach kurzer Zeit
LOW wird, kommen als Fehlerquellen das Betriebssystem-ROM,
das RAM, die CIAs oder der Prozessor in Frage. Ein Fall fir
eine gut ausgeriistete Werkstatt, wenn Sie nicht die Mdéglichkeit
haben, die ICs aus einem anderen Rechner zu probieren.

Sind die CIAs defekt, so ist dieser Fehler leicht festzustellen.
Der C64 kann ohne CIA 2 arbeiten, und deshalb ist es mdglich,
die beiden ICs, deren Lage anhand der Bilder ermittelt werden
kann, auszutauschen. Falls der Computer nun wieder funktio-
niert, missen Sie das defekte IC, das vorher im Sockel von CIA
1 steckte, austauschen.
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Hat diese Operation auch nicht den gewiinschten Erfolg, kénnen
Sie untersuchen, ob der Prozessorport defekt ist.

Um dieses feststellen zu kénnen, sollten Sie jedoch schon einige
Erfahrung im Umgang mit ICs haben.

Dazu messen Sie die Leitungen -LORAM, -HIRAM und -
CHAREN an den Pins 27, 28 und 29 des Prozessors. Diese Lei-
tungen sollten nach dem Einschalten auf HIGH liegen. Stellt sich
nach dem Einschalten aber ein LOW-Pegel an einem dieser Pins
ein, so kann der Rechner das Betriebsystem-ROM nicht ord-
nungsgemifB adressieren. Es wird ausgeblendet und das darun-
terliegende RAM kommt zum Vorschein. Folglich kann der
Computer die RESET-Routine nicht anspringen, was unweiger-
lich zum ’Absturz’ fiihrt.

Stellt sich also ein LOW-Pegel ein, so kdnnen Sie jetzt den Pro-
zessorport untersuchen. Dafiir 16ten Sie den Prozessor aus und
16ten eine 40-beinige Fassung an diese Stelle. Nun miissen Sie
die Pins 27, 28 und 29 des Prozessors rechtwinklig abbiegen und
ihn zuriick in die Fassung stecken, so dal diese Pins keinen
Kontakt zur Platine haben. Auf diese Art wird dem ArdeB-
Manager U17 vorgegaukelt, dafl alles in Ordnung ist, da ein
offener Eingang an TTL-ICs als HIGH gewertet wird. Wenn der
Rechner nach dieser Prozedur arbeitet, so ist ein neuer Prozessor
notig.

Schligt diese Methode fehl, so ist es unumginglich, den Com-
puter in eine Werkstatt zu geben, da der Fehler mit kaum mit
normalen Mitteln zu lokalisieren ist.

8.4 Farbige Zeichen auf dem Bildschirm

Wenn Sie zum Beispiel beim Listen einer Directory oder eines
BASIC-Programms ungewollt lauter farbige Zeichen auf dem
Bildschirm erhalten, so muf3 dies nicht unbedingt am VIC liegen.
Der Fehler kann auch an dem Netzteil liegen, welches zu wenig
Spannung liefert. Um dieses zu iiberpriiffen, messen Sie die
Spannung nach, oder tauschen Sie Ihr Netzteil aus.
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8.5 Die Tastatur funktioniert micht richtig!

In diesem Fall liegt bestimmt ein Fehler der CIA 1 vor, die fir
die Tastaturabfrage zustindig ist. Gewilheit dariiber kdnnen Sie
sich jedoch mit dem Testprogramm verschaffen.

8.6 Der Joystick funktioniert micht!

Hier liegt der Fehler, sofern keine Stérungen der Tastatur vor-
liegen, ausschlieBlich am Joystick selbst. Mit Hilfe des Testpro-
gramms konnen Sie die Joystickfunktionen iiberpriifen.

8.7 Wenn er nicht richtig Lidt!

Hier muBB man zwischen Datasette und Floppy unterscheiden.
Beim Bandbetrieb gibt es drei Fehlermdglichkeiten:

In der Datasette selbst:

Der Tonkopf ist dejustiert. Mit einem kleinen Schraubenzieher
kann man versuchen, die Stellung des Tonkopfs anhand der
Justageschraube zu justieren (merken Sie sich die urspriingliche
Einstellung, damit Sie, falls dies nicht die Fehlerquelle war, sich
nicht die Datasette selbst dejustieren). Eine weitere Mdglichkeit
ist der verschmutzte Tonkopf, den man mit einer Reinigungs-
kassette oder einem Tonkopfspray siubern kann.

Im Computer:

Auch hier mul3 zwischen zwei Fillen unterschieden werden:

1. Es wurde nicht richtig gesavet, was auf einen de-
fekten Prozessorport zuriickzufithren ist. In diesem
Fall miissen Sie den Computer in die Reparatur
schicken.
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2. Es wird nicht richtig geladen, was auf eine defekte
CIA 1 schlielen 148t. In diesem Fall kdnnen Sie, wie
im Kapitel 8.3 ab Absatz 3 erliutert wird, die beiden
ClIAs vertauschen.

Die Floppy lddt nicht!

Falls der Fehler im Computer liegt, so kann dies nur bei der
CIA 2 der Fall sein, da diese fiir die Kommunikation mit der
Floppy zustindig ist. Hier ist es ratsam, die CIA 2 mit der eines
Freundes auszutauschen, um sich GewiBBheit zu verschaffen.
Wenn dies nicht hilft, so miiBte der Fehler in der Floppy liegen,
die man, wenn es nicht auf eine defekte Sicherung in der
Floppy zuriickzufiithren ist, zu einer Reparaturwerkstatt bringen
mub.

8.8 Fehler, die nach lingerem Betrieb auftreten

Zeitweise oder spontan auftretende Fehler sind in einer Werk-
statt immer die unbeliebtesten Defekte. Da kann es dann ohne
weiteres vorkommen, daB3 ein Gerit mehrere Tage im Test ord-
nungsgemiB funktioniert, obwohl der Kunde als Fehler angege-
ben hat, daB sich das Gerdt nach 1/2 Stunde ’verabschiedet’.
Hiufige Ursache dieser Fehler ist ein thermischer Defekt in
einem Bauteil. Sollte Thr C64 irgendwann einmal solche Symp-
tome zeigen, so empfiehlt sich die Anschaffung einer groflen
Dose Kiltespray. Dieses Spray ist im Elektronikfachhandel fir
ein paar DM zu erhalten. Durch einfaches Anspriithen lassen sich
die Bauteile auf bis zu -40 Grad abkiihlen. Dabei hat sich das
folgende Prinzip bewihrt:

Nachdem die Tastatur entfernt ist, wird die Rechnerplatine mit
einem normalen Haarfon gleichmiBig erhitzt. Sobald der Rech-
ner einen Fehler zeigt, werden die einzelnen Bauteile systema-
tisch mit dem Spray gekiihlt und der Rechner nach jedem Bau-
teil aus- und wieder eingeschaltet. Sobald nach dem Einschalten
der Rechner wieder funktioniert, werden die zuletzt abgekiihlten
Bauteile nocheinmal erwirmt, um zu sehen, ob wirklich eines
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dieser Bauteile den Defekt verursachte. Auf diese Weise kann
man nun das defekte Bauteil immer weiter einkreisen und zu-
letzt austauschen.

Leider sind nicht nur die Bauteile als Fehlerursache méglich.
Auch die Leiterplatte kann als Ursache in Frage kommen. Durch
die Erwarmung dehnt sie das Material aus, und obwohl diese
Ausdehnung sehr gering ist, kdnnen winzige Haarrisse entstehen,
die dann zu Versagen des Geriites fithren. Diese Haarrise zu fin-
den ist nur mit viel Glick mdoglich. Glicklicherweise ist das im
C64 verwendete Leiterplattenmaterial von sehr guter Qualitit, so
daB diese Fehler ausgesprochen selten sind.

Eine Ursache fiir sporadisch auftretende Fehler konnen auch die
RAMs sein. Mit dem in diesem Kapitel abgedrucktem Testpro-
gramm ist es moglich, das gesamte RAM des C64 zu prifen,
und das vermutlich fehlerhafte RAM-IC anzuzeigen.

8.9 Das Herausnehmen von ICs

Diese Anleitung gilt nur fir 1Cs, die gesockelt sind. Sollte dies
nicht der Fall sein, iberlassen sie diese Arbeit einem Fachmann.

Nehmen Sie einen kleinen Schraubenzieher und schieben Sie ihn
vorsichtig unter die eine der kurzen Seiten des ICs. Driicken Sie
den Schraubenzieher nun allm#ihlich nach unten, um den IC an
der Stelle etwas aus der Fassung zu heben. Genauso verfahren
Sie an der anderen Seite. Achten Sie dabei darauf, daB Sie das
IC nicht einseitig zuweit anheben, weil dies zum Verbiegen der
noch steckenden Beinchen auf der anderen Seite des ICs zur
Folge haben konnte. Wenn Sie das IC nun soweit aus der Fas-
sung gehoben haben, dafl Sie es miihelos mit Daumen und Zei-
gefinger, die die beiden Enden des ICs halten, herausziehen
konnen, dann nehmen Sie es an beiden Enden gleichmiBig zie-
hend aus der Fassung heraus.

Fassen Sie die Beinchen des ICs nicht an, weil Sie statisch auf-
geladen sein kdnnen, was eine Zerstorung des ICs zur Folge ha-
ben kdnnte.
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8.10 Wie stelle ich mir meine Tastatur strammer?

Dieser kleine Trick ist sehr niitzlich, wenn man die Tastatur satt
hat. Alle Tasten des C64 sind mit Federn ausgestattet, die die
Tasten vom Kontakt auf der Tastaturplatine wegdriicken. Die
Tasten sind auf einem kleinen Stibchen festgesteckt. Mit Hilfe
eines Schraubenziehers kann man die Tasten vom Keyboard
16sen.

Man schiebt den Schraubenzieher unter eine Taste und driickt
dann vorsichtig den Schraubenzieher nach unten, um die Taste
aus der Halterung zu hebeln. Gleichzeitig zieht man die Taste
mit Daumen und Zeigefinger nach oben. Nachdem Sie die Taste
entfernt haben, nehmen Sie die Feder heraus, die ca. I cm lang
ist. Sie konnen sie jetzt vorsichtig auseinanderziehen. Es ist nicht
ratsam, sie linger als 1.5 cm zu ziehen, da der Anschlag sonst zu
hart wird.

Nachdem Sie die Feder pripariert haben, setzen Sie sie wieder
auf ihren alten Platz. Dann stecken Sie die Taste auf den Pin
und pressen sie nach unten, bis sie einrastet.

Die Taste hat nun einen hirteren Anschlag. Am besten stellt
man sich die Tasten hirter, die am meisten benutzt werden, zum
Beispiel die RETURN-, RUN-STOP- und RESTORE-Tasten.

8.11 Wie baue ich einen RESET-Taster ein?

Bevor wir in die Praxis (ibergehen, wollen wir Ihnen zuvor erst
die Arbeitsweise eines RESETs erkliren. Beim Auslésen eines
Hardware-RESETs geschieht das gleiche wie beim Einschalten
des Computers. Die RESET-Leitung des Computers, die mit den
wichtigsten Bauteilen verbunden ist, wird kurzzeitig auf LOW
(MASSE) gelegt. Daraufhin springt der Prozessor die RESET-
Routine, deren Vektor in Speicheradresse $FFFC und $FFFD
liegt, an. In dieser Routine werden die wichtigsten Bausteine
initialisiert, wirend der Speicherinhalt zum gréften Teil erhalten
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bleibt. In unserer Anleitung haben wir die einfachste Moglich-
keit zum Bau eines RESET-Tasters gewihlt. Es werden die Lei-
tungen RESET und MASSE des USER-PORTSs per Taster mit-
einander verbunden.

Zum Bau benétigen Sie folgende Bauteile:
Einen Taster und zwei diinne Kabel

Falls Sie nichts an IThren Computer anléten wollen, dann besor-
gen Sie sich noch einen USER-PORT-Stecker und 16ten die bei-
den Kabel nicht direkt an den USER-PORT, sondern an den
Stecker.

Jetzt 16ten Sie die beiden Kabelenden an die Pin I und 3 des
USER-Ports oder des Steckers. Die Belegung des USER-Ports
finden sie am Ende des Kapitels 5.

Driicken Sie nun auf den Taster, und Sie werden feststellen, dafl
Ihr Rechner einen RESET ausfiihrt. Den gleichen Vorgang kdn-
nen Sie auch mit SYS64738 vom BASIC aus erzielen.

8.12 Das Testprogramm

Ans Ende dieses Kapitels haben wir noch ein kleines Testpro-
gramm gehingt, mit dessen Hilfe Sie das RAM, den Soundchip
und Ihren Joystick iiberpriifen kénnen. AuBerdem enthilt es
noch ein Testbild, mit dem Sie die Farben und den Kontrast
Ihres Fernsehers oder Monitors einstellen kdnnen. Dieses Pro-
gamm ist in Assembler geschrieben und liegt hier als BASIC-
Lader vor.

5 N=49152

10 READX:IFX=-1THEN3O

20 S=S+X:POKEN,X:N=N+1:G0TO 10

30 IF $<>124998 OR N<>50359 THEN PRINT"FEHLER IN DATAS":END
40 SYS49152
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101 DATA 169,0,141,32,208,141,33,208,170,169,5,141,134,2, 189,58,19
2,32,210

102 DATA 255,232,201,0,208,245,32,62,241,240,251,201,49,208,3,76, 1
54,192,201

103 DATA 50,208,3,76,125,195,201,51,208,3,76,59,194,201,52,208,201
,76,56,193

104 DATA 147,13,32,32,32,32,32,32,32,67,72,69,67,75,80,82,79, 71,82
,65,77,77

105 DATA 32,13,13,13,13,32,32,18,32,49,32,146,32,84,69,83,84,66,73
,76,68,13

106 DATA 13,32,32,18,32,50,32,146,32,83,79,85,78,68,13,13,32,32,18
,32,51,32

107 DATA 146,32,82,65,77,84,69,83,84,13,13,32,32,18,32,52,32,146,3
2,74,79

108 DATA 89,83,84,73,67,75,13,13,0,169,147,32,210,255,160,28,162,0
,189,223

109 DATA 192,32,210,255,232,201,0, 208,245, 136,208,240,162,0,160,40
,189,255

110 DATA 192,32,210,255,136,208,250,232,224,20,208,240,162,0,189,2
1,193,240

111 DATA 7,32,210,255,232,76,197, 192, 162,18,160,12,24,32,10,229,32
,86,195

112 DATA 76,0,192,18,154,32,32,5,32,32,28,32,32,159,32,32,156,32,3
2,30,32

113 DATA 32,31,32,32,158,32,32,152,32,32,153,32,32,0,18,154,32,5,3
2,28,32

114 DATA 159,32,156,32,30,32,31,32,158,32, 152,32,153,32,0,19,5,18,
29,29,29

115 DATA 29,29,29,29,29,29,17,84,69,83,84,66,73,76,68,32,68,69,83,
32,68,65

116 DATA 84,65,83,65,84,13,0,162,0,189,211,193,32,210,255,232,201,
0,208, 245

117 DATA 162,13,160,16,26,32,240,255,162,0,189,44,194,32,210,255,2
32,201,0

118 DATA 208,245,162,13,160,16,24,32,240,255,162,0,173,0,220,41, 1,
208, 13,189

119 DATA 9,194,32,210,255,232,201,0,208,245,240,205,173,0,220,41,2
,208,13

120 DATA 189,16, 194,32,210,255,232,201,0,208,245,240, 185,173,0,220
,41,6,208
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121 DATA 13,189,23,194,32,210,255,232,201,0,208,245,240,165,173,0,
220,41,8

122 DATA 208,13,189,30,194,32,210,255,232,201,0,208,245,240,25,173
,0,220,41

123 DATA 16,208,13,189,37,194,32,210,255,232,201,0,208,245,240,5,3
2,62,261

124 DATA 208,3,76,69,193,76,0,192,147,13,83,84,69,67,75,69,78,32,8
3,73,69

125 DATA 32,68,69,78,32,74,79,89,83,84,73,67,75,32,73,78,32,80,79,
82,84,32

126 DATA 35,50,13,17,18,69,78,68,69,146,32,61,32,84,65,83,84,69,0,
79,66.69

127 DATA 78,32,32,0,85,78,84,69,78,32,0,76,73,78,75,83,32,0,82,69,
67,72,84

128 DATA 83,0,70,69,85,69,82,32,0,32,32,32,32,32,32,32,157,157, 157
,157,157

129 DATA 157,157,0,120,162,0,189,7, 195,32,210,255,232,201,0, 208,24
5,162,0

130 DATA 181,0,141,144,4,160,0,200,208,253,213,0,240,3,76,235, 194,
232,208

131 DATA 236,162,0,189,53,195,32,210,255,232,201,0,208,245, 162,0, 1
89,64,195

132 DATA 32,210,255,232,201,0,208,245,162,0,189,0,1,160,0,200,208,
253,161

133 DATA 144,4,157,0,1,221,0,1,208,93,232,208,234,162,0,189,53, 195
,32,210

134 DATA 255,232,201,0,208,245, 162,0,189,75,195,32,210,255,232,201
,0,208,245

135 DATA 120,169,48,133,1,162,0,160,4,134,251, 132,252, 162,0, 160,25
1,161,251

136 DATA 129,251,141, 144,4,193,251,208,36,232, 208,242,230,252,136,
208,237

137 DATA 169,55,133,1,162,0,189,53, 195,32,210,255,232,201,0, 208,24
5,169,13

138 DATA 32,210,255,32,86,195,76,0,192,169,55,133,1,162,0,189,40,1
95,32,210

139 DATA 255,232,201,0,208,245, 169,13,32,210,255,32,86,195,76,0,19
2,147,13

140 DATA 32,32,32,32,32,32,32,32,82,65,77,84,69,83,84,17,17,17,17,
17,13,13
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141 DATA 90,69,82,79,80,65,71,69,0,32,32,32,32,32,32,70,69,72,76,6
9,82,0,32

142 DATA 32,32,32,32,32,32,32,79,75,0,13,13,83,84,65,80,69,76,32,3
2,0,13,13

143 DATA 54,52,75,32,82,65,77,32,0,162,0,189,105,195,32, 210,255,23
2,201,0

144 DATA 208,245,32,62,241,240,251,96,18,17,17,17,84,65,83,84,69,3
2,68,82

145 DATA 85,69,67,75,69,78,146,0,32,68,229,162,0,134,124,169,8,133
,125,32

146 DATA 49,196,166,124,169,15,141,24,212,169,1,157,0,212,133,126,
169,22,157

147 DATA 1,212,169,34,157,5,212,169,133,157,6,212,169,15,157,3,212
,157,2,212

148 DATA 6,125,32,2, 196,165, 125,9,1,166,124,157,4,212,32,232, 195,1
65,125,157

149 DATA 4,212,32,232,195,32,243,195,176,231,36,125,48,3,76,176,19
5,169,0

150 DATA 157,4,212, 165, 124,24,105,7, 133,124,201,21, 144, 159,76,0,19
2,160,0

151 DATA 162,5,136,208,253,202,208,250,96,166, 124,230, 126,165,126,
240,5,157

152 DATA 1,212,56,96,24,96,32,87,196,169,32,36,125,112,14,48,17,20
8,5,162

153 DATA 0,76,32,196,162,14,76,32, 196,162,30,76,32,196,162,44,189,
105,196

154 DATA 240,7,32,210,255,232,76,32,196, 169,13,76,210,255,32,68,22
9,32,97

155 DATA 396,165,124,240,10,201,7,240,3,162,59,44,162,56,44,162,53
,32,32,196

156 DATA 162,62,32,32,196,169,13,32,210,255,76,210,255,56,32,240,2
55,160,7

157 DATA 24,76,240,255,162,5,160,7,24,76,240,255,68,82,69,73,69,67
,75,45,87

158 DATA 69,76,76,69,0,83,69,65,71,69,90,65,72,78,45,87,69,76,76,6
9,0,82,69

159 DATA 67,72,69,67,75,45,87,69,76,76,69,0,82,65,85,83,67,72,69,7
8,0,49,46

160 DATA 0,50,46,0,51,46,0,32,32,84,79,78,71,69,78,69,82,65,84,79,
82,0,9,-1
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9. Vergleich der Rechner

Der neue C64 11 hat sich optisch zu seinem Vorliufermodell
recht stark verindert. Das neue Gehiuse entspricht nicht mehr
dem alten etwas klobig wirkenden "Buckelgehiuse”.

Die Designer haben sich bei ihrer Arbeit eher am Commodore
128 orientiert, wohl in der Hoffnung, wenigstens optisch einen
PC zu schaffen. Eine Bestitigung dafir findet sich auch in der
neuen Aufschrift, die der Rechner jetzt trigt.

Aus dem simplen *Commodore 64' ist jetzt ein respekschaf-
fender *Commodore 64 PERSONAL COMPUTER’ geworden.

Insgesamt ist das Gerit flacher geworden und die Tastatur etwas
tiefer und schriger angebracht als vorher. Dadurch wird das
Eintippen von Programmen oder Texten erheblich erleichtert,
AuBlerdem sind die Sonderzeichen, die vorher unter den Buch-
staben gedruckt waren, neben die Buchstaben gesetzt worden,
was jedoch kein Nachteil ist.

Die Mechanik der Tastatur ist identisch mit der alten, nur die
Farbe der Tasten hat sich geindert. Auch die einzelnen
Anschliisse des Rechners sind gleich geblieben. Nicht einmal der
so dringend benotigte RESET-Schalter hat an dem neuen Rech-
ner einen Platz gefunden.

Durch das verinderte Gehiuse steht im Computer kein Platz zur
Verfiigung, um zum Beispiel ein zweites Betriebsystem einzu-
bauen. Schraubt man das Geh#use auf, so ist die Platine noch
gar nicht sichtbar, weil diese unter der Tastatur und einer
dicken Isolation aus Blech verborgen ist.

Um an die Platine heranzukommen, miissen also erst simtliche
Schrauben und Stecker, die mit der Platine verbunden sind, ge-
16st werden, um das Isolationsblech abnehmen zu konnen. Erst
jetzt wird einem ein Blick auf die stark verinderte Platine ge-
wihrt, die ca. 40 Prozent kleiner ist als die alte. Die Platine ist
von der GrofBle her ungefihr mit einer Steckkarte fir den IBM-
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AT zu vergleichen. In ihr stecken weitaus weniger Bausteine und
elektronische Teile als in der alten Platine. Sie beinhaltet nim-
lich nur noch 17 Cips, wogegen die alte Platine noch ca. 30
hatte.

Die CIAs 6526 sind gleich geblieben, sie liegen nur an unter-
schiedlichen Stellen, eine davon links auflen und die andere
direkt neben der Tastatur, woraus sich schieBen 14B8t, daB die
linke zum Steuern des USER-Ports und'der RS232 und die
andere zur Abfrage von Tastatur und Control-Port dient.

An den RAM-Bausteinen wurde ebenfalls gespart. Wo vorher
acht 8-KByte-RAM-Bausteine waren, befinden sich nur noch
zwei 32-KByte-RAM-Chips des Types 41464.

Die Taktbausteine des Types 8701 beinhalten quasi alle vier
Bausteine der alten Platine, die vorher in dem abgeschirmten
Teil neben dem VIC lagen.

Der Modulator ist erheblich kleiner geworden, wobei er nichts
von seiner Leistungsfihigkeit eingebii3t hat.

Der VIC ist nicht mehr der alte 6569, der gesondert abgeschirmt
in einem Blechgehiuse auf der Platine lag, sondern er ist durch
einen neuen mit der Typenbezeichnung 8565 ausgetauscht
worden, der im Gegensatz zum alten nur noch mit 5V aus-
kommt. Er liegt auBerdem wie die anderen Chips frei auf der
Platine, was aber keinen Unterschied macht, weil die Platine
auch so ausreichend abgeschirmt ist.

Der neue Prozessor mit der Typenbezeichnung 8500 ist mit dem
alten 6510 vollkommen kompatibel, so da3 auf jeden Fall alle
Programme auch mit dem neuen Baustein laufen.

Das Zeichensatz-ROM ist in beiden Fillen identisch und be-
findet sich sogar noch an der gleichen Stelle wie vorher.

Leider hat man bei dem neuen Rechner das BASIC- und
KERNAL-ROM in einem Baustein zusammengefaflt, was den
Nachteil hat, daB man nicht so einfach eine Betriebs-
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systemumschaltplatine einbauen kann, da man jetzt immer das
BASIC mitbrennen muf}. AuBlerdem ist dieses Vorhaben sowieso
wegen des Platzmangels stark eingeschrinkt.

Das Farb-RAM ist zwar bei dem neuen C64 11 an anderer Stelle,
ist aber immer noch das alte.

Der neue SID mit der Typenbezeichnung 8580 ist mit dem alten
6581 voltlkommen kompatibel. Er liegt tediglich an einer anderen
Stelle.

Die Multiplexer, die zur Adressierung der RAM-Bausteine notig
sind, sind bei der neuen Version alle in einem Chip vom Typ
251715 untergebracht. Er iibernimmt somit alle Funktionen der
Speicherverwaltung.

Trotz aller Anderungen 148t sich mit Bestimmtheit sagen, daB
der neue C64 11 100% kompatibel mit seinem Vorliufermodell
ist, denn alle Programme oder Module arbeiten beim °‘neuen’
genausogut wie beim guten alten C64.
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Anhang A

Der folgende BASIC-Loader entspricht dem bereits im Kapitel
2.1 beschriebenen Maschinensprachemonitor, der im Speicher-
bereich $9000 (36864) bis $9D10 (40208) liegt.

5 N=9*16"3

10 READ X:IF X=-1 THEN 30

12 POKE N,X

15 S=6+X:N=N+1:6OT0 10

30 IF S<>363070 OR N<>40208 THEN PRINTFEHLER IN DATAS":END

35 SYS 9*16°3

36 DATA120,169,39, 141,22,3,169,152,141,23,3,169,0, 133, 103,76,139, 1
52,162

37 DATA255,160,155,132,99,160,0,240,11, 169,168,133,98,32,17,145,32
141,145

38 DATA96,177,96,232,224,160,240,238,221,171,155,208,246,138,56,24
9,216

39 DATA156,144,3,200,208,247,132,2,152,10,24,101,2, 133,98,32, 17,14
5,189

40 DATA65,156,208,8,169,35,32,240,145,76,95, 145,201, 1,208,3,76, 113
, 145,201

41 DATA2,208,6,32,113,145,76,156,145,201,3,208,6,32,113,145,7 6,166
,145,209

42 BATAG,208,3,76,95,145,201,5,208,6,32,95,145,76,156,145,201,6,20
8,6,32

43 DATA95,145,76,166,145,201,7,208,16,169,40,32,240,145,32,95,145,
32,156

44 DATA145,169,41,76,240,145,201,8,208,16,169,40,32,240,145,32,95,
145,169

45 DATA41,32,240,145,76,166,145,201,9,208,58,32, 141, 145, 169,36,32,
240,145

46 DATA160,0,177,96,48,28,56,101,96,72,144,10,164,97,200,152,32,58
,145,26

47 DATA144,5,165,97,32,58,145,104,32,58,145,76,141,145,56,101,96,7
2,176

48 DATA238,164,97,136,152,32,58,145,24, 144,233,201, 10,208, 13, 169,4
0,32,240
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49 DATA145,32,113,145,169,41,76,240, 145,76 ,141,145,32,176,145,169,
58,32

50 DATA240,145,76,48,145,32,176,145,169,44,32,240,145,32,48,145,32
,67,146

51 DATA160,0,177,98,32,240,145,200,192,3, 208,246, 169,32,76,240,145
,165,97

52 DATA32,58,145,165,96,76,58,145,32,70, 145,72, 152,32, 240, 145,104,
76,240

53 DATA145,72,74,74,74,74,32,83,145,163,104,76,83,145,41,15,201,10
,26,48

54 DATA2,105,7,105,48,96,169,36,32,240,145,32, 141,145,160,0,177,96
,32.58

55 DATA145,76,141,145,169,36,32,240,145,160,2,177,96,32,58,145,160
177

56 DATA96,32,58,145,32,141,145,32,141,145,76,141, 145,230,96,208, 10
,230,97

57 DATA208,6,72,169,255,133, 102, 104,96, 169,44,32,240, 145, 169,88,76
,260,145

58 DATA169,44,32,240,145,169,89,76,240, 145,32,42,146,169,46,76,240
,165,32

59 DATA200,145,133,2,152,32,200, 145, 10, 10,10, 10,5,2,96,201,65,56,4
8,2,233

60 DATA7,233,48,96,32,217,145,170,76,217,145,32,231, 145, 201,32,240
,269,168

61 DATA32,231,145,76, 184,145,32,52, 146,240,1,96,76,64,146,32,11,14
6,32,210

62 DATA255,76,23,146,32,11,146,32,207,255,76,23, 146,32,11,146,32,6
2,241

63 DATAT6,23,146,72,165,1,133,251,169,55,133,1,104,88,96,72,120,16
5,251

64 DATA133,1,104,96,32,2,146,201,3,240,1,96,76,64,146,169,13,76,24
0,145

65 DATA169,32,76,240,145,32,249, 145,201, 13,96,32,231, 145,201,32,96
,32,176

66 DATA145,162,255,1564,32,52,146,240,245,201,32,240,244,201, 46,240
,260,160

67 DATA19,136,48,14,217,138,154, 208,248,185,100,154,72,185,119,154
,72,96

68 DATA169,63,32,240,145,76,66,146,32,158,146,32,31,146,32,127,146
164,199
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69 DATA32,18,144,76,113,146,165,102,240,7,169,0, 133,102,76,154, 146
,165,97

70 DATA197,101,144,12,208,8,165,96, 197,100,144,4,240,2, 24,96,56,96
,32,210

71 DATA145,134,97,133,96,32,52, 146,240,16,201,32,208,184,32,220, 14
5,170

72 DATA32,217,145,134,101,133,100,96,165,96,133,100,165,97,133,101
,96,32

73 DATA210, 145, 134,97,133,96,32,52, 146,208, 151,88,108,96,0,120, 108
,2,160

74 DATA32,158,146,32,31,146,32,127,146,144,6,32,235, 146,76,218,146
,76,64

75 DATA146,32,6,145,160,0,132,3,177,96,72,32,47,146,104,32,58,145,
164,3

76 DATA200,192,8,208,237, 162,8,160,0,32,47,146,169,1,133,199,177,9
6,461,127

77 DATA201,32,144,10,32,240,145,169,0,133,212,26,144,3,32,179,145,
32,161

78 DATA145,202,208,229,169,0,133, 199,96,32,210,145,134,97,133,96,1
60,0,32

79 DATA231,145,132,3,32,231,145,32,135,147,168,32,23%, 145,32,135,1
47,32

80 DATA184,145,164,3, 145,96,200, 192,8,208,226,169, 145,32,240,145,3
2,235

81 DATA146,32,176,145,169,58,141,119,2,165,97,32,70,145, 140, 120,2,
141,121

82 DATA2,165,96,32,70, 145,140, 122,2,141, 123,2,169,32, 141, 124,2, 169
,6,133

83 DATA198,76,67,146,201,32,240,1,96,76,102,146,32,210,145, 134,97,
133,96

8% DATA169,155,133,99,32,58,146,240,251,30,62,148,224,31,164,11,22
4,39,176

85 DATA7,169,0,141,1,2,240,5,169,1,141,1,2,32, 117, 148, 133,3, 169,0,
224,0

86 DATA240,12,202,24, 125,216, 156,76,189,147,224,0,208,240, 164, 4,19
0,216

87 DATA156,168,165,3,217,65,156,208,10,185,171,155,160,0,145,96,24
,164,7

88 DATA200, 202, 208,237,76, 102, 146,200, 162,6,165,3,202,48, 25, 221,15
7,154
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89 DATA208,248,165,98,145,96,169,145,32,240,145,32,18,144,32,176,1
45,169

90 DATA44,76,98,147,201,11,240,236,201,9,208,30,56,165,99,233,2,13
3,99,165

91 DATA98,229,97,201,2,144,4,201,255,208,75,32, 114, 149,24,101,99,1
45,96

92 DATA76,252,147, 165,99, 145,96,200,165,98,145,96,76,252, 147,162,0
,157,224

93 DATA158,232,224,3,240,6,32,231,145,24,144,2462,162,0, 134,98, 160,
255,200

94 DATA185,224,158,209,98,240,15,232,230,98,230,98,230,98, 164,981
92,168

95 DATA176,9,144,231,192,2,208,229,134,4,96,76,102,1466,32,52,146,2
08,3,169

96 DATA11,96,201,32,240,244,201,35,208,19,32,231,145,32,73,149,32,
217,145

97 DATA133,98,32,52,146,208,221,169,0,96,201,40,208,54,32,231,145,
32,73

98 DATA149,32,217,145,133,98,32,231,145,201,41,240,25,201,44,240,3
,76,53

99 DATA149,32,87,149,32,231, 145,201, 41,208,179,32,52,146,208,174,1
69,7,96

100 DATA32,95,149,32,52,146,208,163,169,8,96,32,73,149,32,217,145,
133,98

101 DATA32,52,146,240,83,201,44,240,52,32,224,145,133,99,32,52,146
,260,31

102 DATA201,44,208,129,32,231,145,201,88,240,12,201,89,208,193,32,
52,146

103 DATA208,188,169,3,96,32,52, 146,208, 180,169,2,96,173,1,2,240,3,
169,1,96

104 DATA169,9,96,32,231,145,201,88,240, 12,201,89,208,47,32,52,146,
208,42

105 DATA169,6,96,32,52,1466,208,34,169,5,96,169,4,96,32,226,145,133
,99,32

106 DATA231,145,201,41,208,16,32,52,146,208, 11,169,10,96,201,36,24
0,3,76

107 DATA102,146,96,76,102,146,32,106,149,32,231,145,201,88,208,243
,96,32

108 DATA106, 149,32,231, 145,201, 89,208,232,96,32,231,145,201,44,208
,224,96
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109 DATA165,96,73,255,170,232,138,96,32,231,149,32,52,146,208,7,16
9,8,133

110 DATA186,76,174,149,201,44,208,12,32,217,145,133,186,32,52,146,
240,23

111 DATA201,44,208,119,32,210,145,133,98,134,99,32,52,146,208,242,
169,0,133

112 DATA185,24,144,4,162,1,134,185,165,186,201,8,240,10,201,9,240,
3,76,215

113 DATA149,32,21,150,169,0,32,11,146,166,98,164,99,32,213,255,32,
105,150

114 DATA32,23,146,76,141,153,201,1, 208,55,76,194,149,169,1, 133,185
,133,186

115 DATA76,194,149,32,52,146,240,242,201,32,240,247, 201,34, 208,30,
162,0,32

116 DATA249,145,201,34,240,10,157,224,158,232,224,17,240,13,208,23
9,134,183

117 DATA169,158,133, 188, 169,224,133,187,96,76,102,146, 169, 165, 162,
244,32

118 DATA69,150,162,3,189,163,154,157,84,159,202,16,247, 162,15, 189,
167,154

119 DATA157,105,159,202, 16,247,162,2,189,183, 154, 157,142, 159,202, 1
6,247,169

120 DATA3, 141,138,159,198,186,96,32,11,146,133,100,134,101,160,0,1
77,100

121 DATA153,0,159,200,208,248, 169,0,141,48,3,141,50,3,169,159,141,
49,3,141

122 DATAS1,3,76,23,146,162,3,189,76,253,157,48,3,202,16,247,96,32,
231,149

123 DATA32,106,149,32,217,145,133,186,32,106,149,32,210,145,133,96
,134,97

124 DATA32,106,149,32,210,145, 133,98, 134,99,32,52,146,208,53,165,1
86,201

125 DATA8,240,7,201,9,208,32,32,209, 150, 169, 1,133,185, 169,96, 165,9
8,164,99

126 DATA232,208,1,200,32,11,146,32,216,255,32,23, 146,32, 105, 150,76
,141,153

127 DATAT2,32,42,146,104,201,1,208,2,240,216,76, 102, 146, 169,237,16
2,245,32

128 DATA69, 150, 162,2, 189, 186, 154,157,52,159,202,16,247,162,4, 189, 1
89,154
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129 DATA157,60,159,202,16,247, 198,186,96,32,23,146,177,172,32,41,1
46,76,221

130 DATA237,32,158,146,162,0,32,52,146,240,200,201,32,208,196,134,
3,32,217

131 DATA14S, 166,3, 157,0,159,232,32,52, 146,208,236,134,3,162,0,32,1
27,146

132 DATA144,17,160,0,189,0,159, 145,96,32, 141, 145,232,228, 3,208,236
,240,232

133 DATA76,66, 146, 32, 158, 146,32,210, 145 ,133.98,134,59,228,97 144 ,6
,208,27

134 DATA197,96,176,23,32,127,146,144,228,160,0,177,96,145,98,32,14
1,145,230

135 DATA98, 208, 238,230,99, 76,75, 151,165,100,56, 229,96, 72, 165,101, 2
29,97,144

136 DATA61,24, 101,99,133,99, 104,24, 101,98, 144,2,230,99,133,98,32,1
27 146

137 DATA%4,204,160,0, 177, 100, 145,98, 198,100,165, 100,201,255,208,2
,198,101

138 DATA198,98,165,98,201,255, 208,227, 198,99, 76, 125, 151,32, 158, 146
,32,52

139 DATA146,240,125,162,0,201,32,208,119,32,247,151, 144,16,134,3,3
2,224,145

140 DATA166,3,157,0,159,232,32,52,146,208,231,32,42,146,134,3, 160,
0,32,127

141 DATA146,144,38,32,31,146,185,0,2,240,13,177,96,217,0, 159,240,6
,32,141

142 DATA145,76,199, 151,200,196,3,208,225,32,48,145,32,141,145,32,4
7,146,76

143 DATA199,151,76,64,146,32,231,145,201,63,208,29,32,249,145,201,
63,208

144 DATA31,169,0,157,0,2,232,32,52,146,240,9,201,32,208, 16, 104,104
,76,173

145 GATA151,24,96,72,16%9,255,157.0,2,104,58,96,76, 102,146,120,216,
104,141

146 DATA69,2,104,141,68,2,104,141,67,2, 104, 141,66, 2, 104, 141,64,2,1
04,141

147 DATA6S,2,206,64,2,208,3,206,65,2,186,142,70,2,162,0,189,194,15
4,32,240

148 DATA145,232,2264,61,208,245,173,65,2,32,58, 145,173,64,2,32,58,1
45,32,47
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149 DATA46,173,21,3,32,58,145,173,20,3,32,58,145,162,0,32,47,146,
189,66

150 DATA2,32,58,145,232,224,5,208,242,32,42,146,76,64, 146,141,672
, 142,68

151 DATA2,140,69,2,76,53,152,32,158,146,32,210,145,133,98,134,99,3
2,462,146

152 DATA32,127,146,144,29,160,0,177,96,209,98,208,12,32,141,145,23
0,98,208

153 DATA236,230,99,76, 164,152,32,48,145,32,47,146,76,177,152,76,64
146,32

154 DATA210,145,168,32,42,146,138,72,152,170, 104,32, 11,146,32,205,
189,32

155 DATA23,146,76,64,146,160,D,132,96,132,97,32,249,145,41,15,24,1
01,96,133

156 DATA96,144,2,230,97,32,249,145,201,48,144,26,72,165,96,164,97,
10,38,57

157 DATA10,38,97,101,96,133,96,152,101,97,6,96,42,133,97,104,144,2
12,32,42

158 DATA146,32,48,145,76,64,146,32,158,146,165,96,24, 101, 100,133,9
6,165,97

159 DATA101,101,133,97,32,42,146,32,48,145,76,64,166,32,158,146,16
5,96,56

160 DATA229, 100,133,96,165,97, 229, 101, 133,97,76,47,153,32,11,146,3
2,231,255

161 DATA32,23,146,32,52,146,240,52,201,32,240,247,201,36,240,86,16
2,0,157

162 DATA224,158,232,224,17,240,73,32,52,146,208,243,138,162,224,16
0,158,32

163 DATA, 146,32, 189,255,169,1,162,8, 160,15,32,186,255,32,192,255
,32,231

164 DATA255,32,23,146,32,42,146,32, 11, 146,169,8, 133, 185,32, 180,255
, 169,111

165 DATA133,185,32,150,255,32, 165,255,32,210,255,201,13,208,246,32
171,255

166 DATA32,23,146,76,64,146,76,102,146,72,32,42,1466,104,32,11,146,
141,224

167 DATA158,162,224,160,158,169,1,32,189,255,162,8,160,96,32,186,2
55,32,213

168 DATA243, 165, 186,32,180,255, 165,185,32,150,255, 169, 0,133,144,16
0,3,140



636

64 Intern

169 DATA224,158,32, 165,255, 141,225,158, 164, 144,208,49,32, 165,255, 1
64,144

170 DATA208,42,172,224,158,136,208,230,174,225,158,32,205, 189,169,
32,32,210

171 DATA255,32,165,255,166,144,208,18,170,240,6,32,210,255,76, 10,1
54,169

172 DATA13,32,210,255,160,2,208,194,32,66,246,32,23,146,76,64,146,
32,52,146

173 DATA208,48,32,42,146,32,11,146,165,103,208,27,198,103,169,1,16
2,6,32

174 DATA186,255,169,0,133,183,32,192,255,162,1,32,201,255,32,23,14
6,76,64

175 DATA146,230,103,32,231,255,32,204,255,76,80,154,76,102,166,146
,166,166

176 DATA146, 147,147,149,150,150,151,151,152,152,152,152,153,153,15
3,154,109

177 DATA214,194,210,45,142,121,116,251,54, 158,76, 150,200,224,30,55
76,63

178 DATA68,77,71,88,58,44,76,83,70,84,72,82,67,36,35,43,45,64,80,0
,6,5,6

179 DATA7,8,234,234,26,144,120,72,169,48,133,1,104,145,174,169,55,
133,1,234

180 DATA234,234,76,169,245,32,221,237,32,241, 150,234,234,13,13,73,
78,84,69

181 DATA82,78,32,77,79,78,73,84,79,82,32,66,89,32,82,46,32,71,69,7
6,70,65

182 DATA78,68, 13, 13,32,32,32,80,82,32,32,73,82,81,32,32,83,82,32,6
5,67,32

183 DATA88,82,32,89,82,32,83,80,13,46,42,0,76,68,65,76,68,88,76,68
,89,83

184 DATA84,65,83,84,88,83,84,89,84,65,88,84,65,89,84,88,65,84,89,6
5,84,88

185 DATA83,84,83,88,80,76,65,80,72,65,80,76,80,80,72,80,65,68,67,8
3,66,67

186 DATA73,78,67,68,69,67,73,78,88,68,69,88,73,78,89,68,69,89,65,7
8,68,79

187 DATA82,65,69,79,82,67,77,80,67,80,88,67,80,89,66,73,84,66,67,6
7.66,67

188 DATA83,66,69,81,66,78,69,66,77,73,66,80,76,66,86,67,66,86,83,7
4,77,80
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189 DATA74,83,82,65,83,76,76,83,82,82,79,76,82,79,82,67,76,67,67,7
6,68,67

190 DATA76,73,67,76,86,83,69,67,83,69,68,83,69,73,78,79,80,82,84,8
3,82,84

191 DATA73,66,82,75,63,63,63,169,173, 189,185,165, 181,161, 177, 162,1
74,190

192 DATA166,182,160,172,188,164,180, 141,157, 153,133,149, 129, 145,14
2,134,150

193 DATA140, 132, 148,170,168,138,152, 154, 186,104,72,40, 8,105,109,12
5,121,101

196 DATA117,97,113,233,237, 253,249,229,245,225 ,241,238,254,230,246
,206,222

195 DATA198,214,232,202,200,136,41,45,61,57,37,53,33,49,9,13,29,25
,5,21,1

196 DATA17,73,77.93.89.69,85,65,81,201,205,221,217, 197,213, 193,209
,224,236

197 DATA228,192,204,196,44,36,144,176,240,208,48,16,80,112,76,108,
32,14,30

198 DATA6,22,10,78,94,70,86,74,46,62,38,54,42,110,126,102,118,106,
24,216

199 DATA88,184,56,248,120,234,96,64,0,1,2,3,4,5,7,8,9,1,3,4,6,0,1,
2,4,5,1

200 DATA2,3,4,5,7.8,1,4,6,1,4,5,11,11,11,11,11,11,11,11,11,11,0,1,
2.3,4,5

201 DATA7,8,0,1,2,3,4,5.7,8,1,2,4,5,1,2,4,5,11,11,11,11,0,1,2,3,4,
5,7.8,0

202 DATA1,2,3,4,5,7.8,0,1,2,3,4,5,7.8,0,1,2,3,4,5,7,8,0,1,4,0,1,4,
1,4,9,9

203 DATA9,9,9,9,9,9.1,10,1,1,2,4,5,11,1,2,4,5,11,1,2,4,5,11,1,2,4,
5,11,11

206 DATA11,11,11,11,11,11,11,11,11,11,8,5,5,7,3,3,1,1,1,1,1,1.1,1,
1,1,8,8

205 DATA4,4,1,1,1,1,8,8,8,8,3,3,2,1,1,1,1,1,1,1,1,2,1,5.5,5,5,1,1,
1,1,1,1

206 DATA1,1,1,1,1,-1
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Anhang B

Glossar

Assembler:

Programmiersprache, die es ermdglicht, die CPU direkt anzu-
sprechen. Sie ist sehr unkomfortabe, dafiir aber die schnellste
Sprache, da der Computer sie direkt verarbeiten kann
(Maschinensprache).

Betriebssystem.

Das Betriebssystem ist im ROM fest abgelegt und ein Programm,
das die wichtigsten Computerabliufe steuert, die fiir jede Pro-
grammiersprache gebraucht werden. Unter anderem sind dies die
Aufgaben der Ein-/Ausgabesteuerung.

Bidirektional :

Bidirektional heif3t, da3 eine Operation in zwei (beide) Richtun-
gen ausgefiihrt werden kann.

Expansionsport (Modul-Steckplatz).

Der Expansionsport ist der Erweiterungssteckplatz des Com-
puters. An ihm kdénnen Zusatzmodule eingesteckt werden. Diese
kénnen BASIC-Erweiterungen, andere Programmiersprachen
oder ein Steckmodul darstellen. Grundsitzlich ist dieser Port
durch ein BASIC-Programm nicht zu bearbeiten.

Handshake:

Uber eine Handshakeleitung verstindigen sich Sender und
Empfinger iiber die Bereitschaft, neue Daten zu senden bezie-
hungsweise zu empfangen.
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Latch:

Kommt bei einer Zweierteilung einer Speicherzelle vor. Der
Latch (Vorspeicher) ist der Teil dieser Speicherzelle, der nur
beschrieben werden kann. Bei einem Lesezugiff erhillt man je-
doch immer den anderen Teil der Speicherzelle, der ebenfalls ein
Acht-Bit-Wert ist.

Maus:

Eingabegerit, das am Joystickport angeschlossen wird. Bewegt
man es auf einer Unterlage, werden ensprechend der Bewegung
Objekte auf dem Bildschirm bewegt,

Mantisse:

Als Mantisse bezeichnet man bei der Exponentialschreibweise
den Wert, mit dem die Potenz multipliziert wird. Die Mantisse
liegt laut Definition zwischen 1 und 10. Bei der Zahl 1986, in
Exponentialschreibweise 1.986*10~3, ist 1.986 die Mantisse.

NMI:

Nicht maskierbarer Interrupt. Eine Unterbrechung des Pro-
grammablaufs, die durch das Setzen (auf Masse legen) der NMI-
Leitung ausgelost wird. Dieser Interrupt ist vom Programmierer
nicht beeinfluf3bar (maskierbar).

Paddle:

Eingabegerit, das am Joystickport angeschlossen wird. Es besteht
aus einem Potentiometer, dessen Widerstand durch einen Dreh-
knopf beeinfluBt wird. Dieser Widerstand ist als Zahlwert in
Port X und Y des SID anzulesen.

Parallel:

Form der Dateniibertragung, bei der die Bits nebeneinander
(parallel) und somit gleichzeitig iibertragen werden. Dies ermég-
licht eine hohe Dateniibertragungsgeschwindigkeit.
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Paritdt.:

Anzahl der ’1’ einer Bitgruppe, die {ibertragen wird. Von einer
geraden Paritit wird gesprochen, wenn die Anzahl der 'l' gerade
ist. Dementsprechend bedeutet eine ungerade Paritit die unge-
rade Anzahl von 'I’.

Paritdsbit.

Bit, das bei der Dateniibertragung zu der Bitgruppe mitgesandt
wird. Ist die Paritit gerade, so wird eine Eins als Bit mitgesen-
det. So kann der Empfinger iiberpriifen, ob bei der UJbertragung
ein Fehler aufgetreten ist.

Peripherie:

Darunter versteht man alle Gerite, die an einem Computer an-
geschlossen werden kénnen. Solche Gerite sind Drucker, Floppy,
Joystick, Lightpen, Monitor und so weiter.

Sektor:

Jede Spur auf Diskette ist in Sektoren aufgeteilt. Die Anzahl der
Sektoren ist abhiingig von der Lage der Spur. Innere Spuren ha-
ben weniger Sektoren als 4uBlere. Die Linge eines Sektors betrigt
256 Bytes.

Seriell:

Form der Dateniibertragung. Bei dieser Art der Daten-
iibertragung werden die Bits nacheinander iiber eine Leitung
geschickt. Der Vorteil ist, daB nur zwei Leitungen benotigt wer-
den. Der Nachteil ist die geringe Geschwindigkeit.

Spur:

Die Diskette wird zu Verwaltungszwecken in 35 Spuren (Tracks)
aufgeteilt. Diese Spuren sind ringférmig auf der Diskette ange-
ordnet und von 1 bis 35 duchnumeriert. AuBerdem sind die
Spuren in verschiedene Sektoren unterteilt.
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Stopp-Bit:

Das Stopp-Bit wird bei der seriellen Dateniibertragung verwen-
det, um das Ende eines iibertragenen Bytes zu kennzeichnen.
Ublicherweise werden 1 oder 2 Stopp-Bits verwendet, was
sowohl im Sender als auch im Empfinger festgelegt werden
mufl.

Systeminterrupt:

Ein Interrupt (Unterbrechung des Hauptprogramms), der von
Timer A der CIA | je 1/60 Sekunde ausgeldst wird, um unter
anderem die Tastatur abzufragen.

Taktzyklus:

Linge eines Systemtaktes. Wird als Zeiteinheit benutzt, um die
Ausfithrungszeit eines Befehls darzustellen.

Trigger:

Ein Trigger ist ein Ausldser. Ist beispielsweise eine Operation
timergetriggert, so bedeutet das, daB diese Operation nach dem
Ablauf des Timers ausgeldst wird. Der Timer ist hierbei der
Ausléser (Trigger).

Zeropage:

Die Zeropage ist eine Besonderheit der 65xx-Microprozessoren.
Sie ist im Bereich von 0 bis 255 abgelegt und kann somit mit ei-
nem Zweibytebefehl angesprochen werden, was sowohl platz- als
auch zeitsparend ist. In ihr sind unter anderem die wichtigsten
Zeiger abgelegt.
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Anhang C

Stichwortverzeichnis

2517 1S cverererrnerrrernreerrrrenssacrsssrasnranrrresrasreriesarrrrrrrrsesresansssssnrnssnnnns 627
QLAGA .....eeeeeeeeeeeeeeeeeereeereeeeeeeeeaeeeeee i aaanaaaaa st b—rar e e e e ensanaatrasaaann 626
6510 ottt ceeteeeenteeeeeeeetieanratieeeaseesnnnraaaatrarreareraranrrrteearnaeras 626
6526 ... eiiiiiiiieeiccceeesereeseeseesesessaessartrrastrbassrassrssnssssnnssnsnnnnnaressentres 626
6569 .....iiiiiicnreeeeeeessssrrtsttssssessaraessesesststststtesessssbttantasasrassannrane 626
G581 ... iirrrerrireetreeeeeeeeessssessssssseserestarsrrsresssstrsssassnsansssnssarnrrteasarenes 627
8500 .o cccccceeeeeeeeeeeeeeeeeteetieeteseeeseeeseseressrensasastrtenatitsanserenres 626
8565 .eeeeeeeeeeeieeerrreeeinaseieietntee s eeiessiseesiessasiestesetasaneasstresnnn 626
B8 et eeeeecrerereeennerereeererer et et et et et et aresess it an s nsaaenanannsrsrsrnns 627
L3 L0 SRR 626
- WA0 B 3 o ) 1= U PURUTRRN 173
AdIESSIEIUNE ....uceeievieeriierennieiiinrenerereernrreeeesssseeesssrssesssesssnranserns 243
AKKUMUIALOT ...oiiiiiiiieeeeeeeeeeeeeiiieiecceeseeessssessssnsssssssssssssnresnsnsennnes 76
7N E: ¥ o 11125 1 TN 227
AM oo — e e s e e n e et a et e e bbrasaasareeranns 226
% 1 -1 (o)~ PR 173
AND s e e s e e st atese s esanessssrt e ssaneasananaranse 14
ATTAYDETECHMUNE ..iivvverriiririerirseserneessnesssssssssesssssssssssssssssssnsssnnsass 272
ATTAYS ceeiiireniirernneirrranerrrnnseseenssssessssarosnsssseessssassesnssssesansssesssssenasnes 22
Y- N @) § B O o [T 18
YN £ ) o TR 213
ATTACK ...cccccccrccrrrcceeerereereaneerrereeereressesesresssssssssssssessersssns 165
PNVE -2 1oT=] o111 3 =) o OO 230
AULO-STATE L.ivreeriieieenerereeesnemmesecsserseerarsserernsersrrreresresssssessrsresssns 273
BANDPASS ... rrrettetecrreeeeeteseeeeeeseseseseesresssseserssesreserentes 171
BASIC-INtEIPTELET .....ccveeverrrerenreeiereieeeeeesssesesressrererrerrsrssssssssssssases 20
BASIC-KOMPAKLOT ....cciveierrreremeieeniernesierssscsrtrassssaseessssssseesesessensas 61
)37 W07 (GRS o T -5 USSP 60
BASIC-ROM ....iiiiieeeeeiteeeeieneeieieiecesninnsonnnnnnnsssssssteeeesesesresneeens 73
BASIC-ZEIIE .......eeeeerieeeeeeeccnreieiireieieceeeisninnassseasenreessesssseseesesees 18
BASIN ....ooitireneteneseesnsssssssssianeiaiesssssssarasassssssssssesssssssssssssnns 267
Baud ........... tetereserseeseeressesessesasereanenserasarasansasasasanasasssssssnsnnnnns 231

BCD-FORMAT ....iiiiticctteecennnenisaneessisessssacssseesssnsesssssesens 228
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BEfERISSALZ ..cvevererirererersreiciirsienerennsecsseassessesesessenaessesessasaeseerensrnnnes 135
BildSChirmeCOode ......cccooeeeririiiiiiiiriirrieneeceeeeeeeeeeeeersensannenressrerersseness 200
531 Lo (1ol 131 ¢ 111 111 OSSP 266
BIiNATSYSIEM ......oceeciieiiciererinireeeres srarerescnnnnesesseesssseronasnsasesstennansenss 11
Bt ettt et s e e e s serssse s sesasesrsssssssssenr e irrssrranan 118
Block ..... T b I
BSOUT ettt e s cseee et ereeeenensesnnnnes veeeer. 189, 267
BuckelgehBUSE .......cooeeeeeeiiiieieeceer e rrreecereterenceeseeccssescsrersne e toses 625
(6:1 ¢ 5. 1 - T- SO S TP SORORUPRRRTOTONt 185
CHEKIN ... ccccccccccsisrsreeeeeeeeeeeeeeseessssssneraresssesnnensssssssssnnsnnns 189
CIAS eiiteerereeeieieieireititiisesssssteeeeissssersssssssssassssssssssesssssssssssransaanens 183
CKUOT aeeeieeeeccccccsiiciicsccssssssrarer serrsetrestsesesssareresaressarsassaassssaesns 189
CLOSE ... 189
(00) 117 11TeYo (o] o TR 273
(010,70 7N 1§ SRR 74
CONTINUOUS ..coeeeeeeeteeeeeeeetre e renerrnsesressesssteraresasstriareassanas 225
Controller .....c.ceviieivinninennnninnieeeecssraeraens Nresrisee e aet et erebans 266
COUNLET ..uocreiieeiienniierrereeeessrnnnerereeerereeeeeressrareseeesesssrnssssaseessssans 224
CPU ccceeteeireee ettt eseessneeteeeessesessssrr e s aes s sserabesstaesssasanes 103, 109
@311 - 10) U 30
| Y- Ng - N STT 116
I D102 1110) ¢ 111 1 (-7 UU PR 56
I DE 1311 oY1 (=) OO OO 204
DatenriChtUNGSIEGISter ...cc.ccceiivivceieiriieerecteeeenererenreessereeesees 204
I DERT 11011 1 A=) QRO 245
1) 5 ) 3 ST USRI 204
DECAY  ..oviviivivrrecrressrsrsecererisssssssssnsssssssssssssssrsssrsssssssssssssssssensesas 165
DEKOAIEILADEIIR .....ceeeereeeeeeeerererereeiiiiirrririrerssrssssssssssasesssssassssssans 274
DEZIMAISYSEEM ...oeceneeeeeiieectiiieirereeerseersesssssssssssnsssssssassesssasassasassanas i1
I DIT-31E:1RTZ:F Vo | 1) TR 173
| D3 =101 (0] o AR 78
DIrektmOdUS .........cocoeeiviireeeeeeeeeerereiierionnnieieiisessissnreeeesieesessssssseees 18
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DAS STEHT DRIN:

In der 7. iberarbeiteten Neuauflage liefert die Bibel des C64-Program-
mierers eine Fille von Kniffen, Facts und Details. Selbst der erfah-

rene C64-Anwender erhalt wertvolle Anregungen und Informationen zum
Innenleben seines Computers. Professioneller C64-Einsatz - mit diesem
Buch ein Kinderspiel!

Aus dem Inhalt:

- FlieBkomma-Arithmetik

- BASIC-Erweiterungen selbst gemacht

- Sprungvektoren und Autostart

- Einfiihrung in die Assemblerprogrammierung
- lllegal-Codes und Taktzyklen

- Profi-Grafikprogrammierung

- Interruptprogrammierung

- Virus-Killer

- BASIC-Kompaktor

- Screen-Scrolling

- Ein-/Ausgabesteuerung in Maschinensprache
- Joystick und Paddle

- Die Commodore-Maus 1351

- Der serielle IEC-Bus

- Zeilenweise kommentiertes ROM-Listing

- Pflege und Wartung

- Die Unterschiede der drei C64

- Original Commodore-Schaltplane

UND GESCHRIEBEN HAT DIESES BUCH:

Ralf Gelfand, Darko Krsnik und Jacques Feit sind Hardware-, Grafik- und
Assemblerspezialisten und haben fiir die komplette Uberarbeitung ge-
sorgt. Das DATA BECKER-Entwicklungsteam Rolf Briickmann, Klaus

Gerits und Lothar Englisch, die ihr Know-how zum C64 schon in vielen
Standardwerken unter Beweis gestellt haben, standen mit Rat und Tat zur
Seite.
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